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# Introduction to JavaScript

JavaScript is a dynamic, versatile programming language primarily used for web development. This training module introduces JavaScript fundamentals, with practical examples to build programming skills.

## Why Learn JavaScript?

* + - **Web Interactivity**: Powers dynamic content on websites.
    - **Versatility**: Used in front-end, back-end (Node.js), and mobile apps.
    - **Community**: Extensive libraries like React and frameworks like Express.

## Setting Up the Environment

Run JavaScript in a browser’s developer console (e.g., Chrome DevTools) or use Node.js for server-side scripting. Install Node.js from [https://nodejs.org](https://nodejs.org/) and verify with:

node -v
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# Basic JavaScript Syntax

JavaScript code can be embedded in HTML or run standalone in Node.js. Below is a simple console output example.

## First JavaScript Program

1

console.log(”Hello, World!”);

**Explanation**:

* + - console.log: Outputs text to the console.
    - JavaScript can run in a browser or Node.js environment.

## Variables and Data Types

Use let, const, or var to declare variables. JavaScript supports types like num- bers, strings, booleans, and objects.

let age = 25; // Number

const name = ”Alice”; // String var isEmployed = true; // Boolean

let person = { name: ”Bob”, age: 30 }; // Object console.log(‘${name} is ${age} years old.‘);
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# Control Structures

Control structures direct program flow.

## Conditional Statements

Use if-else for decision-making.

let score = 85; if (score >= 90) {

console.log(”Grade: A”);

} else if (score >= 80) { console.log(”Grade: B”);

} else {

console.log(”Grade: C”);

}
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## Loops

Loops repeat code. Below is a for loop example.

for (let i = 1; i <= 5; i++) { console.log(‘Number: ${i}‘);

}
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# Functions

Functions encapsulate reusable code.

## Defining Functions

Use function declarations or arrow functions.

function greet(name) {

return ‘Hello, ${name}!‘;

}

const add = (a, b) => a + b;

console.log(greet(”Alice”)); // Hello, Alice! console.log(add(5, 3)); // 8
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# Working with Arrays

Arrays store lists of data.

## Array Methods

Use methods like push, map, and filter.

let names = [”Alice”, ”Bob”, ”Charlie”]; names.push(”Dave”); // Add to end

let upperNames = names.map(name => name.toUpperCase()); console.log(upperNames); // [”ALICE”, ”BOB”, ”CHARLIE”, ”DAVE”]

let longNames = names.filter(name => name.length > 4); console.log(longNames); // [”Charlie”]

1

2

3

4

5

6

7

# DOM Manipulation

JavaScript interacts with HTML via the Document Object Model (DOM).

## Changing Web Content

Below is an example HTML with JavaScript to update a webpage.

<!-- index.html -->

<!DOCTYPE html>

<html>

<body>

<h1 id=”title”>Welcome</h1>

<button onclick=”changeTitle()”>Change Title</button>

<script>

function changeTitle() { document.getElementById(”title”).textContent = ”Hello,

JavaScript!”;

}

</script>

</body>

</html>

1

2

3

4

5

6

7

8

9

10

11

12

13

# Asynchronous JavaScript

Handle asynchronous operations with Promise and async/await.

## Fetching Data

Fetch data from an API.

async function fetchData() { try {

const response = await fetch(”https://jsonplaceholder. typicode.com/posts/1”);

const data = await response.json(); console.log(data.title);
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} catch (error) { console.log(”Error:”, error);

}

}

fetchData();
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# Error Handling

Use try-catch for error management.

try {

let result = undefinedVariable; // Undefined variable

} catch (error) {

console.log(”Error:”, error.message);

}
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# Conclusion

This module covers JavaScript essentials, from syntax to DOM manipulation and asynchronous programming. Practice these examples and explore frameworks like React or Node.js for advanced development.

# References

* MDN Web Docs: [https://developer.mozilla.org/en-US/docs/Web/](https://developer.mozilla.org/en-US/docs/Web/JavaScript) [JavaScript](https://developer.mozilla.org/en-US/docs/Web/JavaScript)
* JavaScript.info: [https://javascript.info](https://javascript.info/)