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1. ЗАДАНИЕ

На универсуме строчных латинских букв есть 4 множества A, B, C, D. Надо вычислить множество, содержащее все буквы, общие для множеств A и B, за исключением букв, содержащихся в С, а также все буквы с D, сделать это требуется с помощью классов и сравнить с результатами работы без классов.

2. РЕЗУЛЬТАТЫ ЭКСПЕРИМЕНТА С ИСПОЛЬЗОВАНИЕМ КЛАССОВ

Результат эксперимента с отслеживанием вызова функций-членов изображен на рисунке 1.
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Рисунок 1. Скриншот программы с отслеживанием

3. РЕЗУЛЬТАТ ЭКСПЕРИМЕНТА С ОТСЛЕЖИВАЕНИЕМ ВЫЗОВА ФУНКЦИЙ-ЧЛЕНОВ

Результат эксперимента с отслеживанием вызова функций-членов изображен на рисунке 2.
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Рисунок 2. Скриншот программы с отслеживанием

4. ВЫВОД

При сравнении времени, затраченного на обработку исходных данных с помощью и без помощи классов, было выявлено следующее:

- для массивов и машинного слово время выполнения обработки примерно одинаково.

- для списков и универсума количество тиков для выполнения обработки примерно в три раза больше для классов.

Анализируя код и полученные результаты, по нашему мнению, классы удобно использовать, когда время выполнения операции не является критичным. Программировать с помощью классов гораздо быстрее чем без них. Также классы в большинстве случаев не выгодно использовать если требуется работать с большими объемами данных.
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6. ПРИЛОЖЕНИЕ

Файл: code.cpp – Исходный код.

#include <windows.h>

#include <conio.h>

#include <time.h>

#include <iostream>

using namespace std;

using namespace std;

#pragma intrinsic(\_\_rdtsc)

const long REP1 = 1000000;

const long REP2 = 10000;

const long REP3 = 1000000;

const long REP4 = 1000000;

const char ST\_CH = 'a';

const char EN\_CH = 'z';

const int N\_CH = 26;

struct DATA1 //массив

{

char a[N\_CH + 1];

};

struct SP\_EL

{

char ch;

SP\_EL \*n;

};

struct DATA2 //список

{

SP\_EL \*spis;

};

void freesp(DATA2 \_sp)

{

while (\_sp.spis != nullptr)

{

SP\_EL\* p;

p = \_sp.spis;

\_sp.spis = \_sp.spis->n;

delete p;

}

\_sp.spis = nullptr;

}

struct DATA3 //универсум

{

bool a[N\_CH];

};

struct DATA4 //машинное слово

{

long a;

};

char\* gen(int \_n = rand() % (N\_CH - 5) + 5)

{

static char s[N\_CH + 1];

bool n[N\_CH];

int r = 0;

if (\_n > N\_CH)

\_n = N\_CH;

for (int i = 0; i < N\_CH; i++)

n[i] = 0;

while (\_n > 0)

{

int i;

i = rand() % N\_CH;

while (n[i])

i = (i + 1) % N\_CH;

n[i] = 1;

\_n--;

}

for (int i = 0; i < N\_CH; i++)

if (n[i])

{

s[r] = ST\_CH + i;

r++;

}

s[r] = 0;

return s;

}

void init(char \*\_s, DATA1 \*\_a)

{

int ais[N\_CH];

for (int i = 0; i < N\_CH; i++)

ais[i] = 0;

while (\*\_s)

{

if (\*\_s >= ST\_CH && \*\_s <= EN\_CH)

if (ais[\*\_s - ST\_CH] == 0)

{

ais[\*\_s - ST\_CH] = 1;

}

\_s++;

}

int r = 0;

for (int i = 0; i < N\_CH; i++)

if (ais[i] == 1)

{

\_a->a[r] = i + ST\_CH;

r++;

}

\_a->a[r] = 0;

}

void init(char \*\_s, DATA2 \*\_a)

{

int ais[N\_CH];

SP\_EL \*p;

\_a->spis = NULL;

for (int i = 0; i < N\_CH; i++)

ais[i] = 0;

while (\*\_s)

{

if (\*\_s >= ST\_CH && \*\_s <= EN\_CH)

if (ais[\*\_s - ST\_CH] == 0)

{

ais[\*\_s - ST\_CH] = 1;

}

\_s++;

}

for (int i = N\_CH - 1; i >= 0; i--)

if (ais[i] == 1)

{

p = new SP\_EL;

p->n = \_a->spis;

p->ch = i + ST\_CH;

\_a->spis = p;

}

}

void init(char \*\_s, DATA3 \*\_a)

{

for (int i = 0; i < N\_CH; i++)

\_a->a[i] = 0;

while (\*\_s)

{

if (\*\_s >= ST\_CH && \*\_s <= EN\_CH)

\_a->a[\*\_s - ST\_CH] = 1;

\_s++;

}

}

void init(char \*\_s, DATA4 \*\_a)

{

\_a->a = 0;

while (\*\_s)

{

if (\*\_s >= ST\_CH && \*\_s <= EN\_CH)

{

\_a->a |= 1 << (\*\_s - ST\_CH);

}

\_s++;

}

}

void put(DATA1 \_a)

{

cout << "{" << \_a.a << "}\n";

}

void put(DATA2 \_a)

{

cout << "{";

for (SP\_EL \*p = \_a.spis; p; p = p->n)

cout << p->ch;

cout << "}\n";

}

void put(DATA3 \_a)

{

cout << "{";

for (int i = 0; i < N\_CH; i++)

if (\_a.a[i])

{

cout << (char)(i + ST\_CH);

}

cout << "}\n";

}

void put(DATA4 \_a)

{

cout << "{";

for (int i = 0; i < N\_CH; i++)

if (\_a.a & (1 << i))

{

cout << (char)(i + ST\_CH);

}

cout << "}\n";

}

void processing(DATA1 &\_a, DATA1 &\_b, DATA1 &\_c, DATA1 &\_d, DATA1 &\_e);

void processing(DATA2 &\_a, DATA2 &\_b, DATA2 &\_c, DATA2 &\_d, DATA2 &\_e);

void processing(DATA3 &\_a, DATA3 &\_b, DATA3 &\_c, DATA3 &\_d, DATA3 &\_e);

void processing(DATA4 &\_a, DATA4 &\_b, DATA4 &\_c, DATA4 &\_d, DATA4 &\_e);

class SET1

{

private:

char a[N\_CH + 1];

public:

SET1()

{

a[0] = 0;

}

void init(char \*\_s)

{

int ais[N\_CH];

for (int i = 0; i < N\_CH; i++)

ais[i] = 0;

while (\*\_s)

{

if (\*\_s >= ST\_CH && \*\_s <= EN\_CH)

if (ais[\*\_s - ST\_CH] == 0)

{

ais[\*\_s - ST\_CH] = 1;

}

\_s++;

}

int r = 0;

for (int i = 0; i < N\_CH; i++)

if (ais[i] == 1)

{

a[r] = i + ST\_CH;

r++;

}

a[r] = 0;

}

SET1(char \*\_s)

{

init(\_s);

}

void put()

{

cout << "{";

cout << a;

cout << "}\n";

}

const SET1& operator= (const SET1 &\_a)

{

for (int i = 0; i < N\_CH + 1; i++)

a[i] = \_a.a[i];

return \*this;

}

SET1(const SET1 &\_a)

{

for (int i = 0; i < N\_CH + 1; i++)

a[i] = \_a.a[i];

}

friend SET1 operator & (const SET1 &\_a, const SET1 &\_b)

{

SET1 c;

int r = 0;

for (const char \*s1 = \_a.a, \*s2 = \_b.a; \*s1 && \*s2; \*s1 > \*s2 ? s2++ : s1++)

if (\*s1 == \*s2)

{

c.a[r] = \*s1;

r++;

}

c.a[r] = 0;

return c;

}

friend SET1 operator | (const SET1 &\_a, const SET1 &\_b)

{

SET1 c;

int r;

r = 0;

const char \*s1 = \_a.a, \*s2 = \_b.a;

while (\*s1 || \*s2)

{

if (\*s1 > \*s2 && \*s2 != 0 || \*s1 == 0)

{

if ((r == 0 || \*s2 != c.a[r - 1]) && \*s2 != 0)

{

c.a[r] = \*s2;

r++;

}

s2++;

}

else

{

if ((r == 0 || \*s1 != c.a[r - 1]) && \*s1 != 0)

{

c.a[r] = \*s1;

r++;

}

s1++;

}

}

c.a[r] = 0;

return c;

}

friend SET1 operator / (const SET1 &\_a, const SET1 &\_b)

{

SET1 c = \_a;

int r;

for (char \*s1 = c.a, \*s2 = (char\*)\_b.a; \*s1 && \*s2; \*s1 > \*s2 ? s2++ : s1++)

if (\*s1 == \*s2)

{

\*s1 = '-';

}

r = 0;

for (char \*s1 = c.a; \*s1; s1++)

if (\*s1 != '-')

{

c.a[r] = \*s1;

r++;

}

c.a[r] = 0;

return c;

}

};

class SET2 //ñïèñîê

{

private:

//int id;

SP\_EL \*spis;

public:

~SET2()

{

//printf("Деструктор(%i)\n",id);

SP\_EL \*p = spis;

while (p)

{

SP\_EL \*p1 = p;

p = p->n;

delete p1;

}

}

SET2()

{

//id = rand() % 10000;

//printf("Конструктор(%i)\n", id);

spis = 0;

}

void init(char \*\_s)

{

//id = rand() % 10000;

//printf("Инициализация от строки(%i)\n", id);

int ais[N\_CH];

SP\_EL \*p;

spis = nullptr;

for (int i = 0; i < N\_CH; i++)

ais[i] = 0;

while (\*\_s)

{

if (\*\_s >= 'a' && \*\_s <= 'z')

ais[\*\_s - 'a'] = 1;

\_s++;

}

for (int i = N\_CH-1; i >=0; i--)

if (ais[i])

{

p = new SP\_EL;

p->n = spis;

spis = p;

spis->ch = i + ST\_CH;

}

}

SET2(char \*\_s)

{

//printf("Конструктор от строки\n");

init(\_s);

}

void put()

{

cout << "{";

for (SP\_EL \*p = spis; p; p = p->n)

cout << p->ch;

cout << "}\n";

}

const SET2& operator= (const SET2 &\_a)

{

//printf("=(%i)\n",\_a.id);

SP\_EL \*p;

p = spis;

while (p)

{

SP\_EL \*p1 = p;

p = p->n;

delete p1;

}

SP\_EL \*l;

SP\_EL \*el = \_a.spis;

spis = new SP\_EL;

spis->ch = el->ch;

l = spis;

el = el->n;

for (; el; el = el->n)

{

p = new SP\_EL;

p->ch = el->ch;

l->n = p;

l = p;

}

l->n = nullptr;

return \*this;

}

SET2(const SET2 &\_a)

{

//id = rand() % 10000;

//printf("Создание копии(%i) id копии(%i)\n",\_a.id, id);

if (\_a.spis == nullptr)

{

spis = nullptr;

return;

}

SP\_EL \*p;

SP\_EL \*l;

SP\_EL \*el = \_a.spis;

spis = new SP\_EL;

spis->ch = el->ch;

l=spis;

el = el->n;

for (; el; el = el->n)

{

p = new SP\_EL;

p->ch = el->ch;

l->n = p;

l = p;

}

l->n = nullptr;

}

friend SET2 operator & (const SET2 &\_a, const SET2 &\_b)

{

//printf("& (%i)&(%i)\n", \_a.id, \_b.id);

SET2 c;

SP\_EL \*p;

for (SP\_EL \*p1 = \_a.spis, \*p2 = \_b.spis; p1 != nullptr && p2 != nullptr;

p1->ch > p2->ch ? p2 = p2->n : p1 = p1->n)

if (p1->ch == p2->ch)

{

if (c.spis == nullptr)

{

p = new SP\_EL;

c.spis = p;

p->n = nullptr;

}

else

{

p->n = new SP\_EL;

p = p->n;

p->n = nullptr;

}

p->ch = p1->ch;

}

return c;

}

friend SET2 operator | (const SET2 &\_a, const SET2 &\_b)

{

//printf("| (%i)|(%i)\n", \_a.id, \_b.id);

SET2 c;

SP\_EL \*p1 = \_a.spis, \*p2 = \_b.spis;

SP\_EL \*p = nullptr;

c.spis = 0;

while (p1 || p2)

{

if (p1 == 0 || p2 != 0 && p1->ch > p2->ch)

{

if (p == nullptr || p2->ch != p->ch)

{

if (p == nullptr)

{

p = new SP\_EL;

c.spis = p;

}

else

{

p->n = new SP\_EL;

p = p->n;

}

p->n = nullptr;

p->ch = p2->ch;

}

p2 = p2->n;

}

else

{

if (p == nullptr || p1->ch != p->ch)

{

if (p == nullptr)

{

p = new SP\_EL;

c.spis = p;

}

else

{

p->n = new SP\_EL;

p = p->n;

}

p->n = nullptr;

p->ch = p1->ch;

}

p1 = p1->n;

}

}

return c;

}

friend SET2 operator / (const SET2 &\_a,const SET2 &\_b)

{

//printf("/ (%i)/(%i)\n", \_a.id, \_b.id);

SET2 c(\_a);

SP\_EL \*p;

for (SP\_EL \*\*p1 = &c.spis, \*p2 = \_b.spis; (\*p1) && p2;)

{

if ((\*p1)->ch == p2->ch)

{

p = (\*p1)->n;

delete (\*p1);

\*p1 = p;

}

if (\*p1)

if ((\*p1)->ch > p2->ch)

{

p2 = p2->n;

}

else

{

p1 = &((\*p1)->n);

}

}

return c;

}

};

class SET3

{

private:

bool a[N\_CH];

public:

SET3()

{

for (int i = 0; i < N\_CH; i++)

a[i] = 0;

}

void init(char \*\_s)

{

for (int i = 0; i < N\_CH; i++)

a[i] = 0;

while (\*\_s)

{

if (\*\_s >= 'a' && \*\_s <= 'z')

if (a[\*\_s - 'a'] == 0)

{

a[\*\_s - 'a'] = 1;

}

\_s++;

}

}

SET3(char \*\_s)

{

init(\_s);

}

void put()

{

bool b = 0;

cout << "{";

for (int i = 0; i < N\_CH; i++)

if (a[i])

{

b = 1;

cout << (char)(i + 'a');

}

cout << "}\n";

}

const SET3& operator= (const SET3 &\_a)

{

for (int i = 0; i < N\_CH; i++)

a[i] = \_a.a[i];

return \*this;

}

SET3(const SET3 &\_a)

{

for (int i = 0; i < N\_CH; i++)

a[i] = \_a.a[i];

}

friend SET3 operator & (const SET3 &\_a, const SET3 &\_b)

{

SET3 c;

for (int i = 0; i < N\_CH; i++)

{

c.a[i] = \_a.a[i] & \_b.a[i];

}

return c;

}

friend SET3 operator | (const SET3 &\_a, const SET3 &\_b)

{

SET3 c;

for (int i = 0; i < N\_CH; i++)

{

c.a[i] = \_a.a[i] | \_b.a[i];

}

return c;

}

friend SET3 operator / (const SET3 &\_a, const SET3 &\_b)

{

SET3 c;

for (int i = 0; i < N\_CH; i++)

{

c.a[i] = \_a.a[i] & !\_b.a[i];

}

return c;

}

};

class SET4

{

private:

long a;

public:

SET4()

{

a = 0;

}

void init(char \*\_s)

{

a = 0;

while (\*\_s)

{

if (\*\_s >= 'a' && \*\_s <= 'z')

{

a |= 1 << (\*\_s - 'a');

}

\_s++;

}

}

SET4(char \*\_s)

{

init(\_s);

}

void put()

{

bool b = 0;

cout << "{";

for (int i = 0; i < N\_CH; i++)

if (a & (1 << i))

{

b = 1;

cout << (char)(i + 'a');

}

cout << "}\n";

}

const SET4& operator= (const SET4 &\_a)

{

a = \_a.a;

return \*this;

}

SET4(const SET4 &\_a)

{

a = \_a.a;

}

friend SET4 operator & (const SET4 &\_a, const SET4 &\_b)

{

SET4 c;

c.a = \_a.a & \_b.a;

return c;

}

friend SET4 operator | (const SET4 &\_a, const SET4 &\_b)

{

SET4 c;

c.a = \_a.a | \_b.a;

return c;

}

friend SET4 operator / (const SET4 &\_a, const SET4 &\_b)

{

SET4 c;

c.a = \_a.a & ~\_b.a;

return c;

}

};

unsigned long long time\_req()

{

return \_\_rdtsc();

}

void processing(SET1 &\_a, SET1 &\_b, SET1 &\_c, SET1 &\_d, SET1 &\_e);

void processing(SET2 &\_a, SET2 &\_b, SET2 &\_c, SET2 &\_d, SET2 &\_e);

void processing(SET3 &\_a, SET3 &\_b, SET3 &\_c, SET3 &\_d, SET3 &\_e);

void processing(SET4 &\_a, SET4 &\_b, SET4 &\_c, SET4 &\_d, SET4 &\_e);

/////////////////////////////////////////////////////////////////////////////////////////

int main()

{

srand(time(nullptr));

setlocale(0, "RU");

char s\_a[30], s\_b[30], s\_c[30], s\_d[30];

int i;

char ch;

do{

system("cls");

DATA1 a1;

DATA1 b1;

DATA1 c1;

DATA1 d1;

DATA1 e1;

DATA2 a2;

DATA2 b2;

DATA2 c2;

DATA2 d2;

DATA2 e2;

DATA3 a3;

DATA3 b3;

DATA3 c3;

DATA3 d3;

DATA3 e3;

DATA4 a4;

DATA4 b4;

DATA4 c4;

DATA4 d4;

DATA4 e4;

SET1 a5;

SET1 b5;

SET1 c5;

SET1 d5;

SET1 e5;

SET2 a6;

SET2 b6;

SET2 c6;

SET2 d6;

SET2 e6;

SET3 a7;

SET3 b7;

SET3 c7;

SET3 d7;

SET3 e7;

SET4 a8;

SET4 b8;

SET4 c8;

SET4 d8;

SET4 e8;

strcpy(s\_a, gen());

strcpy(s\_b, gen());

strcpy(s\_c, gen());

strcpy(s\_d, gen());

cout << "N среднее=" << (strlen(s\_a) + strlen(s\_b) + strlen(s\_c) + strlen(s\_d)) / 4.0

<< " \n";

init(s\_a, &a1);

init(s\_b, &b1);

init(s\_c, &c1);

init(s\_d, &d1);

init(s\_a, &a2);

init(s\_b, &b2);

init(s\_c, &c2);

init(s\_d, &d2);

init(s\_a, &a3);

init(s\_b, &b3);

init(s\_c, &c3);

init(s\_d, &d3);

init(s\_a, &a4);

init(s\_b, &b4);

init(s\_c, &c4);

init(s\_d, &d4);

a5 = s\_a;

b5 = s\_b;

c5 = s\_c;

d5 = s\_d;

a6 = s\_a;

b6 = s\_b;

c6 = s\_c;

d6 = s\_d;

a7 = s\_a;

b7 = s\_b;

c7 = s\_c;

d7 = s\_d;

a8 = s\_a;

b8 = s\_b;

c8 = s\_c;

d8 = s\_d;

processing(a6, b6, c6, d6, e6);

unsigned \_\_int64 t1, t2, t3, t4;

cout << "A:";

put(a1);

cout << "B:";

put(b1);

cout << "C:";

put(c1);

cout << "D:";

put(d1);

cout << "\n";

t1 = time\_req();

for (i = 0; i < REP1; i++)

{

e1.a[0] = 0;

processing(a1, b1, c1, d1, e1);

}

t2 = time\_req();

t3 = time\_req();

for (i = 0; i < REP1; i++)

{

processing(a5, b5, c5, d5, e5);

}

t4 = time\_req();

cout << "\nМассив(Повторений:" << REP1 << "):\n";

cout << "Тактов на 1 запуск:" << (t2 - t1) / (float)REP1 << "(без классов), " <<

(t4 - t3) / (float)REP1 << "(с классами)\n";

t1 = time\_req();

for (i = 0; i < REP2; i++)

{

processing(a2, b2, c2, d2, e2);

freesp(e2);

}

t2 = time\_req();

t3 = time\_req();

for (i = 0; i < REP2; i++)

{

processing(a6, b6, c6, d6, e6);

}

t4 = time\_req();

processing(a2, b2, c2, d2, e2);

freesp(a2);

freesp(b2);

freesp(c2);

freesp(d2);

freesp(e2);

cout << "\nСписок(Повторений:" << REP2 << "):\n";

cout << "Тактов на 1 запуск:" << (t2 - t1) / (float)REP2 << "(без классов), " <<

(t4 - t3) / (float)REP2 << "(с классами)\n";

t1 = time\_req();

for (i = 0; i < REP3; i++)

{

if (i % (REP4 / 10) == 0)

cout << " \b";

e3.a[0] = 0;

processing(a3, b3, c3, d3, e3);

}

t2 = time\_req();

i=e3.a[0]%10;

cout << i << "\b ";

t3 = time\_req();

for (i = 0; i < REP3; i++)

{

processing(a7, b7, c7, d7, e7);

}

t4 = time\_req();

cout << "\nУниверсум(Повторений:" << REP3 << "):\n";

cout << "Тактов на 1 запуск:" << (t2 - t1) / (float)REP3 << "(без классов), " <<

(t4 - t3) / (float)REP3 << "(с классами)\n";

t1 = time\_req();

for (i = 0; i < REP4; i++)

{

if (i % (REP4 / 10) == 0)

cout << " \b";

e4.a = 0;

processing(a4, b4, c4, d4, e4);

}

t2 = time\_req();

t3 = time\_req();

for (i = 0; i < REP3; i++)

{

if (i % (REP4 / 10) == 0)

cout << " \b";

processing(a8, b8, c8, d8, e8);

}

t4 = time\_req();

cout << "\nМашинное слово(Повторений:" << REP4 << "):\n";

cout << "Тактов на 1 запуск:" << (t2 - t1) / (float)REP4 << "(без классов), " <<

(t4 - t3) / (float)REP4 << "(с классами)\n";

cout << "Сделать ещё тест?(y/n)";

do

{

ch = getch();

} while (ch != 'y' && ch != 'Y' &&ch != 'n' &&ch != 'N');

} while (ch == 'y' || ch == 'Y');

}

/////////////////////////////////////////////////////////////////////////////////////////

void processing(SET1 &\_a, SET1 &\_b, SET1 &\_c, SET1 &\_d, SET1 &\_e)

{

\_e = (\_a & \_b) / (\_c) | \_d;

}

void processing(SET2 &\_a, SET2 &\_b, SET2 &\_c, SET2 &\_d, SET2 &\_e)

{

\_e = (\_a & \_b) / \_c | \_d;

}

void processing(SET3 &\_a, SET3 &\_b, SET3 &\_c, SET3 &\_d, SET3 &\_e)

{

\_e = (\_a & \_b) / (\_c) | \_d;

}

void processing(SET4 &\_a, SET4 &\_b, SET4 &\_c, SET4 &\_d, SET4 &\_e)

{

\_e = (\_a & \_b) / (\_c) | \_d;

}

void processing(DATA1 &\_a, DATA1 &\_b, DATA1 &\_c, DATA1 &\_d, DATA1 &\_e)

{

// 1 2 3

//a & b / c | d

int r = 0;

DATA1 f;

//1

for (char \*s1 = \_a.a, \*s2 = \_b.a; \*s1 && \*s2; \*s1 > \*s2 ? s2++ : s1++)

if (\*s1 == \*s2)

{

f.a[r] = \*s1;

r++;

}

f.a[r] = 0;

//2

for (char \*s1 = f.a, \*s2 = \_c.a; \*s1 && \*s2; \*s1 > \*s2 ? s2++ : s1++)

if (\*s1 == \*s2)

{

\*s1 = '-';

}

r = 0;

for (char \*s1 = f.a; \*s1; s1++)

if (\*s1 != '-')

{

f.a[r] = \*s1;

r++;

}

f.a[r] = 0;

//3

r = 0;

char \*s1 = f.a, \*s2 = \_d.a;

while (\*s1 || \*s2)

{

if (\*s1 > \*s2 && \*s2 != 0 || \*s1 == 0)

{

if ((r == 0 || \*s2 != \_e.a[r - 1]) && \*s2 != 0)

{

\_e.a[r] = \*s2;

r++;

}

s2++;

}

else

{

if ((r == 0 || \*s1 != \_e.a[r - 1]) && \*s1 != 0)

{

\_e.a[r] = \*s1;

r++;

}

s1++;

}

}

\_e.a[r] = 0;

}

void processing(DATA2 &\_a, DATA2 &\_b, DATA2 &\_c, DATA2 &\_d, DATA2 &\_e)

{

// 1 2 3

//a & b / c | d

DATA2 f;

f.spis = nullptr;

//1

SP\_EL \*p;

for (SP\_EL \*p1 = \_a.spis, \*p2 = \_b.spis; p1 != nullptr && p2 != nullptr;

p1->ch > p2->ch ? p2 = p2->n : p1 = p1->n)

if (p1->ch == p2->ch)

{

if (f.spis == nullptr)

{

p = new SP\_EL;

f.spis = p;

p->n = nullptr;

}

else

{

p->n = new SP\_EL;

p = p->n;

p->n = nullptr;

}

p->ch = p1->ch;

}

//2

SP\_EL \*\*g = &f.spis;

for (SP\_EL \*p1 = f.spis, \*p2 = \_c.spis; p1 && p2;)

{

if (p1->ch == p2->ch)

{

p = p1->n;

delete (\*g);

\*g = p;

p1 = (\*g);

}

if (p1)

if (p1->ch > p2->ch)

{

p2 = p2->n;

}

else

{

p1 = p1->n;

g = &((\*g)->n);

}

}

//3

SP\_EL \*p1 = f.spis, \*p2 = \_d.spis;

p = 0;

\_e.spis = 0;

while (p1 || p2)

{

if (p1 == 0 || p2 != 0 && p1->ch > p2->ch)

{

if (p == nullptr || p2->ch != p->ch)

{

if (p == nullptr)

{

p = new SP\_EL;

\_e.spis = p;

}

else

{

p->n = new SP\_EL;

p = p->n;

}

p->n = nullptr;

p->ch = p2->ch;

}

p2 = p2->n;

}

else

{

if (p == nullptr || p1->ch != p->ch)

{

if (p == nullptr)

{

p = new SP\_EL;

\_e.spis = p;

}

else

{

p->n = new SP\_EL;

p = p->n;

}

p->n = nullptr;

p->ch = p1->ch;

}

p1 = p1->n;

}

}

freesp(f);

}

void processing(DATA3 &\_a, DATA3 &\_b, DATA3 &\_c, DATA3 &\_d, DATA3 &\_e)

{

//a & b / c | d

for (int i = 0; i < N\_CH; i++)

\_e.a[i] = ((\_a.a[i] & \_b.a[i]) & (~\_c.a[i])) | \_d.a[i];

}

void processing(DATA4 &\_a, DATA4 &\_b, DATA4 &\_c, DATA4 &\_d, DATA4 &\_e)

{

//a & b / c | d

\_e.a = ((\_a.a & \_b.a) & (~\_c.a)) | \_d.a;

}