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# Abstract

The goal of the simulation is to model big crowds in different locations and identify the dangerous spots. Our model is programmed in Matlab, is agent – based and in continuous space. The physics are based on the ‘social force model’ from Helbing. To identify the dangerous spots, the density of the people is computed and illustrated in the simulation. In this report two different locations are considered, a crossroads and a ninety-degree curve which are simulated with and without obstacles to identify the differences.

The results are then compared to real life experiences and to the results from similar projects.

# Individual contributions

The work on this project was shared evenly between both authors because we always worked together.

# Introduction and Motivations

Big events with a lot of people bear a great risk of mass panic. There are numerous events from the past where people got heart or died because of the forces acting on pedestrians in dense crowds. The most recent crowd disaster was the love parade in Duisburg 2010, where 21 people died and over 500 people were injured.

One critical factor of such tragedies is the location. Obstacles, corners, intersections and other bottlenecks where the crowd is compressed are the most critical spots. The main questions which we are going to answer are the following:

Where are the most critical spots for people in a crowd in a given environment?

What are the possibilities to reduce the risk to individual people by rearranging the environment?

To answer these questions we decided to use the “social force model” by D. Helbing [1]. This model is able to reproduce many real life situations and is explained in section 4. We have decided to implement this model in Matlab as an agent-based model in continuous space. To model different arrangements we chose to model two different situations, each one with and without obstacles. One situation is a crossroads and the other situation is a ninety-degree curve. Explanations concerning the implementation are given in section 5.s

Our results are then compared to real life experiences and the results of other projects from previous semester (section 6).

# Description of the Model

## Social force model

The model is based on the ‘social force model’ developed by D. Helbing and P. Molnar [1] [2]. It describes the “social forces” acting on a pedestrian in a crowd. Each pedestrian in a crowd can be represented with a point in space, the speed of the pedestrians can be described by the equation

and the acceleration by

.

D. Helbing and P. Molnar added a fluctuation term which include random variations of the behaviour.

One term of describes the driving force which accelerates the pedestrian towards the desired velocity , another term consists of the repulsion force from other pedestrians and obstacles and the last force outlines attractive effects .

## Acceleration force

The driving force accelerates the pedestrian towards the destination which results in the desired direction

Deviations of the actual velocity from the desired velocity occurring from obstacles or other pedestrians are corrected within the “relaxation time” .

The desired speed is defined as

Where is the initial velocity and the maximum desired velocity.

The parameter

Characterizes the nervousness of the pedestrian to reach their destination, where describes the average speed of the pedestrian.

## Pedestrian Interactions

The term describes the repulsive force from another pedestrian . This force is defined as

Where denotes the respective interaction strength and the range of the repulsive interaction. The parameter is the sum of the radii of both pedestrians, is the distance between the centres of mass and is the normalised vector pointing from to .

The last parameter accounts for the directionally dependent behaviour of pedestrians. In the context of crowds the factor gives the pedestrians within sight greater influence than those out of sight.

Where the parameter characterizes the directionally dependent behaviour with

and

## Boundary Interactions

The force acting on pedestrians from boundaries is almost identical to the repulsion force from other pedestrians. The only difference is that the directionally dependent behaviour can be neglected.

Where is the normal vector pointing from the boundary to the pedestrian and the distance between the boundary and the pedestrian.

# Implementation

The social force model is implemented in Matlab as an agent – based model in continuous space. The implementation consists of three parts. First, the testModel.m file where all the computation is done and the data is saved. Secondly, a simulate function, that plots the saved data and makes a video out of it. And third, the maxPeopleOnSquare function, which visualizes the simulation data for analyzing it.

## Initialization and Simulation (the testModel.m file)

The implementation of the core file (testModel.m) roughly follows the Pseudocode shown below:

—Initialization—

Set walls and waypoints

Set start positions of agents

—Simulation—

FOR each frame of the simulation

FOR every pedestrian in the system do

Set up next destination and calculate desired direction

Calculate acceleration force and influence on velocity

FOR each wall element do

Check distance to element

Calculate wall force of closest element and influence on velocity

END

FOR every other agent of the matrix do

Calculate pedestrian force and influence on velocity

END

Update position according to calculated velocity

save agent in a updated matrix

END

set matrix to updated matrix

save data for plotting

END

### Initialization

The implementation allows to specify and run the simulation on different maps, only depending on the initialization of the walls, waypoints and agents. Two situations were specified to investigate our research questions.

#### Walls and Waypoints

Walls are specified by a start- and endpoint. So every wall needs to store x and y position for two points, means four values per wall. Obstacles can be placed into the scene as well by placing them as walls.

Because it’s unlikely, that all agents head to a single point in space, a new concept of waypoints is introduced. Here, waypoints are more like „waylines“ and stored in the same format as walls. It’s a line that fixes the next destination of an agent. The shortest path to this line is used to calculate the desired direction of an agent. If an agent reaches the last waypoint, he respawns at his starting area.

#### Agents

There is one matrix containing all the agents of the simulation. Every agent consists of eight different values. These are the agent’s position and its current velocity, its desired velocity which is Gaussian-distributed at 1.3+-0.1 m/s and its type that determines to which group of agents the agent belongs and therefore where its starting area and destination is. Further, which waypoint the agent currently is aiming for, and what its average speed is.

The positions and waypoints for the initialization depend on the situation. Here, the following two situations were specified:

![C:\Users\lueto_000\AppData\Local\Microsoft\Windows\INetCache\Content.Word\agent.jpg](data:image/jpeg;base64,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)

#### The “cross”-situation

TODO: IMG CROSS SITUATION

The walls are defined as seen in the picture above. Agents are initialized randomly distributed in a 5x5 area on the left side and on the top (outside the plotted area). Their goal is to reach the other side of the cross-way. To achieve this, the way points were set as seen in the picture.

The crowd flow in this situation is investigated with and without the obstacles seen in the picture and the outcome is compared.

#### The “curve”-situation

TODO: IMG CURVE SITUATION

In this situation, the goal of the agents is to follow the street and make it to the other end. One half starts at the bottom-left end and the other half at the top-right. Here also obstacles were added to compare the crowd flow with obstacles to the one without. The waypoints are set as seen in the picture to overcome the obstacles.

### Simulation

In order to realistically simulate movement of agents in continuous space, they need to be updated a lot. Time between these updates was chosen at 0.05s, which corresponds to 20 frames per second. If the time between the updates is chosen too high, the steps of the agents are larger and important factors influencing their movement could be skipped. For example if an agent moves towards a wall and the update occurs shortly before the agent is pushed back by the wall force, the agent could be past the wall in the next update.

DT IMG

In every step, all the agents have to be updated. These updates depend on the current waypoint they are aiming for, the walls, and the positions of other agents. So for every agent is done the following things:

#### Setting the next destination

The distance from the agent to the next waypoint is computed with *vectorFromWall*. Is the distance small enough, the next waypoint is set as new destination.

If it was the last waypoint, the agent has reached its destination and is re-initialized at the starting area. Like this, the flow of incoming agents can be maintained without having to create new ones and therefore performance is tuned. The desired direction is computed again using *vectorFromWall* so the acceleration force can be computed.

The function *vectorFromWall* takes a waypoint and the agent’s position and gives back the normalized vector pointing to this waypoint and the distance to it.

#### The acceleration force

The acceleration force is computed using *accelerationF*. Then the force is added to the current velocity of the agent.

The function *accelerationF* takes the desired direction, current velocity, average speed and the desired velocity and returns the calculated acceleration force according to section 4.2.

#### The wall force

Next, the nearest wall is searched using *vectorFromWall* again, then the wall force is computed using *wallF*. The wall force is added to the velocity afterwards

The function *wallF* takes the distance to a wall and the normalized vector pointing to it. According to section 4.4 the wall force is computed.

#### The pedestrian force

Every other pedestrian has a little influence on the agent. Therefore, the pedestrian force resulting from every other agent is computed using *pedestrianF* and added to the velocity of the agent. Note that the loop over all the agents uses the matrix from the last step, so updates on all agents are made simultaneously.

The function *pedestrianF* computes the pedestrian force using the positions of two agents as arguments according to the section 4.3.

#### Position update and saving data

After all the forces contributing to the new velocity have been computed, the position of the agent is updated. Additionally, the matrix containing information about how many people are in a square meter is updated.

After all the agents have been updated, the whole matrix is updated simultaneously. The positions of the agents are stored separately so that the simulation run can be plotted later on.

## Plotting the data and making a video (simulate.m)

*function simulate(filename,mode,savevideo)*

In this function, the saved data from the file ‚filename’ is visualized. The x positions of all the agents are plotted against their y position. Combined with the plot of the ,walls, matrix this results in the visual simulation of the situation. If ,mode‘ is passed a 1, the whole plot is provided with a background picture. This background picture shows how many people are standing in each square meter. The whole plot is saved to a video file called ,savevideo’.

## Overview of the result (maxPeopleOnSquare.m)

*function maxPeopleOnSquare(inputfile)*

This function creates a figure with two subplots to summarize the data of the plot. Input data is loaded from the file ,inputfile’. The first plot visualizes what the maximum number of people standing in a square meter was at each frame of the video. The second plot shows for each square meter of the map, what the maximum number of people on it was throughout the whole video.

## Model constants

|  |  |  |  |
| --- | --- | --- | --- |
| **Name** | **Parameter** | **Section** | **Value** |
| Initial desired velocity |  | 5.2 |  |
| Relaxation time |  | 5.2 |  |
| Maximum speed |  | 5.2 |  |
| Territorial sphere pedestrian interaction strength |  | 5.3 |  |
| Territorial sphere pedestrian interaction range |  | 5.3 |  |
| Anisotropic character |  | 5.3 | 0.75 |
| Physical pedestrian interaction strength |  | 5.3 |  |
| Physical pedestrian interaction range |  | 5.3 |  |
| Boundary interaction strength |  | 5.4 |  |
| Boundary interaction range |  | 5.4 |  |
| Radius of pedestrian |  | 5.4 | 0.3m |

The model constants were chosen as proposed by Helbing [2].

# Simulation Results and Discussion

# Summary and Outlook

The chosen constants make the model work best in denser crowds., One could adjust the computation of the acceleration force so the simulation becomes more realistiv for situations with fewer people. One could also implement attraction effects as mentioned by Helbing [2].

Further improvements of our implementation could be made. For better performance, it would be best if pedestrian force was only computed amongst agents that are near to each other. For this purpose one could store agents in a quadtree, this would tune performance a lot.

More important though is the fact, that agents still influence each other a lot, if they are near each other but separated by a wall. This has an influence on the quality of the simulation. Therefore, pedestrian force computation should consider whether between agents is a wall.For analyzing the density of the crowd, a different method could be applied. Instead of discretizing the space into square meter “buckets” that count people on them, one could

Take a finer mesh grid and calculate for every point how many people are in the square meter around that point.

All in all, there are no significant new insights gained. However, the implementation comes up with similar results as Helbing in [2] and backs up personal experiences gained in a curve like situation. Further, a reusable implementation is presented to which a lot of different situations could be applied.
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# Appendix