**https://maven.apache.org/guides/getting-started/**

**Version Control**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Version No.** | **Version Date** | **Changes** | **Owner/ Author** | **Date of Review/Expiry** |
|  |  |  |  |  |
|  |  |  |  |  |

**What is Maven?**

At first glance Maven can appear to be many things, but in a nutshell Maven is an attempt *to apply patterns to a project's build infrastructure in order to promote comprehension and productivity by providing a clear path in the use of best practices*. Maven is essentially a project management and comprehension tool and as such provides a way to help with managing:

* Builds
* Documentation
* Reporting
* Dependencies
* SCMs
* Releases
* Distribution

**How can Maven benefit my development process?**

Maven can provide benefits for your build process by employing standard conventions and practices to accelerate your development cycle while at the same time helping you achieve a higher rate of success.

**How do I setup Maven?**

The defaults for Maven are often sufficient, but if you need to change the cache location or are behind a HTTP proxy, you will need to create configuration. See the [Guide to Configuring Maven](https://maven.apache.org/guides/mini/guide-configuring-maven.html) for more information.

**How do I make my first Maven project?**

We are going to jump headlong into creating your first Maven project! To create our first Maven project we are going to use Maven's archetype mechanism. An archetype is defined as *an original pattern or model from which all other things of the same kind are made*. In Maven, an archetype is a template of a project which is combined with some user input to produce a working Maven project that has been tailored to the user's requirements. We are going to show you how the archetype mechanism works now, but if you would like to know more about archetypes please refer to our [Introduction to Archetypes](https://maven.apache.org/guides/introduction/introduction-to-archetypes.html).

On to creating your first project! In order to create the simplest of Maven projects

mvn -B archetype:generate -DarchetypeGroupId=org.apache.maven.archetypes -DgroupId=com.mycompany.app -DartifactId=my-app

(project named my-app created, tested 3Oct15 )

Once you have executed this command, you will notice a few things have happened. First, you will notice that a directory named my-app has been created for the new project, and this directory contains a file named pom.xml that should look like this:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
6. <groupId>com.mycompany.app</groupId>
7. <artifactId>my-app</artifactId>
8. <packaging>jar</packaging>
9. <version>1.0-SNAPSHOT</version>
10. <name>Maven Quick Start Archetype</name>
11. <url>http://maven.apache.org</url>
12. <dependencies>
13. <dependency>
14. <groupId>junit</groupId>
15. <artifactId>junit</artifactId>
16. <version>3.8.1</version>
17. <scope>test</scope>
18. </dependency>
19. </dependencies>
20. </project>

### About POM.xml

pom.xml contains the Project Object Model (POM) for this project. The POM is the basic unit of work in Maven. In short, the POM contains every important piece of information about your project and is essentially one-stop-shopping for finding anything related to your project. Refer to the [Introduction to the POM](https://maven.apache.org/guides/introduction/introduction-to-the-pom.html).

* **project** It’s top-level element in all Maven pom.xml files.
* **modelVersion** It specify what version of the object model this POM is using. The version of the model itself changes very infrequently but it is mandatory in order to ensure stability of use if and when the Maven developers deem it necessary to change the model.
* **groupId** This element indicates the unique identifier of the organization or group that created the project. The groupId is one of the key identifiers of a project and is typically based on the fully qualified domain name of your organization. For example org.apache.maven.plugins is the designated groupId for all Maven plug-ins.
* **artifactId** This element indicates the unique base name of the primary artifact being generated by this project. The primary artifact for a project is typically a JAR file. Secondary artifacts like source bundles also use the artifactId as part of their final name. A typical artifact produced by Maven would have the form <artifactId>-<version>.<extension> (for example, myapp-1.0.jar).
* **packaging** This element indicates the package type to be used by this artifact (e.g. JAR, WAR, EAR, etc.). This not only means if the artifact produced is JAR, WAR, or EAR but can also indicate a specific lifecycle to use as part of the build process. (The lifecycle is a topic we will deal with further on in the guide. For now, just keep in mind that the indicated packaging of a project can play a part in customizing the build lifecycle.) The default value for the packaging element is JAR so you do not have to specify this for most projects.
* **version** This element indicates the version of the artifact generated by the project. Maven goes a long way to help you with version management and you will often see the SNAPSHOT designator in a version, which indicates that a project is in a state of development. We will discuss the use of snapshots and how they work further on in this guide.
* **name** This element indicates the display name used for the project. This is often used in Maven's generated documentation.
* **url** This element indicates where the project's site can be found. This is often used in Maven's generated documentation.
* **description** This element provides a basic description of your project. This is often used in Maven's generated documentation.

For a complete reference of what elements are available for use in the POM please refer to our [POM Reference](https://maven.apache.org/ref/current/maven-model/maven.html). Now let's get back to the project at hand.

After the archetype generation of your first project you will also notice that the following directory structure has been created:

1. my-app
2. |-- pom.xml
3. `-- src
4. |-- main
5. | `-- java
6. | `-- com
7. | `-- mycompany
8. | `-- app
9. | `-- App.java
10. `-- test
11. `-- java
12. `-- com
13. `-- mycompany
14. `-- app
15. `-- AppTest.java

As you can see, the project created from the archetype has a POM, a source tree for your application's sources and a source tree for your test sources. This is the standard layout for Maven projects (the application sources reside in ${basedir}/src/main/java and test sources reside in ${basedir}/src/test/java, where ${basedir} represents the directory containing pom.xml).

If you were to create a Maven project by hand this is the directory structure that we recommend using. This is a Maven convention and to learn more about it you can read our [Introduction to the Standard Directory Layout](https://maven.apache.org/guides/introduction/introduction-to-the-standard-directory-layout.html).

Now that we have a POM, some application sources, and some test sources you are probably asking...

**How do I compile my application sources?**

Change to the directory where pom.xml is created by archetype:generate and execute the following command to compile your application sources:

1. mvn compile

Upon executing this command you should see output like the following:

1. [INFO] ----------------------------------------------------------------------------
2. [INFO] Building Maven Quick Start Archetype
3. [INFO] task-segment: [compile]
4. [INFO] ----------------------------------------------------------------------------
5. [INFO] artifact org.apache.maven.plugins:maven-resources-plugin: \
6. checking for updates from central
7. ...
8. [INFO] artifact org.apache.maven.plugins:maven-compiler-plugin: \
9. checking for updates from central
10. ...
11. [INFO] [resources:resources]
12. ...
13. [INFO] [compiler:compile]
14. Compiling 1 source file to <dir>/my-app/target/classes
15. [INFO] ----------------------------------------------------------------------------
16. [INFO] BUILD SUCCESSFUL
17. [INFO] ----------------------------------------------------------------------------
18. [INFO] Total time: 3 minutes 54 seconds
19. [INFO] Finished at: Fri Sep 23 15:48:34 GMT-05:00 2005
20. [INFO] Final Memory: 2M/6M
21. [INFO] ----------------------------------------------------------------------------

As you can see from the output, the compiled classes were placed in ${basedir}/target/classes, which is another standard convention employed by Maven. So, if you're a keen observer, you'll notice that by using the standard conventions, the POM above is very small and you haven't had to tell Maven explicitly where any of your sources are or where the output should go. By following the standard Maven conventions, you can get a lot done with very little effort!

**How do I compile my test sources and run my unit tests?**

Now you're successfully compiling your application's sources and now you've got some unit tests that you want to compile and execute (because every programmer always writes and executes their unit tests \*nudge nudge wink wink\*).

Execute the following command:

1. mvn test

Upon executing this command you should see output like the following:

1. [INFO] ----------------------------------------------------------------------------
2. [INFO] Building Maven Quick Start Archetype
3. [INFO] task-segment: [test]
4. [INFO] ----------------------------------------------------------------------------
5. [INFO] artifact org.apache.maven.plugins:maven-surefire-plugin: \
6. checking for updates from central
7. ...
8. [INFO] [resources:resources]
9. [INFO] [compiler:compile]
10. [INFO] Nothing to compile - all classes are up to date
11. [INFO] [resources:testResources]
12. [INFO] [compiler:testCompile]
13. Compiling 1 source file to C:\Test\Maven2\test\my-app\target\test-classes
14. ...
15. [INFO] [surefire:test]
16. [INFO] Setting reports dir: C:\Test\Maven2\test\my-app\target/surefire-reports
18. -------------------------------------------------------
19. T E S T S
20. -------------------------------------------------------
21. [surefire] Running com.mycompany.app.AppTest
22. [surefire] Tests run: 1, Failures: 0, Errors: 0, Time elapsed: 0 sec
24. Results :
25. [surefire] Tests run: 1, Failures: 0, Errors: 0
27. [INFO] ----------------------------------------------------------------------------
28. [INFO] BUILD SUCCESSFUL
29. [INFO] ----------------------------------------------------------------------------
30. [INFO] Total time: 15 seconds
31. [INFO] Finished at: Thu Oct 06 08:12:17 MDT 2005
32. [INFO] Final Memory: 2M/8M
33. [INFO] ----------------------------------------------------------------------------

Some things to notice about the output:

* Maven downloads more dependencies this time. These are the dependencies and plugins necessary for executing the tests (it already has the dependencies it needs for compiling and won't download them again).
* Before compiling and executing the tests Maven compiles the main code (all these classes are up to date because we haven't changed anything since we compiled last).

If you simply want to compile your test sources (but not execute the tests), you can execute the following:

1. mvn test-compile

Now that you can compile your application sources, compile your tests, and execute the tests, you'll want to move on to the next logical step so you'll be asking ...

**How do I create a JAR and install it in my local repository?**

Making a JAR file is straight forward enough and can be accomplished by executing the following command:

1. mvn package

If you take a look at the POM for your project you will notice the packaging element is set to jar. This is how Maven knows to produce a JAR file from the above command (we'll talk more about this later). You can now take a look in the ${basedir}/target directory and you will see the generated JAR file.

Now you'll want to install the artifact you've generated (the JAR file) in your local repository (~/.m2/repository is the default location). For more information on repositories you can refer to our [Introduction to Repositories](https://maven.apache.org/guides/introduction/introduction-to-repositories.html) but let's move on to installing our artifact! To do so execute the following command:

1. mvn install

Upon executing this command you should see the following output:

1. [INFO] ----------------------------------------------------------------------------
2. [INFO] Building Maven Quick Start Archetype
3. [INFO] task-segment: [install]
4. [INFO] ----------------------------------------------------------------------------
5. [INFO] [resources:resources]
6. [INFO] [compiler:compile]
7. Compiling 1 source file to <dir>/my-app/target/classes
8. [INFO] [resources:testResources]
9. [INFO] [compiler:testCompile]
10. Compiling 1 source file to <dir>/my-app/target/test-classes
11. [INFO] [surefire:test]
12. [INFO] Setting reports dir: <dir>/my-app/target/surefire-reports
14. -------------------------------------------------------
15. T E S T S
16. -------------------------------------------------------
17. [surefire] Running com.mycompany.app.AppTest
18. [surefire] Tests run: 1, Failures: 0, Errors: 0, Time elapsed: 0.001 sec
20. Results :
21. [surefire] Tests run: 1, Failures: 0, Errors: 0
23. [INFO] [jar:jar]
24. [INFO] Building jar: <dir>/my-app/target/my-app-1.0-SNAPSHOT.jar
25. [INFO] [install:install]
26. [INFO] Installing <dir>/my-app/target/my-app-1.0-SNAPSHOT.jar to \
27. <local-repository>/com/mycompany/app/my-app/1.0-SNAPSHOT/my-app-1.0-SNAPSHOT.jar
28. [INFO] ----------------------------------------------------------------------------
29. [INFO] BUILD SUCCESSFUL
30. [INFO] ----------------------------------------------------------------------------
31. [INFO] Total time: 5 seconds
32. [INFO] Finished at: Tue Oct 04 13:20:32 GMT-05:00 2005
33. [INFO] Final Memory: 3M/8M
34. [INFO] ----------------------------------------------------------------------------

Note that the surefire plugin (which executes the test) looks for tests contained in files with a particular naming convention. By default the tests included are:

* \*\*/\*Test.java
* \*\*/Test\*.java
* \*\*/\*TestCase.java

And the default excludes are:

* \*\*/Abstract\*Test.java
* \*\*/Abstract\*TestCase.java

You have walked through the process for setting up, building, testing, packaging, and installing a typical Maven project. This is likely the vast majority of what projects will be doing with Maven and if you've noticed, everything you've been able to do up to this point has been driven by an 18-line file, namely the project's model or POM. If you look at a typical Ant [build file](https://maven.apache.org/ant/build-a1.xml) that provides the same functionality that we've achieved thus far you'll notice it's already twice the size of the POM and we're just getting started! There is far more functionality available to you from Maven without requiring any additions to our POM as it currently stands. To get any more functionality out of our example Ant build file you must keep making error-prone additions.

So what else can you get for free? There are a great number of Maven plug-ins that work out of the box with even a simple POM like we have above. We'll mention one here specifically as it is one of the highly prized features of Maven: without any work on your part this POM has enough information to generate a web site for your project! You will most likely want to customize your Maven site but if you're pressed for time all you need to do to provide basic information about your project is execute the following command:

1. mvn site

There are plenty of other standalone goals that can be executed as well, for example:

1. mvn clean

This will remove the target directory with all the build data before starting so that it is fresh.

Perhaps you'd like to generate an IntelliJ IDEA descriptor for the project?

1. mvn idea:idea

This can be run over the top of a previous IDEA project - it will update the settings rather than starting fresh.

If you are using Eclipse IDE, just call:

1. mvn eclipse:eclipse

**Note:** some familiar goals from Maven 1.0 are still there - such as jar:jar, but they might not behave like you'd expect. Presently, jar:jar will not recompile sources - it will simply just create a JAR from the target/classes directory, under the assumption everything else had already been done.

**How do I use plug-ins?**

Whenever you want to customise the build for a Maven project, this is done by adding or reconfiguring plugins.

**Note for Maven 1.0 Users:** In Maven 1.0, you would have added some preGoal to maven.xml and some entries to project.properties. Here, it is a little different.

For this example, we will configure the Java compiler to allow JDK 5.0 sources. This is as simple as adding this to your POM:

1. ...
2. <build>
3. <plugins>
4. <plugin>
5. <groupId>org.apache.maven.plugins</groupId>
6. <artifactId>maven-compiler-plugin</artifactId>
7. <version>2.5.1</version>
8. <configuration>
9. <source>1.5</source>
10. <target>1.5</target>
11. </configuration>
12. </plugin>
13. </plugins>
14. </build>
15. ...

You'll notice that all plugins in Maven 2.0 look much like a dependency - and in some ways they are. This plugin will be automatically downloaded and used - including a specific version if you request it (the default is to use the latest available).

The configuration element applies the given parameters to every goal from the compiler plugin. In the above case, the compiler plugin is already used as part of the build process and this just changes the configuration. It is also possible to add new goals to the process, and configure specific goals. For information on this, see the[Introduction to the Build Lifecycle](https://maven.apache.org/guides/introduction/introduction-to-the-lifecycle.html).

To find out what configuration is available for a plugin, you can see the [Plugins List](https://maven.apache.org/plugins/) and navigate to the plugin and goal you are using. For general information about how to configure the available parameters of a plugin, have a look at the [Guide to Configuring Plug-ins](https://maven.apache.org/guides/mini/guide-configuring-plugins.html).

**How do I add resources to my JAR?**

Another common use case that can be satisfied which requires no changes to the POM that we have above is packaging resources in the JAR file. For this common task, Maven again relies on the [Standard Directory Layout](https://maven.apache.org/guides/introduction/introduction-to-the-standard-directory-layout.html), which means by using standard Maven conventions you can package resources within JARs simply by placing those resources in a standard directory structure.

You see below in our example we have added the directory ${basedir}/src/main/resources into which we place any resources we wish to package in our JAR. The simple rule employed by Maven is this: any directories or files placed within the ${basedir}/src/main/resources directory are packaged in your JAR with the exact same structure starting at the base of the JAR.

1. my-app
2. |-- pom.xml
3. `-- src
4. |-- main
5. | |-- java
6. | | `-- com
7. | | `-- mycompany
8. | | `-- app
9. | | `-- App.java
10. | `-- resources
11. | `-- META-INF
12. | `-- application.properties
13. `-- test
14. `-- java
15. `-- com
16. `-- mycompany
17. `-- app
18. `-- AppTest.java

So you can see in our example that we have a META-INF directory with an application.properties file within that directory. If you unpacked the JAR that Maven created for you and took a look at it you would see the following:

1. |-- META-INF
2. | |-- MANIFEST.MF
3. | |-- application.properties
4. | `-- maven
5. | `-- com.mycompany.app
6. | `-- my-app
7. | |-- pom.properties
8. | `-- pom.xml
9. `-- com
10. `-- mycompany
11. `-- app
12. `-- App.class

As you can see, the contents of ${basedir}/src/main/resources can be found starting at the base of the JAR and our application.properties file is there in the META-INF directory. You will also notice some other files there like META-INF/MANIFEST.MF as well as a pom.xml and pom.properties file. These come standard with generation of a JAR in Maven. You can create your own manifest if you choose, but Maven will generate one by default if you don't. (You can also modify the entries in the default manifest. We will touch on this later.) The pom.xml and pom.properties files are packaged up in the JAR so that each artifact produced by Maven is self-describing and also allows you to utilize the metadata in your own application if the need arises. One simple use might be to retrieve the version of your application. Operating on the POM file would require you to use some Maven utilities but the properties can be utilized using the standard Java API and look like the following:

1. #Generated by Maven
2. #Tue Oct 04 15:43:21 GMT-05:00 2005
3. version=1.0-SNAPSHOT
4. groupId=com.mycompany.app
5. artifactId=my-app

To add resources to the classpath for your unit tests, you follow the same pattern as you do for adding resources to the JAR except the directory you place resources in is ${basedir}/src/test/resources. At this point you would have a project directory structure that would look like the following:

1. my-app
2. |-- pom.xml
3. `-- src
4. |-- main
5. | |-- java
6. | | `-- com
7. | | `-- mycompany
8. | | `-- app
9. | | `-- App.java
10. | `-- resources
11. | `-- META-INF
12. | |-- application.properties
13. `-- test
14. |-- java
15. | `-- com
16. | `-- mycompany
17. | `-- app
18. | `-- AppTest.java
19. `-- resources
20. `-- test.properties

In a unit test you could use a simple snippet of code like the following to access the resource required for testing:

1. ...
3. // Retrieve resource
4. InputStream is = getClass().getResourceAsStream( "/test.properties" );
6. // Do something with the resource
8. ...

**How do I filter resource files?**

Sometimes a resource file will need to contain a value that can only be supplied at build time. To accomplish this in Maven, put a reference to the property that will contain the value into your resource file using the syntax ${<property name>}. The property can be one of the values defined in your pom.xml, a value defined in the user's settings.xml, a property defined in an external properties file, or a system property.

To have Maven filter resources when copying, simply set filtering to true for the resource directory in your pom.xml:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. </dependencies>
24. <build>
25. <resources>
26. <resource>
27. <directory>src/main/resources</directory>
28. <filtering>true</filtering>
29. </resource>
30. </resources>
31. </build>
32. </project>

You'll notice that we had to add the build, resources, and resource elements which weren't there before. In addition, we had to explicitly state that the resources are located in the src/main/resources directory. All of this information was provided as default values previously, but because the default value for filtering is false, we had to add this to our pom.xml in order to override that default value and set filtering to true.

To reference a property defined in your pom.xml, the property name uses the names of the XML elements that define the value, with "pom" being allowed as an alias for the project (root) element. So ${pom.name} refers to the name of the project, ${pom.version} refers to the version of the project, ${pom.build.finalName} refers to the final name of the file created when the built project is packaged, etc. Note that some elements of the POM have default values, so don't need to be explicitly defined in your pom.xml for the values to be available here. Similarly, values in the user's settings.xml can be referenced using property names beginning with "settings" (for example, ${settings.localRepository} refers to the path of the user's local repository).

To continue our example, let's add a couple of properties to the application.properties file (which we put in the src/main/resources directory) whose values will be supplied when the resource is filtered:

1. # application.properties
2. application.name=${pom.name}
3. application.version=${pom.version}

With that in place, you can execute the following command (process-resources is the build lifecycle phase where the resources are copied and filtered):

1. mvn process-resources

and the application.properties file under target/classes (and will eventually go into the jar) looks like this:

1. # application.properties
2. application.name=Maven Quick Start Archetype
3. application.version=1.0-SNAPSHOT

To reference a property defined in an external file, all you need to do is add a reference to this external file in your pom.xml. First, let's create our external properties file and call it src/main/filters/filter.properties:

1. # filter.properties
2. my.filter.value=hello!

Next, we'll add a reference to this new file in the pom.xml:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. </dependencies>
24. <build>
25. <filters>
26. <filter>src/main/filters/filter.properties</filter>
27. </filters>
28. <resources>
29. <resource>
30. <directory>src/main/resources</directory>
31. <filtering>true</filtering>
32. </resource>
33. </resources>
34. </build>
35. </project>

Then, if we add a reference to this property in the application.properties file:

1. # application.properties
2. application.name=${pom.name}
3. application.version=${pom.version}
4. message=${my.filter.value}

the next execution of the mvn process-resources command will put our new property value into application.properties. As an alternative to defining the my.filter.value property in an external file, you could also have defined it in the properties section of your pom.xml and you'd get the same effect (notice I don't need the references to src/main/filters/filter.properties either):

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. </dependencies>
24. <build>
25. <resources>
26. <resource>
27. <directory>src/main/resources</directory>
28. <filtering>true</filtering>
29. </resource>
30. </resources>
31. </build>
33. <properties>
34. <my.filter.value>hello</my.filter.value>
35. </properties>
36. </project>

Filtering resources can also get values from system properties; either the system properties built into Java (like java.version or user.home) or properties defined on the command line using the standard Java -D parameter. To continue the example, let's change our application.properties file to look like this:

1. # application.properties
2. java.version=${java.version}
3. command.line.prop=${command.line.prop}

Now, when you execute the following command (note the definition of the command.line.prop property on the command line), the application.properties file will contain the values from the system properties.

1. mvn process-resources "-Dcommand.line.prop=hello again"

**How do I use external dependencies?**

You've probably already noticed a dependencies element in the POM we've been using as an example. You have, in fact, been using an external dependency all this time, but here we'll talk about how this works in a bit more detail. For a more thorough introduction, please refer to our [Introduction to Dependency Mechanism](https://maven.apache.org/guides/introduction/introduction-to-dependency-mechanism.html).

The dependencies section of the pom.xml lists all of the external dependencies that our project needs in order to build (whether it needs that dependency at compile time, test time, run time, or whatever). Right now, our project is depending on JUnit only (I took out all of the resource filtering stuff for clarity):

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. </dependencies>
23. </project>

For each external dependency, you'll need to define at least 4 things: groupId, artifactId, version, and scope. The groupId, artifactId, and version are the same as those given in the pom.xml for the project that built that dependency. The scope element indicates how your project uses that dependency, and can be values like compile,test, and runtime. For more information on everything you can specify for a dependency, see the [Project Descriptor Reference](https://maven.apache.org/ref/current/maven-model/maven.html).

For more information about the dependency mechanism as a whole, see [Introduction to Dependency Mechanism](https://maven.apache.org/guides/introduction/introduction-to-dependency-mechanism.html).

With this information about a dependency, Maven will be able to reference the dependency when it builds the project. Where does Maven reference the dependency from? Maven looks in your local repository (~/.m2/repository is the default location) to find all dependencies. In a [previous section](https://maven.apache.org/guides/getting-started/#How_do_I_create_a_JAR_and_install_it_in_my_local_repository), we installed the artifact from our project (my-app-1.0-SNAPSHOT.jar) into the local repository. Once it's installed there, another project can reference that jar as a dependency simply by adding the dependency information to its pom.xml:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <groupId>com.mycompany.app</groupId>
6. <artifactId>my-other-app</artifactId>
7. ...
8. <dependencies>
9. ...
10. <dependency>
11. <groupId>com.mycompany.app</groupId>
12. <artifactId>my-app</artifactId>
13. <version>1.0-SNAPSHOT</version>
14. <scope>compile</scope>
15. </dependency>
16. </dependencies>
17. </project>

What about dependencies built somewhere else? How do they get into my local repository? Whenever a project references a dependency that isn't available in the local repository, Maven will download the dependency from a remote repository into the local repository. You probably noticed Maven downloading a lot of things when you built your very first project (these downloads were dependencies for the various plugins used to build the project). By default, the remote repository Maven uses can be found (and browsed) at <http://repo.maven.apache.org/maven2/>. You can also set up your own remote repository (maybe a central repository for your company) to use instead of or in addition to the default remote repository. For more information on repositories you can refer to the [Introduction to Repositories](https://maven.apache.org/guides/introduction/introduction-to-repositories.html).

Let's add another dependency to our project. Let's say we've added some logging to the code and need to add log4j as a dependency. First, we need to know what the groupId, artifactId, and version are for log4j. We can browse ibiblio and look for it, or use Google to help by searching for "site:www.ibiblio.org maven2 log4j". The search shows a directory called /maven2/log4j/log4j (or /pub/packages/maven2/log4j/log4j). In that directory is a file called maven-metadata.xml. Here's what the maven-metadata.xml for log4j looks like:

1. <metadata>
2. <groupId>log4j</groupId>
3. <artifactId>log4j</artifactId>
4. <version>1.1.3</version>
5. <versioning>
6. <versions>
7. <version>1.1.3</version>
8. <version>1.2.4</version>
9. <version>1.2.5</version>
10. <version>1.2.6</version>
11. <version>1.2.7</version>
12. <version>1.2.8</version>
13. <version>1.2.11</version>
14. <version>1.2.9</version>
15. <version>1.2.12</version>
16. </versions>
17. </versioning>
18. </metadata>

From this file, we can see that the groupId we want is "log4j" and the artifactId is "log4j". We see lots of different version values to choose from; for now, we'll just use the latest version, 1.2.12 (some maven-metadata.xml files may also specify which version is the current release version). Alongside the maven-metadata.xml file, we can see a directory corresponding to each version of the log4j library. Inside each of these, we'll find the actual jar file (e.g. log4j-1.2.12.jar) as well as a pom file (this is the pom.xml for the dependency, indicating any further dependencies it might have and other information) and another maven-metadata.xml file. There's also an md5 file corresponding to each of these, which contains an MD5 hash for these files. You can use this to authenticate the library or to figure out which version of a particular library you may be using already.

Now that we know the information we need, we can add the dependency to our pom.xml:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. <dependency>
23. <groupId>log4j</groupId>
24. <artifactId>log4j</artifactId>
25. <version>1.2.12</version>
26. <scope>compile</scope>
27. </dependency>
28. </dependencies>
29. </project>

Now, when we compile the project (mvn compile), we'll see Maven download the log4j dependency for us.

**How do I deploy my jar in my remote repository?**

For deploying jars to an external repository, you have to configure the repository url in the pom.xml and the authentication information for connectiong to the repository in the settings.xml.

Here is an example using scp and username/password authentication:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>jar</packaging>
12. <name>Maven Quick Start Archetype</name>
13. <url>http://maven.apache.org</url>
15. <dependencies>
16. <dependency>
17. <groupId>junit</groupId>
18. <artifactId>junit</artifactId>
19. <version>3.8.1</version>
20. <scope>test</scope>
21. </dependency>
22. <dependency>
23. <groupId>org.apache.codehaus.plexus</groupId>
24. <artifactId>plexus-utils</artifactId>
25. <version>1.0.4</version>
26. </dependency>
27. </dependencies>
29. <build>
30. <filters>
31. <filter>src/main/filters/filters.properties</filter>
32. </filters>
33. <resources>
34. <resource>
35. <directory>src/main/resources</directory>
36. <filtering>true</filtering>
37. </resource>
38. </resources>
39. </build>
40. <!--
41. |
42. |
43. |
44. -->
45. <distributionManagement>
46. <repository>
47. <id>mycompany-repository</id>
48. <name>MyCompany Repository</name>
49. <url>scp://repository.mycompany.com/repository/maven2</url>
50. </repository>
51. </distributionManagement>
52. </project>
53. <settings xmlns="http://maven.apache.org/SETTINGS/1.0.0"
54. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
55. xsi:schemaLocation="http://maven.apache.org/SETTINGS/1.0.0
56. http://maven.apache.org/xsd/settings-1.0.0.xsd">
57. ...
58. <servers>
59. <server>
60. <id>mycompany-repository</id>
61. <username>jvanzyl</username>
62. <!-- Default value is ~/.ssh/id\_dsa -->
63. <privateKey>/path/to/identity</privateKey> (default is ~/.ssh/id\_dsa)
64. <passphrase>my\_key\_passphrase</passphrase>
65. </server>
66. </servers>
67. ...
68. </settings>

Note that if you are connecting to an openssh ssh server which has the parameter "PasswordAuthentication" set to "no" in the sshd\_confing, you will have to type your password each time for username/password authentication (although you can log in using another ssh client by typing in the username and password). You might want to switch to public key authentication in this case.

Care should be taken if using passwords in settings.xml. For more information, see [Password Encryption](https://maven.apache.org/guides/mini/guide-encryption.html).

**How do I create documentation?**

To get you jump started with Maven's documentation system you can use the archetype mechanism to generate a site for your existing project using the following command:

1. mvn archetype:generate \
2. -DarchetypeGroupId=org.apache.maven.archetypes \
3. -DarchetypeArtifactId=maven-archetype-site \
4. -DgroupId=com.mycompany.app \
5. -DartifactId=my-app-site

Now head on over to the [Guide to creating a site](https://maven.apache.org/guides/mini/guide-site.html) to learn how to create the documentation for your project.

**How do I build other types of projects?**

Note that the lifecycle applies to any project type. For example, back in the base directory we can create a simple web application:

1. mvn archetype:generate \
2. -DarchetypeGroupId=org.apache.maven.archetypes \
3. -DarchetypeArtifactId=maven-archetype-webapp \
4. -DgroupId=com.mycompany.app \
5. -DartifactId=my-webapp

Note that these must all be on a single line. This will create a directory called my-webapp containing the following project descriptor:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>my-webapp</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>war</packaging>
12. <dependencies>
13. <dependency>
14. <groupId>junit</groupId>
15. <artifactId>junit</artifactId>
16. <version>3.8.1</version>
17. <scope>test</scope>
18. </dependency>
19. </dependencies>
21. <build>
22. <finalName>my-webapp</finalName>
23. </build>
24. </project>

Note the <packaging> element - this tells Maven to build as a WAR. Change into the webapp project's directory and try:

1. mvn clean package

You'll see target/my-webapp.war is built, and that all the normal steps were executed.

**How do I build more than one project at once?**

The concept of dealing with multiple modules is built in to Maven 2.0. In this section, we will show how to build the WAR above, and include the previous JAR as well in one step.

Firstly, we need to add a parent pom.xml file in the directory above the other two, so it should look like this:

1. +- pom.xml
2. +- my-app
3. | +- pom.xml
4. | +- src
5. | +- main
6. | +- java
7. +- my-webapp
8. | +- pom.xml
9. | +- src
10. | +- main
11. | +- webapp

The POM file you'll create should contain the following:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <modelVersion>4.0.0</modelVersion>
7. <groupId>com.mycompany.app</groupId>
8. <artifactId>app</artifactId>
9. <version>1.0-SNAPSHOT</version>
10. <packaging>pom</packaging>
12. <modules>
13. <module>my-app</module>
14. <module>my-webapp</module>
15. </modules>
16. </project>

We'll need a dependency on the JAR from the webapp, so add this to my-webapp/pom.xml:

1. ...
2. <dependencies>
3. <dependency>
4. <groupId>com.mycompany.app</groupId>
5. <artifactId>my-app</artifactId>
6. <version>1.0-SNAPSHOT</version>
7. </dependency>
8. ...
9. </dependencies>

Finally, add the following <parent> element to both of the other pom.xml files in the subdirectories:

1. <project xmlns="http://maven.apache.org/POM/4.0.0"
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
3. xsi:schemaLocation="http://maven.apache.org/POM/4.0.0
4. http://maven.apache.org/xsd/maven-4.0.0.xsd">
5. <parent>
6. <groupId>com.mycompany.app</groupId>
7. <artifactId>app</artifactId>
8. <version>1.0-SNAPSHOT</version>
9. </parent>
10. ...

Now, try it... from the top level directory, run:

1. mvn clean install

The WAR has now been created in my-webapp/target/my-webapp.war, and the JAR is included:

1. $ jar tvf my-webapp/target/my-webapp-1.0-SNAPSHOT.war
2. 0 Fri Jun 24 10:59:56 EST 2005 META-INF/
3. 222 Fri Jun 24 10:59:54 EST 2005 META-INF/MANIFEST.MF
4. 0 Fri Jun 24 10:59:56 EST 2005 META-INF/maven/
5. 0 Fri Jun 24 10:59:56 EST 2005 META-INF/maven/com.mycompany.app/
6. 0 Fri Jun 24 10:59:56 EST 2005 META-INF/maven/com.mycompany.app/my-webapp/
7. 3239 Fri Jun 24 10:59:56 EST 2005 META-INF/maven/com.mycompany.app/my-webapp/pom.xml
8. 0 Fri Jun 24 10:59:56 EST 2005 WEB-INF/
9. 215 Fri Jun 24 10:59:56 EST 2005 WEB-INF/web.xml
10. 123 Fri Jun 24 10:59:56 EST 2005 META-INF/maven/com.mycompany.app/my-webapp/pom.properties
11. 52 Fri Jun 24 10:59:56 EST 2005 index.jsp
12. 0 Fri Jun 24 10:59:56 EST 2005 WEB-INF/lib/
13. 2713 Fri Jun 24 10:59:56 EST 2005 WEB-INF/lib/my-app-1.0-SNAPSHOT.jar

How does this work? Firstly, the parent POM created (called app), has a packaging of pom and a list of modules defined. This tells Maven to run all operations over the set of projects instead of just the current one (to override this behaviour, you can use the --non-recursive command line option).

Next, we tell the WAR that it requires the my-app JAR. This does a few things: it makes it available on the classpath to any code in the WAR (none in this case), it makes sure the JAR is always built before the WAR, and it indicates to the WAR plugin to include the JAR in its library directory.

You may have noticed that junit-3.8.1.jar was a dependency, but didn't end up in the WAR. The reason for this is the <scope>test</scope> element - it is only required for testing, and so is not included in the web application as the compile time dependency my-app is.

The final step was to include a parent definition. This is different to the extend element you may be familiar with from Maven 1.0: this ensures that the POM can always be located even if the project is distributed separately from its parent by looking it up in the repository.

Unlike Maven 1.0, it is not required that you run install to successfully perform these steps - you can run package on its own and the artifacts in the reactor will be used from the target directories instead of the local repository.

You might like to generate your IDEA workspace again from the top level directory...

1. mvn idea:idea

# How to add remote repository in Maven

By default, Maven download all dependencies from [Maven Central Repository](http://repo1.maven.org/maven2). But, some libraries are missing in central repository, and only available in remote repository like **Java.net** or **JBoss repository**.

**1. Java.net Repository** Add Java.net remote repository details in “pom.xml” file.

pom.xml

<project ...>

<repositories>

<repository>

<id>java.net</id>

<url>https://maven.java.net/content/repositories/public/</url>

</repository>

</repositories>

</project>

**Note**  
The old “http://download.java.net/maven/2” is still available, but recommended to update to above latest repository.

## Solution: Eclipse has not required artifact.

.I fixed it by adding the maven archetype catalog to eclipse. Steps are provided below:

1. Open Window > Preferences
2. Open Maven > Archetypes
3. Click 'Add Remote Catalog' and add the following:
   * Catalog File: <http://repo1.maven.org/maven2/archetype-catalog.xml>
   * Description: maven catalog

I used to run program:= mvn exec:java -Dexec.mainClass= "eg.com.tm.java8.features.stream.traversing.ParallelStream"

## The servlet API is not a part of the JDK,

you need to add an additional dependency to your pom.xml.

If this is for a webapp you can add this dependency with provided scope and the servlet container will make these classes available to your webapp at deployment time.

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>servlet-api</artifactId>

<version>2.5</version>

<scope>provided</scope>

</dependency>

Resize and finalize below
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## 3 ways to run Java main from Maven

## Overview

Maven exec plugin lets you run the main method of a Java class in your project, with the project dependencies automatically included in the classpath. This article show you 3 ways of using the maven exec plugin to run java, with code examples.

### 1) Running from Command line

Since you are not running your code in a maven phase, you first need to compile the code. Remember exec:java does not automatically compile your code, you need to do that first.

1. mvn compile

Once your code is compiled, the following command runs your class

#### ****Without arguments:****

[**view plaincopy to clipboardprint?**](http://www.vineetmanohar.com/2009/11/3-ways-to-run-java-main-from-maven/)

1. mvn exec:java -Dexec.mainClass="com.vineetmanohar.module.Main"

#### ****With arguments:****

[**view plaincopy to clipboardprint?**](http://www.vineetmanohar.com/2009/11/3-ways-to-run-java-main-from-maven/)

1. mvn exec:java -Dexec.mainClass="com.vineetmanohar.module.Main" -Dexec.args="arg0 arg1 arg2"

#### ****With runtime dependencies in the CLASSPATH:****

[**view plaincopy to clipboardprint?**](http://www.vineetmanohar.com/2009/11/3-ways-to-run-java-main-from-maven/)

1. mvn exec:java -Dexec.mainClass="com.vineetmanohar.module.Main" -Dexec.classpathScope=runtime

### 2) Running in a phase in pom.xml

You can also run the main method in a maven phase. For example, you can run the CodeGenerator.main() methodas part of the test phase.
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1. **<build>**
2. **<plugins>**
3. **<plugin>**
4. **<groupId>**org.codehaus.mojo**</groupId>**
5. **<artifactId>**exec-maven-plugin**</artifactId>**
6. **<version>**1.1.1**</version>**
7. **<executions>**
8. **<execution>**
9. **<phase>**test**</phase>**
10. **<goals>**
11. **<goal>**java**</goal>**
12. **</goals>**
13. **<configuration>**
14. **<mainClass>**com.vineetmanohar.module.CodeGenerator**</mainClass>**
15. **<arguments>**
16. **<argument>**arg0**</argument>**
17. **<argument>**arg1**</argument>**
18. **</arguments>**
19. **</configuration>**
20. **</execution>**
21. **</executions>**
22. **</plugin>**
23. **</plugins>**
24. **</build>**

To run the exec plugin with above configuration, simply run the corresponding phase.

1. mvn test

### 3) Running in a profile in pom.xml

You can also run the main method in a different profile. Simply wrap the above config in the <profile> tag.
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1. **<profiles>**
2. **<profile>**
3. **<id>**code-generator**</id>**
4. **<build>**
5. **<plugins>**
6. **<plugin>**
7. **<groupId>**org.codehaus.mojo**</groupId>**
8. **<artifactId>**exec-maven-plugin**</artifactId>**
9. **<version>**1.1.1**</version>**
10. **<executions>**
11. **<execution>**
12. **<phase>**test**</phase>**
13. **<goals>**
14. **<goal>**java**</goal>**
15. **</goals>**
16. **<configuration>**
17. **<mainClass>**com.vineetmanohar.module.CodeGenerator**</mainClass>**
18. **<arguments>**
19. **<argument>**arg0**</argument>**
20. **<argument>**arg1**</argument>**
21. **</arguments>**
22. **</configuration>**
23. **</execution>**
24. **</executions>**
25. **</plugin>**
26. **</plugins>**
27. **</build>**
28. **</profile>**
29. **</profiles>**

To call the above profile, run the following command:

1. mvn test -Pcode-generator

## Advanced options:

You can get a list of all available parameters by typing:
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1. mvn exec:help -Ddetail=true -Dgoal=java

**arguments**(exec.arguments)

The class arguments.

**classpathScope (**exec.classpathScope, **Default: compile)**

Defines the scope of the classpath passed to the plugin. Set to

compile, test, runtime or system depending on your needs

**cleanupDaemonThreads (**exec.cleanupDaemonThreads**)**

Wether to interrupt/join and possibly stop the daemon threads upon

quitting. If this is false, maven does nothing about the daemon threads.

When maven has no more work to do, the VM will normally terminate any

remaining daemon threads.

In certain cases (in particular if maven is embedded), you might need to

keep this enabled to make sure threads are properly cleaned up to ensure

they don't interfere with subsequent activity. In that case, see

daemonThreadJoinTimeout and stopUnresponsiveDaemonThreads for further

tuning.

**commandlineArgs (**exec.args**)**

Arguments for the executed program

**daemonThreadJoinTimeout (**exec.daemonThreadJoinTimeout, **Default: 15000)**

This defines the number of milliseconds to wait for daemon threads to quit

following their interruption. This is only taken into account if

cleanupDaemonThreads is true. A value <=0 means to not timeout (i.e. wait

indefinitely for threads to finish). Following a timeout, a warning will

be logged. Note: properly coded threads should terminate upon interruption

but some threads may prove problematic: as the VM does interrupt daemon

threads, some code may not have been written to handle interruption

properly. For example java.util.Timer is known to not handle interruptions

in JDK <= 1.6. So it is not possible for us to infinitely wait by default

otherwise maven could hang. A sensible default value has been chosen, but

this default value may change in the future based on user feedback.

**executableDependency**

If provided the ExecutableDependency identifies which of the plugin

dependencies contains the executable class. This will have the affect of

only including plugin dependencies required by the identified

ExecutableDependency.

If includeProjectDependencies is set to true, all of the project

dependencies will be included on the executable's classpath. Whether a

particular project dependency is a dependency of the identified

ExecutableDependency will be irrelevant to its inclusion in the classpath.

**includePluginDependencies (**exec.includePluginDependencies**, Default: false)**

Indicates if this plugin's dependencies should be used when executing the

main class. This is useful when project dependencies are not appropriate. Using

only the plugin dependencies can be particularly useful when the project is not

a java project. For example a mvn project using the csharp plugins only expects

to see dotnet libraries as dependencies.

**includeProjectDependencies (**exec.includeProjectDependencies, **Default: true)**

Indicates if the project dependencies should be used when executing the

main class.

**mainClass (**exec.mainClass**)**

The main class to execute.

**sourceRoot (**sourceRoot**)**

This folder is added to the list of those folders containing source to be

compiled. Use this if your plugin generates source code.

**stopUnresponsiveDaemonThreads (**exec.stopUnresponsiveDaemonThreads**)**

Wether to call Thread.stop() following a timing out of waiting for an

interrupted thread to finish. This is only taken into account if

cleanupDaemonThreads is true and the daemonThreadJoinTimeout threshold has

been reached for an uncooperative thread. If this is false, or if

Thread.stop() fails to get the thread to stop, then a warning is logged

and Maven will continue on while the affected threads (and related objects

in memory) linger on. Consider setting this to true if you are invoking

problematic code that you can't fix. An example is Timer which doesn't

respond to interruption. To have Timer fixed, vote for this bug.

**systemProperties**

A list of system properties to be passed. Note: as the execution is not

forked, some system properties required by the JVM cannot be passed here.

Use MAVEN\_OPTS or the exec:exec instead. See the user guide for more

information.

**testSourceRoot (**testSourceRoot**)**

This folder is added to the list of those folders containing source to be

compiled for testing. Use this if your plugin generates test source code.

### FAQ and Errors

#### Why do I get this error when specifying arguments to my main method:

[**view plaincopy to clipboardprint?**](http://www.vineetmanohar.com/2009/11/3-ways-to-run-java-main-from-maven/)

1. [ERROR] BUILD ERROR
2. [INFO] ------------------------------------------------------------------------
3. [INFO] Failed to configure plugin parameters for: org.codehaus.mojo:exec-maven-plugin:1.1.1
4. on the command line, specify: '-Dexec.arguments=VALUE'
5. Cause: Cannot assign configuration entry 'arguments' to 'class [Ljava.lang.String;' from '${exec.arguments}',
6. which is of type class java.lang.String
7. [INFO] ------------------------------------------------------------------------
8. [INFO] Trace
9. org.apache.maven.lifecycle.LifecycleExecutionException: Error configuring: org.codehaus.mojo:exec-maven-plugin.
10. Reason: Unable to parse the created DOM for plugin configuration
11. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.executeGoals(DefaultLifecycleExecutor.java:588)
12. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.executeStandaloneGoal(DefaultLifecycleExecutor.java:513)
13. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.executeGoal(DefaultLifecycleExecutor.java:483)
14. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.executeGoalAndHandleFailures(DefaultLifecycleExecutor.java:331)
15. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.executeTaskSegments(DefaultLifecycleExecutor.java:292)
16. at org.apache.maven.lifecycle.DefaultLifecycleExecutor.execute(DefaultLifecycleExecutor.java:142)
17. at org.apache.maven.DefaultMaven.doExecute(DefaultMaven.java:336)
18. at org.apache.maven.DefaultMaven.execute(DefaultMaven.java:129)
19. at org.apache.maven.cli.MavenCli.main(MavenCli.java:301)

**Solution**

exec.arguments was used before version 1.1 of the exec plugin, it did not support conversion of command line String to String[] array.

1. If possible upgrade to 1.1 or later and use **exec.args** instead of **exec.arguments**.
2. If you can't upgrade the plugin version, you can still use command line arguments with a profile and use multiple <argument> tags associated in the pom.xml

### References

* [**Official Maven Exec Plugin Documentation**](http://mojo.codehaus.org/exec-maven-plugin/java-mojo.html)

- See more at: <http://www.vineetmanohar.com/2009/11/3-ways-to-run-java-main-from-maven/#sthash.MJbRjrEL.dpuf>

# servlet-api-2.5.jar – jar not loaded

By [mkyong](http://www.mkyong.com/author/mkyong/" \o "mkyong) | July 5, 2014 | Updated : July 24, 2014 | Viewed : 17,161 times

Deployed a “war” file on Tomcat, and hits following error messages :

Bash

Jul 17, 2014 7:59:55 PM org.apache.catalina.loader.WebappClassLoader validateJarFile

INFO: validateJarFile(D:\apache-tomcat-7.0.53\webapps\hc\WEB-INF\lib\servlet-api-2.5.jar) - jar not loaded.

See Servlet Spec 3.0, section 10.7.2. Offending class: javax/servlet/Servlet.class

Tools used :

1. JDK1.7
2. Maven 3
3. Tomcat 7

## 1. Reason

The Tomcat’s container comes with own version of servlet-api.jar, and the “war” file is deploy the same jar again, and causing the Offending class: javax/servlet/Servlet.class.

This is a really common problem for developers who are using Maven as a build tool. Normally, we will include theservlet-api as a project dependency like this :

pom.xml

Markup

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>servlet-api</artifactId>

<version>2.5</version>

</dependency>

When building a war file, Maven will include the servlet-api as well.

## 2. Solution

To fix it, set the scope to provided. This tells Maven use code servlet-api.jar for compiling and testing only, but NOT include it in the WAR file. The deployed container will “provide” the servlet-api.jar at runtime.

pom.xml

Markup

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>servlet-api</artifactId>

<version>2.5</version>

<scope>provided</scope>

</dependency>

## References

1. [Maven : Introduction to the Dependency Mechanism](http://maven.apache.org/guides/introduction/introduction-to-dependency-mechanism.html)
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