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# Deep Copy And Shallow Copy

*What is Shallow Copy?*

Shallow copy is a bit-wise copy of an object. A new object is created that has an exact copy of the values in the original object. If any of the fields of the object are references to other objects, just the reference addresses are copied i.e., only the memory address is copied.

![Shallow Copy](data:image/png;base64,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)

In this figure, the MainObject1 have fields "field1" of int type, and "ContainObject1" of ContainObject type. When you do a shallow copy of MainObject1, MainObject2 is created with "field3" containing the copied value of "field1" and still pointing to ContainObject1 itself. Observe here and you will find that since field1 is of primitive type, the values of it are copied to field3 but ContainedObject1 is an object, so MainObject2 is still pointing to ContainObject1. So any changes made to ContainObject1 in MainObject1 will reflect in MainObject2.

Now if this is shallow copy, lets see what's deep copy?

*What is Deep Copy?*

A deep copy copies all fields, and makes copies of dynamically allocated memory pointed to by the fields. A deep copy occurs when an object is copied along with the objects to which it refers.

![Deep Copy](data:image/png;base64,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)

In this figure, the MainObject1 have fields "field1" of int type, and "ContainObject1" of ContainObject type. When you do a deep copy of MainObject1, MainObject2 is created with "field3" containing the copied value of "field1" and "ContainObject2" containing the copied value of ContainObject1.So any changes made to ContainObject1 in MainObject1 will not reflect in MainObject2.

Well, here we are with what shallow copy and deep copy are and obviously the difference between them. Now lets see how to implement them in java.

*How to implement shallow copy in java?*

Here is an example of Shallow Copy implementation

class Subject {

private String name;

public String getName() {

return name;

}

public void setName(String s) {

name = s;

}

public Subject(String s) {

name = s;

}

}

class Student implements Cloneable {

//Contained object

private Subject subj;

private String name;

public Subject getSubj() {

return subj;

}

public String getName() {

return name;

}

public void setName(String s) {

name = s;

}

public Student(String s, String sub) {

name = s;

subj = new Subject(sub);

}

public Object clone() {

//shallow copy

try {

return super.clone();

} catch (CloneNotSupportedException e) {

return null;

}

}

}

public class CopyTest {

public static void main(String[] args) {

//Original Object

Student stud = new Student("John", "Algebra");

System.out.println("Original Object: " + stud.getName() + " - "

+ stud.getSubj().getName());

//Clone Object

Student clonedStud = (Student) stud.clone();

System.out.println("Cloned Object: " + clonedStud.getName() + " - "

+ clonedStud.getSubj().getName());

stud.setName("Dan");

stud.getSubj().setName("Physics");

System.out.println("Original Object after it is updated: "

+ stud.getName() + " - " + stud.getSubj().getName());

System.out.println("Cloned Object after updating original object: "

+ clonedStud.getName() + " - " + clonedStud.getSubj().getName());

}

}

Output is:

Original Object: John - Algebra

Cloned Object: John - Algebra

Original Object after it is updated: Dan - Physics

Cloned Object after updating original object: John - Physics

In this example, all I did is, implement the class that you want to copy with Clonable interface and override clone() method of Object class and call super.clone() in it. If you observe, the changes made to "name" field of original object (Student class) is not reflected in cloned object but the changes made to "name" field of contained object (Subject class) is reflected in cloned object. This is because the cloned object carries the memory address of the Subject object but not the actual values. Hence any updates on the Subject object in Original object will reflect in Cloned object.

*How to implement deep copy in java?*

Here is an example of Deep Copy implementation. This is the same example of Shallow Copy implementation and hence I didnt write the Subject and CopyTest classes as there is no change in them.

class Student implements Cloneable {

//Contained object

private Subject subj;

private String name;

public Subject getSubj() {

return subj;

}

public String getName() {

return name;

}

public void setName(String s) {

name = s;

}

public Student(String s, String sub) {

name = s;

subj = new Subject(sub);

}

public Object clone() {

//Deep copy

Student s = new Student(name, subj.getName());

return s;

}

}

Output is:

Original Object: John - Algebra

Cloned Object: John - Algebra

Original Object after it is updated: Dan - Physics

Cloned Object after updating original object: John - Algebra

Well, if you observe here in the "Student" class, you will see only the change in the "clone()" method. Since its a deep copy, you need to create an object of the cloned class. Well if you have references in the Subject class, then you need to implement Cloneable interface in Subject class and override clone method in it and this goes on and on.

*There is an alternative way for deep copy.*

Yes, there is. You can do deep copy through [serialization](http://www.jusfortechies.com/java/core-java/serialization.php). What does serialization do? It writes out the whole object graph into a persistant store and read it back when needed, which means you will get a copy of the whole object graph whne you read it back. This is exactly what you want when you deep copy an object. Note, when you deep copy through serialization, you should make sure that all classes in the object's graph are serializable. Let me explain you this alternative way with an example. If you want to know about serialization first, check it out [here](http://www.jusfortechies.com/java/core-java/serialization.php).

public class ColoredCircle implements Serializable

{

private int x;

private int y;

public ColoredCircle(int x, int y){

this.x = x;

this.y = y;

}

public int getX(){

return x;

}

public void setX(int x){

this.x = x;

}

public int getY(){

return y;

}

public void setX(int x){

this.x = x;

}

}

public class DeepCopy

{

static public void main(String[] args)

{

ObjectOutputStream oos = null;

ObjectInputStream ois = null;

try

{

// create original serializable object

ColoredCircle c1 = new ColoredCircle(100,100);

// print it

System.out.println("Original = " + c1);

ColoredCircle c2 = null;

// deep copy

ByteArrayOutputStream bos = new ByteArrayOutputStream();

oos = new ObjectOutputStream(bos);

// serialize and pass the object

oos.writeObject(c1);

oos.flush();

ByteArrayInputStream bin =

new ByteArrayInputStream(bos.toByteArray());

ois = new ObjectInputStream(bin);

// return the new object

c2 = ois.readObject();

// verify it is the same

System.out.println("Copied = " + c2);

// change the original object's contents

c1.setX(200);

c1.setY(200);

// see what is in each one now

System.out.println("Original = " + c1);

System.out.println("Copied = " + c2);

}

catch(Exception e)

{

System.out.println("Exception in main = " + e);

}

finally

{

oos.close();

ois.close();

}

}

}

The output is:

Original = x=100,y=100

Copied = x=100,y=100

Original = x=200,y=200

Copied = x=100,y=100

All you need to do here is:

* Ensure that all classes in the object's graph are serializable.
* Create input and output streams.
* Use the input and output streams to create object input and object output streams.
* Pass the object that you want to copy to the object output stream.
* Read the new object from the object input stream and cast it back to the class of the object you sent.

In this example, I have created a ColoredCircle object, c1 and then serialized it (write it out to ByteArrayOutputStream). Then I deserialed the serialized object and saved it in c2. Later I modified the original object, c1. Then if you see the result, c1 is different from c2. c2 is deep copy of first version of c1. So its just a copy and not a reference. Now any modifications to c1 wont affect c2, the deep copy of first version of c1.

*Well this approach has got its own limitations and issues:*

As you cannot serialize a transient variable, using this approach you cannot copy the transient variables.   
Another issue is dealing with the case of a class whose object's instances within a virtual machine must be controlled. This is a special case of the Singleton pattern, in which a class has only one object within a VM. As discussed above, when you serialize an object, you create a totally new object that will not be unique. To get around this default behavior you can use the readResolve() method to force the stream to return an appropriate object rather than the one that was serialized. In this particular case, the appropriate object is the same one that was serialized.  
Next one is the performance issue. Creating a socket, serializing an object, passing it through the socket, and then deserializing it is slow compared to calling methods in existing objects. I say, there will be vast difference in the performance. If your code is performance critical, I suggest dont go for this approach. It takes almost 100 times more time to deep copy the object than the way you do by implementing Clonable interface.

*When to do shallow copy and deep copy?*

Its very simple that if the object has only primitive fields, then obviously you will go for shallow copy but if the object has references to other objects, then based on the requiement, shallow copy or deep copy should be chosen. What I mean here is, if the references are not modified anytime, then there is no point in going for deep copy. You can just opt shallow copy. But if the references are modified often, then you need to go for deep copy. Again there is no hard and fast rule, it all depends on the requirement.

*Finally lets have a word about rarely used option - Lazy copy*

A lazy copy is a combination of both shallow copy and deep copy. When initially copying an object, a (fast) shallow copy is used. A counter is also used to track how many objects share the data. When the program wants to modify the original object, it can determine if the data is shared (by examining the counter) and can do a deep copy at that time if necessary.

Lazy copy looks to the outside just as a deep copy but takes advantage of the speed of a shallow copy whenever possible. It can be used when the references in the original object are not modified often. The downside are rather high but constant base costs because of the counter. Also, in certain situations, circular references can also cause problems.

|  |  |
| --- | --- |
| up vote93down voteaccepted | A safe way is to serialize the object, then deserialize. This ensures everything is a brand new reference.  [Here's an article](http://javatechniques.com/blog/faster-deep-copies-of-java-objects/) about how to do this efficiently.  Caveats: It's possible for classes to override serialization such that new instances are not created, e.g. for singletons. Also this of course doesn't work if your classes aren't Serializable. |

## **Faster Deep Copies of Java Objects (**[single-threaded approach](http://javatechniques.com/blog/faster-deep-copies-of-java-objects/).)

The **java.lang.Object** root superclass defines a **clone()** method that will, assuming the subclass implements the **java.lang.Cloneable** interface, return a copy of the object. While Java classes are free to override this method to do more complex kinds of cloning, the default behavior of **clone()** is to return a *shallow* copy of the object. This means that the values of all of the origical object’s fields are copied to the fields of the new object.

A property of shallow copies is that fields that refer to other objects will point to *the same* objects in both the original and the clone. For fields that contain primitive or immutable values (**int**, **String**,**float**, etc…), there is little chance of this causing problems. For mutable objects, however, cloning can lead to unexpected results. Figure 1 shows an example.

import java.util.Vector;

public class Example1 {

public static void main(String[] args) {

// Make a Vector

Vector original = new Vector();

// Make a StringBuffer and add it to the Vector

StringBuffer text = new StringBuffer("The quick brown fox");

original.addElement(text);

// Clone the vector and print out the contents

Vector clone = (Vector) original.clone();

System.out.println("A. After cloning");

printVectorContents(original, "original");

printVectorContents(clone, "clone");

System.out.println(

"--------------------------------------------------------");

System.out.println();

// Add another object (an Integer) to the clone and

// print out the contents

clone.addElement(new Integer(5));

System.out.println("B. After adding an Integer to the clone");

printVectorContents(original, "original");

printVectorContents(clone, "clone");

System.out.println(

"--------------------------------------------------------");

System.out.println();

// Change the StringBuffer contents

text.append(" jumps over the lazy dog.");

System.out.println("C. After modifying one of original's elements");

printVectorContents(original, "original");

printVectorContents(clone, "clone");

System.out.println(

"--------------------------------------------------------");

System.out.println();

}

public static void printVectorContents(Vector v, String name) {

System.out.println(" Contents of \"" + name + "\":");

// For each element in the vector, print out the index, the

// class of the element, and the element itself

for (int i = 0; i < v.size(); i++) {

Object element = v.elementAt(i);

System.out.println(" " + i + " (" +

element.getClass().getName() + "): " +

element);

}

System.out.println();

}

}

Figure 1. Modifying **Vector** contents after cloning

In this example we create a **Vector** and add a **StringBuffer** to it. Note that **StringBuffer** (unlike, for example, **String** is mutable — it’s contents can be changed after creation. Figure 2 shows the output of the example in Figure 1.

> java Example1

A. After cloning

Contents of "original":

0 (java.lang.StringBuffer): The quick brown fox

Contents of "clone":

0 (java.lang.StringBuffer): The quick brown fox

--------------------------------------------------------

B. After adding an Integer to the clone

Contents of "original":

0 (java.lang.StringBuffer): The quick brown fox

Contents of "clone":

0 (java.lang.StringBuffer): The quick brown fox

1 (java.lang.Integer): 5

--------------------------------------------------------

C. After modifying one of original's elements

Contents of "original":

0 (java.lang.StringBuffer): The quick brown fox jumps over the lazy dog.

Contents of "clone":

0 (java.lang.StringBuffer): The quick brown fox jumps over the lazy dog.

1 (java.lang.Integer): 5

--------------------------------------------------------

Figure 2. Output from the example code in Figure 1

In the first block of output (“A”), we see that the clone operation was successful: The original vector and the clone have the same size (1), content types, and values. The second block of output (“B”) shows that the original vector and its clone are distinct objects. If we add another element to the clone, it only appears in the clone, and not in the original. The third block of output (“C”) is, however, a little trickier. Modifying the **StringBuffer** that was added to the original vector has changed the value of the first element of *both* the original vector and its clone. The explanation for this lies in the fact that **clone** made a shallow copy of the vector, so both vectors now point to the exact same**StringBuffer** instance.

This is, of course, sometimes exactly the behavior that you need. In other cases, however, it can lead to frustrating and inexplicable errors, as the state of an object seems to change “behind your back”.

The solution to this problem is to make a *deep copy* of the object. A deep copy makes a distinct copy of each of the object’s fields, recursing through the entire graph of other objects referenced by the object being copied. The Java API provides no deep-copy equivalent to **Object.clone()**. One solution is to simply implement your own custom method (e.g., **deepCopy()**) that returns a deep copy of an instance of one of your classes. This may be the best solution if you need a complex mixture of deep and shallow copies for different fields, but has a few significant drawbacks:

1. You must be able to modify the class (i.e., have the source code) or implement a subclass. If you have a third-party class for which you do not have the source and which is marked **final**, you are out of luck.
2. You must be able to access all of the fields of the class’s superclasses. If significant parts of the object’s state are contained in **private** fields of a superclass, you will not be able to access them.
3. You must have a way to make copies of instances of all of the other kinds of objects that the object references. This is particularly problematic if the exact classes of referenced objects cannot be known until runtime.
4. Custom deep copy methods are tedious to implement, easy to get wrong, and difficult to maintain. The method must be revisited any time a change is made to the class or to any of its superclasses.

A common solution to the deep copy problem is to use Java Object Serialization (JOS). The idea is simple: Write the object to an array using JOS’s **ObjectOutputStream** and then use**ObjectInputStream** to reconsistute a copy of the object. The result will be a completely distinct object, with completely distinct referenced objects. JOS takes care of all of the details: superclass fields, following object graphs, and handling repeated references to the same object within the graph. Figure 3 shows a first draft of a utility class that uses JOS for making deep copies.

import java.io.IOException;

import java.io.ByteArrayInputStream;

import java.io.ByteArrayOutputStream;

import java.io.ObjectOutputStream;

import java.io.ObjectInputStream;

/\*\*

\* Utility for making deep copies (vs. clone()'s shallow copies) of

\* objects. Objects are first serialized and then deserialized. Error

\* checking is fairly minimal in this implementation. If an object is

\* encountered that cannot be serialized (or that references an object

\* that cannot be serialized) an error is printed to System.err and

\* null is returned. Depending on your specific application, it might

\* make more sense to have copy(...) re-throw the exception.

\*

\* A later version of this class includes some minor optimizations.

\*/

public class UnoptimizedDeepCopy {

/\*\*

\* Returns a copy of the object, or null if the object cannot

\* be serialized.

\*/

public static Object copy(Object orig) {

Object obj = null;

try {

// Write the object out to a byte array

ByteArrayOutputStream bos = new ByteArrayOutputStream();

ObjectOutputStream out = new ObjectOutputStream(bos);

out.writeObject(orig);

out.flush();

out.close();

// Make an input stream from the byte array and read

// a copy of the object back in.

ObjectInputStream in = new ObjectInputStream(

new ByteArrayInputStream(bos.toByteArray()));

obj = in.readObject();

}

catch(IOException e) {

e.printStackTrace();

}

catch(ClassNotFoundException cnfe) {

cnfe.printStackTrace();

}

return obj;

}

}

Figure 3. Using Java Object Serialization to make a deep copy

Unfortunately, this approach has some problems, too:

1. It will only work when the object being copied, as well as all of the other objects references directly or indirectly by the object, are serializable. (In other words, they must implement**java.io.Serializable**.) Fortunately it is often sufficient to simply declare that a given class**implements java.io.Serializable** and let Java’s default serialization mechanisms do their thing.
2. Java Object Serialization is slow, and using it to make a deep copy requires both serializing and deserializing. There are ways to speed it up (e.g., by pre-computing serial version ids and defining custom **readObject()** and **writeObject()** methods), but this will usually be the primary bottleneck.
3. The byte array stream implementations included in the **java.io** package are designed to be general enough to perform reasonable well for data of different sizes and to be safe to use in a multi-threaded environment. These characteristics, however, slow down**ByteArrayOutputStream** and (to a lesser extent) **ByteArrayInputStream**.

The first two of these problems cannot be addressed in a general way. We can, however, use alternative implementations of **ByteArrayOutputStream** and **ByteArrayInputStream** that makes three simple optimizations:

1. **ByteArrayOutputStream**, by default, begins with a 32 byte array for the output. As content is written to the stream, the required size of the content is computed and (if necessary), the array is expanded to the greater of the required size or twice the current size. JOS produces output that is somewhat bloated (for example, fully qualifies path names are included in uncompressed string form), so the 32 byte default starting size means that lots of small arrays are created, copied into, and thrown away as data is written. This has an easy fix: construct the array with a larger inital size.
2. All of the methods of **ByteArrayOutputStream** that modify the contents of the byte array are**synchronized**. In general this is a good idea, but in this case we can be certain that only a single thread will ever be accessing the stream. Removing the synchronization will speed things up a little. **ByteArrayInputStream**‘s methods are also synchronized.
3. The **toByteArray()** method creates and returns a *copy* of the stream’s byte array. Again, this is usually a good idea: If you retrieve the byte array and then continue writing to the stream, the retrieved byte array should not change. For this case, however, creating another byte array and copying into it merely wastes cycles and makes extra work for the garbage collector.

An optimized implementation of **ByteArrayOutputStream** is shown in Figure 4.

import java.io.OutputStream;

import java.io.IOException;

import java.io.InputStream;

import java.io.ByteArrayInputStream;

/\*\*

\* ByteArrayOutputStream implementation that doesn't synchronize methods

\* and doesn't copy the data on toByteArray().

\*/

public class FastByteArrayOutputStream extends OutputStream {

/\*\*

\* Buffer and size

\*/

protected byte[] buf = null;

protected int size = 0;

/\*\*

\* Constructs a stream with buffer capacity size 5K

\*/

public FastByteArrayOutputStream() {

this(5 \* 1024);

}

/\*\*

\* Constructs a stream with the given initial size

\*/

public FastByteArrayOutputStream(int initSize) {

this.size = 0;

this.buf = new byte[initSize];

}

/\*\*

\* Ensures that we have a large enough buffer for the given size.

\*/

private void verifyBufferSize(int sz) {

if (sz > buf.length) {

byte[] old = buf;

buf = new byte[Math.max(sz, 2 \* buf.length )];

System.arraycopy(old, 0, buf, 0, old.length);

old = null;

}

}

public int getSize() {

return size;

}

/\*\*

\* Returns the byte array containing the written data. Note that this

\* array will almost always be larger than the amount of data actually

\* written.

\*/

public byte[] getByteArray() {

return buf;

}

public final void write(byte b[]) {

verifyBufferSize(size + b.length);

System.arraycopy(b, 0, buf, size, b.length);

size += b.length;

}

public final void write(byte b[], int off, int len) {

verifyBufferSize(size + len);

System.arraycopy(b, off, buf, size, len);

size += len;

}

public final void write(int b) {

verifyBufferSize(size + 1);

buf[size++] = (byte) b;

}

public void reset() {

size = 0;

}

/\*\*

\* Returns a ByteArrayInputStream for reading back the written data

\*/

public InputStream getInputStream() {

return new FastByteArrayInputStream(buf, size);

}

}

Figure 4. Optimized version of **ByteArrayOutputStream**

The **getInputStream()** method returns an instance of an optimized version of**ByteArrayInputStream** that has unsychronized methods. The implementation of**FastByteArrayInputStream** is shown in Figure 5.

import java.io.InputStream;

import java.io.IOException;

/\*\*

\* ByteArrayInputStream implementation that does not synchronize methods.

\*/

public class FastByteArrayInputStream extends InputStream {

/\*\*

\* Our byte buffer

\*/

protected byte[] buf = null;

/\*\*

\* Number of bytes that we can read from the buffer

\*/

protected int count = 0;

/\*\*

\* Number of bytes that have been read from the buffer

\*/

protected int pos = 0;

public FastByteArrayInputStream(byte[] buf, int count) {

this.buf = buf;

this.count = count;

}

public final int available() {

return count - pos;

}

public final int read() {

return (pos < count) ? (buf[pos++] & 0xff) : -1;

}

public final int read(byte[] b, int off, int len) {

if (pos >= count)

return -1;

if ((pos + len) > count)

len = (count - pos);

System.arraycopy(buf, pos, b, off, len);

pos += len;

return len;

}

public final long skip(long n) {

if ((pos + n) > count)

n = count - pos;

if (n < 0)

return 0;

pos += n;

return n;

}

}

Figure 5. Optimized version of **ByteArrayInputStream**.

Figure 6 shows a version of a deep copy utility that uses these classes:

import java.io.IOException;

import java.io.ByteArrayInputStream;

import java.io.ByteArrayOutputStream;

import java.io.ObjectOutputStream;

import java.io.ObjectInputStream;

/\*\*

\* Utility for making deep copies (vs. clone()'s shallow copies) of

\* objects. Objects are first serialized and then deserialized. Error

\* checking is fairly minimal in this implementation. If an object is

\* encountered that cannot be serialized (or that references an object

\* that cannot be serialized) an error is printed to System.err and

\* null is returned. Depending on your specific application, it might

\* make more sense to have copy(...) re-throw the exception.

\*/

public class DeepCopy {

/\*\*

\* Returns a copy of the object, or null if the object cannot

\* be serialized.

\*/

public static Object copy(Object orig) {

Object obj = null;

try {

// Write the object out to a byte array

FastByteArrayOutputStream fbos =

new FastByteArrayOutputStream();

ObjectOutputStream out = new ObjectOutputStream(fbos);

out.writeObject(orig);

out.flush();

out.close();

// Retrieve an input stream from the byte array and read

// a copy of the object back in.

ObjectInputStream in =

new ObjectInputStream(fbos.getInputStream());

obj = in.readObject();

}

catch(IOException e) {

e.printStackTrace();

}

catch(ClassNotFoundException cnfe) {

cnfe.printStackTrace();

}

return obj;

}

}

Figure 6. Deep-copy implementation using optimized byte array streams

The extent of the speed boost will depend on a number of factors in your specific application (more on this later), but the simple class shown in Figure 7 tests the optimized and unoptimized versions of the deep copy utility by repeatedly copying a large object.

import java.util.Hashtable;

import java.util.Vector;

import java.util.Date;

public class SpeedTest {

public static void main(String[] args) {

// Make a reasonable large test object. Note that this doesn't

// do anything useful -- it is simply intended to be large, have

// several levels of references, and be somewhat random. We start

// with a hashtable and add vectors to it, where each element in

// the vector is a Date object (initialized to the current time),

// a semi-random string, and a (circular) reference back to the

// object itself. In this case the resulting object produces

// a serialized representation that is approximate 700K.

Hashtable obj = new Hashtable();

for (int i = 0; i < 100; i++) {

Vector v = new Vector();

for (int j = 0; j < 100; j++) {

v.addElement(new Object[] {

new Date(),

"A random number: " + Math.random(),

obj

});

}

obj.put(new Integer(i), v);

}

int iterations = 10;

// Make copies of the object using the unoptimized version

// of the deep copy utility.

long unoptimizedTime = 0L;

for (int i = 0; i < iterations; i++) {

long start = System.currentTimeMillis();

Object copy = UnoptimizedDeepCopy.copy(obj);

unoptimizedTime += (System.currentTimeMillis() - start);

// Avoid having GC run while we are timing...

copy = null;

System.gc();

}

// Repeat with the optimized version

long optimizedTime = 0L;

for (int i = 0; i < iterations; i++) {

long start = System.currentTimeMillis();

Object copy = DeepCopy.copy(obj);

optimizedTime += (System.currentTimeMillis() - start);

// Avoid having GC run while we are timing...

copy = null;

System.gc();

}

System.out.println("Unoptimized time: " + unoptimizedTime);

System.out.println(" Optimized time: " + optimizedTime);

}

}

Figure 7. Testing the two deep copy implementations.

A few notes about this test:

* The object that we are copying is large. While somewhat random, it will generally have a serialized size of around 700 Kbytes.
* The most significant speed boost comes from avoid extra copying of data in**FastByteArray*Output*Stream**. This has several implications:
  1. Using the unsynchronized **FastByteArrayInputStream** speeds things up a little, but the standard **java.io.ByteArrayInputStream** is nearly as fast.
  2. Performance is mildly sensitive to the initial buffer size in **FastByteArrayOutputStream**, but is much more sensitive to the rate at which the buffer grows. If the objects you are copying tend to be of similar size, copying will be much faster if you initialize the buffer size and tweak the rate of growth.
* Measuring speed using elapsed time between two calls to **System.currentTimeMillis()** is problematic, but for single-threaded applications and testing relatively slow operations it is sufficient. A number of commercial tools (such as JProfiler) will give more accurate per-method timing data.
* Testing code in a loop is also problematic, since the first few iterations will be slower until HotSpot decides to compile the code. Testing larger numbers of iterations aleviates this problems.
* Garbage collection further complicates matters, particularly in cases where lots of memory is allocated. In this example, we manually invoke the garbage collector after each copy to try to keep it from running while a copy is in progress.

These caveats aside, the performance difference is sigificant. For example, the code as shown in Figure 7 (on a 500Mhz G3 Macintosh iBook running OSX 10.3 and Java 1.4.1) reveals that the unoptimized version requires about 1.8 seconds per copy, while the optimized version only requires about 1.3 seconds. Whether or not this difference is signficant will, of course, depend on the frequency with which your application does deep copies and the size of the objects being copied.

For very large objects, an extension to this approach can reduce the peak memory footprint by serializing and deserializing in parallel threads. See "[Low-Memory Deep Copy Technique for Java Objects](http://javatechniques.com/blog/low-memory-deep-copy-technique-for-java-objects/)" for more information.

## **Low-Memory Deep Copy Technique for Java Objects**

“[Faster Deep Copies of Java Objects](http://javatechniques.com/blog/faster-deep-copies-of-java-objects/)” explains the concept of “deep copies” of Java objects and illustrates a common approach for copying objects using Java Object Serialization. A downside of the illustrated approach is that it requires creation of a byte array containing the entire serialized representation of the object being copied. Creation of this array is inherently wasteful, as it is thrown away once the copy has been made.

It would, of course, be possible to save the array and re-use it for subsequent object copies, though that may not be appropriate in some applications. An alternate approach is to use**java.io.PipedInputStream** and **java.io.PipedOutputStream** to serialize the object in one thread and simultaneously deserialize it in another thread. This technique is more complex, but allows the two halves of the operation to coordinate using a small buffer rather than a large byte array. Figure 1 shows an example copy utility that uses this approach.

import java.io.IOException;

import java.io.PipedOutputStream;

import java.io.PipedInputStream;

import java.io.ObjectOutputStream;

import java.io.ObjectInputStream;

/\*\*

\* Utility for making deep copies (vs. clone()'s shallow copies) of objects

\* in a memory efficient way. Objects are serialized in the calling thread and

\* de-serialized in another thread.

\*

\* Error checking is fairly minimal in this implementation. If an object is

\* encountered that cannot be serialized (or that references an object

\* that cannot be serialized) an error is printed to System.err and

\* null is returned. Depending on your specific application, it might

\* make more sense to have copy(...) re-throw the exception.

\*/

public class PipedDeepCopy {

/\*\*

\* Flag object used internally to indicate that deserialization failed.

\*/

private static final Object ERROR = new Object();

/\*\*

\* Returns a copy of the object, or null if the object cannot

\* be serialized.

\*/

public static Object copy(Object orig) {

Object obj = null;

try {

// Make a connected pair of piped streams

PipedInputStream in = new PipedInputStream();

PipedOutputStream pos = new PipedOutputStream(in);

// Make a deserializer thread (see inner class below)

Deserializer des = new Deserializer(in);

// Write the object to the pipe

ObjectOutputStream out = new ObjectOutputStream(pos);

out.writeObject(orig);

// Wait for the object to be deserialized

obj = des.getDeserializedObject();

// See if something went wrong

if (obj == ERROR)

obj = null;

}

catch(IOException ioe) {

ioe.printStackTrace();

}

return obj;

}

/\*\*

\* Thread subclass that handles deserializing from a PipedInputStream.

\*/

private static class Deserializer extends Thread {

/\*\*

\* Object that we are deserializing

\*/

private Object obj = null;

/\*\*

\* Lock that we block on while deserialization is happening

\*/

private Object lock = null;

/\*\*

\* InputStream that the object is deserialized from.

\*/

private PipedInputStream in = null;

public Deserializer(PipedInputStream pin) throws IOException {

lock = new Object();

this.in = pin;

start();

}

public void run() {

Object o = null;

try {

ObjectInputStream oin = new ObjectInputStream(in);

o = oin.readObject();

}

catch(IOException e) {

// This should never happen. If it does we make sure

// that a the object is set to a flag that indicates

// deserialization was not possible.

e.printStackTrace();

}

catch(ClassNotFoundException cnfe) {

// Same here...

cnfe.printStackTrace();

}

synchronized(lock) {

if (o == null)

obj = ERROR;

else

obj = o;

lock.notifyAll();

}

}

/\*\*

\* Returns the deserialized object. This method will block until

\* the object is actually available.

\*/

public Object getDeserializedObject() {

// Wait for the object to show up

try {

synchronized(lock) {

while (obj == null) {

lock.wait();

}

}

}

catch(InterruptedException ie) {

// If we are interrupted we just return null

}

return obj;

}

}

}

Figure 1. Deep copy utility using **PipedInputStream** and **PipedOutputStream**

The thread that calls **copy(…)** creates two connected piped streams and a separate thread to handle deserialization. The object is written to one side of the pipe and read (in the **Deserializer** thread) from the other. Given the non-deterministic nature of thread scheduling, there is no guarantee that the **Deserializer** thread will finish reading immediately after the calling thread has finished writing, so the calling thread will block if necessary until reading has finished.

Figure 2 shows an example of copying a large object using the **PipedDeepCopy** class shown in Figure 1.

import java.util.Hashtable;

import java.util.Vector;

import java.util.Date;

public class Example1 {

public static void main(String[] args) {

// Make a reasonable large test object. Note that this doesn't

// do anything useful -- it is simply intended to be large, have

// several levels of references, and be somewhat random. We start

// with a hashtable and add vectors to it, where each element in

// the vector is a Date object (initialized to the current time),

// a semi-random string, and a (circular) reference back to the

// object itself. In this case the resulting object produces

// a serialized representation that is approximate 700K.

Hashtable obj = new Hashtable();

for (int i = 0; i < 100; i++) {

Vector v = new Vector();

for (int j = 0; j < 100; j++) {

v.addElement(new Object[] {

new Date(),

"A random number: " + Math.random(),

obj

});

}

obj.put(new Integer(i), v);

}

int iterations = 10;

// Run piped version

long time = 0L;

for (int i = 0; i < iterations; i++) {

long start = System.currentTimeMillis();

Object copy = PipedDeepCopy.copy(obj);

time += (System.currentTimeMillis() - start);

// Avoid having GC run while we are timing...

copy = null;

System.gc();

}

System.out.println("Piped time: " + time);

}

}

Figure 2. Example of copying a large object

The good news is that the extra memory needed to make the copy is essentially bounded by the size of the buffer used by **PipedInputStream**. By default, this buffer is 1024 bytes. The bad news is that this approach is more than twice as slow as even the unoptimized variant of the deep copy utility illustrated in “[Faster Deep Copies of Java Objects](http://javatechniques.com/public/java/docs/basics/faster-deep-copy.html)“. The reason for this is the added overhead of coordination between the two threads. In the example in Figure 2, copying the 700K object requires that the buffer in **PipedInputStream** be read and overwritten 700 times. The two threads must do a fair bit of handshaking, with the **ObjectInputStream** waiting for the **ObjectOutputStream** to write needed data to the buffer, or the **ObjectOutputStream** waiting for the **ObjectInputStream** to pull data from the buffer so that more can be written.

Increasing the size of the buffer used by **PipedInputStream** can help. Unfortunately,**PipedInputStream** does not provide a way to change the buffer size. It can, however, be easily subclassed to provide this capability. Figure 3 illustrates this.

import java.io.PipedInputStream;

/\*\*

\* PipedInputStream subclass that allows buffer size to be set to

\* a value larger than the default 1024 bytes.

\*/

private static class AdjustableBufferPipedInputStream extends

PipedInputStream {

public AdjustableBufferPipedInputStream(int bufSize) {

super();

buffer = new byte[bufSize];

}

}

Figure 3. **PipedInputStream** subclass that allows buffer size to be specified in the constructor.

This helps some, but the overhead of thread coordination is still a limiting factor. If, for example, the buffer size is set to a value larger than the serialized size of the object being copied (effectively eliminating the memory advantages of the piped approach), the copy still takes nearly 50% longer than the [single-threaded approach](http://javatechniques.com/blog/faster-deep-copies-of-java-objects/).