**How to make the perfect Singleton?**
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Design Patterns are popular among software developers. A design pattern is a well described solution to a common software problem. The Singleton is one of the [Creational Design Patterns](https://en.wikipedia.org/wiki/Creational_pattern) in Java.

**What is the purpose of Singleton?**

The purpose of the Singleton class is to control object creation, limiting the number of objects to only one. The singleton allows only one entry point to create the new instance of the class.

Since there is only one Singleton instance, any instance fields of a Singleton will occur only once per class, just like static fields. Singletons are often useful where you have to control the resources, such as database connections or sockets.

It seems to be a simple design pattern but when it comes to implementation, it comes with a lot of implementation concerns. The implementation of Singleton pattern has always been a controversial topic among developers. Here, you are going to discuss how to create a Singleton class that fulfills its purpose :

*Restrict the instantiation of a class and ensures that only one instance of the class exists in the java virtual machine.*

Let’s create Singleton class in java and test it in different conditions.

Create Singleton class

To implement the Singleton class, the simplest way is to make the constructor of the class as private. There are two approaches for the initialization.

**1. Eager initialization:**

In eager initialization, the instance of Singleton Class is created at the time of class loading, this is the easiest method to create a Singleton class.

By making the [constructor](https://en.wikipedia.org/wiki/Constructor_%28object-oriented_programming%29) as private you are not allowing other class to create a new instance of the class you want to create the Singleton. Instead, you are creating one public static method (commonly name as for*getInstance()*) to provide the single entry point to create the new instance of the class.

This approach has one drawback. Here instance is created even though client application might not be using it. This might be a considerable issue if your  
Singleton class in creating a database connection or creating a socket. This may cause the memory leak problem. The solution is to create the new instance of the class, when needed. This can be achieved by Lazy Initialization method.

2. Lazy initialization:

Opposite to Eager initialization, here you are going to initialize new instance of the class in *getInstance()*method it self.This method will check if there is any instance of that class is already created? If yes, then our method (*getInstance()*) will return that old instance and if not then it creates a new instance of the singleton class in JVM and returns that instance. This approach is called as Lazy initialization.

We all know that in Java if the two objects are same then, their hash key have to be equal. Let’s test that. If the above Singleton is correctly implemented than below code should return the same hash key.

Below is the output log with the hash code of both the instances.
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Both have the same hash.

You can see that both the instances are having the same hash code. So, that means above code will make the perfect Singleton. Right???? No.

**Make Singleton reflection proof**

In above Singleton class, by using reflection you can create more than one instance. If you don’t know what is the [Java Reflection API](https://docs.oracle.com/javase/tutorial/reflect/) is, Java Reflection is a process of examining or modifying the run-time behavior of a class at run time.

You can make the new instance of the Singleton class by changing the constructor visibility as public in run-time and create new instance using that constructor. Run the below code and see it our Singleton class survives?

Here is the output of hash codes of both instances.
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Testing reflection

Both the instances have a different hash code. That clearly indicates that Singleton class failed this test.

**Solution:**

To prevent Singleton failure while due to reflection you have to throw a run-time exception in constructor, if the constructor is already initialized and some class to initialize it again. Let’s update *SingletonClass.java*.

Make Singleton thread safe

If two threads try to initialize the Singleton class at almost the same time, what happens? Let’s test below code in which two threads are created almost simultaneously and they are calling *getInstance()*.

If you run this code many times, you will see sometimes both the threads creates different instances.
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That means your Singleton class is not Thread safe. Both the threads calls out *getInstance()* method at the same time, the *sSoleInstance == null* condition will return for both the thread. So, two different instances of the same class will be created. That will break the singleton principle.

Solution:

1. Make *getInstance()*synchronized:

Let’s make getInstance() method synchronized.

As you made your *getInstance()* class synchronized the second thread will have to wait until the *getInstance()* method is completed for the first thread. This way we can achieve thread safety.

But, there are some cons of using this approach:

* Slow performance because of locking overhead.
* Unnecessary synchronization that is not required once the instance variable is initialized.

2. Double check locking method:

You can overcome this issue if you use **Double check locking** method to create the Singleton.

In this, you will make the Singleton class in the synchronized block if the instance is null. So, the synchronized block will be executed only when the *sSoleInstance*is null and prevent unnecessary synchronization once the instance variable is initialized.

3. Use volatile keyword:

On the surface, this method looks perfect, as you only need to pay price for synchronized block one time, but it still was broken, until you make *sSoleInstance*variable [*volatile*](http://www.javamex.com/tutorials/synchronization_volatile.shtml).

Without volatile modifier, it’s possible for another thread in Java to see half initialized state of *sSoleInstance* variable, but with volatile variable guaranteeing happens-before relationship, all the write will happen on volatile *sSoleInstance*before any read of *sSoleInstance*variable.

Now, above Singleton class is thread safe. Making Singleton thread safe is especially required in multi-threaded application environment like in Android Applications.

**Make Singleton safe from Serialization**

Sometimes in distributed systems, you need to implement [*Serializable*](http://docs.oracle.com/javase/7/docs/api/java/io/Serializable.html)interface in Singleton class. By doing that you can store its state in the file system and retrieve it at later point of time.

Let’s test singleton class whether it maintains single instance after serializable and deserializable operations?
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![Image for post](data:image/png;base64,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)

You can see that the hash code of both the instances are different. That is clearly violates singleton principle. The problem with above serialized singleton class is that whenever we deserialize it, it will create a new instance of the class.

To prevent creation of another instance you have to provide the implementation of *readResolve()* method.*readResolve(*) replaces the object read from the stream. This ensures that nobody can create another instance by serializing and deserializing the singleton.

**Conclusion:**

At end of the article, you can make your class a Singleton class that is thread, reflection and serialization safe. This Singleton is still not the perfect Singleton. You can violate the Singleton principle by creating more than one instance of the Singleton class by using cloning or using multiple class loaders. But for the most of the applications, above implementation of Singleton will work perfectly.