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# Content:

1. The Beginning: We will cover the general design pattern that we generally use and how thread can be used to run concurrent task in parallel
2. Paradigm Shift: Leap from synchronous thread based to and asynchronous callback style programming
3. Python library: Twisted and usage of deferred
4. The Conversion technique: Conversion of synchronous library into asynchronous library

# The Beginning:

The Models:

We will start by reviewing two familiar models in order to contrast them with the asynchronous model. By way of illustration we will imagine a program that consists of three conceptually distinct tasks which must be performed to complete the program. We will make these tasks more concrete later on, but for now we won’t say anything about them except the program must perform them

The Synchronous Model:

The first model is single-threaded synchronous model where each task execute sequentially one at a time. And if the tasks are always performed in a definite order, the implementation of a later task can assume that all earlier tasks have finished without errors.

![Transcend:Downloads:sync.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIgAAAFpCAMAAABwC5DzAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAL6UExURf///886OsPXw1dX1wAAAM+1tSDPIAD/AP8AAAAA/4iIzz8/PxwcHC17aTqTIOcAAGRk1wcHB4CAgJOTk/39/VFRUfn5+f7+/uLi4l5eXs3NzXt7e+np6cHBwfPz88bGxvj4+AYGBn9/fwMDA1dXV/b29kFBQWpqahkZGQUFBczMzM/PzwkJCW5ubr6+vvr6+vv7+3l5ebi4uOzs7ODg4KWlpR0dHY6OjlNTU/Hx8T4+PqampgwMDM7Ozk5OTi4uLlVVVaSkpN/f37S0tI+PjzMzMwsLCzg4OCAgIENDQykpKWtra0BAQEJCQpCQkJycnAoKCtnZ2QgICPz8/Ly8vNra2mVlZRcXF9HR0RUVFbu7uzw8PERERJmZmSYmJsfHx+Xl5VJSUnBwcLCwsKqqqqGhoQ4ODsrKyq+vr4uLi+3t7XJyclRUVBISElZWVgEBAe7u7lpaWmRkZIKCgm9vbyEhIXZ2di8vL0ZGRtzc3DAwMF1dXXp6erW1tU9PT8LCwvX19SUlJZ2dndDQ0Orq6r+/vzU1NQ8PD4yMjHNzcyQkJLq6utLS0igoKE1NTejo6D09PWFhYZKSkt3d3QQEBOHh4RgYGOfn5zExMSIiIoODg6ysrLe3t97e3oGBgScnJ3h4eDIyMrm5uYqKisPDwxEREZ6enubm5llZWaCgoHd3d7GxscjIyEVFRWZmZpubm1xcXOTk5CoqKqioqGlpaRYWFvf394iIiCwsLB8fH7a2tvLy8hAQEJWVlcXFxQ0NDcnJyRoaGoeHh21tbUtLS+/v79vb28DAwEpKSvT09NfX119fX0dHRzc3N0KILkiGbJmiv8PPwMA1NWJiYnFxcZCQ0rCw16Ojo3V1dTY2NkxMTJiYmImJibKyspqamklJSWxsbK2trZ+fn6KioltbW7Ozs5SUlDQ0NL29vR4eHi0tLevr60hISDs7O9bW1vDw8NXV1VhYWI2NjePj43x8fNTU1BsbGysrKyMjI5GRkWdnZ2NjY66urgICAhA4CVwAAAXFSURBVHja7dx1cBR3FAfw1/ZXXSqQs4TjekoMSCCeJiFEiLs7CcElQHDX4FqKF3d3d9e6u7u7znR3E+CSo0yG6e5tZ77vj/vN7ry9/cxv3/5u7499RHcerzzmGC838tiB9B/GQw86xj2NPJYBAgggEkJ8lAEZHO9ab1v7pMQQtopbxIZzsUxTf79xtD2k8wCPJhJDLBp6nLWgLM8GEFLbQVQx2e5SQ1xIhNCxLH4jpHafZmwDCB/Nm0hfIyKEP33u9m0HDxNt6PtRESdCshOHf+AESFBXojNXiUYmEc0UIflz+jljRi7NICqZTLRz+EQyCBD/5NlOuTTU6difV/lZmVG6LoivXPWcmeXOqZEfwgq1XboKxbJmcjAPKW/jud4ZEFXYT0QCJJVfNkxGoUZOhw2TFdKGrRaGT7/q1PlsmJYKDDS+N1FEf1IVxfleT3opT3JIWgqXUsKPXsHB0924nbYBcX2b6ag6JeUTKuN6167s4xM4LiEJjwGAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIII2O5x52jGedAbn7fse4DxBAAFEAxEcZkFdjA+tt26JU0kK4xRxXFc9x89s1mI8g+xd8y/qq8/a9Ly2kkKhpM6KEBhBysYOMHfQhaayZT0sJCfCrhUQLZzHUTf+5BpBdg5YRLWPrpa4RAcLHlLmRv53mx73fXyzVCZBOofG9bmZtZaPkgXgzN/rrhJGydxONzhAgIaFedlnLFxhkmpF8G51n4TS+1QQaq+Ihmllj7JIyOr5NMkEMlX/M5WfFMNTiPpGvkT7Bh0Ju5vgf7EIyQS4cnWLT8RCiztM8jOTikbN4xI2UCaXtSC7I2a+JBEiXc6TP/EyokeOWPXUZ2eN4oEYtMURjWikMg09dLqtgJyliOuV8rqEYD6LmR3ViRnfTCLPZ/F6stJBuQ7lkd36cfYbbZEhQe88LnVVxkpa+y+WSkXsjWkjpwYmxHY8BgAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCNjecfcYxnnAG59wHHuAsQQAAB5Hp4TVXLCxnI1UW3+vvz99r3DRhmbhnXQy8phKusffE49nZ9A/avCMiakegqKeS1qFrIAa/bQCakZxClmvpJXSN1L6ePmXoxUpiXPXNDXf3EvgHW0XV9A4TGBssDVfJAhqWXaQ/8oqVvAm2+yWLfAK017UZOv4Ah3UkeSMjverrMfqZ5eZfIyyBABqfeSOnZxzPmiEwQotklV5gb7dp3qFKoEY8piVq7JJ375BB5ID8WRx4X+wZ8W+FZzEPWvRO2xj7Lz/SmPJCNpUaxb0C4kbZWrRUuTZrJuzZhotDewr+qhzwQ1yFZ+9N4SEQ4GQrEu4YiEm1iQsx8Pfkk9dFJC+mWzBYIfQPCv5g2cJKlpXfuzAHWElq625JLC1mc2DfA98VFGz04b/z6AgIIIIAAAggggAACCCCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggPy/IVoeolUC5C0VUwUpARKpZuX9lQCJTmfp05UAMU5j43wVcdcUs6HKuH2r2RJlQKIsTylkQdumlJU1SikQAgQQQAC5M4h/jkIgNSucDxF/5casdjrEFq+MGtH19jSb3baMCKKckcW6JTVtVYWR5cJ7I18mFbnnywjRN8+cNGlDi/at6fxKS6/DZsbNG3VtDpHfqR0+Wzx7ynhpOnQUPlu2JnqiFf/HJq8tUcDfR2hqDb83cIfTINSeh7Rherr2q9VqDa12PmTcFbnvmg5NtbeCzCpQyQzpzrxvBbnANutVhZtkhPQc0jR47eYTgakfr2L9aWTmoMrviliEPwUUmF6vCJd1if+3v3YL8RgACCDyQx51jBfu9Mv+ARXfDf/CEJq4AAAAAElFTkSuQmCC)

The Threaded Model:

In this model each task is performed in separate thread of control. The threads are managed by the operating system and may, on a system with multiple processors or multiple cores, run truly concurrently, or may be interleaved together on a single processor. In the threaded model the details of execution are handled by the OS and the programmer simply thinks in terms of independent instruction streams which may run simultaneously.

Note: Some programmer implements parallelism using multiple process instead of multiple threads.
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The Asynchronous Model:

In this model, the tasks are interleaved with one another, but in a single thread of control. This is simpler than the threaded case because the programmer always knows that when one task is executing, another task is not. Although in a single-processor system a threaded program will also execute in an interleaved pattern, a programmer using threads should still think in terms of Figure 2, not Figure 3, lest the program work incorrectly when moved to a multi-processor system. But a single-threaded asynchronous system will always execute with interleaving, even on a multi-processor system.
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Note:

There is another difference between the asynchronous and threaded models. In a threaded system the decision to suspend one thread and execute another is largely outside of the programmer’s control. Rather, it is under the control of the operating system, and the programmer must assume that a thread may be suspended and replaced with another at almost any time. In contrast, under the asynchronous model a task will continue to run until it explicitly give up control to other tasks.

The Motivation:

The asynchronous model is clearly more complex than the synchronous case. The programmer must organize each task as a sequence of smaller steps that execute intermittently. Since there is no actual parallelism, it appears from our diagrams that an asynchronous program will take just as long to execute as a synchronous one.

So why would you choose to use the asynchronous model?

If one or more of the tasks are executed at a same time i.e. long running cpu task or I/O, then by interleaving the tasks together the system can remain responsive to user input while still performing other work in the “background”. So while the background tasks may not execute any faster, the system will be more pleasant and responsive for the person using it.

However, there is a condition under which an asynchronous system will simply outperform a synchronous one, sometimes dramatically so, in the sense of performing all of its tasks in an overall shorter time. This condition holds when tasks are forced to wait, or *block*, as illustrated in the figure.
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In the figure, the gray sections represent periods of time when a particular task is waiting (blocking) and thus cannot make any progress. Why would a task be blocked? A frequent reason is that it is waiting to perform I/O, to transfer data to or from an external device. Thus, a synchronous program that is doing lots of I/O will spend much of its time blocked while a disk or network catches up. Such a synchronous program is also called a blocking program for that reason.A blocking program, looks a bit like Figure 3, an asynchronous program. This is not a coincidence. The fundamental idea behind the asynchronous model is that an asynchronous program, when faced with a task that would normally block in a synchronous program, will instead execute some other task that can still make progress. So an asynchronous program only “blocks” when no task can make progress and is thus called a non-blocking program. And each switch from one task to another corresponds to the first task either finishing, or coming to a point where it would have to block. With a large number of potentially blocking tasks, an asynchronous program can outperform a synchronous one by spending less overall time waiting, while devoting a roughly equal amount of time to real work on the individual tasks.

Comparison:

1. There are a large number of tasks so there is likely always at least one task that can make progress.
2. The tasks perform lots of I/O, causing a synchronous program to waste lots of time blocking when other tasks could be running.
3. The tasks are largely independent from one another so there is little need for inter-task communication (and thus for one task to wait upon another).

These conditions almost perfectly characterize a typical busy network server (like a web server) in a client-server environment. Each task represents one client request with I/O in the form of receiving the request and sending the reply. And client requests (being mostly reads) are largely independent.

## Paradigm Shift

Many enthusiast programmers have followed asynchronous style programming for long time. It may not be surprising to see that Javascript actually execute all of its code in single thread. This design pattern, that the language is constructed on known as reactive pattern.

There is huge popularity of nodejs which a javascript framework built on top of Google (Chrome) V8 engine for building web services for the application. This design is achieved with the adoption of event loop.

Event Loop and Thread:

To understand the difference in behavior of the two solutions, we simply need to understand the thread and event loop.

**Synchronous Style Programing**:

|  |
| --- |
| def print\_hello():  while True:  print("{} - Hello world!".format(int(time())))  sleep(3)  def read\_and\_process\_input():  while True:  n = int(input())  print('fib({}) = {}'.format(n, fib(n)))  def main():  # Second thread will print the hello message. Starting as a daemon means  # the thread will not prevent the process from exiting.  t = Thread(target=print\_hello)  t.daemon = True  t.start()  # Main thread will read and process input  read\_and\_process\_input() |

**Asynchronous Style Programming:**

|  |
| --- |
| def process\_input(stream):  text = stream.readline()  n = int(text.strip())  print('fib({}) = {}'.format(n, timed\_fib(n)))  def print\_hello():  print("{} - Hello world!".format(int(time())))  if \_\_name\_\_ == '\_\_main\_\_':  selector = selectors.DefaultSelector()  # Register the selector to poll for "read" readiness on stdin  selector.register(sys.stdin, selectors.EVENT\_READ)  last\_hello = 0 # Setting to 0 means the timer will start right away  while True:  # Wait at most 100 milliseconds for  # input to be available  for event, mask in selector.select(0.1):  process\_input(event.fileobj)  if time() - last\_hello > 3:  last\_hello = time()  print\_hello() |

Let’s start with thread. Think of a thread as a single sequence of instructions and the CPU's current state in executing them (CPU state refers to e.g. register values, in particular the next instruction register).

Think of a thread as a single sequence of instructions and the CPU's current state in executing them (CPU state refers to e.g. register values, in particular the next instruction register).

A simple synchronous program often runs on a single thread, which is why if an operation needs to wait for something, say an IO operation or a timer, the execution of the program is paused until the operation is finished. One of the simplest blocking operations is sleep. In fact, that's all sleep does, namely blocking the thread it is executed on for the given length of time. A process can have multiple threads running in it. Threads in the same process share the same process-level resources, such as memory and its address space, file descriptors, etc.

Open the solution **example/threaded\_hello.py**, the Python solution is clearly multi-threaded. This explains why the two tasks are run concurrently, and why the calculation of the large Fibonacci number, which is CPU intensive, is not blocking the execution of the other thread.

In Asynchronous programming we can use event loop (a queue) to register the task that need to be executed whenever the thread is available. As far as the operating system is concerned your application is running in a single thread that was this design pattern is all about.

First, we will need a way to poll **stdin** for input availability, that is, a system call that asks if a file descriptor (in this case stdin) has input available for reading or not.

Once we have the polling functionality, our event loop will be very simple: in each iteration of the loop, we check to see if there's input available for reading, and if so we read and process it. After that, we check to see if more than three seconds has passed since the last printing of "Hello world!" and if yes, we print it. You can find the simple implementation in example/evt\_loop.py

Event Loop with Callback:

A natural generalization of the previous section's event loop is to allow for generic event handlers. This can be relatively easily achieved using callbacks: for each event type (in our case, we only have two of them, input on stdin and timers going off), allow the user to add arbitrary functions as event handlers. The implementation of event loop with callback can be found in example/evtloop\_callback.py

**Python Library:**

Twisted is a high performance asynchronous networking library, which support many protocol to TCP, UDP, and SNMP etc. to interact with remote service asynchronously.

You can find basic example in [Twisted](https://twistedmatrix.com/trac/).

I’ll include any basic implementation of asynchronous programming using twisted. I’ll add a small application that is created with [Klein](http://klein.readthedocs.io/en/latest/), which a micro framework built on top of, twisted to create asynchronous web server. The api is similar to [Flask](http://flask.pocoo.org/) which is another Micro web framework but not asynchronous in this github **link,** although I’ll not explain anything related to Klein since it’s usage is similar to flask but walk through the basic concept and api that is used both in twisted and flask.

Before proceeding I’ll introduce you few concept, which are Deferred, Co-routine and Why it is needed?

Managing callback is difficult you have to pass function pointer as an argument to the function, which will be call later. Consider in regular program flow where callback is executed once the previous line execute successfully but what if there is an error. The program will stop it’s execution further if not handled gracefully.

Deferred:

Twisted provide an abstractions over callback known as deferred which provide two chain

1. Callback
2. Errback

![Transcend:Downloads:deferred-1.png](data:image/png;base64,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)

|  |
| --- |
| from \_\_future\_\_ import print\_function  from twisted.internet.defer import Deferred  def google(request):  d = treq.get('https://www.google.com' + request.uri)  d.addCallback(treq.content)  return d  def got\_poem(res):  print 'Your poem is served:'  print res  def poem\_failed(err):  print err.\_\_class\_\_  print err  print 'No poetry for you.'  if \_\_name\_\_ == '\_\_main\_\_':  d = Deferred()  # add a callback/errback pair to the chain  d.addCallbacks(got\_poem, poem\_failed)  # fire the chain with a normal result  d.callback('This poem is short.')  print("Finished")  # fire the chain with an error result  d.errback(Exception('I have failed.')) |

Consider the above method that is requesting a page from <http://www.google.com> you might notice the code look synchronous but it is returning deferred that can be to used to attached another callback method using addCallback method which technically formed a chain. And finally once the page has been downloaded programmer can call the d.callback() function to execute the callback chain, which means all the callback attached to that deferred object will get invoked sequentially.

d.addCallback method of the deferred class takes 2 arguments a callback and a failure function. You can also invoke an exception using d.errback and wrap an Exception object inside it.

d.addBoth is another method which can be used to register method that will be invoked both in case of success and error which is similar like finally statement in try catch block.
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Flow of control in deferred:
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The purpose of introducing deferred so that it can facilitate us in writing code in synchronous way as we used to do. Consider the flow of execution in native python programming whenever we raise an exception the exception get passed to the method calling it. Similar goes with deferred whenever an unhandled exception occur or raise an exception, the Exception object get wrapped in a twisted **Failure** object that will be passed down the chain. If the exception is handled gracefully it will be handled by the next callback as shown by green line else the flow of control will be handled by the next errback in the chain.

Co-routine:

Before proceeding in deeper details with co-routine, let me introduce you the magic of generator function. Generator is function that can be pause it’s flow of execution and can be continued later whenever you called next or send on the generator function, it’s created using yield function and return an iterator object that can be called using next method.

|  |
| --- |
| def my\_generator():  print 'starting up'  yield 1  print "working'"  yield 2  print "still working'"  yield 3  print 'done'  for n in my\_generator():  print n |

Co-routine provide us another alternative for writing asynchronous program using yield statement you can pause of the execution of code and can later invoke the remaining statement whenever output is available for processing.
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Now when a series of callbacks is chained together in a deferred, each callback receives the result from the one prior. That’s easy enough to do with a generator — just send the value you got from the previous run of the generator (the value it yielded) the next time you restart it.

So imagine that our generator yields a deferred object instead of an ordinary Python value. The generator is now “paused”, and that’s automatic; generators always pause after every yield statement until they are explicitly restarted. So we can delay restarting the generator until the deferred fires, at which point we either send the value (if the deferred succeeds) or throw the exception (if the deferred fails). That would make our generator a genuine sequence of asynchronous callbacks and that’s the idea behind the inlineCallbacks function in twisted.internet.defer.

**Inline Callback:**

The whole purpose of inlineCallbacks is turn a generator into a series of asynchronous callbacks according to the scheme we outlined before.

Second, when we invoke an inlineCallbacks-decorated function, we don’t need to call next or send or throw ourselves. The decorator takes care of those details for us and ensures the generator will run to the end (assuming it doesn’t raise an exception).

Third, if we yield a non-deferred value from the generator, it is immediately restarted with that same value as the result of the yield.

And finally, if we yield a deferred from the generator, it will not be restarted until that deferred fires. If the deferred succeeds, the result of the yield is just the result from the deferred. And if the deferred fails, the yield statement raises the exception. Note the exception is just an ordinary Exception object, rather than a Failure, and we can catch it with a try/except statement around the yield expression.

|  |
| --- |
| from twisted.internet.defer import inlineCallbacks, Deferred  @inlineCallbacks  def my\_callbacks():  from twisted.internet import reactor  print 'first callback'  result = yield 1 # yielded values that aren't deferred come right back  print 'second callback got', result  d = Deferred()  reactor.callLater(5, d.callback, 2)  result = yield d # yielded deferreds will pause the generator  print 'third callback got', result # the result of the deferred  d = Deferred()  reactor.callLater(5, d.errback, Exception(3))  try:  yield d  except Exception, e:  result = e  print 'fourth callback got', repr(result) # the exception from the deferred  reactor.stop()  from twisted.internet import reactor  reactor.callWhenRunning(my\_callbacks)  reactor.run() |

**Summary:**

I have covered the basic of reactive design pattern the benefits of using this pattern in contrast to synchronous programming, basic introduction to programming models Synchronous, Asynchronous and Thread Model. An elementary introduction of writing asynchronous code using callback and co-routine.

Also I have walk through twisted – a python asynchronous library and some of it’s features Deferred and inlineCallback which facilitate us in writing asynchronous code in synchronous patter.

Please go through the example code which I have added it contain explanation of the basic asynchronous function that library like Twisted, Gevent provide, the demo application which I have prepared for the sake of this tutorial using Klein can be found the tutklein folder.

Download the code from [this](https://github.com/sandyz1000/twistedklein) link.