Class: Final Year (Computer Science and Engineering)

Year: 2023-24

Semester: 1

Course: High Performance Computing Lab

**Practical No. 5**

**Title of practical: Study and Implementation of OpenMP program**

1. Implementation of sum of two lower triangular matrices.

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

#define N 5 // Size of the matrices

void sumLowerTriangularMatrices(int A[][N], int B[][N], int C[][N]) {

#pragma omp parallel for

for (int i = 0; i < N; i++) {

for (int j = 0; j <= i; j++) {

C[i][j] = A[i][j] + B[i][j];

}

}

}

int main() {

int A[N][N], B[N][N], C[N][N];

// Initialize matrices A and B (assuming lower triangular)

// For simplicity, we use random values here.

srand(1234);

for (int i = 0; i < N; i++) {

for (int j = 0; j <= i; j++) {

A[i][j] = rand() % 10;

B[i][j] = rand() % 10;

}

}

// Sum the matrices using OpenMP

sumLowerTriangularMatrices(A, B, C);

// Display the result matrix C (sum of A and B)

printf("Matrix C (Sum of A and B):\n");

for (int i = 0; i < N; i++) {

for (int j = 0; j <= i; j++) {

printf("%d ", C[i][j]);

}

printf("\n");

}

return 0;

}

Output:
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**Information:**

* **Matrix Size:** The code works with square matrices of size N x N, where N is defined as 5. You can modify N to suit your specific matrix size.
* **Matrix Initialization:** The code initializes matrices A and B with random integer values between 0 and 9. This initialization is done for demonstration purposes. In practice, you can use your own matrices or input method.
* **Parallelization with OpenMP:** OpenMP is used to parallelize the matrix addition operation. The `#pragma omp parallel for` directive distributes the work across multiple threads for efficient parallel execution.
* **Result Matrix:** The result of the matrix addition is stored in matrix C, which is then displayed to the console.

**Analysis:**

* **Parallelism**: The primary advantage of this code is the use of OpenMP to parallelize the addition of lower triangular matrices. This can significantly speed up the operation, especially for larger matrices and on multi-core processors.
* **Matrix Initialization:** The code initializes matrices A and B with random values. However, this is a simple example, and in real-world applications, you may need to load data from files or other sources.
* **Performance:** The performance gain from parallelism depends on the matrix size and the number of available CPU cores. For larger matrices, the speedup achieved by parallel execution can be more significant.
* **Load Balancing:** This code does not explicitly handle load balancing among threads. Depending on the matrix size and the number of threads, some threads may complete their work earlier than others. In more complex applications, load balancing strategies may be necessary for optimal performance.
* **Data Dependency:** In this code, there are no data dependencies, so threads can work independently on different parts of the matrices. However, in other matrix operations, you may need to consider data dependencies and synchronization mechanisms.
* Overall, this code serves as a basic example of parallelizing matrix addition using OpenMP, demonstrating how parallelism can be utilized to improve the efficiency of matrix operations.

1. **Implementation of Matrix-Matrix Multiplication.**

**Source Code:**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

#define N 3 // Number of rows in matrices A and C

#define M 4 // Number of columns in matrix A and rows in matrix B

#define P 2 // Number of columns in matrices B and C

void matrixMultiply(int A[N][M], int B[M][P], int C[N][P]) {

    #pragma omp parallel for

    for (int i = 0; i < N; i++) {

        for (int j = 0; j < P; j++) {

            C[i][j] = 0; // Initialize the result element to 0

            for (int k = 0; k < M; k++) {

                C[i][j] += A[i][k] \* B[k][j]; // Matrix multiplication

            }

        }

    }

}

int main() {

    int A[N][M], B[M][P], C[N][P];

    // Initialize matrices A and B with sample values

    for (int i = 0; i < N; i++) {

        for (int j = 0; j < M; j++) {

            A[i][j] = i \* M + j + 1;

        }

    }

    for (int i = 0; i < M; i++) {

        for (int j = 0; j < P; j++) {

            B[i][j] = i \* P + j + 1;

        }

    }

    // Perform matrix multiplication using OpenMP

    double start\_time\_parallel = omp\_get\_wtime();

    matrixMultiply(A, B, C);

    // Display the result matrix C

    double end\_time\_parallel = omp\_get\_wtime();

  printf("Parallel Method Time: %f seconds\n", (end\_time\_parallel - start\_time\_parallel));

    printf("Matrix C (Result of A x B):\n");

    for (int i = 0; i < N; i++) {

        for (int j = 0; j < P; j++) {

            printf("%d ", C[i][j]);

        }

        printf("\n");

    }

    return 0;

}

Output:

![](data:image/png;base64,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)

**Information:**

* **Matrix Sizes:** The code defines the sizes of the matrices `A`, `B`, and `C` using constants `N`, `M`, and `P`. These constants determine the number of rows and columns in each matrix. You can adjust these values according to your specific matrix dimensions.
* **Matrix Initialization:** The code initializes matrices `A` and `B` with sample values. It uses nested loops to assign values to each element of the matrices. You can replace these initializations with your own matrices or input method.
* **Matrix Multiplication Function:** The `matrixMultiply` function is responsible for performing matrix multiplication. It uses nested loops to iterate through the matrices and calculate the product matrix `C`. OpenMP parallelism is applied to the outer loops, enabling concurrent execution of matrix multiplication for improved performance.
* **Displaying the Result:** After matrix multiplication, the code prints the result matrix `C` to the console.

**Analysis:**

* **Parallelism with OpenMP:** The primary benefit of this code is the efficient use of OpenMP to parallelize the matrix multiplication process. By distributing the workload across multiple threads, the code can take advantage of multi-core processors, significantly speeding up matrix operations for larger matrices.
* **Matrix Initialization:** The code initializes matrices `A` and `B` with simple sequential loops. For larger matrices, this process can be time-consuming. In practice, matrix initialization might be done in parallel as well, especially when dealing with very large datasets.
* **Performance Scalability:** The code is suitable for moderately sized matrices due to the efficient parallelism. However, the performance gain from parallelism depends on the available hardware cores and memory bandwidth. For very large matrices, memory access patterns can become a bottleneck, and more advanced optimization techniques might be required.
* **Accuracy and Precision:** This code assumes integer matrices, and there's no consideration for numerical precision or potential overflow/underflow issues. In real-world applications, you might need to use floating-point types and handle numerical stability.
* **Code Flexibility:** The code is a simplified example. In practical applications, error handling, input validation, and memory management should be considered. Additionally, more advanced matrix multiplication algorithms like Strassen's algorithm or library functions like BLAS might be used for improved performance

**Github Link:** [**https://github.com/sanjanak0806/HPC\_LAB**](https://github.com/sanjanak0806/HPC_LAB)