**GNU Octave**

一种用于数值计算的高级交互语言
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三山剑客 译
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**前言**

Octave最初打算作为一本本科水平的化学反应器设计教科书的配套软件，这本教科书是由威斯康星大学麦迪逊分校的James B. Rawlings和德克萨斯大学的John G. Ekerdt编写的。

显然，Octave现在不仅仅是一个“课件”包。虽然我们最初的目标有些模糊，但我们知道我们想要创造一些东西，使学生能够解决现实问题，并且他们可以用于化学反应器设计问题以外的许多事情。我们发现大多数学生很快就掌握了Octave的基础知识，并在短短几个小时内就能熟练地使用它。

虽然它最初是打算用来教授反应器设计的，但它已经被用在德克萨斯大学化学工程系的其他几个本科和研究生课程中，德克萨斯大学的数学系也一直在用它来教授微分方程和线性代数。最近，Octave被用作教授斯坦福在线机器学习课程(http://ml-class.org)的主要计算工具，该课程由Andrew Ng教授。成千上万的学生参加了这门课程。

如果你觉得Octave有用，请告诉我们。以便于我们了解Octave的其他用途。

几乎所有人都认为Octave（音阶）这个名字与音乐有关，但它实际上是约翰·w·伊顿(John W. Eaton)的一位前教授的名字，他写了一本著名的化学反应工程教科书，他也以快速“心算”计算的能力而闻名。我们希望这个软件能让很多人轻松地进行更有抱负的计算。

我们鼓励每个人在GNU通用公共许可证的条款下与他人共享本软件(参见GNU通用公共许可证)。我们还鼓励您为Octave编写和贡献额外的函数，并报告您可能遇到的任何问题，从而使Octave更有用。
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如果没有用于Octave的GNU软件，这个项目是不可能实现的。

**引用Octave的出版物**

鉴于许多开发人员多年来做出的许多贡献，在研究或准备数据的过程中使用Octave时，在出版物中引用Octave是一种礼貌地行为。引用功能可以自动为Octave或其任何软件包生成推荐的引用文本。关于如何使用引文，请参阅下面的帮助文本。

: **citation**

: **citation** *package*

显示在出版物中引用GNU Octave或其软件包的说明。

当不带参数调用时，显示有关如何引用核心GNU Octave系统的信息。

当给定包名称package时，显示引用特定命名包的信息。请注意，有些包可能还没有关于如何引用它们的说明。

GNU Octave开发人员及其活跃的软件包作者社区已经投入了大量的时间和精力来创建今天的GNU Octave。当你使用GNU Octave及其软件包时，请注明出处。

**如何同Octave社区做贡献**

有许多方法可以帮助您使Octave成为一个更好的系统。也许贡献的最重要方式是为解决新问题编写高质量的代码，并使您的代码免费供其他人使用。详细信息请参见<https://www.octave.org/get-involved.html>。

如果您发现Octave有用，请考虑提供额外的资金以继续其开发。即使是少量的额外资金，也可以在用于开发和支持的时间上产生重大影响。

支持Octave发展的捐款可以在https://www.octave.org/donate网站上进行。

如果您不能提供资金或贡献代码，您仍然可以通过报告您发现的任何错误并提供改进Octave的方法建议来帮助Octave变得更好、更可靠。有关如何编写有用的bug报告的提示，请参阅已知的问题原因。

**分发**

Octave是免费软件。这意味着每个人都可以自由地使用它，并在一定条件下自由地重新发布它。然而，Octave并不属于公有领域。它是受版权保护的，并且对其发行有限制，但是这些限制是为了确保其他人将拥有与您相同的使用和重新发行Octave的自由。精确的条件可以在Octave附带的GNU通用公共许可证中找到，它也出现在GNU通用公共许可证中。

要下载Octave，请访问<https://www.octave.org/download.html>。

**1导论**

GNU Octave是一种高级语言，主要用于数值计算。它通常用于求解线性和非线性方程、数值线性代数、统计分析和执行其他数值实验等问题。它还可以用作面向批处理的语言，用于自动数据处理。

当前版本的Octave在图形用户界面(GUI)中执行。GUI托管一个集成开发环境(IDE)，其中包括带有语法高亮显示的代码编辑器、内置调试器、文档浏览器以及语言本身的解释器。当然也可以使用命令行接口。

GNU Octave是一个可自由分发的软件。您可以根据自由软件基金会发布的GNU通用公共许可证条款重新发布和/或修改它。GPL包含在本手册中，请参阅GNU通用公共许可证。

本手册提供了关于如何安装、运行、使用和扩展GNU Octave的全面文档。其他章节描述了如何报告bug和帮助贡献代码。

本文档对应于Octave版本9.1.0。

**1.1运行Octave**

在大多数系统上，Octave是用shell命令 **‘octave’**启动的。这将启动图形用户界面。GUI中的中心窗口是Octave命令行界面。在此窗口中，Octave显示一条初始消息，然后显示一个提示，表明它已准备好接受输入。如果您选择了传统的命令行界面，那么在运行shell的同一窗口中只会出现命令提示符。在任何一种情况下，您都可以立即开始键入Octave命令。

如果遇到麻烦，通常可以通过输入Control-C（简称C-c）来中断Octave。C-c的名字来源于你按住CTRL然后按下c来输入它。这样做通常会返回到Octave的提示符。

要退出Octave，请在Octave提示符处键入quit或exit。

在支持作业控制的系统上，可以通过向Octave发送SIGTSTP信号（通常是输入C-z ）来挂起Octave。

**1.2简单示例**

下面的章节详细描述了Octave的所有特性，但在此之前，给出它的一些功能示例可能会有所帮助。

如果您是Octave的新手，我们建议您尝试使用这些示例来开始学习Octave。标记为' octave:13> '的行是您键入的行，每个行以回车结束。Octave会给出一个答案，或者显示一个图表。

**1.2.1基础计算**

Octave可以很容易地用于基本的数值计算。Octave知道算术运算(+，-，\*，/)，幂运算(^)，自然对数/指数(log, exp)，以及三角函数(sin, cos，…)。此外，Octave计算适用于实数或虚数(i,j)。一些数学常数，如自然对数的底(e)和圆的周长与直径之比(pi)都是预先定义的。

例如，为了验证欧拉恒等式，

键入下面的语句，它将在计算的容差范围内求值为-1。

octave:1> exp (i\*pi)

**1.2.2创建矩阵**

向量和矩阵是数值分析的基本组成部分。要创建一个新的矩阵并将其存储在一个变量中，以便以后可以引用它，键入命令

octave:1> A = [ 1, 1, 2; 3, 5, 8; 13, 21, 34 ]

Octave将以整齐排列的列打印矩阵作为响应。Octave使用逗号或空格分隔一行中的条目，并使用分号或回车分隔一行和下一行。以分号结束命令告诉Octave不打印命令的结果。例如,

octave:2> B = rand (3, 2);

将创建一个3行2列的矩阵，每个元素设置为0到1之间的随机值。

要显示变量的值，只需在提示符处输入变量的名称。例如，要显示存储在矩阵B中的值，可以输入命令

octave:3> B

**1.2.3矩阵运算**

Octave使用标准的数学符号，与低级语言相比，它的优点是运算符可以作用于标量、向量、矩阵或n维数组。例如，要将矩阵A乘以标量值，请键入命令

octave:4> 2 \* A

要将两个矩阵A和B相乘，请键入命令

octave:5> A \* B

并形成矩阵乘积的transpose (A) \* A，键入命令

octave:6> A' \* A

**1.2.4求解线性方程组**

线性方程组在数值分析中无处不在。要解线性方程组Ax = b，使用左除法算子' \ ':

x = A \ b

这在概念上等同于inv (A) \* b，但避免了直接计算矩阵的逆。

如果系数矩阵是奇异的，Octave将打印一条警告消息并计算最小范数解。

一个简单的例子来自化学，需要得到平衡的化学方程。考虑一下氢和氧燃烧产生水。

上面的等式是不准确的。质量守恒定律要求每一种分子的数量在方程的左右两边保持平衡。用氢和氧的单独方程写出变量总反应，我们会发现:

在Octave的解决方案只需要三个步骤。

octave:1> A = [ 2, 0; 0, 2 ];

octave:2> b = [ 2; 1 ];

octave:3> x = A \ b

**1.2.5微分方程的积分**

Octave内置函数用于求解非线性微分方程的形式

初始条件

为了让Octave对这种形式的方程进行积分，你必须首先给出函数f(x,t)的定义。这很简单，可以通过直接在命令行中输入函数体来实现。例如，下面的命令定义了一对有趣的非线性微分方程的右侧函数。注意，当您输入一个函数时，Octave会响应一个不同的提示，表明它正在等待您完成输入

octave:1> function xdot = f (x, t)

>

> r = 0.25;

> k = 1.4;

> a = 1.5;

> b = 0.16;

> c = 0.9;

> d = 0.8;

>

> xdot(1) = r\*x(1)\*(1 - x(1)/k) - a\*x(1)\*x(2)/(1 + b\*x(1));

> xdot(2) = c\*a\*x(1)\*x(2)/(1 + b\*x(1)) - d\*x(2);

>

> endfunction

给定初始条件

octave:2> x0 = [1; 2];

输出时间的集合作为列向量(注意，第一个输出时间对应于上面给出的初始条件)

octave:3> t = linspace (0, 50, 200)';

微分方程组的积分很容易:

octave:4> x = lsode (“f”, x0, t);

函数lsode使用利弗莫尔求解常微分方程，在A. C. Hindmarsh, ODEPACK, a Systematized Collection of ODE Solvers, in: Scientific Computing, R. S. Stepleman et al. (Eds.), North-Holland, Amsterdam, 1983, pages 55–64.中描述。

**1.2.6生成图形输出**

要以图形方式显示前面示例的解决方案，可以使用该命令

octave:1> plot (t, x)

Octave将自动创建一个单独的窗口来显示绘图。

要保存已显示在屏幕上的绘图，请使用print命令。例如,

print foo.pdf

将创建一个名为foo.pdf的文件，其中包含以可移植文档格式呈现的当前绘图。命令

help print

解释print命令的更多选项，并提供其他输出文件格式的列表。

**1.2.7帮助和文档**

Octave有一个广泛的帮助设施。以打印形式提供的相同文档也可以从Octave提示符中获得，因为两种形式的文档都是从相同的输入文件创建的。

为了获得良好的帮助，您首先需要知道要使用的命令的名称。这个函数的名称可能并不总是很明显，但是键入help --list是一个很好的开始。这将显示Octave当前会话中可用的所有操作符、关键字、内置函数和可加载函数。另一种方法是使用lookfor函数(在获取帮助的命令中有描述)搜索文档。

一旦您知道了希望使用的函数的名称，您就可以通过简单地将名称作为帮助的参数包含在函数中来获得更多的帮助。例如,

help plot

将显示plot函数的帮助文本。

在Octave的帮助工具中，允许您从Octave中读取打印手册的完整文本的部分通常使用一个称为Info的单独程序。当您调用Info时，您将被放入包含整个Octave手册的菜单驱动程序中。本手册中提供了Info的使用帮助，请参见获取帮助命令。

**1.2.8编辑您输入的内容**

在Octave提示符下，您可以使用Emacs或vi样式的编辑命令收回、编辑和重新发出以前的命令。默认的键绑定使用emacs风格的命令。例如，要回忆前面的命令，按Control-p(简称C-p)。这样做通常会返回前一行输入。C-n会调出下一行输入，C-b会将光标移到本行上，C-f会将光标移到本行上，以此类推。

本手册给出了命令行编辑功能的完整描述，请参阅命令行编辑。

**1.3约定**

本节解释本手册中使用的符号约定。您可能想跳过这一节，稍后再参考它。

**1.3.1字体**

Octave代码的示例如下字体或形式:svd (a)。表示变量或函数参数的名称以这种字体或形式出现:first-number。您在shell提示符中键入的命令以这种字体或形式显示:' octave --no-init-file '。在Octave提示符下输入的命令有时会以这种字体或形式出现:foo –bar --baz。键盘上的特定键以这种字体或形式显示:RET。

**1.3.2求值符号**

在本手册的示例中，您计算的表达式的结果用'⇒'表示。例如:

sqrt (2)

⇒ 1.4142

您可以将其理解为“sqrt(2)的计算结果为1.4142”。

在某些情况下，表达式返回的矩阵值是这样显示的

[1, 2; 3, 4] == [1, 3; 2, 4]

⇒ [ 1, 0; 0, 1 ]

在其他情况下，它们是这样显示的

eye (3)

⇒ 1 0 0

0 1 0

1. 0 1

以便清楚地显示结构的结果。

有时为了帮助描述一个表达式，会显示另一个表达式产生相同的结果。表达式的完全等价用“≡”表示。例如:

rot90 ([1, 2; 3, 4], -1)

≡

rot90 ([1, 2; 3, 4], 3)

≡

rot90 ([1, 2; 3, 4], 7)

**1.3.3打印符号**

本手册中的许多示例在评估时都会打印文本。在本手册中，由示例产生的打印文本用' -| '表示。通过计算表达式返回的值显示为'⇒'(在下一个示例中为1)，并在单独的行中显示。

printf ("foo %s\n", "bar")

-| foo bar

⇒ 1

**1.3.4错误信息**

一些例子显示错误。这通常会在终端上显示一条错误消息。错误信息显示在以error: 开头的行中。

fieldnames ([1, 2; 3, 4])

error: fieldnames: Invalid input argument

**1.3.5描述的格式**

本手册对函数和命令的描述格式统一。描述的第一行包含项目的名称，后面跟着它的参数(如果有的话)。如果有多种方法调用函数，则列出每种允许的形式。

接下来的几行是描述，有时还有例子。

**1.3.5.1功能举例说明**

在函数描述中，被描述的函数的名称首先出现。在同一行后面跟着一个参数列表。用于参数的名称也在描述的主体中使用。

在列举了所有调用形式之后，下一行是对函数的简洁的一句话总结。

在总结之后，可能会有关于输入和输出的文档、函数使用示例、关于所使用算法的说明以及对相关函数的引用。

下面是虚函数foo的描述:

: foo (x)

: foo (x, y)

: foo (x, y, …)

从y中减去x，然后将剩余的参数添加到结果中。

输入x必须是数字标量、矢量或数组。

如果没有提供可选输入y，则默认为19。

示例：

foo (1, [3, 5], 3, 9)

⇒ [ 14, 16 ]

foo (5)

⇒ 14

更一般的说：

foo (w, x, y, …)

≡

x - w + y + …

**参见**: bar

任何名称包含类型名称(例如，整数或矩阵)的参数都应属于该类型。名为object的参数可以是任何类型。具有其他类型名称的参数(例如，new\_file)在函数描述中进行了具体讨论。在某些部分中，在开始部分描述了几个函数参数的共同特征。

**1.3.5.2命令示例说明**

命令是可以调用的函数，而不需要用圆括号括住它们的参数。命令描述的格式与功能描述类似。例如，下面是Octave的diary命令的描述:

**: diary**

**: diary on**

**: diary off**

**: diary filename**

**: [status, diaryfile] = diary**

记录所有命令和它们产生的输出的列表，混合在一起，就像它们出现在终端上一样。

有效的选项有:

On 在当前工作目录下的一个名为diary的文件中开始记录会话。

Off 停止在日志文件中记录会话。

Filename 将会话记录在文件名中。

在没有输入或输出参数的情况下，diary切换当前日志状态。

如果请求输出参数，则diary忽略输入并返回当前状态。布尔状态指示记录是打开还是关闭，diaryfile是存储会话的文件的名称。

**参见：**history, evalc。

**2新手入门**

本章解释了Octave的一些基本特性，包括如何启动Octave会话，在命令提示符下获得帮助，编辑命令行，以及编写可以在shell中作为命令执行的Octave程序。

**2.1从命令行调用Octave**

通常，Octave是通过运行程序 **'Octave'** 来交互使用的，不带任何参数。一旦启动，Octave从终端读取命令，直到您告诉它退出。

您还可以在命令行上指定文件的名称，Octave将从指定的文件中读取和执行命令，然后在完成时退出。

您可以通过使用下一节中描述的命令行选项进一步控制Octave的启动方式，Octave本身可以提醒您可用的选项。输入 **'octave --help'** 显示所有可用选项并简要描述它们的用法(' **octave –h**是一个更短的等价写法 ')

**2.1.1命令行选项**

下面是Octave接受的命令行选项的完整列表。

*--built-in-docstrings-file filename*

指定包含Octave内置函数的文档字符串的文件名。该值通常是正确的，只有在特殊情况下才需要指定。

*--debug*

*-d*

进入解析器调试模式。使用此选项将导致Octave的解析器打印大量关于它读取的命令的信息，并且可能仅在您实际尝试调试解析器时才有用。

*--doc-cache-file filename*

指定要使用的文档缓存文件的名称。命令行上指定的filename的值将覆盖环境中找到的OCTAVE\_DOC\_CACHE\_FILE的任何值，但不会覆盖系统中使用doc\_cache\_file函数的任何命令或用户启动文件。

*--echo-commands*

*-x*

在执行命令时回显命令。

*--eval code*

计算代码并在完成时退出，除非使用 *--persist*指定。

*--exec-path path*

指定搜索要运行的程序的路径。命令行上指定的path值将覆盖环境中找到的OCTAVE\_EXEC\_PATH的任何值，但不会覆盖系统或用户启动文件中调用*EXEC\_PATH*函数的任何命令。

*--gui*

启动图形用户界面(GUI)。

*--help*

*-h*

打印简短的帮助信息并退出。

*--image-path path*

在图像搜索路径的头部添加path。命令行上指定的*path*值将覆盖环境中找到的*OCTAVE\_IMAGE\_PATH*的任何值，但不会覆盖系统或用户启动文件中调用*IMAGE\_PATH*函数的任何命令。

*--info-file filename*

指定要使用的info文件的名称。命令行中指定的*filename*值将覆盖环境中找到的*OCTAVE\_INFO\_FILE*的任何值，但不会覆盖系统中使用*info\_file*函数的任何命令或用户启动文件。

*--info-program program*

指定要使用的info程序的名称。命令行中指定的*program*值将覆盖环境中找到的*OCTAVE\_INFO\_PROGRAM*的任何值，但不会覆盖系统或用户启动文件中使用*info\_program*函数的任何命令。

*--interactive*

*-i*

强制交互行为。这对于通过远程shell命令或在Emacs shell缓冲区中运行Octave非常有用。

*--line-editing*

强制readline用于命令行编辑。

*--no-gui*

禁用图形用户界面(GUI)，使用命令行界面(CLI)。这是默认行为，但是这个选项对于覆盖之前的 *--gui*可能很有用。

*--no-history*

*-H*

禁用命令行历史记录。

*--no-init-file*

不读取初始化文件 *~/.octaverc* 和 *.octaverc* 。

*--no-init-path*

不要初始化函数文件的搜索路径以包含默认位置。

*--no-line-editing*

禁用命令行编辑。

*--no-site-file*

不要读取站点范围的*octaverc*初始化文件。

*--no-window-system*

*-W*

禁用包括图形在内的窗口系统。这就形成了一个严格的终端环境。

*--norc*

*-f*

不要在启动时读取任何系统或用户初始化文件。这相当于同时使用两个选项*--no-init-file*和*--no-site-file。*

*--path path*

*-p path*

在函数文件的搜索路径的头部添加path。命令行上指定的*path*值将覆盖在环境中找到的任何*OCTAVE\_PATH*值，但不会覆盖系统或用户启动文件中通过某个路径函数设置内部加载路径的任何命令。

*--persist*

在*--eval*或从命令行上命名的文件中读取之后进入交互模式。

*--silent*

*--quiet*

*-q*

不要在启动时打印常见的问候语和版本信息。

*--texi-macros-file filename*

指定包含Texinfo宏的文件名供makeinfo使用。

*--traditional*

*--braindead*

为了与MATLAB兼容，请将用户首选项的初始值设置为以下值

PS1 = ">> "

PS2 = ""

beep\_on\_error = true

confirm\_recursive\_rmdir = false

crash\_dumps\_octave\_core = false

optimize\_diagonal\_matrix = false

optimize\_permutation\_matrix = false

optimize\_range = false

fixed\_point\_format = true

history\_timestamp\_format\_string = "%%-- %D %I:%M %p --%%"

print\_empty\_dimensions = false

print\_struct\_array\_contents = true

save\_default\_options = "-mat-binary"

struct\_levels\_to\_print = 0

并禁用以下警告

Octave:abbreviated-property-match

Octave:colon-nonscalar-argument

Octave:data-file-in-path

Octave:empty-index

Octave:function-name-clash

Octave:possible-matlab-short-circuit-operator

请注意，这不会启用*Octave:language-extension*警告，如果您希望被告知编写在Octave中工作的代码而不是MATLAB(请参阅warning, warning\_ids)，则可能需要此警告。

--verbose

-V

打开详细输出。

--version

-v

打印程序版本号并退出。

file

从*file*执行命令。完成后退出，除非还指定了*--persist* 。

Octave还包括几个函数，它们返回有关命令行的信息，包括参数的数量和所有选项。

*: args =* ***argv*** *()*

返回传递给Octave的命令行参数。

例如，如果您使用命令调用Octave

octave --no-line-editing --silent

*argv*将返回一个字符串单元格数组，其中包含元素*--no-line-editing*和*-–silent*。

如果您编写可执行的Octave脚本，*argv*将返回传递给脚本的参数列表。有关如何创建可执行的Octave脚本的示例，请参阅可执行的Octave程序。

**参见：**program\_name, cmdline\_options。

*: opt\_struct =* ***cmdline\_options*** *()*

返回一个结构，包含传递给Octave的命令行参数的详细信息。

编程注意:这个函数提供了大量关于Octave解析命令行选项的信息，对于调试Octave可能更有用，而不是一般使用。

**参见：**argv, program\_name。

*: name =* ***program\_name*** *()*

返回program\_invocation\_name返回值的filename组件。

**参见：**program\_invocation\_name, argv。

*: name =* ***program\_invocation\_name*** *()*

返回在shell提示符处键入的字符串，以运行Octave。

该字符串可以包括路径组件以及程序文件名。

如果从命令行执行脚本（例如，*octave foo.m*）或使用可执行的octave脚本，则程序名称将设置为脚本的名称。有关如何创建可执行的Octave脚本的示例，请参阅可执行的Octave程序。

**参见：**program\_name, argv。

下面是一个使用这些函数来重现调用Octave的命令行的示例。

printf ("%s", program\_name ());

arg\_list = argv ();

for i = 1:nargin

printf (" %s", arg\_list{i});

endfor

printf ("\n");

有关如何从单元格数组检索对象的说明，请参见索引单元格数组，有关变量*nargin*的信息请参见定义函数。

**2.1.2启动文件**

当Octave启动时，它会从以下列表中的文件中查找要执行的命令。这些文件可以包含任何有效的Octave命令，包括函数定义。

*octave-home/share/octave/site/m/startup/octaverc*

其中*Octave -home*是安装Octave的目录（默认为*/usr/local*）。提供此文件是为了全局地对您站点上的所有用户对已安装的所有Octave版本的默认Octave环境进行更改。在对该文件进行更改时应小心，因为您站点上的所有Octave用户都会受到影响。默认文件可以被环境变量*OCTAVE\_SITE\_INITFILE*覆盖。

*octave-home/share/octave/version/m/startup/octaverc*

其中*Octave -home*是安装Octave的目录（默认为*/usr/local*）， *version*是Octave的版本号。提供此文件是为了使默认Octave环境的更改可以针对特定版本Octave的所有用户全局进行。在对该文件进行更改时应小心，因为您站点上的所有Octave用户都会受到影响。默认文件可以被环境变量*OCTAVE\_VERSION\_INITFILE*覆盖。

*config-dir/octave/octaverc*

其中*config-dir*是用户本地配置文件的平台相关位置（例如，在许多类unix操作系统上为*$XDG\_CONFIG\_HOME*，在Windows上为*%APPDATA%*）。

*~/.octaverc*

该文件用于对默认的Octave环境进行个人更改。

*.octaverc*

该文件可用于更改特定项目的默认Octave环境。Octave在读取*~/.octaverc*后在当前目录中搜索该文件。cd命令在*~/.octaverc*文件将影响Octave搜索 *.octaverc*的目录。

如果你在主目录下启动Octave，命令从文件*~/.octaverc*只执行一次。

*startup.m*

该文件用于对默认的Octave环境进行个人更改。它的执行是为了与MATLAB兼容，但是*~/.octaverc*是配置更改的首选位置。

如果您使用 *--verbose*选项而不使用 *--silent*选项调用Octave，则在读取每个启动文件时将显示一条消息。

启动文件总是在系统的区域设置字符集中处理(独立于设置的m-file编码，例如，在GUI属性中)。换句话说，系统的区域设置字符集一直有效，直到用户手动设置m文件编码(例如，在一个启动文件中)并触发对任何相关m文件的重新解析。Octave可以通过mfile\_encoding函数强制使用新的编码:

\_\_mfile\_encoding\_\_ ("utf-8"); # set new encoding

clear ("functions"); # re-parse all .m files in the new encoding

这将改变用于解释所有随后运行的启动文件和m文件(不包括当前正在执行的文件)的编码。

**2.2退出Octave**

关机是用*exit*或*quit*命令启动的（它们是等价的）。与启动类似，Octave有一个关机过程，可以由用户脚本文件自定义。在关机期间，Octave将搜索脚本文件*finish.m*在函数加载路径中。保存所有工作空间变量或清理临时文件的命令可以放在那里。在关机时执行的其他函数可以用*atexit*注册。

: **quit**

: **quit** *cancel*

: **quit** *force*

: **quit** *("cancel")*

: **quit** *("force")*

: **quit** *(status)*

: **quit** *(status, "force")*

: **exit***(…)*

退出当前的Octave会话。

如果提供了可选的整数值*status*，将该值作为Octave的退出状态传递给操作系统。默认值为零。

退出时，Octave将尝试运行m-file *finish.m*，如果存在的话。保存工作区或清理临时文件的用户命令可以放在该文件中。或者，可以使用*atexit*命令安排另一个m文件运行。如果在执行*finish.m*文件时发生错误，Octave不退出，控制返回到命令提示符。

如果提供了可选参数"*cancel*"，则Octave不会退出，并将控制权返回给命令提示符。这个功能允许*finish.m*文件取消退出进程。

如果用户偏好在退出前请求确认，Octave将显示一个对话框，并为用户提供取消退出过程的选项。

如果提供了可选参数“*force*”，则不要求任何确认，并跳过*finish.m*文件。

编程注意:exit是quit的别名，可以互换使用。

**参见：**atexit。

: **atexit** *(fcn)*

: **atexit** *(fcn, true)*

: **atexit** *(fcn, false)*

: *status =* **atexit** *(fcn, false)*

注册一个函数，当Octave退出时调用。

例如,

function last\_words ()

disp ("Bye bye");

endfunction

atexit ("last\_words");

当Octave退出时，将打印消息”*Bye bye*”。

附加参数*flag*将在Octave退出时从要调用的函数列表中注册或取消注册*fcn*。如果*flag*为真，则注册该函数，如果*flag*为假，则未注册。例如，在注册了上面的*last\_words*函数之后，

atexit ("last\_words", false);

将从列表中删除该函数，并且Octave在退出时不会调用last\_words。

可选输出状态仅在注销函数时可用。如果注销成功，该值为true，否则为false。

编程简注:*atexit*只从列表中删除函数的第一次出现;如果使用*atexit*将一个函数多次放入列表中，那么它也必须多次从列表中删除。

**参见：**quit。

**2.3获取帮助命令**

本手册的全文可通过命令*doc*从Octave提示符中获得。此外，用户编写的单个函数和变量的文档也可以通过*help*命令获得。本节介绍用于读取手册和用户提供的函数和变量的文档字符串的命令。有关如何记录编写的函数的更多信息，请参阅函数文件。

: **help** *name*

: **help** *--list*

: **help** *.*

: **help**

: *help\_text =* **help** *(…)*

显示名称的帮助文本。

例如，*help help*命令打印一条描述*help*命令的短消息。

给定单个参数 *--list*，列出Octave当前会话中可用的所有操作符、关键字、内置函数和可加载函数。

给定单个参数，列出Octave当前会话中可用的所有操作符。

如果在没有任何参数的情况下调用，帮助将显示有关如何从命令行访问帮助的说明。

*help*命令可以提供关于大多数操作符的信息，但是name必须用单引号或双引号括起来，以防止Octave解释器对name起作用。例如，*help* "+"显示加法运算符的帮助。

**参见：**doc, for, which, info。

: **doc** *function\_name*

: **doc**

使用GNU Info浏览器，直接从打印手册的在线版本显示函数*function\_name*的文档。

如果调用时不带参数，则从一开始显示手册。

例如，在本手册的在线版本中，命令*doc rand*在*rand*节点启动GNU Info浏览器。

一旦GNU Info浏览器开始运行，就可以使用命令*C-h*来帮助使用它。

**参见：**help。

: **lookfor** *str*

: **lookfor** *-all str*

: *[fcn, help1str] =* **lookfor** *(str)*

: *[fcn, help1str] =* **lookfor** *("-all", str)*

在当前函数搜索路径中所有函数的文档中搜索字符串*str*。

默认情况下，*lookfor*只在找到的每个函数的帮助字符串的第一句话中查找*str*。可以使用*“-all”*参数搜索每个函数的整个帮助文本。所有搜索不区分大小写。

当不带输出参数调用时，*lookfor*将匹配函数的列表打印到终端。否则，输出参数*fcns*包含函数名，*help1str*包含每个函数的帮助字符串的第一句话。

编程简注: *lookfor*正确识别帮助文本第一句话的能力取决于函数帮助的格式。所有 Octave 核心函数的格式都是正确的，但不能保证外部包和用户提供的函数也是如此。因此，使用*“-all”*参数可能是必要的，以找到不是 Octave 一部分的相关函数。

缓存文档文件大大提高了查找速度。更多信息请参见doc\_cache\_create。

**参见：**help, doc, which, path, doc\_cache\_create。

要查看当前版本Octave的新功能，请使用*news*功能。

: **news**

: **news** *package*

显示Octave或已安装包的当前NEWS文件。

当不带参数调用时，显示Octave的NEWS文件。

当给定一个包名为*package*时，显示该包的当前NEWS文件。

**参见：**ver, pkg。

: **info** *()*

显示GNU Octave社区的联系信息。

: **warranty** *()*

描述复制和分发Octave的条件。

以下函数可用于更改用于显示文档的程序，以及可以在何处找到文档。

: *val =* **info\_file** *()*

: *old\_val =* **info\_file** *(new\_val)*

: *old\_val =* **info\_file** *(new\_val, "local")*

查询或设置指定Octave info文件名的内部变量。

默认值为*octave -home/share/info/octave.info*，其中*octave -home*为Octave安装的根目录。默认值可以被环境变量*OCTAVE\_INFO\_FILE*或命令行参数 *--info-file FNAME*覆盖。

当从带有”*local*”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**info\_program, doc, help, makeinfo

: *val =***info\_program** *()*

: *old\_val =* **info\_program** *(new\_val)*

: *old\_val =* **info\_program** *(new\_val, "local")*

查询或设置指定要运行的info程序名称的内部变量。

默认值为*info*。默认值可以被环境变量*OCTAVE\_INFO\_PROGRAM*或命令行参数*--info-program NAME*覆盖。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**info\_file, doc, help, makeinfo\_program。

: *val =* **makeinfo\_program** *()*

: *old\_val =* **makeinfo\_program** *(new\_val)*

: *old\_val =* **makeinfo\_program** *(new\_val, "local")*

查询或设置指定Octave运行的程序名称的内部变量，以格式化包含Texinfo标记命令的帮助文本。

默认值为*makeinfo*。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**texi\_macros\_file, info\_file, info\_program, doc, help。

: *val =* **texi\_macros\_file** *()*

: *old\_val =* **texi\_macros\_file** *(new\_val)*

: *old\_val =***texi\_macros\_file** *(new\_val, "local")*

查询或设置内部变量，该变量指定包含Texinfo宏的文件的名称，这些宏在传递给makeinfo之前被附加到文档字符串中。

默认值为*octave-home/share/octave/version/etc/macros*。其中*octave -home*是Octave安装的根目录，*version*是Octave的版本号。默认值可以被环境变量*OCTAVE\_TEXI\_MACROS\_FILE*或命令行参数 *--texi-macros-file FNAME*覆盖。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**makeinfo\_program。

: *val =* **doc\_cache\_file** *()*

: *old\_val =* **doc\_cache\_file** *(new\_val)*

: *old\_val =* **doc\_cache\_file** *(new\_val, "local")*

查询或设置指定Octave文档缓存文件名称的内部变量。

缓存文件可以显著提高查找命令的性能。默认值为*octave-home/share/octave/version/etc/doc-cache*，其中*octave-home*为Octave安装的根目录，*version*为Octave的版本号。默认值可以被环境变量*OCTAVE\_DOC\_CACHE\_FILE*或命令行参数*--doc-cache-file FNAME*覆盖。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**doc\_cache\_create, lookfor, info\_program, doc, help, makeinfo\_program。

**参见：**lookfor。

: *val =* **built\_in\_docstrings\_file** *()*

: *old\_val =* **built\_in\_docstrings\_file** *(new\_val)*

: *old\_val =* **built\_in\_docstrings\_file** *(new\_val, "local")*

查询或设置内部变量，该变量指定包含内置Octave函数的文档字符串的文件名。

默认值为octave-home/share/octave/version/etc/built-in-docstrings，其中*octave-home*是octave安装的根目录，*version*是octave的版本号。默认值可以被环境变量*OCTAVE\_BUILT\_IN\_DOCSTRINGS\_FILE*或命令行参数 *--built-in-docstrings-file FNAME*覆盖。

注意:此变量仅在Octave初始化自身时使用。在运行Octave的会话期间修改它将没有影响。

: *val =* **suppress\_verbose\_help\_message** *()*

: *old\_val =***suppress\_verbose\_help\_message** *(new\_val)*

: *old\_val =* **suppress\_verbose\_help\_message** *(new\_val, "local")*

查询或设置内部变量，该变量控制Octave是否将额外的帮助信息添加到*help*命令和内置命令的使用消息的输出末尾。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

以下函数主要在Octave内部用于生成文档。这里记录它们是为了完整性，也因为它们可能偶尔对用户有用。

: **doc\_cache\_create** *(out\_file, directory)*

: **doc\_cache\_create** *(out\_file)*

: **doc\_cache\_create** *()*

为*directory*中的所有函数生成文档缓存。

为目录中的所有函数生成一个文档缓存，该缓存可以是单个字符串或字符串的单元数组。该缓存用于加速*lookfor*函数。

缓存保存在*out\_file*文件中，如果没有给出默认值*doc-cache*。

如果没有给出目录(或者是空矩阵)，则生成用于内置函数、操作符和关键字的缓存。

**参见：**doc\_cache\_file, lookfor, path。

: *[text, format] =* **get\_help\_text** *(name)*

返回函数名的原始帮助文本。

原始帮助文本以*text*形式返回，格式以*format*形式返回。格式为字符串，可以是*"texinfo"*、*"html"*或*"plain text"*之一。

**参见：**get\_help\_text\_from\_file。

: *[text, format] =* **get\_help\_text\_from\_file** *(fname)*

从文件名返回原始帮助文本。

原始帮助文本以*text*形式返回，格式以*format*形式返回。格式为字符串，可以是*"texinfo"*、*"html"*或*"plain text"*之一。

**参见：**get\_help\_text。

: *text =* **get\_first\_help\_sentence** *(name)*

: *text =* **get\_first\_help\_sentence** *(name, max\_len)*

: *[text, status] =* **get\_first\_help\_sentence** *(…)*

返回函数帮助文本的第一句话。

第一句话定义为函数声明之后的文本，直到第一个句点(“.”)或第一次出现两个连续的换行符(“\n\n”)。文本被截断为*max\_len*的最大长度，默认为80。如果必须截断文本，则将文本的最后三个字符替换为”…”，以表明有更多的文本可用。

可选的输出参数*status*返回由*makeinfo*报告的状态。如果只请求一个输出参数，并且*status*为非零，则显示警告。

作为一个例子，这个帮助文本的第一句话是

get\_first\_help\_sentence ("get\_first\_help\_sentence")

-| ans = Return the first sentence of a function's help text.

**2.4命令行编辑**

Octave使用GNU Readline库提供了一套广泛的命令行编辑和历史特性。本手册只描述最常见的特性。此外，所有的编辑功能都可以根据用户的判断绑定到不同的按键上。本手册假设默认的Emacs绑定没有变化。有关自定义Readline的更多信息和完整的特性列表，请参阅GNU Readline Library手册。

要插入打印字符(字母、数字、符号等)，只需键入该字符。Octave将在光标处插入字符并向前移动光标。

许多命令行编辑功能使用控制字符进行操作。例如，字符*Control-a*将光标移动到行首。如果需要输入*C-a*，请先按*CTRL*，再按*a*。以下章节中，*control -a*等控制字符写成*C-a*。

另一组命令行编辑函数使用元字符。若要输入*M-u*，请按住META键并按下*u*。根据键盘的不同，META键可能被标记为ALT甚至WINDOWS。如果您的终端没有META键，您仍然可以使用以*ESC*开头的双字符序列键入META字符。因此，要输入M-u，您可以键入ESC u。在具有真正Meta键的终端上也允许使用*ESC*字符序列。以下章节将*Meta-u*等Meta字符写成*M-u*。

**2.4.1移动光标**

以下命令允许您操作光标。

*C-b*

光标向左移一字符位置

*C-f*

光标向前移一字符位置。

BACKSPACE

删除光标左侧的字符。

DEL

删除光标下方的字符。

*C-d*

删除光标下方的字符。

*M-f*

向前进一个字。

*M-b*

向后移动一个单词。

*C-a*

移动至行首。

*C-e*

移动至行尾

*C-l*

清除屏幕，在顶部重新打印当前行。

*C-\_*

*C-/*

撤消最后一个操作。您可以撤消所有操作，直到返回空行。

*M-r*

撤消对这一行所做的所有更改。这就像多次输入“undo”命令回到开始一样。

上表描述了编辑输入行所需的最基本的可能击键。在大多数终端上，您还可以使用左右方向键来代替*C-f*和*C-b*来向前和向后移动。

注意*C-f*是如何将一个字符向前移动，而*M-f*是如何将一个单词向前移动的。这是一个松散的约定，控制击键操作字符，而元击键操作单词。

函数*clc*将允许您从Octave程序中清除屏幕。

: **clc** *()*

: **home** *()*

清空终端屏幕，将光标移至左上角。

编程注意:home是clc的别名，可以互换使用。

**2.4.2 Killing（剪切）和Yanking（粘贴）**

killing文本是指将文本从行中删除，但保存起来以备以后使用，通常是通过将其Yanking行中。如果命令的描述说它`杀死`文本，那么你可以确定以后可以在不同(或相同)的地方获取文本。

下面是删除文本的命令列表。

*C-k*

终止从当前光标位置到行尾的文本。

*M-d*

Kill从光标到当前单词的末尾，如果在单词之间，则到下一个单词的末尾。

*M-DEL*

Kill从光标处开始到前一个单词的开头，或者如果在单词之间，到前一个单词的开头。

*C-w*

从光标到前一个空格处终止。这与*M-DEL*不同，因为单词边界不同。

还有，这里是如何把文本拉回一行。Yanking是指从终止缓冲区中复制最近终止的文本。

*C-y*

将最近终止的文本拉回光标处的缓冲区。

*M-y*

旋转止动环，猛拉新的顶部。只有当前面的命令是*C-y*或*M-y*时才能这样做。

当你使用kill命令时，文本会保存在*kill-ring*中。任意数量的连续击杀将所有击杀的文本保存在一起，这样当你把它拉回来时，你就可以一扫而光。击杀环不是特定于线路的;你在之前输入的行中删除的文本可以在以后输入另一行时恢复。

**2.4.3文本修改命令**

以下命令可用于输入原本具有特殊含义的字符(例如，TAB, C-q等)，或用于快速纠正键入错误。

*C-q*

*C-v*

将键入的下一个字符逐字添加到该行。这是如何插入像C-q这样的东西。

*M-TAB*

插入制表符。

*C-t*

将光标前的字符向前拖动到光标处的字符上，同时也将光标向前移动。如果游标位于行尾，则将其前面的两个字符调换位置。

*M-t*

将光标后面的单词拖过光标前面的单词，同时将光标移动到该单词上。

*M-u*

将光标后面的字符大写到当前(或后面)单词的末尾，将光标移动到单词的末尾。

*M-l*

将光标后面的字符小写到当前(或后面)单词的末尾，将光标移动到单词的末尾。

*M-c*

将光标后面的字符大写(如果光标位于单词之间，则将下一个单词的开头大写)，将光标移动到单词的末尾。

**2.4.4为您设置Readline类型**

下面的命令允许Octave为您完成命令和变量名。

TAB

尝试在光标之前的文本上完成补全。Octave可以完成命令和变量的名称。

*M-?*

列出光标前文本可能的补全。

: *val =* **completion\_append\_char** *()*

: *old\_val =* **completion\_append\_char** *(new\_val)*

: *old\_val =* **completion\_append\_char** *(new\_val, "local")*

查询或设置添加到成功的命令行补全尝试中的内部字符变量。

默认值是" "(一个空格)。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

: *completion\_list =* **completion\_matches** *("hint")*

根据字符序列提示为Octave生成可能的单词补全。

这个函数是为Emacs之类的程序提供的，这些程序可能会控制Octave并处理用户输入。例如:

completion\_matches ("sine")

⇒

sinetone

sinewave

编程简注:当调用此函数时，Octave中的当前命令数不会增加。这是一个特性，而不是一个bug。

**2.4.5历史操作命令**

Octave通常会跟踪您键入的命令，以便您可以回忆以前的命令来编辑或再次执行它们。当您退出Octave时，您最近键入的命令(不超过由变量*history\_size*指定的数量)将保存在一个文件中。当Octave启动时，它从变量*history\_file*命名的文件中加载一个初始命令列表。

下面是简单浏览和搜索历史列表的命令。

*LFD*

*RET*

不管光标在哪里，都接受当前行。如果该行不为空，则将其添加到历史列表中。如果该行是历史行，则将历史行恢复到其原始状态。

*C-p*

在历史列表中向上移动。

*C-n*

在历史列表中向下移动。

*M-<*

移动到历史的第一行。

*M->*

移动到输入历史记录的末尾，也就是您要输入的行!

*C-r*

从当前行开始向后搜索，并根据需要在历史中“向上”移动。这是一个增量搜索。

*C-s*

从当前线开始向前搜索，并在必要时向下移动历史。

在大多数终端上，还可以使用向上和向下箭头键来代替*C-p*和*C-n*来浏览历史记录列表。

除了用于在历史列表中移动的键盘命令外，Octave还提供了三个功能，用于查看、编辑和重新运行历史列表中的命令块。

: **history**

: **history** *opt1 …*

: *H =* **history** *()*

: *H =* **history** *(opt1, …)*

如果调用时不带参数，*history*将显示您已执行的命令列表。

有效的选项有:

*n*

*-n*

只显示最近的*n*行历史记录。

*-c*

清除历史记录列表。

*-q*

不要给显示的历史行编号。这对于使用X窗口系统剪切和粘贴命令非常有用。

*-r file*

读取文件*file*，将其内容附加到当前历史列表中。如果省略名称，则使用默认的历史文件(通常为*~/.octave\_hist*)。

*-w file*

将当前历史记录写入文件*file*。如果省略名称，则使用默认的历史文件(通常为*~/.octave\_hist*)。

例如，要显示您最近键入的五个命令，而不显示行号，请使用命令*history -q 5*。

如果使用单个输出参数调用，历史记录将作为单元格字符串保存到该参数中，而不会输出到屏幕。

**参见：**edit\_history, run\_history。

: **edit\_history**

: **edit\_history** *cmd\_number*

: **edit\_history** *first last*

使用由变量*editor*命名的编辑器编辑历史列表。

要编辑的命令首先被复制到临时文件中。当您退出编辑器时，Octave将执行文件中保留的命令。使用*edit\_history*来定义函数通常比直接在命令行中输入更方便。一旦退出编辑器，就会执行命令块。要避免执行任何命令，只需在离开编辑器之前从缓冲区中删除所有行即可。

当不带参数调用时，编辑先前执行的命令;使用一个参数编辑指定的命令*cmd\_number*;使用两个参数编辑*first*和*last*之间的命令列表。命令号说明符也可以是负数，其中-1表示最近执行的命令。下面是等价的，并编辑最近执行的命令。

edit\_history

edit\_history -1

在使用范围时，为第一个命令指定一个比最后一个命令更大的数字将反转命令列表，然后将它们放入要编辑的缓冲区中。

**参见：**run\_history, history。

: **run\_history**

: **run\_history** *cmd\_number*

: **run\_history** *first last*

从历史列表中运行命令。

当不带参数调用时，运行先前执行的命令;

使用一个参数，运行指定的命令*cmd\_number*;

使用两个参数，运行*first*和*last*之间的命令列表。命令号说明符也可以是负数，其中-1表示最近执行的命令。例如:命令

run\_history

OR

run\_history -1

再次执行最近的命令。命令

run\_history 13 169

执行命令13到169。

为第一个命令指定一个比最后一个命令更大的数字，将在执行命令之前反转命令列表。例如:

disp (1)

disp (2)

run\_history -1 -2

⇒

2

1

**参见：**edit\_history, history。

Octave还允许您自定义历史记录保存的时间、地点和方式的详细信息。

: *val* *=* **history\_save** *()*

: *old\_val =* **history\_save** *(new\_val)*

: *old\_val =* **history\_save** *(new\_val, "local")*

查询或设置控制命令行上输入的命令是否保存在历史文件中的内部变量。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**history\_control, history\_file, history\_size, history\_timestamp\_format\_string。

: *val =* **history\_control** *()*

: *old\_val =* **history\_control** *(new\_val)*

查询或设置指定命令如何保存到历史列表的内部变量。

默认值是一个空字符串，但可以被环境变量*OCTAVE\_HISTCONTROL*覆盖。

*history\_control*的值是一个以冒号分隔的值列表，这些值控制命令如何保存在历史列表中。如果值列表包含*ignorespace*，则以空格字符开头的行不会保存在历史列表中。*ignoredup*的值将导致不保存与前一个历史记录条目匹配的行。*ignoreboth*的值是*ignorespace*和*ignoredups*的简写。*erasedups*的值将导致在保存当前行之前从历史列表中删除与当前行匹配的所有先前行。任何不在上面列表中的值都将被忽略。如果*history\_control*为空字符串，则根据*history\_save*的值将所有命令保存在历史列表中。

**参见：**history\_file, history\_size, history\_timestamp\_format\_string, history\_save。

: *val =* **history\_file** *()*

: *old\_val =* **history\_file** *(new\_val)*

查询或设置用于保存命令历史记录的文件名的内部变量。

在当前Octave会话期间发出的所有命令都将被写入这个新文件(如果当前的*history\_save*设置允许这样做)。

默认值是*$DATA/octave/history*，其中*$DATA*是(漫游)用户数据文件的平台特定位置(例如，*$XDG\_DATA\_HOME*，或者，如果没有设置，~/.local/share(类unix操作系统)或%APPDATA% (Windows操作系统)。默认值可以被环境变量*OCTAVE\_HISTFILE*覆盖。

编程简注:

如果希望永久更改Octave历史文件的位置，则需要在每个新的Octave会话中发出*history\_file*命令。这可以通过使用Octave的*.octaverc*启动文件来实现。

如果您还想从这个不同的历史文件中读取过去Octave会话的保存的历史命令，那么您需要在设置历史文件的新值之后使用额外的命令*history -r*。Octave启动文件中的示例代码可能如下所示:

history\_file ("~/new/.octave\_hist");

if (exist (history\_file ()))

history ("-r", history\_file());

endif

**参见：**history、history\_control、history\_save、history\_size、history\_timestamp\_format\_string。

: *val =* **history\_size** *()*

: *old\_val =* **history\_size** *(new\_val)*

查询或设置指定要在历史文件中存储多少条目的内部变量。

默认值是*1000*，但是可以被环境变量*OCTAVE\_HISTSIZE*覆盖。

**参见：**history\_file, history\_timestamp\_format\_string, history\_save。

: *val =***history\_timestamp\_format\_string** *()*

: *old\_val =* **history\_timestamp\_format\_string** *(new\_val)*

: *old\_val =* **history\_timestamp\_format\_string** *(new\_val， "local")*

查询或设置内部变量，该变量指定在Octave退出时写入历史文件的注释行的格式字符串。

格式字符串被传递给*strftime*。默认值为

"# Octave VERSION, %a %b %d %H:%M:%S %Y %Z <USER@HOST>"

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**strftime, history\_file, history\_size, history\_save。

: *val =* **EDITOR** *()*

: *old\_val =* **EDITOR** *(new\_val)*

: *old\_val =* **EDITOR** *(new\_val, "local")*

查询或设置指定默认文本编辑器的内部变量。

默认值是在Octave启动时从环境变量*EDITOR*中获取的。如果环境变量没有初始化，*EDITOR*将被设置为*”emacs”*。

当从带有*local*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**edit, edit\_history。

**2.4.6自定义readline**

Octave使用GNU Readline库进行命令行编辑和历史特性。Readline非常灵活，可以通过命令的配置文件进行修改(请参阅GNU Readline库了解确切的命令语法)。默认的配置文件通常是*~/.inputrc*。

Octave提供了两个命令来初始化Readline，从而改变命令行行为。

: **readline\_read\_init\_file** *()*

: **readline\_read\_init\_file** *(file)*

读取readline库初始化文件*file*。

如果省略*file*，则读取默认初始化文件(通常为*~/.inputrc*)。

详细信息请参见GNU Readline Library中的Readline Init File。

**参见：**readline\_re\_read\_init\_file。

: **readline\_re\_read\_init\_file** *()*

重新读取上次读取的readline库初始化文件。

详细信息请参见GNU Readline库中的Readline Init File。

**参见：**readline\_read\_init\_file。

**2.4.7自定义提示信息**

以下变量可用于自定义命令行提示符的外观。Octave允许通过插入一些反斜杠转义的特殊字符来定制提示符，这些字符解码如下:

‘\t’

时间

‘\d’

日期

‘\n’

通过打印相当于回车和换行符的内容来开始新行。

‘\s’

程序的名称(通常只是*'octave'*)。

‘\w’

当前工作目录。

‘\W’

当前工作目录的基本名称。

‘\u’

当前用户的用户名。

‘\h’

主机名，直到第一个' . '。

‘\H’

主机名

‘\#’

该命令的命令号，从Octave开始计数。

‘\!’

该命令的历史编号。这与*'\#'*的不同之处在于，当Octave启动时，历史列表中的命令数量。

‘\$’

如果有效UID为0，则为*’#’*，否则为*’$’*。

‘\nnn’

八进制字符码为*nnn*的字符。

‘\\’

反斜杠键

: *val =* **PS1** *()*

: *old\_val =* **PS1** *(new\_val)*

: *old\_val =* **PS1** *(new\_val, "local")*

查询或设置主提示字符串。

当交互执行时，Octave在准备读取命令时显示主提示符。

主提示字符串的默认值是*'octave:\#>'*。要更改它，请使用如下命令

PS1 ('\u@\H> ')

这将导致用户 *'boris'* 登录主机 *'kremvax.kgb.su'* 的提示 *'boris@kremvax>'* 。注意，在双引号字符串中输入反斜杠需要两个反斜杠。看到字符串。

如果终端支持ANSI转义序列，也可以使用它们。这对于给提示上色很有用。例如,

PS1 ('\[\033[01;31m\]\s:\#> \[\033[0m\]')

将给默认的Octave提示显示红色。

当从带有*’local’*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**PS2, PS4。

: *val =* **PS2** *()*

: *old\_val =* **PS2** *(new\_val)*

: *old\_val =* **PS2** *(new\_val, "local")*

查询或设置辅助提示字符串。

当Octave需要额外的输入来完成命令时，将打印次要提示符。例如，如果您正在键入跨越几行的*for*循环，Octave将在第一行之后的每行开头打印第二个提示符。辅助提示字符串的默认值是*”>”*。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**PS1, PS4。

: *val =* **PS4** *()*

: *old\_val =* **PS4** *(new\_val)*

: *old\_val =* **PS4** *(new\_val, "local")*

查询或设置使能回显命令时，输出的前缀字符串。

默认值为*”+ ”*。有关回显命令的描述，请参阅日记和回显命令。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**echo, PS1, PS2。

**2.4.8日志和Echo命令**

Octave的日记功能允许您通过记录您键入的输入和Octave在单独的文件中产生的输出来保留所有或部分交互会话的日志。

: **diary**

: **diary** *on*

: **diary** *off*

: **diary** *filename*

: *[status, diaryfile] =* **diary**

记录所有命令和它们产生的输出的列表，混合在一起，就像它们出现在终端上一样。

有效的选项有:

*On*

在当前工作目录下的一个名为diary的文件中开始记录会话。

*Off*

停止在日志文件中记录会话。

*Filename*

将会话记录在文件名中。

在没有输入或输出参数的情况下，*diary*切换当前日志状态。

如果请求输出参数，则*diary*忽略输入并返回当前状态。布尔状态指示记录是打开还是关闭，*diaryfile*是存储会话的文件的名称。

**参见：**history, evalc。

有时在函数或脚本中查看正在执行的命令是很有用的。这对于调试某些类型的问题特别有帮助。

: **echo**

: **echo** *on*

: **echo** *off*

: **echo** *on all*

: **echo** *off all*

: **echo** *function on*

: **echo** *function off*

控制命令在执行时是否显示。

有效的选项有:

*on*

启用命令在脚本文件中执行时的回显。

*off*

禁用命令在脚本文件中执行时的回显。

*on all*

启用命令在脚本文件和函数中执行时的回显。

*off all*

禁用命令在脚本文件和函数中执行时的回显。

*function on*

启用命令在指定函数中执行时的回显。

*function off*

禁用命令在指定函数中执行时的回显。

如果不带参数，*echo*将切换当前的echo状态。

**参见：**PS4。

**2.5 Octave如何报告错误**

对于无效的程序，Octave报告两种错误。

如果Octave无法理解您键入的内容，则会发生语法错误。例如，如果你拼错了关键字，

octave:13> function z = f (x, y) z = x ||| 2; endfunction

Octave将立即响应如下消息:

parse error:

syntax error

>>> function z = f (x, y) z = x ||| y; endfunction

对于大多数解析错误，Octave使用插入符号( *'^'* )来标记行中无法理解输入的点。在这种情况下，Octave生成一条错误消息，因为逻辑或操作符( || )的关键字拼写错误。它在第三个 ’|’处标记了错误，因为在此之前的代码是正确的，但最后的 ’|’ 不被理解。

另一类错误消息发生在计算时。这些错误称为运行时错误，有时也称为求值错误，因为它们发生在程序运行或求值时。例如，如果在纠正了前面函数定义中的错误后，键入

octave:13> f ()

octave会响应

error: `x' undefined near line 1 column 24

error: called from:

error: f at line 1, column 22

这个错误消息有几个部分，并提供了相当多的信息来帮助您定位错误的来源。消息从最内层的错误点生成，并提供封闭表达式和函数调用的回溯。

在上面的示例中，第一行表示在某个函数或表达式的第1行和第24列附近发现名为 *’x’* 的变量未定义。对于函数中发生的错误，从包含函数定义的文件的开头开始计算行数。对于在封闭函数之外发生的错误，行号表示输入行号，通常显示在主提示字符串中。

错误消息的第二行和第三行表明错误发生在函数*f*中。如果函数*f*是从另一个函数(例如，*g*)中调用的，则错误列表将以多一行结束:

error: g at line 1, column 17

这些函数调用列表可以很容易地跟踪程序在错误发生之前的路径，并在再次尝试之前纠正错误。

**2.6可执行的Octave程序**

一旦你学会了Octave，你可能想要使用 ’*#!*’ 脚本机制。您可以在GNU系统和许多Unix系统上这样做。

当您想要编写一个用户可以调用而不知道该程序是用Octave语言编写的程序时，自包含的Octave脚本非常有用。Octave脚本也用于数据文件的批处理。一旦在Octave的交互部分中开发并测试了算法，就可以将其提交到可执行脚本中，并在新的数据文件上反复使用。

作为可执行Octave脚本的一个简单示例，您可以创建一个名为*hello*的文本文件，包含以下行:

#! octave-interpreter-name -qf

# a sample Octave program

printf ("Hello, world!\n");

(其中*Octave -interpreter-name*应替换为Octave二进制文件的完整路径和名称)。注意，这只会在*' #!'*出现在文件的最开头。在使文件可执行之后(在Unix系统上使用*chmod*命令)，你可以简单地输入:

hello

在shell中，系统会安排运行Octave，就好像你输入了:

octave hello

以 ’#!’ 开头的行'列出要运行的解释器的完整路径和文件名，以及要传递给该解释器的可选初始命令行参数。然后，操作系统使用给定的参数和所执行程序的完整参数列表运行解释器。列表中的第一个参数是Octave可执行文件的完整文件名。参数列表的其余部分要么是Octave的选项，要么是数据文件，或者两者都是。*' -qf* '选项通常在独立的Octave程序中指定，以防止它们打印正常的启动消息，并防止它们根据特定用户的内容而表现不同 *~/.octaverc*文件。参见从命令行调用Octave。

请注意，某些操作系统可能会限制 *' #! '* 之后可识别的字符数量。此外，出现在 *’#!’* 中的参数行被不同的shell /系统解析为不同的。它们中的大多数将所有参数组合在一个字符串中，并将其作为单个参数传递给解释器。在本例中，使用以下脚本:

#! octave-interpreter-name -q -f # comment

相当于在命令行输入:

octave "-q -f # comment"

这将产生一条错误消息。不幸的是，Octave无法确定它是从命令行还是从*’ #! ’*脚本，所以在使用 *' #!’* 的机制。

**2.6.1向可执行脚本传递参数**

注意，当Octave从可执行脚本启动时，内置函数argv返回一个单元格数组，其中包含传递给可执行Octave脚本的命令行参数，而不是传递给Octave解释器的' #!’的台词。例如，下面的程序将重现用于执行脚本的命令行，而不是*' -qf '*。

#! /bin/octave -qf

printf ("%s", program\_name ());

arg\_list = argv ();

for i = 1:nargin

printf (" %s", arg\_list{i});

endfor

printf ("\n");

**2.6.2双用途可执行脚本和Octave函数**

要编写m-file，使其在从shell调用时充当可执行程序，或在Octave中调用时充当普通函数，请使用由*argv*函数初始化的默认输入参数。

如果从shell调用函数，Octave将不会向函数传递任何输入参数，因此使用默认实参。但是当从解释器调用函数时，任何参数都会传递给函数，并且这些参数会覆盖默认值。

此外，该文件必须以扩展名*.m*结尾，以便解释器将其识别为Octave函数。最后，*argv*的输出是一个字符串单元数组。在处理之前，可能需要使用*str2double*或*str2num*将其转换为数值。

作为一个完整的示例，请考虑位于文件*mysin.m*中的以下代码。

#! /bin/octave -qf

function retval = mysin (x = str2double (argv(){end}))

retval = sin (x)

endfunction

可以从shell调用

mysin.m 1.5

或源自Octave with

mysin (1.5)

**2.7 Octave程序中的注释**

注释是为了人类读者而包含在程序中的一些文本，它不是程序的可执行部分。注释可以解释程序的功能和工作原理。几乎所有的编程语言都有注释的规定，因为没有注释程序通常很难理解。

**2.7.1单行注释**

在Octave语言中，注释以尖锐的符号字符 *’# ’* 或百分比符号 ’%’ 开始，并持续到行尾。任何紧跟着尖锐符号或百分号的文本都将被Octave解释器忽略而不执行。下面的示例显示了整行和部分行注释。

function countdown

# Count down for main rocket engines

disp (3);

disp (2);

disp (1);

disp ("Blast Off!"); # Rocket leaves pad

endfunction

**2.7.2块注释**

可以通过在匹配的 *' #{'* 和 *' #}'* 或 *' %{'* 和 *'%}'* 标记之间包含代码来注释整个代码块。例如,

function quick\_countdown

# Count down for main rocket engines

disp (3);

#{

disp (2);

disp (1);

#}

disp ("Blast Off!"); # Rocket leaves pad

endfunction

会产生一个非常快的倒计时，从 *’3’* 到 *’Blast Off’* ，因为 ’disp(2);’ 和 ‘disp(1);’ 不会执行。

块注释标记必须作为一行中唯一的字符单独出现(空格除外)，以便正确解析。

**2.7.3注释和帮助系统**

*help*命令(参见获取帮助的命令)能够在函数中找到第一个注释块，并将其作为文档字符串返回。这意味着用于获取内置函数帮助的相同命令也可用于正确格式化的用户定义函数。例如，定义下面的函数*f*后，

function xdot = f (x, t)

# usage: f (x, t)

#

# This function defines the right-hand

# side functions for a set of nonlinear

# differential equations.

r = 0.25;

…

endfunction

命令help f产生如下输出

usage: f (x, t)

This function defines the right-hand

side functions for a set of nonlinear

differential equations.

尽管可以将注释行放入由键盘组成的一次性Octave程序中，但它通常不是很有用，因为注释的目的是帮助您或其他人稍后理解程序。

*help*解析器目前只识别单行注释(参见单行注释)，而不识别初始帮助文本的块注释。

**3 数据类型**

Octave的所有版本都包含许多内置数据类型，包括实数和复杂的标量和矩阵、字符串、数据结构类型以及可以包含所有数据类型的数组。

还可以通过编写少量c++代码来定义新的专用数据类型。在某些系统上，新的数据类型可以在Octave运行时动态加载，所以没有必要为了添加一个新类型而重新编译所有的Octave。有关Octave动态链接功能的更多信息，请参阅外部代码接口。用户定义的数据类型描述了为Octave定义新数据类型必须做的事情。

: *typestr =* **typeinfo** *(expr)*

: *cstr =* **typeinfo** *()*

以字符串形式返回表达式*expr*的类型。

如果省略*expr*，则返回包含所有当前安装的数据类型的字符串的单元格数组。

**参见：**class, isa。

**3.1内置数据类型**

标准的内置数据类型是实数和复杂的标量和矩阵、范围、字符串、数据结构类型和单元格数组。在未来的版本中可能会添加其他内置数据类型。如果您需要一个目前没有作为内置类型提供的专用数据类型，我们鼓励您编写自己的用户定义数据类型，并将其贡献给Octave的未来版本。

变量的数据类型可以通过使用以下函数来确定和更改。

: *classname =* **class** *(obj)*

: *cls =* **class** *(s, classname)*

: *cls =* **class** *(s, classname, parent1, …)*

返回对象*obj*的类，或者使用结构*s*和name (string) *classname*中的字段创建一个类。

附加参数指定新类派生的父类列表。

**参见：**typeinfo, isa。

: *tf =* **isa** *(obj, classname)*

如果*obj*是类*classname*的对象，则返回true。

*Classname*也可以是以下类类别之一:

*"float"*

由“双精度”和“单精度”类组成的浮点值。

*"integer"*

整数值，包含(u)int8， (u)int16， (u)int32， (u)int64类。

*"numeric"*

由浮点数或整数值组成的数值。

如果*classname*是字符串的单元格数组，则返回一个相同大小的逻辑数组，对于*obj*所属的每个类都包含true。

**参见：**class, typeinfo。

: *y =* **cast** *(x, "type")*

: *y =* **cast** *(x, "like", var)*

将*x*转换为数据类型*type*。

输入*x*可以是可转换为目标类的类的标量、向量或矩阵(见下文)。

如果在*"like"*后面指定变量*var*，则*x*被转换为相同的数据类型和稀疏性属性。如果var是复数，*x*也是复数。

Var可以是，type可以命名以下任何一个内置数值类:

"double"

"single"

"logical"

"char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uint16"

"uint32"

"uint64"

可以修改值*x*以适应新类型的范围。

例子:

cast (-5, "uint8")

⇒ 0

cast (300, "int8")

⇒ 127

编程简注:这个函数依赖于对象*x*有一个名为*type*的转换方法。用户定义的类可能只实现上面所示的全部类型列表的一个子集。在这种情况下，可能需要调用两次强制类型转换才能获得所需的类型。例如，到double类型的转换几乎总是实现的，但到uint8类型的转换可能没有实现。在这种情况下，下面的代码将工作:

cast (cast (user\_defined\_val, "double"), "uint8")

**参见：**typecast, int8, uint8, int16, uint16, int32, uint32, int64, uint64, double, single, logical, char, class, typeinfo。

: *y =* **typecast** *(x, "class")*

返回一个新数组*y*，将内存中*x*的数据解释为数字类*class*的数据。

类*x*和*class*都必须是内置的数字类之一:

"logical"

"char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uint16"

"uint32"

"uint64"

"double"

"single"

"double complex"

"single complex"

后两个词只与*class*连用;它们表明请求的是复值结果。复杂数组以连续实数对的形式存储在内存中。整数类型的大小由其位计数给出。*logical*和*char*通常都是一个字节宽;然而，c++并不能保证这一点。如果您的系统符合IEEE标准，则single和double将分别为4字节和8字节宽。*”logical”* 在课堂上是不允许的。

如果输入是行向量，则返回值是行向量，否则返回值是列向量。

如果*x*的位长度不能被*class*的位长度整除，则会发生错误。

在小端机器上使用类型转换的一个示例是

x = uint16 ([1, 65535]);

typecast (x, "uint8")

⇒ [ 1, 0, 255, 255]

**参见：**cast, bitpack, bitunpack, swapbytes。

: *y =* **swapbytes** *(x)*

交换值的字节顺序，从小端序转换为大端序，反之亦然。

例如:

swapbytes (uint16 (1:4))

⇒ 256 512 768 1024

参见:typecast, cast。

: *y =* **bitpack** *(x, class)*

返回一个新数组*y*，将逻辑数组*x*解释为数字类*class*的数据的原始位模式。

类必须是一个内置的数字类:

"double"

"single"

"double complex"

"single complex"

"char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uint16"

"uint32"

"uint64"

*x*的元素个数应该能被*class*的位长度整除。如果不是，多余的位将被丢弃。比特按重要性递增的顺序出现，例如，*x(1)*是位0,*x(2)*是位1，等等。

如果*x*是行向量，结果是行向量，否则是列向量。

**参见：**bitunpack, typecast。

: *y =* **bitunpack** *(x)*

返回与*x*的原始位模式对应的逻辑数组*y*。

*X*必须属于一个内置的数字类:

"double"

"single"

"char"

"int8"

"int16"

"int32"

"int64"

"uint8"

"uint16"

"uint32"

"uint64"

如果x是行向量，结果就是行向量;否则，它就是一个列向量。

**参见：**bitpack, typecast。

**3.1.1数字对象**

Octave的内置数值对象包括实数、复数和整数标量和矩阵。所有内置的浮点数字数据目前都存储为双精度数字。在使用IEEE浮点格式的系统上，可以存储大约在2.2251e-308到1.7977e+308范围内的值，相对精度大约为2.2204e-16。确切的值分别由变量*realmin*、*realmax*和*eps*给出。

矩阵对象可以是任何大小，并且可以动态地重塑和调整大小。使用各种强大的索引特性，很容易提取单个行、列或子矩阵。参见索引表达式。

有关详细信息，请参阅数字数据类型。

**3.1.2数据丢失**

可以使用*NA*(“Not Available”的缩写)在Octave中显式地表示缺失的数据。只有当数据表示为浮点数时，才能表示缺失的数据。在这种情况下，缺失的数据被表示为*NaN*表示的一种特殊情况。

: *val =* ***NA***

: *val =* ***NA*** *(n)*

: *val =* ***NA*** *(n, m)*

: *val =* ***NA*** *(n, m, k, …)*

: *val =* ***NA*** *(…, "like", var)*

: *val =* ***NA*** *(…, class)*

返回一个标量、矩阵或n维数组，其元素都等于用于指定缺失值的特殊常量。

注意，NA总是比较不等于NA (NA != NA)。要查找NA值，请使用*isna*函数。

当不带参数调用时，返回值为*' NA '*的标量。

当使用单个参数调用时，返回具有指定维度的方阵。

当使用多个标量参数调用时，前两个参数作为行数和列数，任何其他参数指定额外的矩阵维度。

如果在*"like"*后面指定变量*var*，则输出的*val*将具有与*var*相同的数据类型、复杂度和稀疏性。

可选参数*class*指定返回类型，可以是*"double"*或*"single"*。

**参见：**isna。

: *tf =* **isna** *(x)*

返回一个逻辑数组，当*x*的元素是NA(缺失)值时为true，当元素不是NA值时为false。

例如:

isna ([13, Inf, NA, NaN])

⇒ [ 0, 0, 1, 0 ]

**参见：**isnan, isinf, isfinite。

**3.1.3字符串对象**

Octave中的字符串由用双引号或单引号括起来的字符序列组成。在内部，Octave目前将字符串存储为字符矩阵。所有适用于矩阵对象的索引操作也适用于字符串。

有关更多信息，请参阅字符串。

**3.1.4数据结构对象**

Octave的数据结构类型可以帮助你组织不同类型的相关对象。当前的实现使用关联数组，索引仅限于字符串，但语法更像c风格的结构。

有关更多信息，请参阅结构。

**3.1.5 Cell Array对象**

Octave中的Cell Array是一种通用的数组，可以保存任意数量的不同数据类型。

有关更多信息，请参阅单元格数组。

**3.2自定义数据类型**

有一天，我希望扩展它，包括对Octave管理用户定义数据类型机制的完整描述。在此之前，您将不得不通过阅读Octave的*src*目录中的*ov.h*、*ops.h*和相关文件中的代码来解决这个问题。

**3.3对象大小**

下面的函数允许您确定变量或表达式的大小。这些函数是为所有对象定义的。当操作没有意义时，返回−1。例如，Octave的数据结构类型没有行或列，因此*rows*和*columns*函数对结构参数返回−1。

: *n =* **ndims** *(A)*

返回A的维数。

对于任何数组，结果总是大于或等于2。不计算拖尾单维，即拖尾维*d*大于2且*size(A, d) = 1*。

ndims (ones (4, 1, 2, 1))

⇒ 3

**参见:**大小。

: *nc =* **columns** *(A)*

返回*A*的列数。

这相当于*size (A, 2)*。

**参见：**行，大小，长度，数字，isscalar, isvector, ismatrix。

: *nr =* **rows** *(A)*

返回*A*的行数。

这相当于*size (A, 1)*

**参见：**列，大小，长度，数字，isscalar, isvector, ismatrix。

: *n =* **numel** *(A)*

: *n =* **numel** *(A, idx1, idx2, …)*

返回对象*A*中的元素个数。

可选地，如果提供了索引idx1、idx2、…，则返回由索引产生的元素数量

A(idx1, idx2, …)

注意，索引不一定是标量数。例如,

a = 1;

b = ones (2, 3);

numel (a, b)

将返回6，因为这是使用b进行索引的方法数。或者索引可以是字符串":"，它表示冒号操作符。例如,

A = ones (5, 3);

numel (A, 2, ":")

将返回3，因为第二行有三个列项。

当对象以cs-list索引的左值出现时，也会调用此方法，即object{…}或object(…).field。

**参见：**尺寸，长度，长度。

: *n =* **length** *(A)*

返回对象*A*的长度。

空对象的长度为0，标量的长度为1，向量的元素个数为1。对于矩阵或n维对象，长度是沿最大维度的元素数(相当于*max (size (A))*)。

**参见：**nummel, size。

: *sz =* **size** *(A)*

: *dim\_sz =* **size** *(A, dim)*

: *dim\_sz =* **size** *(A, d1, d2, …)*

: *[rows, cols, …, dim\_N\_sz] =* **size** *(…)*

返回一个行向量，其中包含对象A的每个维度的大小(元素数)。

当给定第二个参数*dim*时，返回相应维度的大小。如果dim是一个向量，则返回每个相应的维度。还可以将多个维度指定为单独的参数。

对于单个输出参数，*size*返回一个行向量。当使用多个输出参数调用*size*时，*size*返回第N个参数中维度N的大小。行数(维度1)在第一个参数中返回，列数(维度2)在第二个参数中返回，以此类推。如果A中的维度多于输出参数，则*size*返回最终输出参数中剩余维度中元素的总数。如果请求的维度dim大于A中的维度数，则size返回1(而不是0)。

例1:单行矢量输出

size ([1, 2; 3, 4; 5, 6])

⇒ [ 3, 2 ]

示例2:第二维(列)中的元素数量

size ([1, 2; 3, 4; 5, 6], 2)

⇒ 2

示例3:输出参数的数量==维度的数量

[nr, nc] = size ([1, 2; 3, 4; 5, 6])

⇒ nr = 3

⇒ nc = 2

示例4:输出参数的数量<维度的数量

[nr, remainder] = size (ones (2, 3, 4, 5))

⇒ nr = 2

⇒ remainder = 60

例5:维度中的元素数>实际维度数

sz4 = size (ones (2,3)， 4)

⇒sz4 = 1

**参见：**nummel, ndims, length, rows, columns, size\_equal, common\_size。

: *tf =* **isempty** *(A)*

如果A是空对象(它的任何一个维度都为零)，则返回true。

**参见：**isnull, isa。

: *tf =* **isnull** *(x)*

如果x是一个特殊的空数组、字符串或单引号字符串，则返回true。

在右侧带有这样一个空值的索引赋值应该删除数组元素。当重载用户定义类的索引赋值方法(*subsassign*)时，使用此函数代替*isempty*。Isnull用于区分这两种情况:

A(I) = []

和

X = []; A(I) = X

在第一次赋值中，右侧是[]，这是一个特殊的空值。只要索引I不为空，这段代码应该从A中删除元素，而不是执行赋值。

在第二个赋值中，右边是空的(因为X是[])，但它不是空的。这段代码应该将空值赋给A中的元素。

Octave内置char类中的一个示例演示了正确使用isnull时解释器的行为。

str = "Hello World";

nm = "Wally";

str(7:end) = nm # indexed assignment

⇒ str = Hello Wally

str(7:end) = "" # indexed deletion

⇒ str = Hello

参见:isempty, isindex。

: *sz =* **sizeof** *(val)*

返回*val*的大小，以字节为单位。

**参见：**whos。

: *TF =* **size\_equal** *(A, B)*

: *TF =* **size\_equal** *(A, B, …)*

如果所有参数的维度一致，则返回true。

后面的单例维度将被忽略。当带单个参数或不带参数调用*size\_equal*时，返回true。

**参见：**size, numel, ndims, common\_size。

: *B =* **squeeze** *(A)*

从*A*中删除单例维度并返回结果。

请注意，为了与MATLAB兼容，所有对象都至少具有两个维度，并且行向量保持不变。

**参见：**reshape。

**4数字数据类型**

数字常量可以是标量、矢量或矩阵，并且可以包含复数值。

数字常数的最简单形式是标量，它是一个数字。请注意，默认情况下，数值常量在Octave中以IEEE 754双精度(binary64)浮点格式表示(复杂常量存储为binary64值对)。但是，可以按照整数数据类型中描述的方式表示实整数。

如果数字常量是实整数，则可以用十进制、十六进制或二进制表示法定义它。十六进制表示法以' 0x '或' 0x '开头，二进制表示法以' 0b '或' 0b '开头，否则采用十进制表示法。因此，' 0b '不是一个十六进制数，事实上，它根本不是一个有效的数字。

为了更好的可读性，数字可以用下划线分隔符“\_”来分隔，这将被Octave解释器忽略。下面是一些实值整型常量的例子，它们都表示相同的值，并在内部存储为binary64:

42 # decimal notation

0x2A # hexadecimal notation

0b101010 # binary notation

0b10\_1010 # underscore notation

round (42.1) # also binary64

在十进制记数法中，数字常数可以表示为十进制分数，甚至可以表示为科学(指数)记数法。请注意，这对于十六进制或二进制表示法是不可能的。同样，在下面的示例中，所有数字常量表示相同的值:

.105

1.05e-1

.00105e+2

与大多数编程语言不同，复杂的数值常数表示为实部和虚部的和。虚部由一个实值数值常数表示，后面紧跟着一个复值指示器(' i '、' j '、' i '或' j '，它代表sqrt(-1))。数字常量和复数值指示符之间不允许有空格。一些表示相同值的复杂数值常量的示例:

3 + 42i

3 + 42j

3 + 42I

3 + 42J

3.0 + 42.0i

3.0 + 0x2Ai

3.0 + 0b10\_1010i

0.3e1 + 420e-1i

: *y =* **double** *(x)*

将*x*转换为双精度类型。

**参见：**single。

: *z =* **complex** *(x)*

: *z =* **complex** *(re, im)*

从实参数返回复数值。

使用一个实参数*x*，返回复数结果*x + 0i*。

使用2个实参数，返回复数结果*re + imi.complex*通常比*a + b\*i*这样的表达式更方便。例如:

complex ([1, 2], [3, 4])

⇒ [ 1 + 3i 2 + 4i ]

**参见：**real, image, iscomplex, abs, arg。

**4.1矩阵**

在Octave中定义一个值矩阵是很容易的。矩阵的大小是自动确定的，因此没有必要显式地说明尺寸。表达式

a = [1, 2; 3, 4]

矩阵中的结果

/ \

| 1 2 |

a = | |

| 3 4 |

\ /

矩阵的元素可以是任意表达式，只要在组合各个部分时维度都是有意义的。例如，给定上面的矩阵，表达式

[ a, a ]

生成矩阵

ans =

1 2 1 2

3 4 3 4

但是表达方式

[ a, 1 ]

产生错误

error: number of rows must match (1 != 2) near line 13, column 6

(当然，假设这个表达式是作为第13行第一行输入的)。

在分隔矩阵表达式的方括号内，Octave会查看周围的上下文，以确定空格和换行符是否应该转换为元素和行分隔符，或者干脆忽略，因此像

a = [ 1 2

3 4 ]

将工作。然而，一些可能的混淆来源仍然存在。例如，在表达式

[ 1 - 1 ]

' - '被视为二进制运算符，结果是标量0，但在表达式中

[ 1 -1 ]

' - '被视为一元运算符，结果是向量*[1，-1]*。类似地，表达式

[ sin (pi) ]

将被解析为

[ sin, (pi) ]

并且会导致错误，因为调用sin函数时没有参数。要解决这个问题，必须省略sin和左括号之间的空格，或者将表达式括在一组括号中:

[ (sin (pi)) ]

单引号字符(" '，用作转置操作符并用于分隔字符串)周围的空白也会引起混淆。给定a = 1，表达式

[ 1 a' ]

导致单引号字符被视为转置运算符，结果是向量[1,1]，但表达式

[ 1 a ' ]

产生错误消息

parse error:

syntax error

>>> [ 1 a ' ]

^

因为不这样做会在解析有效表达式时造成麻烦

[ a 'foo' ]

为了清晰起见，最好总是使用逗号和分号来分隔矩阵元素和行。

在编译Octave时，矩阵中元素的最大数量是固定的。允许的数量可以通过*sizemax*函数查询。请注意，其他因素(例如机器上可用的内存量)可能会将矩阵的最大大小限制在较小的范围内。

: *max\_numel =* **sizemax** *()*

返回数组大小所允许的最大值。

如果Octave使用64位索引编译，则结果为int64类，否则为int32类。最大数组大小略小于*intmax*报告的相关类允许的最大值。

**参见：**intmax。

当您键入矩阵或其值为矩阵的变量的名称时，Octave的响应是将矩阵打印出来，行和列排列整齐。如果矩阵的行太大而无法在屏幕上显示，Octave将分割矩阵并在每个部分之前显示标题，以指示要显示哪些列。您可以使用以下变量来控制输出的格式。

: *val =* **output\_precision** *()*

: *old\_val =* **output\_precision** *(new\_val)*

: *old\_val =* **output\_precision** *(new\_val, "local")*

查询或设置内部变量，该变量指定要为数字输出显示的有效数字的最小数目。

请注意，无论*output\_precision*的值设置如何，双精度值显示的精度位数限制为16，单精度值显示的精度位数限制为7。同样，调用*format*函数更改数值显示也可以更改*output\_precision*的设定值。

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**format, fixed\_point\_format。

通过使用不同的*output\_precision*值，可以实现广泛的输出样式。可以使用*format*函数设置合理的组合。参见基本输入和输出。

: *val =* **split\_long\_rows** *()*

: *old\_val =* **split\_long\_rows** *(new\_val)*

: *old\_val =* **split\_long\_rows** *(new\_val, "local")*

查询或设置内部变量，该变量控制在显示到终端窗口时是否可以拆分矩阵的行。

如果行被分割，Octave将以一系列较小的片段显示矩阵，每个片段都可以在终端宽度的限制内适合，并且每个行集都被标记，以便您可以轻松地看到当前正在显示哪些列。例如:

octave:13> rand (2,10)

ans =

Columns 1 through 6:

0.75883 0.93290 0.40064 0.43818 0.94958 0.16467

0.75697 0.51942 0.40031 0.61784 0.92309 0.40201

Columns 7 through 10:

0.90174 0.11854 0.72313 0.73326

0.44672 0.94303 0.56564 0.82150

当从带有*”local”*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**格式。

当数值变得非常大或非常小时，Octave会自动切换到科学记数法。这保证了您将看到矩阵中每个值的几个有效数字。如果希望看到以定点格式打印的矩阵中的所有值，可以使用*fixed\_point\_format*函数。但是不建议这样做，因为这样会产生容易被误解的输出。

: *val =* **fixed\_point\_format** *()*

: *old\_val =* **fixed\_point\_format** *(new\_val)*

: *old\_val =* **fixed\_point\_format** *(new\_val, "local")*

查询或设置控制Octave是否使用缩放格式打印矩阵值的内部变量。

缩放格式在选择的输出的第一行上打印缩放因子，使得最大的矩阵元素可以用一个前导数字书写。例如:

fixed\_point\_format (true)

logspace (1, 7, 5)'

ans =

1.0e+07 \*

0.00000

0.00003

0.00100

0.03162

1.00000

注意，第一个值看起来是0，而实际上是1。由于可能造成混淆，您应该小心启用*fixed\_point\_format*。

当从带有*’local’*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**format, output\_precision。

**4.1.1空矩阵**

矩阵可以有一个或两个维度为零，空矩阵上的操作由Carl de Boor在《一个空的练习》中描述，SIGNUM，第25卷，第2-6页，1990年，C. N. Nett和W. M. Haddad在《一个空矩阵概念的系统理论的适当实现》中描述，IEEE自动控制学报，第38卷，第5期，1993年5月。简而言之，给定一个标量s，一个m × n矩阵m (mxn)和一个m × n空矩阵[](mxn)(其中一个或两个维度都等于零)，以下是成立的:

s \* [](mxn) = [](mxn) \* s = [](mxn)

[](mxn) + [](mxn) = [](mxn)

[](0xm) \* M(mxn) = [](0xn)

M(mxn) \* [](nx0) = [](mx0)

[](mx0) \* [](0xn) = 0(mxn)

默认情况下，空矩阵的尺寸与空矩阵符号*'[]'*一起打印。内置变量*print\_empty\_dimensions*控制这种行为。

: *val =* **print\_empty\_dimensions** *()*

: *old\_val =* **print\_empty\_dimensions** *(new\_val)*

: *old\_val =* **print\_empty\_dimensions** *(new\_val, "local")*

查询或设置内部变量，该变量控制空矩阵的维度是否与空矩阵符号*”[]”*一起打印。

例如，表达式

zeros (3, 0)

将打印

ans = [](3x0)

当从带有*’local’*选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见：**格式。

空矩阵也可以在赋值语句中使用，作为删除矩阵的行或列的方便方法。参见赋值表达式。

当Octave解析矩阵表达式时，它检查列表中的元素以确定它们是否都是常量。如果是，则用单个矩阵常数替换列表。

**4.2范围**

*range*是一种方便的方法来表示具有等间距元素的行向量。范围表达式由范围内第一个元素的值、元素之间的增量的可选值以及范围内元素不会超过的最大值定义。基数、增量和极限由冒号( *':'* 字符)分隔，可以包含任何算术表达式和函数调用。如果省略增量，则假定增量为1。例如，范围

1 : 5

定义一组值[1,2,3,4,5]和范围

1 : 3 : 5

定义一组值[1,4]。

虽然范围常量指定了行向量，但Octave通常不会将范围常量转换为向量，除非有必要这样做。这允许您在一个典型的工作站上编写像*1:10000*这样的常量，而无需使用80,000字节的存储空间。

当范围出现在向量内(即方括号内)时，有必要将其转换为向量的常见示例。例如，然而

x = 0 : 0.1 : 1;

定义x为类型为range的变量，占用24字节的内存，即表达式

y = [ 0 : 0.1 : 1];

定义y为matrix类型，占用88字节内存。

这种节省空间的优化可以使用*optimize\_range*函数禁用。

: *val =* **optimize\_range** *()*

: *old\_val =* **optimize\_range** *(new\_val)*

: *old\_val =* **optimize\_range***(new\_val, "local")*

查询或设置是否使用特殊的节省空间的格式来存储范围。

默认值为true。如果此选项设置为false, Octave将以完整矩阵的形式存储范围。

当从带有*”local”*选项的函数内部调用时，将在本地更改函数及其调用的任何子例程的设置。退出该功能时，恢复原来的设置。

**参见：**optimize\_diagonal\_matrix, optimize\_permutation\_matrix。

请注意，范围的上限(或下限，如果增量为负)并不总是包含在值集中。这在某些上下文中可能很有用。例如:

## x is some predefined range or vector or matrix or array

x(1:2:end) += 1; # increment all odd-numbered elements

x(2:2:end) -= 1; # decrement all even-numbered elements

无论*x*的元素个数是否为奇数，上面的代码都能正常工作，因此不需要区别对待这两种情况。

Octave使用浮点运算来计算范围内的值。因此，使用浮点值定义范围可能会导致以下缺陷:

a = -2

b = (0.3 - 0.2 - 0.1)

x = a : b

由于浮点舍入，b可能完全等于零，也可能不等于零，如果不等于零，则可能大于零或小于零，因此最终范围x可能也可能不包括零作为其最终值。类似的:

x = 1.80 : 0.05 : 1.90

y = 1.85 : 0.05 : 1.90

并不像看起来那么容易预测。从Octave 8.3开始，得到的结果是x有三个元素(1.80、1.85和1.90)，而y只有一个元素(1.85但不是1.90)。因此，当在范围中使用浮点数时，改变范围的开始可以很容易地影响范围的结束，即使在上面的例子中没有触及结束值。

为了避免在范围内使用浮点时出现这样的问题，您应该使用以下模式之一。这是对前面代码的更改:

x = (0:2) \* 0.05 + 1.80

y = (0:1) \* 0.05 + 1.85

使其在跨平台、编译器和编译器设置中更安全、更可重复。如果您知道元素的数量，还可以使用*linspace*函数(参见Special Utility Matrices)，它将包括范围的端点。您也可以巧妙地使用 round、floor、ceil、fix 等函数来设置限制和增量，而不会受到浮点数四舍五入的影响。例如，前面的例子可以通过以下方法之一变得更安全，更容易重复:

a = -2

b = round ((0.3 - 0.2 - 0.1) \* 1e12) / 1e12 # rounds to 12 digits

c = floor (0.3 - 0.2 - 0.1) # floors as integer

d = floor ((0.3 - 0.2 - 0.1) \* 1e12) / 1e12 # floors at 12 digits

x = a : b

y = a : c

z = a : d

当向一个范围添加一个标量，从中减去一个标量(或从一个标量减去一个范围)并乘以一个标量时，如果Octave确定这样做是安全的，它将尝试避免对范围进行解包，并将结果也保持为一个范围。例如，做

a = 2\*(1:1e7) - 1;

将产生与*1:2:27 . 07 -1*相同的结果，但不会形成包含1000万个元素的向量。

不允许在冒号表示法中使用0作为增量，如*1:0:1*，因为在确定范围元素的数量时会发生除零的情况。但是，零增量的范围(即所有元素相等)是有用的，特别是在索引中，并且Octave允许使用内置函数来构造它们。注意，因为一个范围必须是一个行向量，*ones(1,10)*产生一个范围，而*ones(10,1)*不会。

当Octave解析一个范围表达式时，它检查表达式的元素以确定它们是否都是常量。如果是，则用单个范围常数替换范围表达式。

**4.3单精度数据类型**

Octave包括对单精度数据类型的支持，并且Octave中的大多数函数接受单精度值并返回单精度答案。使用*single*函数创建单个精度变量。

: y = *single* (x)

将*x*转换为单精度类型。

**参见：**double。

例如:

sngl = single (rand (2, 2))

⇒ sngl =

0.37569 0.92982

0.11962 0.50876

class (sngl)

⇒ single

许多函数也可以直接返回单个精度值。例如

ones (2, 2, "single")

zeros (2, 2, "single")

eye (2, 2, "single")

rand (2, 2, "single")

NaN (2, 2, "single")

NA (2, 2, "single")

Inf (2, 2, "single")

都将返回单精度矩阵。

**4.4整型数据类型**

Octave支持整数矩阵作为双精度的替代方案。可以使用8、16、32或64位表示的有符号和无符号整数。应该注意的是，大多数计算都需要浮点数据，这意味着在涉及数值计算时，整数经常会改变类型。由于这个原因，整数最常用于存储数据，而不是用于计算。

一般来说，大多数整数矩阵是通过将现有矩阵转换为整数来创建的。下面的例子展示了如何将一个矩阵转换为32位整数。

float = rand (2, 2)

⇒ float = 0.37569 0.92982

0.11962 0.50876

integer = int32 (float)

⇒ integer = 0 1

0 1

可以看到，在转换时，浮点值被四舍五入到最接近的整数。

: *tf =* **isinteger** *(x)*

如果*x*是整数对象(int8, uint8, int16等)则返回true。

注意*isinteger(14)*为false，因为Octave中的数字常量是双精度浮点值。

**参见：**isfloat, ischar, islogical, isstring, isnumeric, isa。

: *y =* **int8** *(x)*

将*x*转换为8位整数类型。

**参见：**uint8, int16, uint16, int32, uint32, int64, uint64。

: *y =* **uint8** *(x)*

将*x*转换为无符号8位整数类型。

**参见：**int8, int16, uint16, int32, uint32, int64, uint64。

: *y =* **int16** *(x)*

将*x*转换为16位整数类型。

**参见：**int8, uint8, uint16, int32, uint32, int64, uint64。

: *y =* **uint16** *(x)*

将*x*转换为无符号16位整数类型。

**参见：**int8, uint8, int16, int32, uint32, int64, uint64。

: *y =* **int32** *(x)*

将*x*转换为32位整数类型。

**参见：**int8, uint8, int16, uint16, uint32, int64, uint64。

: *y =* **uint32** *(x)*

将*x*转换为无符号32位整数类型。

**参见：**int8, uint8, int16, uint16, int32, int64, uint64。

: *y =* **int64** *(x)*

将*x*转换为64位整数类型。

**参见：**int8, uint8, int16, uint16, int32, uint32, uint64。

: *y =* **uint64** *(x)*

将*x*转换为无符号64位整数类型。

**参见：**int8, uint8, int16, uint16, int32, uint32, int64。

: *Imax =* **intmax** *()*

: *Imax =* **intmax** *("type")*

: *Imax =* **intmax** *(var)*

返回可由特定整数类型表示的最大整数。

输入要么是指定整数类型的字符串“type”，要么是现有的整数变量var。

type的可能值为

*"int8"*

有符号8位整数。

*"int16"*

有符号16位整数。

*"int32"*

32位有符号整型

*"int64"*

有符号64位整数。

*"uint8"*

无符号8位整数。

*"uint16"*

无符号16位整数

*"uint32"*

32位无符号整数

*"uint64"*

无符号64位整数。

*type*的默认值是*"int32"*。

示例代码-查询一个已有的变量

x = int8 (1);

intmax (x)

⇒ 127

**参见：**intmin, flintmax。

: *Imin =* **intmin** *()*

: *Imin =* **intmin** *("type")*

: *Imin =* **intmin** *(var)*

返回可由特定整数类型表示的最小整数。

输入要么是指定整数类型的字符串*”type”*，要么是现有的整数变量*var*。

type的可能值为

*"int8"*

有符号8位整数。

*"int16"*

有符号16位整数。

*"int32"*

32位有符号整型

*"int64"*

有符号64位整数。

*"uint8"*

无符号8位整数。

*"uint16"*

无符号16位整数

*"uint32"*

32位无符号整数

*"uint64"*

无符号64位整数。

*type*的默认值是*"int32"*。

示例代码-查询一个已有的变量

x = int8 (1);

intmin (x)

⇒ -128

**参见：**intmax, flintmax。

: *Imax =* **flintmax** *()*

: *Imax =* **flintmax** *("double")*

: *Imax =* **flintmax** *("single")*

: *Imax =* **flintmax** *(var)*

返回浮点值中可以连续表示的最大整数。

输入要么是指定浮点类型的字符串，要么是现有的浮点变量*var*。

默认类型是*"double"*，但*"single"*也是一个有效的选项。在IEEE 754兼容系统上，*flintmax*为*2^{53}*表示*"double"*，2^{24}表示*"single"*。

示例代码-查询一个已有的变量

x = single (1);

flintmax (x)

⇒ 16777216

**参见：**intmax, realmax, realmin。

**4.4.1整数运算**

虽然许多数值计算不能在整数中进行，但Octave确实支持整数上的加法和乘法等基本运算。操作符 + 、- 、.\* 和 ./ 可用于同一类型的整数。因此，可以将两个32位整数相加，但不能将一个32位整数和一个16位整数相加。

在做整数运算时，应该考虑下溢和溢出的可能性。当不能使用所选的整数类型表示计算结果时，就会发生这种情况。例如，当使用无符号整数时，不可能表示*10 - 20*的结果。Octave确保整数计算的结果是最接近真实结果的整数。因此，当使用无符号整数时，*10 - 20*的结果是零。

在进行整数除法时，Octave会将结果四舍五入到最接近的整数。这与大多数编程语言不同，在大多数编程语言中，结果通常是最接近的整数。因此，*int32 (5) ./ int32(8)* 的结果是1。

: *C =* **idivide** *(A, B, op)*

使用不同舍入规则的整数除法。

整数除法(如A ./ B)的标准行为是将结果四舍五入到最接近的整数。这并不总是期望的行为，*idivide*允许对整数元素进行逐元素的除法，并对由*op*标志确定的小数部分进行不同的处理。op是一个具有以下值之一的字符串:

*"fix"*

计算A / B，小数部分向零四舍五入。

*"round"*

计算A ./ B，将小数部分四舍五入到最接近的整数。

*"floor"*

计算A / B，将小数部分四舍五入到负无穷。

*"ceil"*

计算A / B，将小数部分四舍五入到正无穷。

如果未指定*op*，则默认为*"fix"*。演示这些舍入规则的示例如下

idivide (int8 ([-3, 3]), int8 (4), "fix")

⇒ 0 0

idivide (int8 ([-3, 3]), int8 (4), "round")

⇒ -1 1

idivide (int8 ([-3, 3]), int8 (4), "floor")

⇒ -1 0

idivide (int8 ([-3, 3]), int8 (4), "ceil")

⇒ 0 1

**参见：**ceiling, floor, fix, round, ldivide, rdivide。

**4.5位操作**

Octave提供了许多用于逐位操作数值的函数。设置和获取单个比特值的基本函数是*bitset*和*bitget*。

: *B =* **bitset** *(A, n)*

: *B =* **bitset** *(A, n, val)*

设置或重置*A*中无符号整数的*n*位。

最低有效位*n* = 1。*val* = 0复位位，*val* = 1复位位。如果没有指定*val*，则默认为1(设置位)。所有输入必须是相同的大小或标量。

例1:设置多个位

x = bitset (1, 3:5)

⇒ x =

5 9 17

dec2bin (x)

⇒

00101

01001

10001

例2:复位和设置位

x = bitset ([15 14], 1, [0 1])

⇒ x =

14 15

**参见：**bitand, bitor, bitxor, bitget, bitcmp, bitshift, intmax, flintmax。

: *b =* **bitget** *(A, n)*

返回*A*中无符号整数*n*位的位值。

最低有效位*n* = 1。

bitget (100, 8:-1:1)

⇒ 0 1 1 0 0 1 0 0

**参见：**bitand, bitor, bitxor, bitset, bitcmp, bitshift, intmax, flintmax。

Octave所有按位操作的参数可以是标量或数组，但*bitcmp*除外，其*k*参数必须是标量。如果多个参数是一个数组，则所有参数必须具有相同的形状，并且将位操作符分别应用于参数的每个元素。如果至少有一个参数是标量，一个是数组，则标量参数是重复的。因此

bitget (100, 8:-1:1)

等同于

bitget (100 \* ones (1, 8), 8:-1:1)

应该注意的是，传递给Octave的位操作函数的所有值都被视为整数。因此，即使上面的*bitset*示例传递了浮点值*10*，它也被视为位*[1,0,1,0]*，而不是本机浮点格式表示*10*的位。

由于可以由数字表示的最大值对于位操作很重要，特别是在形成掩码时，Octave提供了两个实用函数：*flintmax*用于浮点整数，*intmax*用于整数对象(*uint8*, *int64*等)。

Octave还包括基本的按位' and '， ' or '和' exclusive or '操作符。

: *z =* **bitand** *(x, y)*

返回非负整数的位与运算。

*x*, *y*必须在[0,intmax]范围内

**参见：**bitor, bitxor, bitset, bitget, bitcmp, bitshift, intmax, flintmax。

: *z =* **bitor** *(x, y)*

返回非负整数*x*和*y*的位或。

**参见：**bitor, bitxor, bitset, bitget, bitcmp, bitshift, intmax, flintmax。

: *z =* **bitxor** *(x, y)*

返回非负整数*x*和*y*的按位异或。

**参见：**bitand, bitor, bitset, bitget, bitcmp, bitshift, intmax, flintmax。

按位' not '运算符是一元运算符，它对值的每个位执行逻辑负运算。为了使其有意义，必须定义值被否定的掩码。Octave的按位' not '运算符是*bitcmp*。

: *C =* **bitcmp** *(A, k)*

返回*A*中整数的*k*位补码。

如果省略*k*，则假设*k = log2 (flintmax) + 1*。

bitcmp (7,4)

⇒ 8

dec2bin (11)

⇒ 1011

dec2bin (bitcmp (11, 6))

⇒ 110100

**参见：**bitand, bitor, bitxor, bitset, bitget, bitcmp, bitshift, flintmax。

Octave还包括按位左移和右移值的能力。

: *B =* **bitshift** *(A, k)*

: *B =* **bitshift** *(A, k, n)*

返回*a*中*n*位无符号整数的*k*位移位。

正*k*导致左移;右移的一个负值。

如果省略*n*，则默认为64。*n*必须在[1,64]的范围内。

bitshift (eye (3), 1)

⇒

2 0 0

0 2 0

0 0 2

bitshift (10, [-2, -1, 0, 1, 2])

⇒ 2 5 10 20 40

**参见：**bitand, bitor, bitxor, bitset, bitget, bitcmp, intmax, flintmax。

从值的任何一端移出的位都将丢失。Octave还使用算术移位，其中值的符号位在右移期间保留。例如:

bitshift (-10, -1)

⇒ -5

bitshift (int8 (-1), -1)

⇒ -1

注意，*bitshift (int8 (-1), -1)*是-1，因为-1在int8数据类型中的位表示是[1,1,1,1,1,1]。

**4.6逻辑值**

Octave内置了对逻辑值的支持，也就是说，变量要么为真，要么为假。当比较两个变量时，结果将是一个逻辑值，其值取决于比较是否为真。

基本逻辑运算为&、|和!，分别对应“逻辑与”、“逻辑或”和“逻辑否”。这些操作都遵循通常的逻辑规则。

也可以使用逻辑值作为标准数值计算的一部分。在这种情况下，*true*被转换为1,*false*被转换为0，两者都使用双精度浮点数表示。因此，*true\*22 - false/6*的结果是22。

逻辑值也可用于索引矩阵和单元格数组。使用逻辑数组进行索引时，结果将是一个向量，其中包含与逻辑数组的真实部分对应的值。参见逻辑索引。

逻辑值也可以通过将数值对象强制转换为逻辑值或使用*true*或*false*函数来构造。

: *TF =* **logical** *(x)*

将数字对象x转换为逻辑类型。

任何非零值将被转换为true(1)，而零值将被转换为false(0)。非数字值NaN无法转换并会产生错误。

兼容性注意:Octave接受复数值作为输入，而MATLAB会发出错误。

**参见：**double, single, char。

: *val =* **true** *(x)*

: *val =* **true** *(n, m)*

: *val =* **true** *(n, m, k, …)*

: *val =* **true** *(…, "like", var)*

返回一个矩阵或n维数组，其元素都是逻辑1。

如果使用单个标量整数参数调用，则返回指定大小的方阵。

如果使用两个或多个标量整型参数或整型值的向量调用，则返回具有给定维度的数组。

如果在*"like"*后面指定逻辑变量*var*，则输出*val*将具有与*var*相同的稀疏性。

**参见：**false。

: *val =* **false** *(x)*

: *val =* **false** *(n, m)*

: *val =* **false** *(n, m, k, …)*

: *val =* **false** *(…, "like", var)*

返回一个矩阵或n维数组，其元素都是逻辑0。

如果使用单个标量整数参数调用，则返回指定大小的方阵。

如果使用两个或多个标量整型参数或整型值的向量调用，则返回具有给定维度的数组。

如果在*"like"*后面指定逻辑变量*var*，则输出*val*将具有与*var*相同的稀疏性。

**参见：**true。

**4.7自动转换数据类型**

许多运算符和函数都可以使用混合数据类型。例如,

uint8 (1) + 1

⇒ 2

single (1) + 1

⇒ 2

min (single (1), 0)

⇒ 0

其中结果分别是uint8, single和single类型。这样做是为了MATLAB兼容性。有效的混合操作定义如下:

**Mixed Operation Result**

double OP single single

double OP integer integer

double OP char double

double OP logical double

single OP integer integer

single OP char single

single OP logical single

当函数期望使用double类型，但传递的是其他类型时，自动转换依赖于函数:

a = det (int8 ([1 2; 3 4]))

⇒ a = -2

class (a)

⇒ double

a = eig (int8 ([1 2; 3 4]))

⇒ error: eig: wrong type argument 'int8 matrix'

当两个操作数都是整数但宽度不同时，在某些情况下会将它们转换为更宽的位宽，而在其他情况下会抛出错误:

a = min (int8 (100), int16 (200))

⇒ 100

class (a)

⇒ int16

int8 (100) + int16 (200)

⇒ error: binary operator '+' not implemented

for 'int8 scalar' by 'int16 scalar' operations

对于两个整数操作数，它们通常需要都是有符号的，或者都是无符号的。混合有符号和无符号通常会导致错误，即使它们具有相同的位宽。

min (int16 (100), uint16 (200))

⇒ error: min: cannot compute min (int16 scalar, uint16 scalar)

在混合类型索引赋值的情况下，类型不会改变。例如,

x = ones (2, 2);

x(1, 1) = single (2)

⇒ x = 2 1

1 1

其中*x*仍然是双精度类型。

**4.8数字对象的谓词**

由于变量的类型可能在程序执行期间发生变化，因此有必要在运行时进行类型检查。这样做还允许您根据输入的类型更改函数的行为。例如，如果输入是实数，那么这个简单的*abs*实现返回输入的绝对值，如果输入是复数，则返回输入的长度。

function a = abs (x)

if (isreal (x))

a = sign (x) .\* x;

elseif (iscomplex (x))

a = sqrt (real(x).^2 + imag(x).^2);

endif

endfunction

以下函数可用于确定变量的类型。

: *tf =* **isnumeric** *(x)*

如果*x*是数字对象，即整数、实数或复杂数组，则返回true。

逻辑数组和字符数组不被认为是数字数组。

**参见：**isinteger, isfloat, isreal, iscomplex, ischar, islogical, isstring, iscell, isstruct, isa。

: *tf =* **islogical** *(x)*

: *tf =* **isbool** *(x)*

如果*x*是逻辑对象则返回true。

编程说明：isbool 是 islogical 的别名，可以互换使用。

**参见：**ischar, isfloat, isinteger, isstring, isnumeric, isa。

: *tf =* **isfloat** *(x)*

如果*x*是浮点数值对象则返回true。

类double或single的对象是浮点对象。

**参见：**isinteger, ischar, islogical, isnumeric, isstring, isa。

: *tf =* **isreal** *(x)*

如果*x*是非复矩阵或标量，则返回true。

为了与MATLAB兼容，这包括逻辑和字符矩阵。

**参见：**iscomplex, isnumeric, isa。

: *tf =* **iscomplex** *(x)*

如果*x*是一个复数数值对象，则返回true。

**参见：**isreal, isnumeric, ischar, isfloat, islogical, isstring, isa。

: *tf =* **ismatrix** *(x)*

如果*x*是二维数组则返回true。

矩阵是任何类型的数组，其中ndims(x)==2，并且大小(x)返回[M，N]且M和N为非负数。

**参见：**isscalar, isvector, iscell, isstruct, issparse, isa。

: *tf =* **isvector** *(x)*

如果*x*是向量则返回true。

矢量是其中一个维度等于 1（1xN 或 Nx1）的任何类型的二维数组。由于这个定义，一个 1x1 的对象（标量）也是一个矢量。

**参见：**isscalar, ismatrix, iscolumn, isrow, size。

: *tf =* **isrow** *(x)*

如果*x*是行向量则返回true。

行矢量是任何类型的二维数组，其大小 （x） 返回 [1， N] 且非负 N。

**参见：**iscolumn, isscalar, isvector, ismatrix, size。

: *tf =* **iscolumn** *(x)*

如果*x*是列向量则返回true。

列矢量是任何类型的二维数组，其大小 （x） 返回 [N， 1] 且非负 N。

**参见：**isrow, isscalar, isvector, ismatrix, size。

: *tf =* **isscalar** *(x)*

如果*x*是标量则返回true。

标量是大小 （x） 返回的任何类型的单元素对象 [1， 1]。

**参见：**isvector, ismatrix, size。

: *tf =* **issquare** *(x)*

如果x是二维正方形数组则返回true。

方形数组是任何类型的二维数组，其大小 （x） 返回 [N， N]，其中 N 是非负整数。

**参见：**isscalar, isvector, ismatrix, size。

: *tf =* **issymmetric** *(A)*

: *tf =* **issymmetric** *(A, tol)*

: *tf =* **issymmetric** *(A, "skew")*

: *tf =* **issymmetric** *(A, "skew", tol)*

如果 A 是 tol 指定的容差范围内的对称或偏对称数值矩阵，则返回 true。

默认容差为零(使用更快的代码)。

要检查的对称类型可以通过附加输入 *”nonskew”* (默认)指定为规则对称，或*”skew”*为不对称。

背景:如果矩阵的转置等于原矩阵*A == A.'* ，则矩阵是对称的。如果给定公差，则对称性由norm (A - A.', Inf) / norm (A, Inf) < tol。

如果矩阵的转置等于原矩阵的负数，则矩阵是偏对称的:A == -A。如果给定公差，则斜对称性由 norm (A + A.', Inf) / norm (A, Inf) < tol。

**参见：**ishermitian, isdefinite。

: *tf =* **ishermitian** *(A)*

: *tf =* **ishermitian** *(A, tol)*

: *tf =* **ishermitian** *(A, "skew")*

: *tf =* **ishermitian** *(A, "skew", tol)*

如果 A 是 tol 指定的容差范围内的厄米特数值矩阵或偏厄米特数值矩阵，则返回 true。

默认容差为零(使用更快的代码)。

要检查的对称类型可以通过附加输入*”nonskew”*(默认)指定为常规厄米图，或*”skew”*为斜厄米图。

背景：如果一个矩阵的复共轭转置等于原矩阵*A == A'*，那么这个矩阵就是厄米矩阵。如果给定公差，则计算为norm (A - A', Inf) / norm (A, Inf) < tol。

如果一个矩阵的复共轭转置等于原矩阵的负矩阵*A == -A'*，那么这个矩阵就是斜厄米矩阵。如果给定公差，则计算为norm (A + A', Inf) / norm (A, Inf) < tol。

**参见：**issymmetric, isdefinite。

: *tf =* **isdefinite** *(A)*

: *tf =* **isdefinite** *(A, tol)*

如果 A 是 tol 指定的公差范围内的对称正定数值矩阵，则返回 true。

如果省略*tol*，则使用100 \* eps \* norm (A, "fro")。

背景：正定矩阵的特征值都大于零。一个正的半定矩阵的特征值都大于等于零。如果满足以下两个条件，则矩阵*A*很可能是正半定的。

isdefinite (A) ⇒ 0

isdefinite (A + 5\*tol, tol) ⇒ 1

**参见：**issymmetric, ishermitian。

: *tf =* **isbanded** *(A, lower, upper)*

如果 A 是一个数值矩阵，其条目限制在主对角线下方的下对角线和主对角线上方的上对角线之间，则返回 true。

*Lower*和*upper*必须是非负整数。

**参见：**isdiag, istril, istriu, bandwidth。

: *tf =* **isdiag** *(A)*

如果 A 是对角线数值矩阵，则返回 true，该矩阵定义为二维数组，其中主对角线上方和下方的所有元素均为零。

**参见：**isband, istril, istriu, diag, bandwidth。

: *tf =* **istril** *(A)*

如果 A 是下三角形数值矩阵,则返回 true。

下三角矩阵只在主对角线及以下有非零元素。

**参见：**istriu, is带状，isdiag, tril，带宽。

: *tf =* **istriu** *(A)*

如果 A 是上三角形数值矩阵,则返回 true。

一个上三角矩阵只在主对角线及以上有非零元素。

**参见：**isdiag, isband, istril, triu, bandwidth。

: *tf =* **isprime** *(x)*

返回一个逻辑数组，当*x*的元素为质数时为真，当元素为非质数时为假。

素数通常被定义为大于1的正整数(例如，2,3，…)，并且只能被其本身和1整除。Octave扩展了这个定义，包括负整数和复数值。如果一个负整数的正整数是素数，那么它就是素数。它等价于*isprime (abs (x))*。

如果*class(x)* 是复的，那么在高斯整数的域中测试素数(https://en.wikipedia.org/wiki/Gaussian\_integer)。一些非复整数在一般意义上是素数，但在高斯整数的范围内不是。例如， *5 = (1+2i)\*(1-2i)* 表明5不是素数，因为它有一个因数，而不是它本身和1。在同一矩阵中同时测试复数值和实值时要小心。

例子:

isprime (1:6)

⇒ 0 1 1 0 1 0

isprime ([i, 2, 3, 5])

⇒ 0 0 1 0

编程简注:*isprime*适用于*abs(x) < 2^64*范围内的所有*x*。大于*flintmax*的输入强制转换为*uint64*。

对于较大的输入，如果你已经安装并加载了Symbolic包，则使用' sym ':

isprime (sym ('58745389709258902525390450') + (0:4))

⇒ 0 1 0 0 0

注意:MATLAB不扩展素数的定义，如果给定负输入或复杂输入，将产生错误。

**参见：**质数，因子，gcd, lcm。

: tf = isuniform (v)

: [tf, delta] = isuniform (v)

如果实矢量 v 间隔均匀，则返回 true，否则返回 false。

如果所有元素之间的平均差 （delta） 相同，并且在 4 \* eps （max （abs （v））） 的公差范围内，则矢量是均匀的。

可选的输出增量是组件之间的均匀差值。如果矢量不均匀，则 delta 为 NaN。对于浮点输入，delta 与 v 属于同一类，对于整数、逻辑和字符输入，delta 与 double 类相同。

编程说明：对于空输入或标量输入的特殊情况，输出始终为 false。如果任何元素为 NaN，则输出为 false。如果 delta 小于计算出的相对容差，则使用 eps 的绝对容差。

参见：linspace、colon。

如果您不知道变量的属性，而是希望知道定义了哪些变量，并收集关于工作空间本身的其他信息，请参阅变量的状态。

**5 字符串**

字符串常量由用双引号或单引号括起来的一系列字符组成。例如，下面两个表达式

"parrot"

'parrot'

表示内容为*' parrot '*的字符串。Octave中的字符串可以是任意长度。

由于单引号也用于转置运算符(参见算术运算符)，但双引号在Octave中没有其他用途，因此最好使用双引号来表示字符串。

可以使用定义矩阵的表示法将字符串连接起来。例如，表达式

[ "foo" , "bar" , "baz" ]

生成内容为*' foobarbaz '*的字符串。有关创建矩阵的详细信息，请参阅数字数据类型。

虽然字符串原则上可以存储任意内容，但大多数函数都希望它们是UTF-8编码的Unicode字符串。

此外，可以创建字符串而不实际写入文本。函数*blanks*创建一个只由空白字符(ASCII码32)组成的给定长度的字符串。

: *str =* **blanks** *(n)*

返回一个包含*n*个空格的字符串。

例如:

blanks (10);

whos ans

⇒

Attr Name Size Bytes Class

==== ==== ==== ===== =====

ans 1x10 10 char

**参见：**repmat。

**5.1字符串常量中的转义序列**

在双引号字符串中，反斜杠字符用于引入表示其他字符的*escape sequences*（转义序列：指的是一个转义字符和随后的字符组合，这些字符组合在输出时不按照原样输出，而是指定了特定的行为。）。例如，*' \n '*在双引号字符串中嵌入换行符，*' \" '*嵌入双引号字符。在单引号字符串中，反斜杠不是特殊字符。下面是一个例子:

double ("\n")

⇒ 10

double ('\n')

⇒ [ 92 110 ]

下面是Octave中使用的所有转义序列的表(在双引号字符串中)。它们与C编程语言中使用的相同。

\\

表示字面反斜杠' \ '。

*\"*

表示字面双引号字符“"”。

*\'*

表示字面单引号字符" '。

*\0*

表示空字符，控件-@，ASCII码0。

*\a*

表示“alert”字符，control-g, ASCII码7。

*\b*

表示退格，control-h, ASCII码8。

*\f*

表示一个formfeed, control- 1, ASCII码12。

*\n*

表示换行符，control-j, ASCII码10。

*\r*

表示一个回车，control-m, ASCII码13。

*\t*

表示水平制表符，control-i, ASCII码9。

*\v*

表示垂直制表符，control-k, ASCII码11。

*\nnn*

表示八进制值nnn，其中nnn是0到7之间的1到3位数字。例如，ASCII ESC(转义)字符的代码是' \033 '。

*\xhh…*

表示十六进制值hh，其中hh是十六进制数字(' 0 '到' 9 '以及' A '到' F '或' A '到' F ')。与ANSI C中的相同结构一样，转义序列一直持续到看到第一个非十六进制数字为止。但是，使用两个以上的十六进制数字会产生未定义的结果。

在单引号字符串中只有一个转义序列:您可以连续使用两个单引号字符插入一个单引号字符。例如,

'I can''t escape'

⇒ I can't escape

在脚本中，如果需要，可以使用is\_dq\_string和is\_sq\_string来区分这两种不同的字符串类型。

: *tf =* **is\_dq\_string** *(x)*

如果*x*是双引号字符串则返回true。

**参见：**is\_sq\_string, ischar。

: *tf =* **is\_sq\_string** *(x)*

如果*x*是单引号的字符字符串,返回true。

**参见：**is\_dq\_string,ischar。

**5.2字符数组**

Octave使用的字符串表示形式是一个字符数组，因此在内部字符串 *”dddddddddd”* 实际上是一个长度为10的行向量，在所有位置都包含值100(100是“d”的ASCII码)。这有助于将其明显地推广到字符矩阵。使用字符矩阵，可以在一个变量中表示相同长度字符串的集合。在Octave中使用的约定是字符矩阵中的每一行都是一个单独的字符串，但是让每一列代表一个字符串是同样可能的。

创建字符矩阵最简单的方法是将几个字符串放在一起形成一个矩阵。

collection = [ "String #1"; "String #2" ];

这将创建一个2 × 9的字符矩阵。

函数ischar可用于测试对象是否是字符矩阵。

: *tf =* **ischar** *(x)*

如果x是字符数组则返回true。

**参见：**isfloat, isinteger, islogical, isnumeric, isstring, iscellstr, isa。

: *tf =* **isstring** *(s)*

如果s是字符串数组则返回true。

字符串数组是一种数据类型，它在数组中的每个元素处存储字符串(字符的行向量)。它与字符数组不同，字符数组是n维数组，其中每个元素是单个1x1字符。它也不同于字符串的单元格数组，单元格数组在每个元素上存储字符串，但使用单元格索引'{}'来访问元素，而不是使用普通数组索引'()'的字符串数组。

编程简注：Octave还没有实现字符串数组，所以这个函数总是返回false。

**参见：**ischar, iscellstr, isfloat, isinteger, islogical, isnumeric, isa。

要测试一个对象是否是字符串(即，一个1xN行的字符向量，而不是字符矩阵)，你可以将ischar函数与isrow函数结合使用，如下例所示:

ischar (collection)

⇒ 1

ischar (collection) && isrow (collection)

⇒ 0

ischar ("my string") && isrow ("my string")

⇒ 1

一个相关的问题是，当从不同长度的字符串创建字符矩阵时会发生什么。答案是Octave在比最长字符串短的字符串的末尾放置空白字符。使用string\_fill\_char函数可以使用与空白字符不同的字符。

: *val =* **string\_fill\_char** *()*

: *old\_val =* **string\_fill\_char** *(new\_val)*

: *old\_val =* **string\_fill\_char** *(new\_val, "local")*

查询或设置用于将字符矩阵的所有行填充为相同长度的内部变量。

取值必须为单个字符，默认为" "(一个空格)。例如:

string\_fill\_char ("X");

[ "these"; "are"; "strings" ]

⇒ "theseXX"

"areXXXX"

"strings"

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

在这种情况下，控制文本对齐的另一个有用函数是strjust函数。

: *str =* **strjust** *(s)*

: *str =* **strjust** *(s, pos)*

返回文本s，根据pos进行对齐，pos可以是“左”、“中”或“右”。

如果省略pos，则默认为"right"。

空字符被空格替换。所有其他字符数据都被视为非空白。

例子:

strjust (["a"; "ab"; "abc"; "abcd"])

⇒

" a"

" ab"

" abc"

"abcd"

**参见：**deblank, strrep, strtrim, untabify。

这显示了字符矩阵的一个问题。不可能表示不同长度的字符串。解决方案是使用字符串的单元格数组，这在字符串的单元格数组中有描述。

**5.3字符串操作**

Octave支持多种操作字符串的函数。由于字符串只是一个矩阵，因此可以使用标准操作符完成简单的操作。下面的示例展示了如何用下划线替换所有空白字符。

quote = ...

"First things first, but not necessarily in that order";

quote( quote == " " ) = "\_"

⇒ quote =

First\_things\_first,\_but\_not\_necessarily\_in\_that\_order

对于更复杂的操作，如搜索、替换和通用正则表达式，Octave提供了以下函数。

**5.3.1常用字符串操作**

以下函数可用于执行常见的String操作。

: *y =* **lower** *(s)*

: *y =* **tolower** *(s)*

返回字符串或单元格字符串s的副本，其中每个大写字符替换为相应的小写字符;非字母字符保持不变。

例如:

lower ("MiXeD cAsE 123")

⇒ "mixed case 123"

编程注意: tolower是lower的别名，任何一个名字都可以在Octave中使用。

**参见：**upper。

: *y =* **upper** *(s)*

: *y =* **toupper** *(s)*

返回字符串或单元格字符串s的副本，其中每个小写字符替换为相应的大写字符;非字母字符保持不变。

例如:

upper ("MiXeD cAsE 123")

⇒ "MIXED CASE 123"

编程注意: toupper是upper的别名，任何一个名字都可以在Octave中使用。

**参见：**lower。

: *s =* **deblank** *(s)*

从s中删除尾随空格和空。

如果s是一个矩阵，deblank将每行裁剪为最长字符串的长度。如果s是字符串的单元格数组，则对每个字符串元素进行递归操作。

例子:

deblank (" abc ")

⇒ " abc"

deblank ([" abc "; " def "])

⇒ [" abc " ; " def"]

**参见：**strtrim。

: *s =* **strtrim** *(s)*

从s中删除前导和尾随空格。

如果s是一个矩阵，strtrim将每一行裁剪为最长字符串的长度。如果s是字符串的单元格数组，则对每个字符串元素进行递归操作。

例如:

strtrim (" abc ")

⇒ "abc"

strtrim ([" abc "; " def "])

⇒ ["abc " ; " def"]

**参见：**deblank。

: *s =* **strtrunc** *(s, n)*

将字符串s截断为长度n。

如果s是字符矩阵，则调整列数。

如果s是字符串的单元格数组，则对每个单元格元素执行操作，并返回新的单元格数组。

: *str =* **untabify** *(t)*

: *str =* **untabify** *(t, tw)*

: *str =* **untabify** *(t, tw, deblank)*

将t中的制表符替换为空格。

输入t可以是二维字符数组，也可以是字符串的单元数组。输出与输入是同一个类。

制表符宽度由tw指定，默认为8。

如果可选参数deblank为true，则将从字符数据的末尾删除空格。

下面的示例读取一个文件，并写入该文件的非表化版本，去掉末尾的空格。

fid = fopen ("tabbed\_script.m");

text = char (fread (fid, "uchar")');

fclose (fid);

fid = fopen ("untabified\_script.m", "w");

text = untabify (strsplit (text, "\n"), 8, true);

fprintf (fid, "%s\n", text{:});

fclose (fid);

**参见：**strjust, strsplit, deblank。

: *newstr =* **do\_string\_escapes** *(string)*

将字符串中的转义序列转换为它们所表示的字符。

转义序列以前导反斜杠('\')开头，后面跟着1-3个字符(例如。， "\n" =>换行符)。

**参见：**undo\_string\_escapes。

: *newstr =* **undo\_string\_escapes** *(string)*

将字符串中的特殊字符转换回其转义形式。

例如，表达式

bell = "\a";

将警报字符(control-g, ASCII码7)的值赋给字符串变量bell。如果这个字符串被打印出来，系统将会敲响终端铃声(如果可能的话)。这通常是期望的结果。然而，有时能够打印字符串的原始表示是有用的，用它们的转义序列替换特殊字符。例如,

octave:13> undo\_string\_escapes (bell)

ans = \a

将不可打印的警告字符替换为其可打印的表示形式。

**参见：**do\_string\_escapes。

**5.3.2连接字符串**

字符串可以使用矩阵表示法连接(参见字符串，字符数组)，这通常是最自然的方法。例如:

fullname = [fname ".txt"];

email = ["<" user "@" domain ">"];

在每种情况下，都很容易看到最终字符串的样子。这种方法也是最有效的。当使用矩阵连接时，解析器立即开始连接字符串，而不必处理函数调用的开销和相关函数的输入验证。

换行函数可用于连接字符串，以便在显示时显示为多行文本。

: *c =* **newline**

返回与换行符对应的字符。

这相当于"\n"

示例代码

joined\_string = [newline "line1" newline "line2"]

⇒

line1

line2

**参见：**strcat, strjoin, strsplit。

此外，还有其他几个用于连接字符串对象的函数，它们在特定情况下很有用:char、strvcat、strcat和cstrcat。最后，可以使用通用的连接函数:参见cat、horzcat和vertcat。

除了cstrcat之外，所有字符串连接函数都通过为每个元素(或多字节序列)取相应的UTF-8字符来将数字输入转换为字符数据，如下例所示:

char ([98, 97, 110, 97, 110, 97])

⇒ banana

有关区域设置编码与UTF-8之间的转换，请参见unicode2native和native2unicode。

Char和strcat垂直连接，而strcat和cstrcat水平连接。例如:

char ("an apple", "two pears")

⇒ an apple

two pears

strcat ("oc", "tave", " is", " good", " for you")

⇒ octave is good for you

Char在输出中为输入中的每个空字符串生成一个空行。另一方面，Strvcat消除了空字符串。

char ("orange", "green", "", "red")

⇒ orange

green

red

strvcat ("orange", "green", "", "red")

⇒ orange

green

red

除了cstrcat之外的所有字符串连接函数也接受单元格数组数据(参见单元格数组)。Char和strvcat将单元格数组转换为字符数组，而strcat在单元格数组的单元格内进行连接:

char ({"red", "green", "", "blue"})

⇒ red

green

blue

strcat ({"abc"; "ghi"}, {"def"; "jkl"})

⇒

{

[1,1] = abcdef

[2,1] = ghijkl

}

Strcat删除参数后面的空白(单元格数组内除外)，而cstrcat不保留空白。这两种行为都是有用的，可以从下面的例子中看到:

strcat (["dir1";"directory2"], ["/";"/"], ["file1";"file2"])

⇒ dir1/file1

directory2/file2

cstrcat (["thirteen apples"; "a banana"], [" 5$";" 1$"])

⇒ thirteen apples 5$

a banana 1$

注意，在上面的cstrcat示例中，空格来自字符串数组中字符串的内部表示(参见字符数组)。

: *C =* **char** *(A)*

: *C =* **char** *(A, …)*

: *C =* **char** *(str1, str2, …)*

: *C =* **char** *(cell\_array)*

从一个或多个数字矩阵、字符矩阵或单元格数组创建字符串数组。

参数垂直连接。返回的值将根据需要填充空白，以使字符串数组的每行具有相同的长度。空输入字符串是重要的，将在输出中连接。

对于数字输入，每个元素被转换为相应的ASCII字符。如果输入超出ASCII范围(0-255)，则会导致范围错误。

对于单元格数组，每个元素是单独连接的。通过char转换的单元格数组大多可以用cellstr转换回来。例如:

char ([97, 98, 99], "", {"98", "99", 100}, "str1", ["ha", "lf"])

⇒ ["abc "

" "

"98 "

"99 "

"d "

"str1"

"half"]

参见:strvcat, cellstr。

: *C =* **strvcat** *(A)*

: *C =* **strvcat** *(A, …)*

: *C =* **strvcat** *(str1, str2, …)*

: *C =* **strvcat** *(cell\_array)*

从一个或多个数字矩阵、字符矩阵或单元格数组创建字符数组。

参数垂直连接。返回的值将根据需要填充空白，以使字符串数组的每行具有相同的长度。与char不同，空字符串将被删除并且不会出现在输出中。

对于数字输入，每个元素被转换为相应的ASCII字符。如果输入超出ASCII范围(0-255)，则会导致范围错误。

对于单元格数组，每个元素是单独连接的。通过strvcat转换的单元格数组大多可以用cellstr转换回来。例如:

strvcat ([97, 98, 99], "", {"98", "99", 100}, "str1", ["ha", "lf"])

⇒ ["abc "

"98 "

"99 "

"d "

"str1"

"half"]

**参见:**char, strcat, cstrcat。

: *str =* **strcat** *(s1, s2, …)*

返回一个包含水平连接的所有参数的字符串。

如果参数是单元格字符串，则strcat返回一个连接了各个单元格的单元格字符串。对于数字输入，每个元素被转换为相应的ASCII字符。任何字符串输入的尾随空格在字符串连接之前被消除。注意，单元格字符串值没有空格。

例如:

strcat ("|", " leading space is preserved", "|")

⇒ | leading space is preserved|

strcat ("|", "trailing space is eliminated ", "|")

⇒ |trailing space is eliminated|

strcat ("homogeneous space |", " ", "| is also eliminated")

⇒ homogeneous space || is also eliminated

s = [ "ab"; "cde" ];

strcat (s, s, s)

⇒

"ababab "

"cdecdecde"

s = { "ab"; "cd " };

strcat (s, s, s)

⇒

{

[1,1] = ababab

[2,1] = cd cd cd

}

**参见:**cstrcat, char, strvcat。

: *str =* **cstrcat** *(s1, s2, …)*

返回一个字符串，其中包含所有参数水平连接，并保留尾随空格。

例如:

cstrcat ("ab ", "cd")

⇒ "ab cd"

s = [ "ab"; "cde" ];

cstrcat (s, s, s)

⇒ "ab ab ab "

"cdecdecde"

**参见:**strcat, char, strvcat。

**5.3.3分割和连接字符串**

: *str =* **substr** *(s, offset)*

: **substr** *(s, offset, len)*

返回s的子字符串，从字符号偏移开始，长度为len个字符。

偏移量的位置编号从1开始。如果offset为负值，则从距离字符串末尾很远的地方开始提取。

如果省略len，则子字符串扩展到s的末尾。如果len为负值，则提取到字符串末尾len以内的字符

例子:

substr ("This is a test string", 6, 9)

⇒ "is a test"

substr ("This is a test string", -11)

⇒ "test string"

substr ("This is a test string", -11, -7)

⇒ "test"

这个函数是按照Perl中等效函数的模式设计的。

: *[tok, rem] =* **strtok** *(str)*

: *[tok, rem] =* **strtok** *(str, delim)*

查找字符串str中的所有字符，但不包括字符串delim中的第一个字符。

STR也可以是字符串的单元数组，在这种情况下，函数对每个单独的字符串执行，并返回一个由令牌和余数组成的单元数组。

前导分隔符将被忽略。如果未指定delim，则假定为空白。

如果请求rem，则它包含字符串的其余部分，从第一个分隔符开始。

例子:

strtok ("this is the life")

⇒ "this"

[tok, rem] = strtok ("14\*27+31", "+-\*/")

⇒

tok = 14

rem = \*27+31

**参见:**index, strsplit, strchr, isspace。

: *[cstr] =* **strsplit** *(str)*

: *[cstr] =* **strsplit** *(str, del)*

: *[cstr] =* **strsplit** *(…, name, value)*

: *[cstr, matches] =* **strsplit** *(…)*

使用del指定的分隔符拆分字符串str并返回子字符串的单元格字符串数组。

如果未指定分隔符，则在空格{" "，"\f"， "\n"， "\r"， "\t"， "\v"}处分割字符串。否则，分隔符del必须是字符串或字符串的单元格数组。默认情况下，输入字符串s中的连续分隔符被折叠成一个分隔符，从而产生单个分隔符。

支持的名称/值对参数有:

可为true(默认值)或false的折叠分隔符。

分隔符类型，可以取值为"simple"(默认)或" regulareexpression "。一个简单的分隔符与文本完全匹配。否则，将使用regexp中列出的正则表达式语法。

第二个可选输出matches返回在原始字符串中匹配的分隔符。

使用简单分隔符的例子:

strsplit ("a b c")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

strsplit ("a,b,c", ",")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

strsplit ("a foo b,bar c", {" ", ",", "foo", "bar"})

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

strsplit ("a,,b, c", {",", " "}, "collapsedelimiters", false)

⇒

{

[1,1] = a

[1,2] =

[1,3] = b

[1,4] =

[1,5] = c

}

使用正则表达式分隔符的示例:

strsplit ("a foo b,bar c", ',|\s|foo|bar', ...

"delimitertype", "regularexpression")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

strsplit ("a,,b, c", '[, ]', "collapsedelimiters", false, ...

"delimitertype", "regularexpression")

⇒

{

[1,1] = a

[1,2] =

[1,3] = b

[1,4] =

[1,5] = c

}

strsplit ("a,\t,b, c", {',', '\s'}, "delimitertype", "regularexpression")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

strsplit ("a,\t,b, c", {',', ' ', '\t'}, "collapsedelimiters", false)

⇒

{

[1,1] = a

[1,2] =

[1,3] =

[1,4] = b

[1,5] =

[1,6] = c

}

**参见:**strsplit, strjoin, strtok, regexp。

: *[cstr] =* **ostrsplit** *(s, sep)*

: *[cstr] =* **ostrsplit** *(s, sep, strip\_empty)*

使用一个或多个分隔符拆分字符串s，并返回字符串的单元格数组。

连续分隔符和边界处的分隔符将导致空字符串，除非strip\_empty为真。strip\_empty默认值为false。

二维字符数组在分隔符和原始列边界处分开。

例子:

ostrsplit ("a,b,c", ",")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = c

}

ostrsplit (["a,b" ; "cde"], ",")

⇒

{

[1,1] = a

[1,2] = b

[1,3] = cde

}

**参见:**strsplit, strtok。

: *str =* **strjoin** *(cstr)*

: *str =* **strjoin** *(cstr, delimiter)*

将单元格字符串数组cstr的元素连接为单个字符串。

如果未指定分隔符，则cstr的元素之间用空格分隔。

如果将分隔符指定为字符串，则使用该字符串连接单元格字符串数组。支持转义序列。

如果delimiter是长度比cstr小一个的单元格字符串数组，则cstr的元素通过交错分隔符的单元格字符串元素来连接。不支持转义序列。

strjoin ({'Octave','Scilab','Lush','Yorick'}, '\*')

⇒ 'Octave\*Scilab\*Lush\*Yorick'

**参见:**strsplit。

**5.3.4字符串搜索**

由于字符串是字符数组，因此字符串之间的比较逐个元素地进行，如下例所示:

GNU = "GNU's Not UNIX";

spaces = (GNU == " ")

⇒ spaces =

0 0 0 0 0 1 0 0 0 1 0 0 0 0

要确定两个字符串是否相同，必须使用strcmp函数。它比较完整的字符串，并且区分大小写。strncmp只比较前N个字符(N作为参数给定)。Strcmpi和strncmpi是用于不区分大小写比较的对应函数。

: *tf =* **strcmp** *(str1, str2)*

如果字符串str1和str2相同，则返回1，否则返回0。

如果str1或str2是字符串的单元格数组，则返回大小相同的数组，其中包含单元格数组中每个成员的上述值。另一个参数也可以是字符串的单元数组(大小相同或只有一个元素)、字符矩阵或字符串。

注意:为了与MATLAB兼容，如果字符串相等，Octave的strcmp函数返回1，否则返回0。这与相应的C库函数正好相反。

**参见:**strcmpi, strncmp, strncmpi。

: *tf =* **strncmp** *(str1, str2, n)*

如果字符串str1和str2的前n个字符相同，则返回1，否则返回0。

strncmp ("abce", "abcd", 3)

⇒ 1

如果str1或str2是字符串的单元格数组，则返回大小相同的数组，其中包含单元格数组中每个成员的上述值。另一个参数也可以是字符串的单元数组(大小相同或只有一个元素)、字符矩阵或字符串。

strncmp ("abce", {"abcd", "bca", "abc"}, 3)

⇒ [1, 0, 1]

注意:为了与MATLAB兼容，如果字符串相等，Octave的strncmp函数返回1，否则返回0。这与相应的C库函数正好相反。

**参见:**strncmpi, strcmp, strcmpi。

: *tf =* **strcmpi** *(str1, str2)*

如果字符串str1和str2相同(不考虑字母大小写)则返回1，否则返回0。

如果str1或str2是字符串的单元格数组，则返回大小相同的数组，其中包含单元格数组中每个成员的上述值。另一个参数也可以是字符串的单元数组(大小相同或只有一个元素)、字符矩阵或字符串。

注意:为了与MATLAB兼容，如果字符串相等，Octave的strcmp函数返回1，否则返回0。这与相应的C库函数正好相反。

注意:不支持国家字母。

**参见:**strcmp, strncmp, strncmpi。

: *tf =* **strncmpi** *(str1, str2, n)*

如果s1和s2的前n个字符相同(不考虑字母大小写)，则返回1，否则返回0。

如果str1或str2是字符串的单元格数组，则返回大小相同的数组，其中包含单元格数组中每个成员的上述值。另一个参数也可以是字符串的单元数组(大小相同或只有一个元素)、字符矩阵或字符串。

注意:为了与MATLAB兼容，如果字符串相等，Octave的strncmpi函数返回1，否则返回0。这与相应的C库函数正好相反。

注意:不支持国家字母。

**参见:**strncmp, strcmp, strcmpi。

除了这些比较函数之外，还有更专门的函数来查找字符串中搜索模式的索引位置。

: *retval =* **startsWith** *(str, pattern)*

: *retval =* **startsWith** *(str, pattern, "IgnoreCase", ignore\_case)*

检查字符串是否以pattern开头。

返回一个逻辑值数组，该数组指示输入str(单个字符串或字符串的单元数组)中的哪个字符串以输入模式(单个字符串或字符串的单元数组)开头。

如果参数"IgnoreCase"的值为true，则该函数将忽略str和pattern的字母大小写。默认情况下，比较区分大小写。

例子:

## one string and one pattern while considering case

startsWith ("hello", "he")

⇒ 1

## one string and one pattern while ignoring case

startsWith ("hello", "HE", "IgnoreCase", true)

⇒ 1

## multiple strings and multiple patterns while considering case

startsWith ({"lab work.pptx", "data.txt", "foundations.ppt"},

{"lab", "data"})

⇒ 1 1 0

## multiple strings and one pattern while considering case

startsWith ({"DATASHEET.ods", "data.txt", "foundations.ppt"},

"data", "IgnoreCase", false)

⇒ 0 1 0

## multiple strings and one pattern while ignoring case

startsWith ({"DATASHEET.ods", "data.txt", "foundations.ppt"},

"data", "IgnoreCase", true)

⇒ 1 1 0

**参见:**endsWith, regexp, strncmp, strncmpi。

: *retval =* **endsWith** *(str, pattern)*

: *retval =* **endsWith** *(str, pattern, "IgnoreCase", ignore\_case)*

检查字符串是否以pattern结尾。

返回一个逻辑值数组，该数组指示输入str(单个字符串或字符串的单元数组)中的哪个字符串以输入模式(单个字符串或字符串的单元数组)结束。

如果参数"IgnoreCase"的值为true，则该函数将忽略str和pattern的字母大小写。默认情况下，比较区分大小写。

例子:

## one string and one pattern while considering case

endsWith ("hello", "lo")

⇒ 1

## one string and one pattern while ignoring case

endsWith ("hello", "LO", "IgnoreCase", true)

⇒ 1

## multiple strings and multiple patterns while considering case

endsWith ({"tests.txt", "mydoc.odt", "myFunc.m", "results.pptx"},

{".docx", ".odt", ".txt"})

⇒ 1 1 0 0

## multiple strings and one pattern while considering case

endsWith ({"TESTS.TXT", "mydoc.odt", "result.txt", "myFunc.m"},

".txt", "IgnoreCase", false)

⇒ 0 0 1 0

## multiple strings and one pattern while ignoring case

endsWith ({"TESTS.TXT", "mydoc.odt", "result.txt", "myFunc.m"},

".txt", "IgnoreCase", true)

⇒ 1 0 1 0

**参见:**startsWith, regexp, strncmp, strncmpi。

: *v =* **findstr** *(s, t)*

: *v =* **findstr** *(s, t, overlap)*

这个功能已经过时了。使用strfind代替。

返回两个字符串s和t中较长字符串中出现较短字符串的所有位置的向量。

如果可选参数overlap为true(默认值)，则返回的向量可以包含重叠的位置。例如:

findstr ("ababab", "a")

⇒ [1, 3, 5];

findstr ("abababa", "aba", 0)

⇒ [1, 5]

注意:findstr已过时。在所有新代码中使用strfind。

**参见:**strfind, strmatch, strcmp, strncmp, strcmpi, strncmpi, find。

: *idx =* **strchr** *(str, chars)*

: *idx =* **strchr** *(str, chars, n)*

: *idx =* **strchr** *(str, chars, n, direction)*

: *[i, j] =* **strchr** *(…)*

在字符串str中搜索所设置字符中出现的字符。

返回值以及n和direction参数的行为与find中的行为相同。

在大多数情况下，这将比使用regexp更快。

**参见:**find。

: *n =* **index** *(s, t)*

: *n =* **index** *(s, t, direction)*

返回字符串t在字符串s中第一次出现的位置，如果没有找到，则返回0。

S也可以是字符串数组或字符串的单元数组。

例如:

index ("Teststring", "t")

⇒ 4

如果direction为“first”，则返回找到的第一个元素。如果direction为“last”，则返回找到的最后一个元素。

**参见:**find, rindex。

: *n =* **rindex** *(s, t)*

返回字符串t在字符串s中最后出现的位置，如果没有出现则返回0。

S也可以是字符串数组或字符串的单元数组。

例如:

rindex ("Teststring", "t")

⇒ 6

rindex函数相当于方向设置为“最后”的index。

**参见:**find, index。

: *idx =* **unicode\_idx** *(str)*

返回一个数组，其中包含str中每个UTF-8编码字符的索引。

unicode\_idx ("aäbc")

⇒ [1, 2, 2, 3, 4]

: *idx =* **strfind** *(str, pattern)*

: *idx =* **strfind** *(cellstr, pattern)*

: *idx =* **strfind** *(…, "overlaps", val)*

: *idx =* **strfind** *(…, "forcecelloutput", val)*

在字符串str中搜索pattern，并返回向量idx中每个pattern出现的起始索引。

如果没有出现这种情况，或者pattern比str长，或者pattern本身为空，则idx为空数组[]。

可选参数"overlaps"决定模式是否可以匹配str中的每个位置(true)，还是只匹配完整模式的唯一出现(false)。默认为true。

如果指定了字符串单元格数组cellstr，则idx是一个向量单元格数组，如上所述。

可选参数"forcecelloutput"强制idx作为向量单元数组返回。默认为false。

例子:

strfind ("abababa", "aba")

⇒ [1, 3, 5]

strfind ("abababa", "aba", "overlaps", false)

⇒ [1, 5]

strfind ({"abababa", "bebebe", "ab"}, "aba")

⇒

{

[1,1] =

1 3 5

[1,2] = [](1x0)

[1,3] = [](1x0)

}

strfind ("abababa", "aba", "forcecelloutput", true)

⇒

{

[1,1] =

1 3 5

}

**参见:**regexp, regexpi, find。

: *idx =* **strmatch** *(s, A)*

: *idx =* **strmatch** *(s, A, "exact")*

这个功能已经过时了。请使用其他选项，例如strncmp或strcmp。

返回A中以字符串s开头的项的索引。

第二个参数A必须是字符串、字符矩阵或字符串的单元格数组。

如果没有给出第三个参数"exact"，则s只需要匹配A到s的长度。匹配时忽略s和A中的尾随空格和null。

例如:

strmatch ("apple", "apple juice")

⇒ 1

strmatch ("apple", ["apple "; "apple juice"; "an apple"])

⇒ [1; 2]

strmatch ("apple", ["apple "; "apple juice"; "an apple"], "exact")

⇒ [1]

注意:strmatch已经过时了(并且在MATLAB中与字符串的单元格数组一起使用时会产生不正确的结果)。在所有新代码中使用strncmp(正常情况)或strcmp(“精确”情况)。其他可能的替换，取决于应用程序，包括regexp或validatestring。

**参见:**strncmp, strcmp, regexp, strfind, validatestring。

**5.3.5搜索和替换字符串**

: *newstr =* **strrep** *(str, ptn, rep)*

: *newstr =* **strrep** *(cellstr, ptn, rep)*

: *newstr =* **strrep** *(…, "overlaps", val)*

将字符串str中模式ptn的所有出现替换为字符串rep并返回结果。

可选参数"overlaps"决定模式是否可以匹配str中的每个位置(true)，还是只匹配完整模式的唯一出现(false)。默认为true。

S也可以是字符串的单元格数组，在这种情况下，对每个元素进行替换并返回一个单元格数组。

例子:

strrep ("This is a test string", "is", "&%$")

⇒ "Th&%$ &%$ a test string"

**参见:**regexprep, strfind。

: *newstr =* **erase** *(str, ptn)*

删除str中出现的所有ptn。

STR和PTN可以是普通字符串、字符串的单元格数组或字符数组。

例子

## string, single pattern

erase ("Hello World!", " World")

⇒ "Hello!"

## cellstr, single pattern

erase ({"Hello", "World!"}, "World")

⇒ {"Hello", "!"}

## string, multiple patterns

erase ("The Octave interpreter is fabulous", ...

{"interpreter ", "The "})

⇒ "Octave is fabulous"

## cellstr, multiple patterns

erase ({"The ", "Octave interpreter ", "is fabulous"}, ...

{"interpreter ", "The "})

⇒ {"", "Octave ", "is fabulous"}

编程注意:erase删除字符串中出现重叠的模式的第一个实例。例如:

erase ("abababa", "aba")

⇒ "b"

有关处理重叠，请参见strrep。

**参见:**strrep, regexprep。

: *[s, e, te, m, t, nm, sp] =* **regexp** *(str, pat)*

: *[…] =* **regexp** *(str, pat, "opt1", …)*

正则表达式字符串匹配。

在UTF-8编码的str中搜索pat并返回任何匹配的位置和子字符串，如果没有则返回空值。

匹配的模式部分可以包含任何标准正则表达式操作符，包括:

.

匹配任意字符

\* + ? {}

重复运算符，表示

\*

匹配0次或多次

+

匹配一次或多次

?

匹配0或1次

{n}

正好匹配n次

{n,}

匹配n次或更多次

{m,n}

匹配m到n次

[…] [^…]

运营商列表。该模式将匹配在“[”和“]”之间列出的任何字符。如果第一个字符是“^”，那么模式是颠倒的，除了括号之间列出的字符之外的任何字符都将匹配。

下面定义的转义序列也可以在列表操作符中使用。例如，浮点数的模板可能是[-+.\d]+。

() (?:)

分组操作符。第一种形式(只有括号)也创建了一个令牌。

|

交替操作符。匹配一个选择的正则表达式。备选项必须由上面的分组操作符()分隔。

^ $

锚定操作符。要求模式出现在字符串的开始(^)或结束($)处。

另外，下列转义字符有特殊含义。

\d

匹配任意数字

\D

匹配任何非数字

\s

匹配任何空白字符

\S

匹配任何非空白字符

\w

匹配任何单词字符

\W

匹配任何非单词字符

\<

匹配单词的开头

\>

匹配一个单词的结尾

\B

单词内匹配

实现注意:为了与MATLAB兼容，即使在用单引号定义了pat时，也会展开pat中的转义序列(例如，"\n" => newline)。要禁用扩展，请在转义序列(例如，"\\n")之前使用第二个反斜杠(例如，"\\n")或使用regexptranslate函数。

regexp的输出默认顺序如下所示

s

每个匹配子字符串的起始索引

e

每个匹配子字符串的结束索引

te

每个匹配令牌的范围在pat中被(…)包围

m

每个匹配项的文本的单元格数组

t

匹配的每个标记的文本的单元格数组

nm

一个结构，包含每个匹配的命名令牌的文本，名称用作字段名。命名令牌用(?<name>…)表示。

sp

没有由match返回的文本的单元格数组，即，如果您基于pat拆分字符串，剩下的内容。

可以通过附加的opt参数选择特定的输出参数或输出参数的顺序。这些都是字符串，输出参数和可选参数之间的对应关系是

'start' s

'end' e

'tokenExtents' te

'match' m

'tokens' t

'names' nm

'split' sp

其他参数总结如下。

‘once’

只返回模式的第一次出现。

‘matchcase’

使匹配区分大小写。(默认)

或者，在模式中使用(?-i)。

‘ignorecase’

将模式与字符串匹配时忽略大小写。

或者，在模式中使用(?i)。

‘stringanchors’

匹配字符串开头和结尾的锚字符。(默认)

或者，在模式中使用(?-m)。

‘lineanchors’

匹配行首和行尾的锚字符。

或者，在模式中使用(?m)。

‘dotall’

模式。匹配包括换行符在内的所有字符。(默认)

或者，在模式中使用(?s)。

‘dotexceptnewline’

模式。匹配除换行符以外的所有字符。

或者，在模式中使用(?-s)。

‘literalspacing’

模式中的所有字符(包括空格)都是重要的，并用于模式匹配。(默认)

或者，在模式中使用(?-x)。

‘freespacing’

该模式可以包括任意空格和以字符“#”开头的注释。

或者，在模式中使用(?x)。

‘noemptymatch’

不返回零长度匹配。(默认)

‘emptymatch’

返回零长度匹配。

Regexp ('a'， 'b\*'， 'emptymatch')返回[1 2]，因为在位置1和字符串结束处有零个或多个'b'字符。

注意:模式搜索是通过递归函数完成的，当有大量匹配时，递归函数可能会溢出程序堆栈。例如,

regexp (repmat ('a', 1, 1e5), '(a)+')

可能导致段故障。作为替代方案，可以考虑构造减少匹配数量的模式搜索(例如，创造性地使用set complement)，然后用连续的regexp搜索进一步处理返回变量(现在大小减少了)。

Octave 的正则表达式实现基于 Perl 兼容的 Regular Expres-sions 库 （https://www.pcre.org/）。有关正则表达式语法的更完整列表，请参阅PCRE 语法快速参考摘要。

**参见:**regexpi, strfind, regexprep。

: *[s, e, te, m, t, nm, sp] =* **regexpi** *(str, pat)*

: *[…] =* **regexpi** *(str, pat, "opt1", …)*

不区分大小写的正则表达式字符串匹配。

在UTF-8编码的str中搜索pat并返回任何匹配的位置和子字符串，如果没有则返回空值。有关搜索模式语法的详细信息，请参阅regexp。

**参见:**regexp。

: *outstr =* **regexprep** *(string, pat, repstr)*

: *outstr =* **regexprep** *(string, pat, repstr, "opt1", …)*

用repstr替换字符串中出现的pattern部分。

该模式是regexp文档中的正则表达式。看到regexp。

所有字符串必须是UTF-8编码。

替换字符串可以包含$i，它替换匹配字符串中的第i组括号。例如,

regexprep ("Bill Dunn", '(\w+) (\w+)', '$2, $1')

返回“邓恩，比尔”

除了regexp的选项外，还有

‘once’

只替换结果中第一次出现的pat。

‘warnings’

这个选项是为了兼容性而存在的，但是被忽略了。

实现注意:为了与MATLAB兼容，即使在用单引号定义了pat时，也会展开pat中的转义序列(例如，"\n" => newline)。要禁用扩展，请在转义序列(例如，"\\n")之前使用第二个反斜杠(例如，"\\n")或使用regexptranslate函数。

**参见:**regexp, regexpi, strrep。

: *str =* **regexptranslate** *(op, s)*

翻译字符串以用于正则表达式。

这可能包括通配符替换或特殊字符转义。

该行为由op控制，op可以接受以下值

"wildcard"

通配符。、\*和?被替换为适合正则表达式的通配符。例如:

regexptranslate ("wildcard", "\*.m")

⇒ '.\*\.m'

"escape"

字符$.?对于正则表达式具有特殊意义的[]，将被转义，以便按字面意思处理。例如:

Regexptranslate ("escape"， "12.5")

⇒“12 \ 0。5”

**参见:**regexp, regexpi, regexprep。

**5.4字符串转换**

Octave为字符串提供了几种转换函数。

**5.4.1字符串编码**

: *native\_bytes =* **unicode2native** *(utf8\_str, codepage)*

: *native\_bytes =* **unicode2native** *(utf8\_str)*

使用codepage将UTF-8字符串utf8\_str转换为字节流。

字符向量utf8\_str使用codepage给出的代码页转换为字节流native\_bytes。字符串代码页必须是有效代码页的标识符。有效的代码页示例有"ISO-8859-1"、"Shift-JIS"或"UTF-16"。有关支持的代码页列表，请参阅https://www.gnu.org/software/libiconv。如果codepage省略或为空，则使用系统默认的代码页。

如果任何字符不能映射到代码页代码页中，则用该代码页的适当替换序列替换它们。

**参见：**native2unicode。

: *utf8\_str =* **native2unicode** *(native\_bytes, codepage)*

: *utf8\_str =* **native2unicode** *(native\_bytes)*

使用codepage将字节流native\_bytes转换为UTF-8。

矢量native\_bytes中的数字被四舍五入并裁剪为0到255之间的整数。然后将这个字节流映射到字符串codepage给出的代码页，并以字符串utf8\_str返回。Octave使用UTF-8作为其内部编码。字符串代码页必须是有效代码页的标识符。有效的代码页示例有"ISO-8859-1"、"Shift-JIS"或"UTF-16"。有关支持的代码页列表，请参阅https://www.gnu.org/software/libiconv。如果codepage省略或为空，则使用系统默认的代码页。

如果native\_bytes是一个字符串向量，则按原样返回。

**参见：**unicode2native。

**5.4.2数值数据和字符串**

除了字符串连接函数(参见连接字符串)将数值数据转换为相应的UTF-8编码字符外，还有几个函数将数值数据格式化为字符串。Mat2str和num2str转换实数或复数矩阵，而int2str转换整数矩阵。Int2str取复数值的实部，并将分数值四舍五入为整数。将数值数据格式化为字符串的一种更灵活的方法是sprintf函数(参见格式化输出，sprintf)。

: *s =* **mat2str** *(x, n)*

: *s =* **mat2str** *(x, n, "class")*

将实矩阵、复杂矩阵和逻辑矩阵格式化为字符串。

返回的字符串可以通过使用eval函数来重建原始矩阵。

数值的精度由n给出。如果n是一个标量，则矩阵的实部和虚部都以相同的精度打印。否则，n(1)定义实部的精度，n(2)定义虚部的精度。n的默认值是15。

如果给出了参数“class”，则在字符串中包含x的类，这样eval将导致构造相同类的矩阵。

mat2str ([ -1/3 + i/7; 1/3 - i/7 ], [4 2])

⇒ "[-0.3333+0.14i;0.3333-0.14i]"

mat2str ([ -1/3 +i/7; 1/3 -i/7 ], [4 2])

⇒ "[-0.3333+0i 0+0.14i;0.3333+0i -0-0.14i]"

mat2str (int16 ([1 -1]), "class")

⇒ "int16([1 -1])"

mat2str (logical (eye (2)))

⇒ "[true false;false true]"

isequal (x, eval (mat2str (x)))

⇒ 1

**参见:**sprintf, num2str, int2str。

: *str =* **num2str** *(x)*

: *str =* **num2str** *(x, precision)*

: *str =* **num2str** *(x, format)*

将数字(或数组)转换为字符串(或字符数组)。

可选的第二个参数可以给出输出中要使用的有效位数(精度)，也可以像sprintf一样给出格式模板字符串(format)(参见格式化输出)。Num2str还可以处理复数。

例子:

num2str (123.456)

⇒ 123.456

num2str (123.456, 4)

⇒ 123.5

s = num2str ([1, 1.34; 3, 3.56], "%5.1f")

⇒ s =

1.0 1.3

3.0 3.6

whos s

⇒ Variables in the current scope:

Attr Name Size Bytes Class

==== ==== ==== ===== =====

s 2x8 16 char

Total is 16 elements using 16 bytes

num2str (1.234 + 27.3i)

⇒ 1.234+27.3i

num2str函数不是很灵活。为了更好地控制结果，请使用sprintf(参见格式化输出)。

编程指出:

为了与MATLAB兼容，在返回字符串之前会去掉前导空格。

大于flintmax的整数可能无法正确显示。

对于complex x，格式字符串可能只包含一个输出转换规范，不包含其他任何内容。否则，结果将不可预测。

程序员指定的任何可选格式都可以不加修改地使用。这与基于内部启发式的格式篡改的MATLAB形成对比。

**参见:**sprintf, int2str, mat2str。

: *str =* **int2str** *(n)*

将整数(或整数数组)转换为字符串(或字符数组)。

int2str (123)

⇒ 123

s = int2str ([1, 2, 3; 4, 5, 6])

⇒ s =

1 2 3

4 5 6

whos s

⇒ Variables in the current scope:

Attr Name Size Bytes Class

==== ==== ==== ===== =====

s 2x7 14 char

Total is 14 elements using 14 bytes

这个函数不是很灵活。为了更好地控制结果，请使用sprintf(参见格式化输出)。

编程指出:

非整数在显示前被四舍五入为整数。只显示复数的实部。

**参见:**sprintf, num2str, mat2str。

: *d =* **str2double** *(str)*

将字符串转换为实数或复数。

字符串必须是以下格式之一，其中a和b是实数，复数单位为'i'或'j':

a + bi

a + b\*i

a + i\*b

bi + a

b\*i + a

i\*b + a

如果存在，a和/或b的形式为[+-]d[，]。d[[eE][+-]d]其中括号表示可选参数，'d'表示零或多个数字。特殊的输入值Inf、NaN和NA也可以接受。

STR可以是字符串、字符矩阵或单元格数组。对于字符数组，每行重复转换，并返回双精度或复数数组。s中的空行将被删除，并且不会在数字数组中返回。对于单元格数组，将处理每个字符串元素，并返回与str具有相同维度的双精度或复杂数组。

对于不可转换的标量或字符串，输入str2double返回NaN。类似地，对于字符数组输入，str2double为任何不能转换的s行返回NaN。对于单元格数组，str2double返回s中任何转换失败的元素的NaN。注意，混合字符串/数字单元格数组中的数字元素不是字符串，这些元素的转换将失败并返回NaN。

编程注意:str2double可以代替str2num，效率更高，并且避免了对未知数据使用eval的安全风险。

**参见:**str2num。

: *x =* **str2num** *(s)*

: *[x, state] =* **str2num** *(s)*

将字符串(或字符数组)s转换为数字(或数组)。

例子:

str2num ("3.141596")

⇒ 3.141596

str2num (["1, 2, 3"; "4, 5, 6"])

⇒ 1 2 3

4 5 6

当转换成功时，可选的第二个输出state在逻辑上为真。如果转换失败，则数字输出x为空，state为false。

注意:由于str2num使用eval函数进行转换，str2num将执行字符串s中包含的任何代码。使用str2double进行更安全和更快的转换。

对于字符串单元格数组，使用str2double。

**参见:**str2double, eval。

: *d =* **bin2dec** *(str)*

返回与字符串str表示的二进制数相对应的十进制数。

例如:

bin2dec ("1110")

⇒ 14

空格在转换过程中被忽略，并可用于使二进制数更具可读性。

bin2dec ("1000 0001")

⇒ 129

如果str是字符串矩阵，返回一个列向量，每行str有一个转换后的数字;无效行求值为NaN。

如果str是字符串的单元格数组，则返回一个列向量，其中每个单元格元素有一个转换后的数字。

**参见:**dec2bin, base2dec, hex2dec。

: *bstr =* **dec2bin** *(d)*

: *bstr =* **dec2bin** *(d, len)*

返回一个由1和0组成的字符串，表示将整数d转换为二进制数。

如果d是矩阵或单元格数组，则返回一个字符串矩阵，其中d中的每个元素都有一行，并用前导零填充到最大值的宽度。

第二个可选参数len指定结果中的最小位数。

对于d的负元素，返回两者补码的二进制值。根据输入的幅度，结果被填充到8、16、32或64位。正输入元素用前导零填充到相同的宽度。

例子:

dec2bin (14)

⇒ "1110"

dec2bin (-14)

⇒ "11110010"

编程提示：dec2bin 丢弃输入的任何小数部分。如果您还需要转换小数部分，请使用小数点后非零位数调用 dec2base。您还可以对小数输入使用固定或舍入，以确保可预测的舍入行为。

**参见:**bin2dec, dec2base, dec2hex。

: *hstr =* **dec2hex** *(d)*

: *hstr =* **dec2hex** *(d, len)*

返回一个字符串，表示将整数d转换为十六进制(base16)数。

如果 d 为负数，则返回 d 的十六进制补码。

如果 d 是矩阵或元胞数组，则返回一个字符串矩阵，其中 d 中的每个元素都有一行，并用前导零填充到最大值的宽度。

可选的第二个参数 len 指定结果中的最小位数。例子:

dec2hex (2748)

⇒ "ABC"

dec2hex (-2)

⇒ "FE"

编程提示：dec2hex 丢弃输入的任何小数部分。如果您还需要转换小数部分，请使用小数点后非零位数调用 dec2base。您还可以对小数输入使用固定或舍入，以确保可预测的舍入行为。

**参见:**hex2dec, dec2base, dec2bin。

: *d =* **hex2dec** *(str)*

返回对应于字符串str的十六进制数字的整数。

例如:

hex2dec ("12B")

⇒ 299

hex2dec ("12b")

⇒ 299

如果str是字符串矩阵，返回一个列向量，每行str有一个转换后的数字;无效行求值为NaN。

如果str是字符串的单元格数组，则返回一个列向量，其中每个单元格元素有一个转换后的数字。

**参见:**dec2hex, base2dec, bin2dec。

: *str =* **dec2base** *(d, base)*

: *str =* **dec2base** *(d, base, len)*

: *str* *=* **dec2base** *(d, base, len, decimals)*

返回一串 base 中对应于值 d 的符号。

dec2base (123, 3)

⇒ "11120"

如果 d 为负数，则结果将以补码表示法表示 d。例如，负二进制数是二进制补码，其他基数也是如此。

如果 d 是矩阵或元内存组，则返回一个字符串矩阵，其中包含 d 中每个元素一行，并用前导零填充到最大值的宽度。

如果 base 是字符串，则 base 的字符用作 d 数字的符号。空格（空格、制表符、换行符等）不能用作符号。

dec2base (123, "aei")

⇒ "eeeia"

可选的第三个参数 len 指定结果整数部分的最小位数。如果省略这一点，则 dec2base 使用足够的数字来容纳输入。

可选的第四个参数 decimals 指定表示输入小数部分的位数。如果省略此项，则将其设置为零，并且 dec2base 返回一个整数输出以实现向后兼容性。

dec2base (100\*pi, 16)

⇒ "13A"

dec2base (100\*pi, 16, 4)

⇒ "013A"

dec2base (100\*pi, 16, 4, 6)

⇒ "013A.28C59D"

dec2base (-100\*pi, 16)

⇒ "EC6"

dec2base (-100\*pi, 16, 4)

⇒ "FEC6"

dec2base (-100\*pi, 16, 4, 6)

⇒ "FEC5.D73A63"

编程提示：将负输入传递给 dec2base 时，最好显式指定所需输出的长度。

**参见:**base2dec, dec2bin, dec2hex。

: *d =* **base2dec** *(str, base)*

将str从以base为基数的数字字符串转换为十进制整数(以10为基数)。

base2dec ("11120", 3)

⇒ 123

如果str是字符串矩阵，则返回一个列向量，每行str中有一个值。如果一行包含无效符号，则对应的值将为NaN。

如果str是字符串的单元格数组，则返回一个列向量，其中每个单元格元素有一个值。

如果base是字符串，则base的字符用作str中数字的符号。空格(' ')不能用作符号。

base2dec ("yyyzx", "xyz")

⇒ 123

**参见:**dec2base, bin2dec, hex2dec。

: *s =* **num2hex** *(n)*

: *s =* **num2hex** *(n, "cell")*

将数字数组转换为十六进制字符串数组。

例如:

num2hex ([-1, 1, e, Inf])

⇒ "bff0000000000000

3ff0000000000000

4005bf0a8b145769

7ff0000000000000"

如果参数n是单精度数字或向量，则返回的字符串长度为8。例如:

num2hex (single ([-1, 1, e, Inf]))

⇒ "bf800000

3f800000

402df854

7f800000"

使用可选的第二个参数"cell"，返回字符串的单元格数组，而不是字符数组。

**参见:**hex2num, hex2dec, dec2hex。

: *n =* **hex2num** *(s)*

: *n =* **hex2num** *(s, class)*

将十六进制字符数组或字符串单元格数组类型转换为数字数组。

默认情况下，输入数组被解释为表示双精度值的十六进制数。如果给定的字符少于16个，则用'0'字符右填充字符串。

给定一个字符串矩阵，hex2num将每一行视为一个单独的数字。

hex2num (["4005bf0a8b145769"; "4024000000000000"])

⇒ [2.7183; 10.000]

选的第二个参数类可用于将输入数组解释为不同的值类型。可能的值有

Option Characters

"int8" 2

"uint8" 2

"int16" 4

"uint16" 4

"int32" 8

"uint32" 8

"int64" 16

"uint64" 16

"char" 2

"single" 8

"double" 16

例如：

hex2num (["402df854"; "41200000"], "single")

⇒ [2.7183; 10.000]

**参见:**num2hex, hex2dec, dec2hex。

: *[a, …] =* **strread** *(str)*

: *[a, …] =* **strread** *(str, format)*

: *[a, …] =* **strread** *(str, format, format\_repeat)*

: *[a, …] =* **strread** *(str, format, prop1, value1, …)*

: *[a, …] =* **strread** *(str, format, format\_repeat, prop1, value1, …)*

这个功能已经过时了。使用textcan代替。

从字符串中读取数据。

字符串str被分割成单词，这些单词在格式中与说明符重复匹配。第一个单词与第一个说明符匹配，第二个与第二个说明符匹配，依此类推。如果单词多于说明符，则重复该过程，直到处理完所有单词。

字符串格式描述了应该如何解析str中的单词。它可以包含以下说明符的任意组合:

%s

该单词被解析为字符串。

%f

%n

该单词被解析为数字并转换为双精度。

%d

%u

该单词被解析为数字并转换为int32。

%\*

%\*f

%\*s

这个词被跳过了。

对于%s和%d， %f， %n， %u和关联的%\*s…指定符，可选的宽度可以指定为%Ns等，其中n是> 1的整数。对于%f，使用%N这样的格式说明符。Mf是允许的。

literals

此外，格式可以包含文字字符串;这些在阅读时将被跳过。

与第一个说明符对应的解析词将在第一个输出参数中返回，其余说明符也是如此。

默认情况下，format为"%f"，这意味着从str读取数字。如果str仅包含数字字段，则会执行此操作。

例如，字符串

str = "\

Bunny Bugs 5.5\n\

Duck Daffy -7.5e-5\n\

Penguin Tux 6"

可以使用

[a, b, c] = strread (str, "%s %s %f");

可选的数字参数format\_repeat可用于限制读取的项数:

-1

(默认)读取所有字符串直到末尾。

N

读N遍旁白。0(零)是format\_repeat可以接受的值。

strread的行为可以通过属性-值对来改变。识别以下属性:

"commentstyle"

str的某些部分被视为注释，将被跳过。Value是注释样式，可以是以下任意值。

"shell"跳过从#字符到最近的行尾的所有内容。

"c" /\*和\*/之间的所有内容都被跳过。

"c++"跳过从//字符到最近的行尾的所有内容。

从%字符到最近的行尾的所有内容都被跳过。

用户提供的。两个选项:(1)一个字符串，或1x1单元格字符串:跳过它右边的所有内容;(2) 2x1单元格字符串数组:跳过左右字符串之间的所有内容。

"delimiter"

value中的任何字符都将用于将str拆分为单词(默认值=任何空格)。请注意，除非提供了“%s”格式转换说明符，否则空格会隐式地添加到分隔符集中;请参阅下面的“whitespace”参数。分隔符集不能为空;如果需要，Octave将替换一个空格作为分隔符。

"emptyvalue"

为非空格分隔的数据中的空数值返回的值。默认为NaN。当数据类型不支持NaN(例如int32)时，则默认为零。

"multipledelimsasone"

将一系列连续的分隔符(中间没有空格)视为单个分隔符。连续的分隔符系列不需要垂直“对齐”。

"treatasempty"

将value中字符串的单次出现(由分隔符或空格包围)视为缺失值。

"returnonerror"

如果value为true(1，默认值)，则忽略读取错误并正常返回。如果为false(0)，则返回错误。

"whitespace"

value中的任何字符都将被解释为空白并被修剪;定义空格的字符串必须用双引号括起来，以便正确处理像“\t”这样的特殊字符。在每个数据字段中，多个连续的空白字符被折叠成一个空格，并删除前导和尾随的空白。空格的默认值是" \b\r\n\t"(注意空格)。除非提供了至少一个“%s”格式转换说明符，否则总是将空格添加到分隔符集中;在这种情况下，只有在"delimiter"中明确指定的空白被保留为分隔符，并从空白字符集中删除。如果空白字符要保持原样(例如，字符串)，请为"whitespace"指定一个空值(即"");显然，空白不能作为分隔符。

当str中的字数不匹配格式转换说明符数的精确倍数时，strread的行为取决于str的最后一个字符:

last character = "\n"

用空字段或NaN填充数据列，以便所有列具有相同的长度

last character is not "\n"

数据列没有填充;Strread返回长度不等的列

**参见:**textscan, sscanf。

**5.4.3 JSON数据编码/解码**

JavaScript对象表示法，简称JSON，是一种非常常见的人类可读的结构化数据格式。GNU Octave通过以下两个函数支持对这种格式进行编码和解码。

: *JSON\_txt =* **jsonencode** *(object)*

: *JSON\_txt =* **jsonencode** *(…, "ConvertInfAndNaN", TF)*

: *JSON\_txt =* **jsonencode** *(…, "PrettyPrint", TF)*

将Octave数据类型编码为JSON文本。

输入对象是一个要编码的Octave变量。

输出JSON\_txt是包含编码对象结果的JSON文本。

如果ConvertInfAndNaN选项的值为true，则输出中的NaN、NA、-Inf和Inf values将被转换为“null”。如果为false，则它们将保持其原始值。该选项的默认值为true。

如果“PrettyPrint”选项的值为true，则输出文本将具有缩进和换行。如果为false，输出将被压缩，并且写入时不带空格。该选项的默认值为false。

编程指出:

不支持复数。

Classdef对象首先转换为结构体，然后进行编码。

要保留转义字符(例如“\n”)，请使用单引号字符串。

在双引号字符串中，空字符(“\0”)之后的每个字符将在编码期间被丢弃。

对数组进行编码和解码并不能保证保持数组的尺寸。特别地，行向量将被重塑为列向量。

编码和解码不能保证保留Octave数据类型，因为JSON支持的数据类型比Octave少。例如，如果您编码一个int8，然后解码它，您将得到一个双精度。

下表显示了从Octave数据类型到JSON数据类型的转换:

| **Octave data type** | **JSON data type** |
| --- | --- |
| logical scalar | Boolean |
| logical vector | Array of Boolean, reshaped to row vector |
| logical array | nested Array of Boolean |
| numeric scalar | Number |
| numeric vector | Array of Number, reshaped to row vector |
| numeric array | nested Array of Number |
| *NaN*, *NA*, *Inf*, *-Inf* when *"ConvertInfAndNaN" = true* | *"null"* |
| *NaN*, *NA*, *Inf*, *-Inf* when *"ConvertInfAndNaN" = false* | *"NaN"*, *"NaN"*, *"Infinity"*, *"-Infinity"* |
| empty array | *"[]"* |
| character vector | String |
| character array | Array of String |
| empty character array | *""* |
| cell scalar | Array |
| cell vector | Array, reshaped to row vector |
| cell array | Array, flattened to row vector |
| struct scalar | Object |
| struct vector | Array of Object, reshaped to row vector |
| struct array | nested Array of Object |
| classdef object | Object |

例子：

jsonencode ([1, NaN; 3, 4])

⇒ [[1,null],[3,4]]

jsonencode ([1, NaN; 3, 4], "ConvertInfAndNaN", false)

⇒ [[1,NaN],[3,4]]

## Escape characters inside a single-quoted string

jsonencode ('\0\a\b\t\n\v\f\r')

⇒ "\\0\\a\\b\\t\\n\\v\\f\\r"

## Escape characters inside a double-quoted string

jsonencode ("\a\b\t\n\v\f\r")

⇒ "\u0007\b\t\n\u000B\f\r"

jsonencode ([true; false], "PrettyPrint", true)

⇒ ans = [

true,

false

]

jsonencode (['foo', 'bar'; 'foo', 'bar'])

⇒ ["foobar","foobar"]

jsonencode (struct ('a', Inf, 'b', [], 'c', struct ()))

⇒ {"a":null,"b":[],"c":{}}

jsonencode (struct ('structarray', struct ('a', {1; 3}, 'b', {2; 4})))

⇒ {"structarray":[{"a":1,"b":2},{"a":3,"b":4}]}

jsonencode ({'foo'; 'bar'; {'foo'; 'bar'}})

⇒ ["foo","bar",["foo","bar"]]

jsonencode (containers.Map({'foo'; 'bar'; 'baz'}, [1, 2, 3]))

⇒ {"bar":2,"baz":3,"foo":1}

**参见:**jsondecode。

: *object =* **jsondecode** *(JSON\_txt)*

: *object =* **jsondecode** *(…, "ReplacementStyle", rs)*

: *object =* **jsondecode** *(…, "Prefix", pfx)*

: *object =* **jsondecode** *(…, "makeValidName", TF)*

解码JSON格式的文本。

输入的JSON\_txt是一个包含JSON文本的字符串。

输出对象是一个Octave对象，其中包含解码JSON\_txt的结果。

有关选项“ReplacementStyle”和“Prefix”的更多信息，请参见matlab.lang.makeValidName。

如果选项"makeValidName"的值为false，则名称将不会被matlab.lang.makeValidName更改，并且"ReplacementStyle"和"Prefix"选项将被忽略。

注意:解码和编码JSON文本不能保证复制原始文本，因为一些名称可能会被matlab.lang.makeValidName更改。

下表显示了从JSON数据类型到Octave数据类型的转换:

| **JSON data type** | **Octave data type** |
| --- | --- |
| Boolean | scalar logical |
| Number | scalar double |
| String | vector of characters |
| Object | scalar struct (field names of the struct may be different from the keys of the JSON object due to *matlab\_lang\_makeValidName* |
| null, inside a numeric array | *NaN* |
| null, inside a non-numeric array | empty double array *[]* |
| Array, of different data types | cell array |
| Array, of Booleans | logical array |
| Array, of Numbers | double array |
| Array, of Strings | cell array of character vectors (*cellstr*) |
| Array of Objects, same field names | struct array |
| Array of Objects, different field names | cell array of scalar structs |

例子：

jsondecode ('[1, 2, null, 3]')

⇒ ans =

1

2

NaN

3

jsondecode ('["foo", "bar", ["foo", "bar"]]')

⇒ ans =

{

[1,1] = foo

[2,1] = bar

[3,1] =

{

[1,1] = foo

[2,1] = bar

}

}

jsondecode ('{"nu#m#ber": 7, "s#tr#ing": "hi"}', ...

'ReplacementStyle', 'delete')

⇒ scalar structure containing the fields:

number = 7

string = hi

jsondecode ('{"nu#m#ber": 7, "s#tr#ing": "hi"}', ...

'makeValidName', false)

⇒ scalar structure containing the fields:

nu#m#ber = 7

s#tr#ing = hi

jsondecode ('{"1": "one", "2": "two"}', 'Prefix', 'm\_')

⇒ scalar structure containing the fields:

m\_1 = one

m\_2 = two

**参见:**jsonencode, matlab.lang.makeValidName。

**5.5字符类函数**

Octave还提供了以下字符类测试函数，这些函数以标准C库中的函数为模板。它们都对字符串数组进行操作，并返回0和1的矩阵。非零元素表示字符串数组中对应字符的条件为真。例如:

isalpha ("!Q@WERT^Y&")

⇒ [ 0, 1, 0, 1, 1, 1, 1, 0, 1, 0 ]

: *tf =* **isalnum** *(s)*

返回一个逻辑数组，如果s中的元素是字母或数字，则为真;如果不是，则为假。

这相当于(isalpha (s) | isdigit (s))。

参见:isalpha, isdigit, ispunct, isspace, isccontrol。

: *tf =* **isalpha** *(s)*

返回一个逻辑数组，当s中的元素为字母时为真，当元素为非字母时为假。

这相当于(islower (s) | isupper (s))。

参见:isdigit, ispunct, isspace, iscentral, isalnum, islower, isupper。

: *tf =* **isletter** *(s)*

返回一个逻辑数组，当s中的元素为字母时为真，当元素为非字母时为假。

这是isalpha函数的别名。

参见:isalpha, isdigit, ispunct, isspace, iscentral, isalnum。

: *tf =* **islower** *(s)*

返回一个逻辑数组，如果s中的元素是小写字母，则为真;如果不是小写字母，则为假。

参见:isupper, isalpha, isletter, isalnum。

: *tf =* **isupper** *(s)*

返回一个逻辑数组，如果s中的元素是大写字母，则为true;如果不是大写字母，则为false。

参见:islower, isalpha, isletter, isalnum。

: *tf =* **isdigit** *(s)*

返回一个逻辑数组，如果s中的元素是十进制数字(0-9)，则为true;如果不是十进制数字，则为false。

参见:isxdigit, isalpha, isletter, ispunct, isspace, isccontrol。

: *tf =* **isxdigit** *(s)*

返回一个逻辑数组，该数组为true，其中s的元素为十六进制数字(0-9和a- fa -f)。

参见:isdigit。

: *tf =* **ispunct** *(s)*

返回一个逻辑数组，如果s中的元素是标点符号，则为真，如果不是，则为假。

参见:isalpha, isdigit, isspace, isccontrol。

: *tf =* **isspace** *(s)*

返回一个逻辑数组，如果s中的元素是空白字符(空格、换行、换行、回车、制表符和垂直制表符)，则为真，如果不是，则为假。

参见:iscentral, ispunct, isalpha, isdigit。

: *tf =* **iscntrl** *(s)*

返回一个逻辑数组，如果s中的元素是控制字符，则为true;如果不是，则为false。

参见:ispunct, isspace, isalpha, isdigit。

: *tf =* **isgraph** *(s)*

返回一个逻辑数组，如果s中的元素是可打印字符(但不是空格字符)，则为true;如果不是，则为false。

参见:isprint。

: *tf =* **isprint** *(s)*

返回一个逻辑数组，如果s中的元素是可打印字符(包括空格字符)，则为true，如果不是，则为false。

参见:isgraph。

: *tf =* **isascii** *(s)*

返回一个逻辑数组，如果s中的元素是ASCII字符(十进制范围为0到127)，则为true，如果不是false。

: *tf =* **isstrprop** *(str, prop)*

*: tf =* **isstrprop** *(str, prop, 'ForceCellOutput', flag)*

测试字符串属性。

例如:

isstrprop ("abc123", "alpha")

⇒ [1, 1, 1, 0, 0, 0]

如果str是一个单元格数组，则isstrpop将递归地应用于单元格数组的每个元素。

数值数组被转换为字符串。

第二个参数prop必须是其中之一

"alpha"

对于字母字符(字母)为True。

"alnum"

"alphanum"

对于字母或数字字符为True。

"lower"

对于小写字母为True。

"upper"

对大写字母为True。

"digit"

对于十进制数字(0-9)为True。

"xdigit"

对于十六进制数字(a-fA-F0-9)为True。

"space"

"wspace"

对于空白字符(空格、换行、换行、回车、制表符、垂直制表符)为True。

"punct"

对于标点字符(打印除空格、字母或数字以外的字符)为True。

"cntrl"

对于控制字符为True。

"graph"

"graphic"

用于打印除空格以外的字符。

"print"

为打印字符(包括空格)。

"ascii"

对于ASCII编码范围内的字符为True。

如果给定了选项“ForceCellOutput”并且 flag 为 true，则返回单元格值而不是逻辑数组。

**参见:**isalpha, isalnum, islower, isupper, isdigit, isxdigit, isspace, ispunct, iscentral, isgraph, isprint, isascii。

**6数据容器**

Octave支持三种不同的机制来在同一个变量中包含任意数据类型:结构，它是类似c的，并且用命名字段进行索引;容器。Map对象，它以键/值对的形式存储数据;单元格数组，其中数组的每个元素可以具有不同的数据类型和/或形状。函数的多个输入参数和返回值被组织成另一个数据容器，即逗号分隔的列表。

**6.1结构**

Octave支持在结构中组织数据。当前的实现使用关联数组，索引仅限于字符串，但语法更像c风格的结构。

**6.1.1基本用法和示例**

下面是一些在Octave中使用数据结构的例子。

结构的元素可以是任何值类型。例如，这三个表达式

x.a = 1;

x.b = [1, 2; 3, 4];

x.c = "string";

创建一个包含三个元素的结构。”。'字符将结构名(在上面的例子x中)与字段名分开，并向Octave表明该变量是一个结构。要打印结构的值，你可以输入它的名字，就像其他变量一样:

x

⇒ x =

scalar structure containing the fields:

a = 1

b =

1 2

3 4

c = string

注意，Octave可以以任何顺序打印元素。

结构可以像其他变量一样被复制:

y = x

⇒ y =

scalar structure containing the fields:

a = 1

b =

1 2

3 4

c = string

因为结构本身就是值，所以结构元素也可以引用其他结构。下面的语句将字段d添加到结构x中。字段d的值本身是一个包含单个字段a的数据结构，其值为3。

x.d.a = 3;

x.d

⇒ ans =

scalar structure containing the fields:

a = 3

x

⇒ x =

scalar structure containing the fields:

a = 1

b =

1 2

3 4

c = string

d =

scalar structure containing the fields:

a = 3

注意，当Octave打印包含其他结构的结构的值时，只显示几个级别。例如:

a.b.c.d.e = 1;

a

⇒ a =

scalar structure containing the fields:

b =

scalar structure containing the fields:

c =

scalar structure containing the fields:

d: 1x1 scalar struct

这可以防止大型深嵌套结构的长而混乱的输出。可以使用函数struct\_levels\_to\_print设置嵌套结构的打印层数，并且可以使用函数print\_struct\_array\_contents来启用打印结构数组的内容。

: *val =* **struct\_levels\_to\_print** *()*

: *old\_val =* **struct\_levels\_to\_print** *(new\_val)*

: *old\_val =* **struct\_levels\_to\_print** *(new\_val, "local")*

查询或设置指定要显示的结构级别数量的内部变量。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见:**print\_struct\_array\_contents。

: *val =* **print\_struct\_array\_contents** *()*

: *old\_val =* **print\_struct\_array\_contents** *(new\_val)*

: *old\_val =* **print\_struct\_array\_contents** *(new\_val, "local")*

查询或设置指定是否打印结构数组内容的内部变量。

如果为true，则打印结构数组元素的值。此变量不影响始终打印元素的标量结构。然而，在这两种情况下，打印将被限制为struct\_levels\_to\_print指定的级别数。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见:**struct\_levels\_to\_print。

函数可以返回结构。例如，下面的函数分离矩阵的实部和复部，并将它们存储在具有相同结构变量y的两个元素中。

function y = f (x)

y.re = real (x);

y.im = imag (x);

endfunction

当使用复值参数调用时，函数f返回包含原始函数参数实部和虚部的数据结构。

f (rand (2) + rand (2) \* I)

⇒ ans =

scalar structure containing the fields:

re =

0.040239 0.242160

0.238081 0.402523

im =

0.26475 0.14828

0.18436 0.83669

函数返回列表可以包含结构元素，并且它们可以像任何其他变量一样被索引。例如:

[ x.u, x.s(2:3,2:3), x.v ] = svd ([1, 2; 3, 4]);

x

⇒ x =

scalar structure containing the fields:

u =

-0.40455 -0.91451

-0.91451 0.40455

s =

0.00000 0.00000 0.00000

0.00000 5.46499 0.00000

0.00000 0.00000 0.36597

v =

-0.57605 0.81742

-0.81742 -0.57605

使用特殊形式的for语句(参见遍历结构元素)，也可以在循环中遍历结构的所有元素。

**6.1.2结构数组**

结构数组是结构的特定实例，其中结构的每个字段都由单元格数组表示。每个单元格数组都有相同的维度。从概念上讲，结构数组也可以看作是具有相同字段的结构数组。创建结构数组的一个示例如下

x(1).a = "string1";

x(2).a = "string2";

x(1).b = 1;

x(2).b = 2;

它创建了一个包含两个字段的1 × 2结构数组。另一种创建结构数组的方法是使用struct函数(参见创建结构)。和前面一样，要打印结构数组的值，你可以输入它的名字:

x

⇒ x =

{

1x2 struct array containing the fields:

a

b

}

结构数组的各个元素可以通过像x(1)这样的索引变量来返回，它返回一个包含两个字段的结构:

x(1)

⇒ ans =

{

a = string1

b = 1

}

此外，如果由它自己的一个字段名索引，结构数组可以返回一个逗号分隔的字段值列表(参见逗号分隔列表)。例如:

x.a

⇒

ans = string1

ans = string2

下面是另一个例子，在赋值语句的左侧使用逗号分隔的列表:

[x.a] = deal ("new string1", "new string2");

x(1).a

⇒ ans = new string1

x(2).a

⇒ ans = new string2

就像数值数组一样，可以使用向量作为索引(参见索引表达式):

x(3:4) = x(1:2);

[x([1,3]).a] = deal ("other string1", "other string2");

x.a

⇒

ans = other string1

ans = new string2

ans = other string2

ans = new string2

函数size将返回结构的大小。对于上面的例子

size (x)

⇒ ans =

1 4

可以用与数字数组类似的方式从结构数组中删除元素，方法是将元素赋值给空矩阵。例如

in = struct ("call1", {x, Inf, "last"},

"call2", {x, Inf, "first"})

⇒ in =

{

1x3 struct array containing the fields:

call1

call2

}

in(1) = [];

in.call1

⇒

ans = Inf

ans = last

**6.1.3创建结构**

除了索引操作符“。”，Octave还可以使用动态命名“(var)”或struct函数来创建结构。动态命名使用变量的字符串值作为字段名。例如:

a = "field2";

x.a = 1;

x.(a) = 2;

x

⇒ x =

{

a = 1

field2 = 2

}

动态索引还允许您使用任意字符串，而不仅仅是有效的Octave标识符(注意，这在MATLAB上不起作用):

a = "long field with spaces (and funny char$)";

x.a = 1;

x.(a) = 2;

x

⇒ x =

{

a = 1

long field with spaces (and funny char$) = 2

}

可以启用警告id Octave:language-extension来警告这种用法。参见warning\_ids。

更实际的情况是，所有对字符串进行操作的函数都可以在将字段名输入到数据结构之前构建正确的字段名。

names = ["Bill"; "Mary"; "John"];

ages = [37; 26; 31];

for i = 1:rows (names)

database.(names(i,:)) = ages(i);

endfor

database

⇒ database =

{

Bill = 37

Mary = 26

John = 31

}

创建结构的第三种方法是struct命令。Struct接受一对参数，其中对中的第一个参数是要包含在结构中的字段名，第二个参数是一个标量或单元格数组，表示要包含在结构或结构数组中的值。例如:

struct ("field1", 1, "field2", 2)

⇒ ans =

{

field1 = 1

field2 = 2

}

如果传递给struct的值是标量数组和单元格数组的混合，则扩展标量参数以创建具有一致维度的结构数组。例如:

s = struct ("field1", {1, "one"}, "field2", {2, "two"},

"field3", 3);

s.field1

⇒

ans = 1

ans = one

s.field2

⇒

ans = 2

ans = two

s.field3

⇒

ans = 3

ans = 3

如果你想创建一个结构体，其中包含一个单元格数组作为单独的字段，你必须把它包装在另一个单元格数组中，如下面的例子所示:

struct ("field1", {{1, "one"}}, "field2", 2)

⇒ ans =

{

field1 =

{

[1,1] = 1

[1,2] = one

}

field2 = 2

}

: *s =* **struct** *()*

: *s =* **struct** *(field1, value1, field2, value2, …)*

: *s =* **struct** *(obj)*

创建标量或数组结构并初始化其值。

变量field1, field2，…是指定字段名称的字符串，变量value1, value2，…可以是任何类型。

如果值是单元格数组，则创建一个结构数组并初始化其值。每个单元格值数组的尺寸必须匹配。单单元格和非单元格值重复，以便它们填充整个数组。如果单元格为空，则使用指定的字段名创建空结构数组。

如果参数是一个对象，则返回底层结构。

注意，语法针对结构数组进行了优化。考虑下面的例子:

struct ("foo", 1)

⇒ scalar structure containing the fields:

foo = 1

struct ("foo", {})

⇒ 0x0 struct array containing the fields:

foo

struct ("foo", { {} })

⇒ scalar structure containing the fields:

foo = {}(0x0)

struct ("foo", {1, 2, 3})

⇒ 1x3 struct array containing the fields:

foo

第一种情况是一个普通的标量结构——一个字段，一个值。第二个函数产生一个空的结构数组，只有一个字段，没有值，因为它传递了一个结构数组值的空单元格数组。当值是包含单个条目的单元格数组时，它将变成一个标量结构体，以该单个条目作为字段的值。这个单条目恰好是一个空单元格数组。

最后，如果值是一个非标量单元数组，那么struct将生成一个struct数组。

**参见:**cell2struct, fieldnames, getfield, setfield, rmfield, isfield, orderfields, isstruct, structfun。

函数isstruct可用于测试对象是结构体还是结构体数组。

: *tf =* **isstruct** *(x)*

如果x是结构体或结构数组则返回true。

**参见:**ismatrix, iscell, isa。

**6.1.4操纵结构**

下面给出了可以操作结构的字段的其他函数。

: *n =* **numfields** *(s)*

返回结构s的字段数。

参见:fieldnames。

: *names =* **fieldnames***(struct)*

: *names =* **fieldnames** *(obj)*

: *names =* **fieldnames** *(javaobj)*

: *names =* **fieldnames** *("javaclassname")*

返回字符串的单元格数组，其中包含指定输入中字段的名称。

当输入是一个结构结构体时，名称就是结构体的元素。

当输入是Octave对象obj时，名称是该对象的公共属性。

当输入是Java对象javaobj或包含Java类javaclassname的字符串时，这些名称是对象或类的公共字段(数据成员)。

**参见:**numfields, isfield, orderfields, struct, properties。

: *tf =* **isfield** *(x, "name")*

: *tf =* **isfield** *(x, name)*

如果x是一个结构体，并且它包含一个名为name的元素，则返回true。

如果name是字符串的单元格数组，则返回一个等维的逻辑数组。

参见:fieldnames。

: *sout =* **setfield** *(s, field, val)*

: *sout =* **setfield** *(s, sidx1, field1, fidx1, sidx2, field2, fidx2, …, val)*

返回结构s的副本，其中字段成员字段设置为值val。

例如:

s = struct ();

s = setfield (s, "foo bar", 42);

这相当于

s.("foo bar") = 42;

注意，普通的结构语法s.foo bar = 42不能在这里使用，因为字段名不是一个有效的Octave标识符，因为有空格字符。使用任意字符串作为字段名与MATLAB不兼容，如果启用了警告ID Octave:language-extension，这种用法将发出警告。参见warning\_ids。

使用第二个调用表单，设置结构数组的字段。输入sidx选择结构数组的一个元素，field指定所选元素的字段名，fidx选择字段中的哪个元素(对于数组或单元格数组)。可以重复输入sidx、field和fidx来寻址嵌套结构数组元素。结构数组索引和字段元素索引必须是单元格数组，而字段名称必须是字符串。

例如:

s = struct ("baz", 42);

setfield (s, {1}, "foo", {1}, "bar", 54)

⇒

ans =

scalar structure containing the fields:

baz = 42

foo =

scalar structure containing the fields:

bar = 54

该示例从一个普通标量结构开始，其中添加了一个嵌套标量结构。在所有情况下，如果没有指定结构索引sidx，它默认为1(标量结构)。因此，上面的例子可以更简洁地写成setfield (s， "foo"， "bar"， 54)

最后，一个嵌套结构数组的例子:

sa.foo = 1;

sa = setfield (sa, {2}, "bar", {3}, "baz", {1, 4}, 5);

sa(2).bar(3)

⇒

ans =

scalar structure containing the fields:

baz = 0 0 0 5

这里sa是一个结构数组，其元素1和2处的字段依次是另一个结构数组，其第三个元素是一个简单的标量结构。终端标量结构有一个包含矩阵值的字段。

请注意，可以通过以下方式获得与上述示例相同的结果:

sa.foo = 1;

sa(2).bar(3).baz(1,4) = 5

**参见:**getfield, rmfield, orderfields, isfield, fieldnames, isstruct, struct。

: *val =* **getfield** *(s, field)*

: *val =* **getfield** *(s, sidx1, field1, fidx1, …)*

从结构或嵌套结构中获取名为field的字段的值。

如果s是一个结构数组，则sidx选择结构数组中的一个元素，field指定所选元素的字段名，fidx选择字段中的哪个元素(对于数组或单元格数组)。有关该语法的更完整描述，参见setfield。

**参见:**setfield, rmfield, orderfields, isfield, fieldnames, isstruct, struct。

: *sout =* **rmfield** *(s, "f")*

: *sout =* **rmfield** *(s, f)*

返回移除了字段f的结构(数组)s的副本。

如果f是字符串或字符数组的单元格数组，则删除每个命名字段。

**参见:**orderfields, fieldnames, isfield。

: *sout =* **orderfields** *(s1)*

: *sout =* **orderfields** *(s1, s2)*

: *sout =* **orderfields** *(s1, {cellstr})*

: *sout =* **orderfields** *(s1, p)*

: *[sout, p] =* **orderfields** *(…)*

返回s1的副本，其中字段按字母顺序排列，或按第二个输入指定的顺序排列。

给定一个输入结构体s1，按字母顺序排列字段名。

如果给出了第二个结构体参数，则按照s2中的字段名排列s1中的字段名。第二个参数还可以指定字符串单元格数组cellstr中的顺序。第二个参数也可以是一个置换向量。

可选的第二个输出参数p是将原始名称顺序转换为新名称顺序的排列向量。

例子:

s = struct ("d", 4, "b", 2, "a", 1, "c", 3);

t1 = orderfields (s)

⇒ t1 =

scalar structure containing the fields:

a = 1

b = 2

c = 3

d = 4

t = struct ("d", {}, "c", {}, "b", {}, "a", {});

t2 = orderfields (s, t)

⇒ t2 =

scalar structure containing the fields:

d = 4

c = 3

b = 2

a = 1

t3 = orderfields (s, [3, 2, 4, 1])

⇒ t3 =

scalar structure containing the fields:

a = 1

b = 2

c = 3

d = 4

[t4, p] = orderfields (s, {"d", "c", "b", "a"})

⇒ t4 =

scalar structure containing the fields:

d = 4

c = 3

b = 2

a = 1

p =

1

4

2

3

**参见:**fieldnames, getfield, setfield, rmfield, isfield, isstruct, struct。

: *s =* **substruct** *(type, subs, …)*

创建用于subsref或subsassign的下标结构。

例如:

idx = substruct ("()", {3, ":"})

⇒ idx =

scalar structure containing the fields:

type = ()

subs =

{

[1,1] = 3

[1,2] = :

}

x = [1, 2, 3;

4, 5, 6;

7, 8, 9];

subsref (x, idx)

⇒ 7 8 9

注意:关键字 end 不能在 subsref 或 subsasgn 中用于索引分配。

**参见:**subsref, subsassign。

**6.1.5处理结构中的数据**

在结构中处理数据的最简单方法是在for循环中(参见在结构元素上循环)。使用structfun函数可以实现类似的效果，其中用户定义的函数应用于结构的每个字段。参见structfun。

或者，为了处理结构中的数据，可以在处理之前将结构转换为另一种类型的容器。

: *c =* **struct2cell** *(s)*

从struct对象中存储的对象创建一个新的单元格数组。

如果f是结构中的字段数，则生成的单元格数组将具有对应于[f size(s)]的维度向量。例如:

s = struct ("name", {"Peter", "Hannah", "Robert"},

"age", {23, 16, 3});

c = struct2cell (s)

⇒ c = {2x1x3 Cell Array}

c(1,1,:)(:)

⇒

{

[1,1] = Peter

[2,1] = Hannah

[3,1] = Robert

}

c(2,1,:)(:)

⇒

{

[1,1] = 23

[2,1] = 16

[3,1] = 3

}

**参见:**cell2struct, namedargs2cell, fieldnames。

: *c =* **namedargs2cell** *(s)*

从标量结构创建字段名称/值对的单元格数组。

例子:

s.Name = "Peter";

s.Height = 185;

s.Age = 42;

c = namedargs2cell (s)

⇒ { "Name", "Peter", "Height", 185, "Age", 42 }

**参见:**struct2cell。

**6.2 containers.Map**

: *m =* **containers.Map** *()*

: *m =* **containers.Map** *(keys, vals)*

: *m =* **containers.Map** *(keys, vals, "UniformValues", is\_uniform)*

: *m =* **containers.Map** *("KeyType", kt, "ValueType", vt)*

创建容器对象。存储键/值对列表的映射类。

Keys是映射的唯一键数组。键可以是数字标量或字符串。数字键的类型可以是double、single、int32、uint32、int64或uint64。其他数字或逻辑键将被转换为“double”。可以按原样输入单个字符串键。多个字符串键作为字符串的单元格数组输入。

Vals是映射的值数组，元素数量与键数相同。

在没有输入参数的情况下调用时，将创建一个默认映射，以字符串作为键类型，并以“any”作为值类型。

UniformValues选项指定映射的值是否必须严格为相同类型。如果is\_uniform为true，则首先验证要添加到映射中的任何值，以确保它们具有正确的类型。

当使用“KeyType”和“ValueType”参数调用时，使用指定的类型创建一个空映射。输入kt和vt分别是映射的键和值的类型。kt取值为char, double, single, int32, uint32, int64, uint64。vt取值为any, char, double, single, int32, uint32, int64, uint64, logical。

返回值m是容器的对象。映射类。

**参见:**struct。

**6.3单元格阵列**

在一个变量中存储不同大小或类型的多个变量既必要又方便。单元格数组是一个容器类，能够做到这一点。一般来说，单元格数组的工作方式与n维数组类似，只是使用“{”和“}”作为分配和索引操作符。

**6.3.1单元格阵列的基本用法**

作为示例，下面的代码创建了一个包含字符串和2 × 2随机矩阵的单元格数组

c = {"a string", rand(2, 2)};

要访问单元格数组的元素，可以使用{和}操作符对其进行索引。因此，在前面的例子中创建的变量可以像这样索引:

c{1}

⇒ ans = a string

与数值数组一样，单元格数组的几个元素可以通过索引向量的索引来提取

c{1:2}

⇒ ans = a string

⇒ ans =

0.593993 0.627732

0.377037 0.033643

索引操作符还可用于插入或覆盖单元格数组的元素。下面的代码将标量3插入到前面创建的单元格数组的第三位

c{3} = 3

⇒ c =

{

[1,1] = a string

[1,2] =

0.593993 0.627732

0.377037 0.033643

[1,3] = 3

}

有关索引单元格数组的详细信息，请参见索引单元格数组。

一般情况下，嵌套单元格数组按照前面的示例分层显示。在某些情况下，通过索引引用它们是有意义的，这可以通过celldisp函数来执行。

: **celldisp** *(c)*

: **celldisp** *(c, name)*

递归地显示单元格数组的内容。

默认情况下，这些值显示为变量c的名称。但是，该名称可以替换为变量名称。例如:

c = {1, 2, {31, 32}};

celldisp (c, "b")

⇒

b{1} =

1

b{2} =

2

b{3}{1} =

31

b{3}{2} =

32

**参见:**disp。

要测试一个对象是否是一个单元数组，请使用iscell函数。例如:

iscell (c)

⇒ ans = 1

iscell (3)

⇒ ans = 0

: *tf =* **iscell** *(x)*

如果x是一个单元格数组对象，则返回true。

**参见:**ismatrix, isstruct, iscellstr, isa。

**6.3.2创建单元格阵列**

介绍性示例(参见单元格数组的基本用法)展示了如何创建包含当前可用变量的单元格数组。但是，在许多情况下，创建单元格数组然后用数据填充它是有用的。

cell函数返回一个给定大小的单元格数组，其中包含空矩阵。此函数类似于用于创建新数值数组的zero函数。下面的示例创建一个包含空矩阵的2 × 2单元格数组

c = cell (2,2)

⇒ c =

{

[1,1] = [](0x0)

[2,1] = [](0x0)

[1,2] = [](0x0)

[2,2] = [](0x0)

}

就像数值数组一样，单元格数组也可以是多维的。cell函数接受任意数量的正整数来描述返回的cell数组的大小。也可以通过一个正整数向量来设置单元数组的大小。在下面的示例中，创建两个大小相等的单元格数组，并显示第一个单元格数组的大小

c1 = cell (3, 4, 5);

c2 = cell ( [3, 4, 5] );

size (c1)

⇒ ans =

3 4 5

可以看到，size函数也适用于单元格数组。其他描述对象大小的函数(如长度、数字、行和列)也是如此。

: *C =* **cell** *(n)*

: *C =* **cell** *(m, n)*

: *C =* **cell** *(m, n, k, …)*

: *C =* **cell** *([m n …])*

创建一个新的单元格数组对象。

如果使用单个标量整数参数调用，则返回方形NxN单元数组。如果用两个或多个标量整型参数或整型值的向量调用，则返回具有给定维度的数组。

**参见:**cellstr, mat2cell, num2cell, struct2cell。

作为创建空单元格数组然后填充它们的替代方法，可以使用num2cell、mat2cell和cellslices函数将数值数组转换为单元格数组。

: *C =* **num2cell** *(A)*

: *C =* **num2cell** *(A, dim)*

将数字矩阵A转换为单元格数组。

当不指定dim时，A的每个元素都成为输出C中的1x1元素。

如果定义了dim，则C的各个元素包含A在指定维度上的所有元素。Dim也可以是应用了相同规则的维度向量。

例如:

x = [1,2;3,4]

⇒

1 2

3 4

## each element of A becomes a 1x1 element of C

num2cell (x)

⇒

{

[1,1] = 1

[2,1] = 3

[1,2] = 2

[2,2] = 4

}

## all rows (dim 1) of A appear in each element of C

num2cell (x, 1)

⇒

{

[1,1] =

1

3

[1,2] =

2

4

}

## all columns (dim 2) of A appear in each element of C

num2cell (x, 2)

⇒

{

[1,1] =

1 2

[2,1] =

3 4

}

## all rows and cols appear in each element of C

## (hence, only 1 output)

num2cell (x, [1, 2])

⇒

{

[1,1] =

1 2

3 4

}

**参见:**mat2cell。

: *C =* **mat2cell** *(A, dim1, dim2, …, dimi, …, dimn)*

: *C =* **mat2cell** *(A, rowdim)*

将矩阵A转换为单元数组C。

每个维度参数(dim1, dim2等)是一个整数向量，它指定如何在输出C中的新元素中划分该维度的元素。第i个维度中的元素数量是size (a, i)。因为a中的所有元素都必须分区，所以要求sum (dimi) == size (a, i)。输出单元C的大小是nummel (dim1) x nummel (dim2) x…x nummel (dimn)。

给定一个单维参数rowdim，输出将按照指定划分为行。所有其他维度都没有被划分，因此所有列(dim 2)、页面(dim 3)等都出现在每个输出元素中。

例子

x = reshape (1:12, [3, 4])'

⇒

1 2 3

4 5 6

7 8 9

10 11 12

## The 4 rows (dim1) are divided in to two cell elements

## with 2 rows each.

## The 3 cols (dim2) are divided in to three cell elements

## with 1 col each.

mat2cell (x, [2,2], [1,1,1])

⇒

{

[1,1] =

1

4

[2,1] =

7

10

[1,2] =

2

5

[2,2] =

8

11

[1,3] =

3

6

[2,3] =

9

12

}

## The 4 rows (dim1) are divided in to two cell elements

## with a 3/1 split.

## All columns appear in each output element.

mat2cell (x, [3,1])

⇒

{

[1,1] =

1 2 3

4 5 6

7 8 9

[2,1] =

10 11 12

}

**参见:**num2cell, cell2mat。

: *sl =* **cellslices** *(x, lb, ub, dim)*

给定一个数组x，该函数从由下界和上界的索引向量lb、ub确定的数组中生成一个切片的单元格数组。

换句话说，它相当于下面的代码:

n = length (lb);

sl = cell (1, n);

for i = 1:length (lb)

sl{i} = x(:,…,lb(i):ub(i),…,:);

endfor

索引的位置由dim决定。如果未指定，则沿着第一个非单元素维度进行切片。

**参见:**cell2mat, cellindexmat, cellfun。

**6.3.3索引单元格数组**

如单元格数组的基本用法所示，可以使用“{”和“}”操作符从单元格数组中提取元素。如果您想提取或访问仍然是单元格数组的子数组，则需要使用'('和')'操作符。下面的例子说明了两者的区别:

c = {"1", "2", "3"; "x", "y", "z"; "4", "5", "6"};

c{2,3}

⇒ ans = z

c(2,3)

⇒ ans =

{

[1,1] = z

}

因此，使用'{}'可以访问单元格数组的元素，而使用'()'可以访问单元格数组的子数组。

使用'('和')'操作符，索引适用于单元格数组，就像多维数组一样。例如，可以将单元格数组的第一列和第三列的所有行设置为0，命令如下:

c(:, [1, 3]) = {0}

⇒ =

{

[1,1] = 0

[2,1] = 0

[3,1] = 0

[1,2] = 2

[2,2] = y

[3,2] = 5

[1,3] = 0

[2,3] = 0

[3,3] = 0

}

注意，以上也可以这样实现:

c(:, [1, 3]) = 0;

在这里，标量' 0 '被自动提升为单元格数组'{0}'，然后分配给c的子数组。

再举一个用'()'索引单元格数组的例子，你可以用下面的命令交换单元格数组的第一行和第二行:

c = {1, 2, 3; 4, 5, 6};

c([1, 2], :) = c([2, 1], :)

⇒ =

{

[1,1] = 4

[2,1] = 1

[1,2] = 5

[2,2] = 2

[1,3] = 6

[2,3] = 3

}

使用'{'和'}'操作符访问单元格数组的多个元素将产生一个包含所有请求元素的逗号分隔列表(参见逗号分隔列表)。使用'{'和'}'操作符，上面例子中的前两行可以像这样交换回来:

[c{[1,2], :}] = deal (c{[2, 1], :})

⇒ =

{

[1,1] = 1

[2,1] = 4

[1,2] = 2

[2,2] = 5

[1,3] = 3

[2,3] = 6

}

对于结构数组和数值数组，空矩阵'[]'可用于从单元格数组中删除元素:

x = {"1", "2"; "3", "4"};

x(1, :) = []

⇒ x =

{

[1,1] = 3

[1,2] = 4

}

下面的例子展示了如何删除单元格数组元素的内容，但不删除它们的空格:

x = {"1", "2"; "3", "4"};

x(1, :) = {[]}

⇒ x =

{

[1,1] = [](0x0)

[2,1] = 3

[1,2] = [](0x0)

[2,2] = 4

}

索引操作对单元格数组进行操作，而不是对单元格数组中的对象进行操作。相反，cellindexmat对每个单元格数组条目中的对象应用矩阵索引，并返回所请求的值。

: *y =* **cellindexmat** *(x, varargin)*

对单元格数组中的矩阵执行索引。

给定矩阵x的单元格数组，这个函数计算

Y = cell (size (X));

for i = 1:numel (X)

Y{i} = X{i}(varargin{1}, varargin{2}, …, varargin{N});

endfor

索引参数可以是标量(2)、数组([1,3])、范围(1:3)或冒号操作符(":")。但是，索引关键字端不可用。

**参见:**cellslices, cellfun。

**6.3.4字符串的单元格数组**

单元格数组的一个常见用途是在同一个变量中存储多个字符串。通过让每一行都是字符串，也可以在字符矩阵中存储多个字符串。然而，这引入了一个问题，即所有字符串的长度必须相等。因此，建议使用单元格数组来存储多个字符串。对于需要字符矩阵表示进行操作的情况，有几个函数可以将字符串的单元格数组转换为字符数组并再转换回来。char和strvcat将单元格数组转换为字符数组(参见串联字符串)，而cellstr函数将字符数组转换为字符串的单元格数组:

a = ["hello"; "world"];

c = cellstr (a)

⇒ c =

{

[1,1] = hello

[2,1] = world

}

: *cstr =* **cellstr** *(strmat)*

从字符串数组strmat的元素创建一个新的单元格数组对象。

格式的每一行都成为cstr的一个元素。在转换之前，删除行中任何尾随空格。

要从单元格字符串转换回字符数组，请使用char。

**参见:**cell, char。

使用单元格数组存储多个字符串的另一个优点是，Octave中包含的大多数字符串操作函数都支持这种表示。例如，可以使用strcmp函数将一个字符串与许多其他字符串进行比较。如果此函数的参数之一是字符串，另一个是字符串的单元格数组，则单元格数组的每个元素将与字符串参数进行比较:

c = {"hello", "world"};

strcmp ("hello", c)

⇒ ans =

1 0

以下字符串函数支持字符串的单元格数组:char、strvcat、strcat(参见串联字符串)、strcmp、strncmp、strcmpi、strncmpi(参见在字符串中搜索)、str2double、deblank、strtrim、strtrunc、strfind、strmatch、regexp、regexpi(参见字符串操作)和str2double(参见转换字符串)。

函数iscellstr可用于测试对象是否是字符串的单元格数组。

: *tf =* **iscellstr** *(cell)*

如果单元格数组的每个元素都是字符串，则返回true。

**参见:**ischar, isstring。

**6.3.5处理单元格数据**

存储在单元数组中的数据可以根据实际数据以几种方式进行处理。处理该数据的最简单方法是使用一个或多个for循环对其进行迭代。通过使用cellfun函数可以更容易地实现相同的思想，该函数对单元格数组的所有元素调用用户指定的函数。参见cellfun。

另一种方法是将数据转换为不同的容器，例如矩阵或数据结构。根据数据的不同，可以使用cell2mat和cell2struct函数。

: *m =* **cell2mat** *(c)*

通过将单元格数组c的所有元素连接成一个超矩形，将单元格数组c转换为一个矩阵。

c的元素必须是数字、逻辑或字符矩阵;或者单元阵列;或结构;猫必须能把它们连在一起。

参见:mat2cell, num2cell。

: *S =* **cell2struct** *(cell, fields)*

: *S =* **cell2struct** *(cell, fields, dim)*

将单元格转换为结构。

字段中的字段数必须与单元格中沿维度dim的元素数匹配，即numel (fields) == size (cell, dim)。如果省略dim，则假定值为1。

S = cell2struct ({"Peter", "Hannah", "Robert";

185, 170, 168},

{"Name","Height"}, 1);

S(1)

⇒

{

Name = Peter

Height = 185

}

**参见:**struct2cell, cell2mat, struct。

**6.4逗号分隔列表**

逗号分隔的列表2是所有Octave函数的基本参数类型——包括输入参数和返回参数。在这个例子中

max (a, b)

' a, b '是一个逗号分隔的列表。逗号分隔的列表可以同时出现在赋值的右侧和左侧。例如

x = [1 0 1 0 0 1 1; 0 0 0 0 0 0 7];

[i, j] = find (x, 2, "last");

这里，' x, 2， ' last ' '是一个逗号分隔的列表，它构成find的输入参数。Find返回以逗号分隔的输出参数列表，该列表逐个元素分配给以逗号分隔的列表' i, j '。

另一个使用逗号分隔列表的例子是用[]创建一个新数组(参见矩阵)或用{}创建一个单元格数组(参见单元格数组的基本用法)。在表达式中

a = [1, 2, 3, 4];

c = {4, 5, 6, 7};

' 1,2,3,4 '和' 4,5,6,7 '都是逗号分隔的列表。

逗号分隔的列表不能由用户直接操作。但是，结构数组和单元格数组都可以转换为逗号分隔的列表，从而用于代替显式编写的逗号分隔列表。这个特性在很多方面都很有用，下面的小节将介绍。

**6.4.1单元格数组生成的逗号分隔列表**

如上所述(参见索引单元格数组)，可以使用{和}操作符将单元格数组的元素提取到逗号分隔的列表中。通过用[和]包围这个列表，它可以连接成一个数组。例如:

a = {1, [2, 3], 4, 5, 6};

b = [a{1:4}]

⇒ b =

1 2 3 4 5

类似地，可以创建一个新的单元格数组，其中包含用{}选择的单元格元素。通过用'{'和'}'包围列表，将创建一个新的单元格数组，如下面的示例所示:

a = {1, rand(2, 2), "three"};

b = { a{ [1, 3] } }

⇒ b =

{

[1,1] = 1

[1,2] = three

}

此外，单元格元素(通过{}访问)可以直接传递给函数。单元格数组中的元素列表将作为参数列表传递给给定函数，就像将元素作为单独的参数调用一样。下面的例子中对printf的两个调用是相同的，但后者更简单，可以处理任意大小的单元数组:

c = {"GNU", "Octave", "is", "Free", "Software"};

printf ("%s ", c{1}, c{2}, c{3}, c{4}, c{5});

-| GNU Octave is Free Software

printf ("%s ", c{:});

-| GNU Octave is Free Software

如果在赋值的左侧使用，则可以将由{}生成的逗号分隔列表赋值给。一个例子是

in{1} = [10, 20, 30];

in{2} = inf;

in{3} = "last";

in{4} = "first";

out = cell (4, 1);

[out{1:3}] = in{1 : 3};

[out{4:6}] = in{[1, 2, 4]})

⇒ out =

{

[1,1] =

10 20 30

[2,1] = Inf

[3,1] = last

[4,1] =

10 20 30

[5,1] = Inf

[6,1] = first

}

**6.4.2从结构数组生成逗号分隔列表**

结构数组同样可以用于创建以逗号分隔的列表。这是通过寻址结构数组的一个字段来实现的。例如:

x = ceil (randn (10, 1));

in = struct ("call1", {x, 3, "last"},

"call2", {x, inf, "first"});

out = struct ("call1", cell (2, 1), "call2", cell (2, 1));

[out.call1] = find (in.call1);

[out.call2] = find (in.call2);

**7 变量**

变量允许您为值命名并在以后引用它们。您已经在许多示例中看到了变量。变量名必须由字母、数字和下划线组成，但不能以数字开头。Octave对变量名的长度没有强制限制，但是变量名长度超过30个字符很少有用。以下都是有效的变量名

x

x15

\_\_foo\_bar\_baz\_\_

fucnrdthsucngtagdjb

然而，像\_\_foo\_bar\_baz\_\_这样以两个下划线开头和结尾的名字被理解为保留给Octave内部使用。你不应该在你写的代码中使用它们，除了访问Octave文档中的内部变量和内置符号常量。

大小写在变量名中很重要。符号a和a是不同的变量。

变量名本身就是一个有效的表达式。它表示变量的当前值。通过赋值操作符和自增操作符为变量赋新值。参见赋值表达式。

有一个自动创建的具有特殊含义的变量。ans变量总是包含最后一次计算的结果，其中的输出没有分配给任何变量。代码a = cos (pi)会将值-1赋给变量a，但不会改变ans的值。然而，代码cos (pi)会将ans的值设置为-1。

Octave中的变量没有固定类型，因此可以先将数值存储在变量中，然后在同一程序中使用相同的名称来保存字符串值。变量在被赋值之前不能使用。这样做会导致错误。

自动变量:ans

没有显式赋值给变量的最近计算结果。

例如，在表达式之后

3^2 + 4^2

，则ans返回的值为25。

: *tf =* **isvarname** *(name)*

如果name是有效的变量名，则返回true。

有效的变量名由字母、数字和下划线(\_)组成，且第一个字符不能是数字。

**参见:**iskeyword, exist, who。

: *varname =* **matlab.lang.makeValidName** *(str)*

: *varname =* **matlab.lang.makeValidName** *(…, "ReplacementStyle", rs)*

: *varname =* **matlab.lang.makeValidName** *(…, "Prefix", pfx)*

: *[varname, ismodified] =* **matlab.lang.makeValidName** *(…)*

从str创建有效的变量名varname。

输入str必须是字符串或字符串的单元格数组。输出的varname将是相同的类型。

有效的变量名是不以数字开头的字母、数字和下划线的序列。

“ReplacementStyle”选项指定如何处理无效字符。可接受的值是

"underscore" (默认)

用下划线(“\_”)替换所有无效字符。

"delete"

删除任何无效字符。

"hex"

用十六进制表示替换所有无效字符。

空白字符总是在应用“ReplacementStyle”之前被删除。空格后的小写字母将变为大写字母。

“Prefix”选项指定要添加的字符串pfx作为输入的前缀，如果它以数字开头。PFX本身必须是一个有效的变量名。默认前缀为“x”。

可选输出ismodified是一个逻辑数组，指示str中相应的元素是否为有效名称。

**参见:**iskeyword, isvarname, matlab.lang.makeUniqueStrings。

: *uniqstr =* **matlab.lang.makeUniqueStrings** *(str)*

: *uniqstr =* **matlab.lang.makeUniqueStrings** *(str, ex)*

: *uniqstr =* **matlab.lang.makeUniqueStrings** *(str, ex, maxlength)*

: *[uniqstr, ismodified] =* **matlab.lang.makeUniqueStrings** *(…)*

从字符串列表中构造一个唯一字符串列表。

输入str必须是字符串或字符串的单元格数组。输出的uniqstr将具有相同的类型。

该算法通过向第二个字符串添加下划线(“\_”)和数字计数使两个字符串唯一。

如果ex是字符串或字符串的单元格数组，uniqstr将包含它们之间以及相对于ex唯一的元素。

如果ex是str的索引数组或逻辑数组，那么它将选择唯一的str子集。未选中的元素不会被修改。

可选输入maxlength指定uniqstr中任意字符串的最大长度。如果输入字符串不能在不超过maxlength的情况下唯一，则会引发错误。

可选输出ismodified是一个逻辑数组，指示str中的每个元素是否被修改以使其唯一。

**参见:**unique, matlab.lang.makeValidName。

: *n =* **namelengthmax** *()*

返回MATLAB兼容的最大变量名长度。

Octave能够存储长度为2^{31}- 1的字符串。但是，为了与MATLAB兼容，所有变量、函数和结构字段的名称都应短于namelengthmax返回的长度。特别是，存储在MATLAB文件格式(\*.mat)中的变量的名称将被截断为这个长度。

**7.1全局变量**

关键词:global

全局变量是可以在Octave中的任何地方访问的变量。这与局部变量相反，局部变量只有在显式传递时才能在当前上下文之外访问，例如在调用函数(fcn (local\_var1, local\_var2))时将其作为参数包含。

使用全局声明语句将变量声明为全局。下面的语句都是全局声明。

global a

global a b

global c = 2

global d = 3 e f = 5

请注意，全局限定符仅扩展到下一个语句结束指示符，该指示符可以是逗号('，')、分号(';')或换行符(" \n ")。例如，下面的代码声明了一个全局变量a和一个局部变量b，赋值为1。

global a, b = 1

全局变量只能在全局语句中初始化一次。例如，在执行以下代码之后

global gvar = 1

global gvar = 2

全局变量gvar的值是1，而不是2。发出' clear gvar '命令不会改变上述行为，但' clear all '会。

为了访问一个通用变量，有必要在函数体内声明一个变量为全局变量。例如,

global x

function f ()

x = 1;

endfunction

f ()

不将全局变量x的值设置为1。相反，将创建一个名为x的局部变量，并将其赋值为1。为了更改全局变量x的值，还必须在函数体内将其声明为全局变量，如下所示

function f ()

global x;

x = 1;

endfunction

在函数参数列表中传递全局变量将生成一个局部副本，而不会修改全局值。例如，给定一个函数

function f (x)

x = 0

endfunction

把x定义为顶层的全局变量，

global x = 13

表达

f (x)

将函数内部的x值显示为0，但顶层的x值保持不变，因为函数使用其参数的副本。

编程注意:虽然全局变量有时是解决编码问题的正确方法，但现代最佳实践不鼓励使用它们。依赖于全局变量的代码在不同用户之间的行为可能不可预测，并且难以调试。这是因为全局变量可能会带来系统性的变化，因此很难将bug定位到特定函数或函数中的特定循环中。

: *tf =* **isglobal** *(name)*

如果name是全局可见的变量，则返回true。

例如:

global x

isglobal ("x")

⇒ 1

**参见:**isvarname, exist。

**7.2持久变量**

关键词: persistent

在函数中声明为持久的变量将在对同一函数的后续调用之间将其内容保留在内存中。持久变量和全局变量的区别在于，持久变量在特定函数的作用域中是局部的，在其他地方是不可见的。

下面的示例使用持久变量创建一个函数，该函数打印调用该函数的次数。

function count\_calls ()

persistent calls = 0;

printf ("'count\_calls' has been called %d times\n",

++calls);

endfunction

for i = 1:3

count\_calls ();

endfor

-| 'count\_calls' has been called 1 times

-| 'count\_calls' has been called 2 times

-| 'count\_calls' has been called 3 times

如示例所示，可以使用持久化声明语句将变量声明为持久化。下面的语句都是持久化声明。

persistent a

persistent a b

persistent c = 2

persistent d = 3 e f = 5

持久变量的行为等同于C语言中静态变量的行为。

持久变量的一个限制是，函数的输入参数和输出参数都不能是持久的:

function y = foo ()

persistent y = 0; # Not allowed!

endfunction

foo ()

-| error: can't make function parameter y persistent

与全局变量一样，持久变量只能初始化一次。例如，在执行以下代码之后

persistent pvar = 1

persistent pvar = 2

持久性变量pvar的值是1，而不是2。

如果声明了持久变量，但没有初始化为特定的值，则它将包含一个空矩阵。因此，也可以通过检查持久变量是否为空来初始化它，如下面的示例所示。

function count\_calls ()

persistent calls;

if (isempty (calls))

calls = 0;

endif

printf ("'count\_calls' has been called %d times\n",

++calls);

endfunction

这个实现的行为与count\_calls的前一个实现完全相同。

持久变量的值一直保存在内存中，直到显式清除为止。假设count\_calls的实现保存在磁盘上，我们会得到以下行为。

for i = 1:2

count\_calls ();

endfor

-| 'count\_calls' has been called 1 times

-| 'count\_calls' has been called 2 times

clear

for i = 1:2

count\_calls ();

endfor

-| 'count\_calls' has been called 3 times

-| 'count\_calls' has been called 4 times

clear all

for i = 1:2

count\_calls ();

endfor

-| 'count\_calls' has been called 1 times

-| 'count\_calls' has been called 2 times

clear count\_calls

for i = 1:2

count\_calls ();

endfor

-| 'count\_calls' has been called 1 times

-| 'count\_calls' has been called 2 times

也就是说，持久变量只有在包含该变量的函数被删除时才会从内存中删除。注意，如果函数定义直接输入到Octave提示符中，那么持久性变量将被一个简单的clear命令清除，因为整个函数定义将从内存中删除。如果您不希望即使函数被清除也从内存中删除持久变量，则应该使用mlock函数(参见函数锁定)。

**7.3变量状态**

在创建简单的一次性程序时，在提示符处查看哪些变量可用是非常方便的。函数who及其兄弟函数whos和whos\_line\_format将显示关于内存中的内容的不同信息，如下所示。

str = "A random string";

who

-| Variables in the current scope:

-|

-| ans str

: **who**

: **who** *pattern …*

: **who** *option pattern …*

: *C =* **who** *(…)*

列出当前定义的与给定模式匹配的变量。

有效的模式语法与clear命令所描述的相同。如果没有提供模式，则列出所有变量。

默认情况下，只显示局部范围内可见的变量。

以下是有效的选项，但不能组合使用。

global

列出全局作用域中的变量，而不是当前作用域中的变量。

-regexp

在匹配要显示的变量时，模式被认为是正则表达式。使用regexp函数接受的相同模式语法。

-file

下一个参数被视为文件名。列出在指定文件中找到的所有变量。从文件中读取变量时不接受任何模式。

如果作为函数调用，则返回与给定模式匹配的已定义变量名的单元格数组。

**参见:**whos, isglobal, isvarname, exist, regexp。

: **whos**

: **whos** *pattern …*

: **whos** *option pattern …*

: *S =* **whos** *("pattern", …)*

提供与给定模式匹配的当前定义变量的详细信息。

选项和模式语法与who命令相同。

关于每个变量的扩展信息汇总在一个表中，其中包含以下默认项。

Attr

所列变量的属性。可能的属性有:

blank

局部作用域内的变量

c

复杂类型变量。

f

形式形参(函数参数)。

g

变量具有全局作用域。

p

持续的变量。

Name

变量的名称。

Size

变量的逻辑大小。标量是1x1，向量是1xN或Nx1，二维矩阵是MxN。

Bytes

当前用于存储变量的内存量。

Class

变量的类。例子包括double, single, char, uint16, cell和struct。

可以通过whos\_line\_format函数对表进行定制，以显示更多或更少的信息。

如果whos作为函数调用，则返回与给定模式匹配的已定义变量名的结构数组。结构中描述每个变量的字段是:名称、大小、字节、类、全局、稀疏、复杂、嵌套、持久。

参见:who, whos\_line\_format。

: *val =* **whos\_line\_format** *()*

: *old\_val =* **whos\_line\_format** *(new\_val)*

: *old\_val =* **whos\_line\_format** *(new\_val, "local")*

查询或设置whos命令使用的格式字符串。

完整的格式字符串是:

%[modifier]<command>[:width[:left-min[:balance]]];

可用的命令序列如下:

%a

打印变量的属性(c=complex, s=sparse, f=formal parameter, g=global, p=persistent)。

%b

打印变量占用的字节数。

%c

打印变量的类名。

%e

打印变量保存的元素。

%n

打印变量名。

%s

打印变量的尺寸。

%t

打印变量的类型名称。

每个命令也可以有对齐修饰符:

l

左对齐

r

右对齐(默认)。

c

列对齐(仅适用于命令%s)。

width参数是一个正整数，指定用于打印的最小列数。不需要最大值，因为该字段将根据需要自动扩展。

参数left-min和balance仅在与命令“%s”一起使用列对齐修饰符时可用。Balance指定字段宽度内的列号，它将在条目之间对齐。编号从0开始，表示最左边的一列。left-min指定指定的余额列左边的最小字段宽度。

默认格式为:

" %la:5; %ln:6; %cs:16:6:1; %rb:12; %lc:-1;\n"

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见:**whos。

可以确定给定变量是否可用，而不是显示内存中有哪些变量。这样就可以根据变量的存在来改变程序的行为。下面的示例说明了这一点。

if (! exist ("meaning", "var"))

disp ("The program has no 'meaning'");

endif

: *c =* **exist** *(name)*

: *c =* **exist** *(name, type)*

检查name是否作为变量、函数、文件、目录或类存在。

返回码c是其中之一

1

Name是一个变量。

2

name是一个绝对文件名，Octave路径中的普通文件，或者(在附加' .m '之后)Octave路径中的函数文件。

3

name是’.oct’ or ‘.mex’在Octave的path中。

5

Name是一个内置函数。

7

Name为目录。

8

Name是一个classdef类。

103

Name是一个与文件无关的函数(在命令行中输入)。

0

名称不存在。

如果提供了可选参数类型，则只检查指定类型的符号。有效的类型有

"var"

只检查变量。

"builtin"

只检查内置函数。

"dir"

只检查目录。

"file"

只检查文件和目录。

"class"

只检查classdef类。

如果没有给出类型，并且name有多个可能的匹配项，exist将根据以下优先级列表返回一个代码:变量、内置函数、oct-file、目录、文件、类。

如果在Octave的搜索路径中存在一个名为name的常规文件，exist返回2。对于不在搜索路径上的其他类型文件的信息，请使用函数file\_in\_path和stat的某种组合。

编程注意:If name是由一个有bug的。oct/实现的。调用exist可能会导致Octave崩溃。为了保持高性能，Octave信任.oct/。Mex文件，而不是对它们进行沙箱处理。

**参见:**file\_in\_loadpath, file\_in\_path, dir\_in\_loadpath, stat。

通常Octave会管理内存，但有时手动从内存中删除变量也是可行的。当处理占用大量内存的大变量时，通常需要这样做。在使用IEEE浮点格式的计算机上，下面的程序分配一个需要大约128 MB内存的矩阵。

large\_matrix = zeros (4000, 4000);

由于将这个变量放在内存中可能会降低其他计算的速度，因此有必要手动从内存中删除它。clear或clearvars函数可以做到这一点。

: **clear**

: **clear** *pattern …*

:**clear** *options pattern …*

删除与给定模式匹配的名称，从而释放内存。

模式可以包含以下特殊字符:

?

匹配任何单个字符

\*

匹配零个或多个字符。

[ list ]

匹配 list 指定的字符列表。如果第一个字符是 ！或 ^，匹配除 list 指定的字符之外的所有字符。例如，模式 [a-zA-Z] 将匹配所有小写和大写字母字符。在 Windows 上，方括号是字面匹配的，不用于对字符进行分组。

例如:命令

clear foo b\*r

清除名称foo和所有以字母“b”开头、以字母“r”结尾的名称。

如果clear在没有任何参数的情况下被调用，所有用户定义的变量都会从当前工作区中被清除(例如，局部变量)。出现的任何全局变量在当前工作空间中将不再可见，但它们将继续存在于全局工作空间中。函数不受这种形式的clear的影响。

以下选项有长格式和短格式

all, -all, -a

清除符号表中的所有本地和全局用户定义变量以及所有函数。

-exclusive, -x

清除与以下模式不匹配的变量。

functions, -functions, -f

从函数符号表中清除函数名。持久变量将被重新初始化为其默认值，除非该函数已被mlock锁定在内存中。

global, -global, -g

清除全局变量名。

variables, -variables, -v

清除局部变量名。

classes, -classes, -c

清除类结构表和所有对象。

-regexp, -r

模式参数被视为正则表达式，所有匹配项都将被清除。

除了-exclusive和-regexp，所有长选项都可以不使用破折号。注意，除了-exclusive之外，只能出现一个其他选项。所有选项必须出现在任何模式之前。

编程注意事项:命令clear name仅在当前定义了变量和名为name的(阴影)函数时清除变量名。例如，假设您定义了一个函数foo，然后通过执行赋值foo = 2来隐藏它。执行一次clear foo命令将清除变量定义并恢复foo作为函数的定义。第二次执行clear foo将清空函数定义。

清除链接到全局变量的局部变量名时，仅删除该变量的局部副本。全局副本不受影响，可以使用全局global\_varname进行恢复。相反，clear -g global\_varname将同时删除本地和全局变量。

**参见:**clearvars, who, whos, exist, mlock。

: **clearvars**

: **clearvars** *pattern …*

: **clearvars** *-regexp pattern …*

: **clearvars** *… -except pattern …*

: **clearvars** *… -except -regexp pattern …*

: **clearvars** *-global …*

从内存中删除与给定模式匹配的变量。

模式可以包含以下特殊字符:

?

匹配任何单个字符

\*

匹配零个或多个字符。

[ list ]

匹配list指定的字符列表。如果第一个字符是!或^，匹配除list指定字符外的所有字符。例如，模式[a-zA-Z]将匹配所有小写和大写字母字符。

如果给出-regexp选项，则后续模式将被视为正则表达式，并且将清除任何匹配项。

如果给出了-except选项，则后续模式将选择不被清除的变量。

如果给出-global选项，则所有模式将应用于全局变量而不是局部变量。

当不带参数调用clearvars时，它会删除所有的局部变量。

示例代码:

清除所有以“x”开头的变量和特定的变量“foobar”

clearvars x\* foobar

清除特定变量“foobar”，并使用正则表达式清除所有以“x”或“y”开头的变量。

clearvars foobar -regexp ^x ^y

清除除“foobar”以外的所有变量

clearvars -except foobar

清除所有以"foo"开头的变量，以"bar"结尾的除外

clearvars foo\* -except -regexp bar$

**参见:**clear, who, whos, exist。

: **pack** *()*

在MATLAB中巩固工作空间内存。

这个函数是为了兼容性而提供的，但在Octave中不做任何事情。

**参见:**clear。

关于函数或变量的信息，比如它在文件系统中的位置，也可以从Octave中获得。这通常只在程序开发期间有用，而不是在程序中有用。

: **type** *name …*

: **type** *-q name …*

: *text =* **type** *("name", …)*

显示name的内容，可以是文件、函数(m-file)、变量、操作符或关键字。

Type通常在标题行前加上描述名称类别的标题行，如函数或变量;-q选项抑制这种行为。

如果不使用输出变量，内容将显示在屏幕上。否则，返回字符串的单元格数组，其中每个元素对应于每个请求函数的内容。

:**which** *name …*

*: [str, …] =* **which** *('name', …)*

显示每个名称的类型。

如果从函数文件中定义了name，则还会显示该文件的全名。

**参见:**帮助，寻找。

: **what**

:**what** *dir*

: *w =* **what** *(dir)*

列出目录dir中特定于Octave的文件。

如果未指定dir，则使用当前目录。

如果请求返回参数，找到的文件将在结构w中返回。该结构包含以下字段:

path

目录dir的全路径

m

m文件的单元格数组

mat

mat文件的单元数组

mex

mex文件的单元格数组

oct

oct文件的单元数组

mdl

mdl文件的单元数组

slx

slx文件的单元数组

p

p文件的单元数组

classes

类目录的单元数组(@classname/)

packages

包目录的单元数组(+pkgname/)

兼容性注意:Octave不支持mdl、slx和p文件。什么将总是返回这些类别的空列表。

**参见:**which, ls, exist。

**8表达式**

表达式是Octave中语句的基本构建块。表达式的计算结果是一个值，您可以打印、测试、存储在变量中、传递给函数，或者使用赋值操作符将新值赋给变量。

表达式本身可以作为语句使用。大多数其他类型的语句包含一个或多个表达式，这些表达式指定要操作的数据。与其他语言一样，Octave中的表达式包括变量、数组引用、常量和函数调用，以及它们与各种操作符的组合。

**8.1索引表达式**

索引表达式允许您引用或提取矢量、矩阵 （2-D） 或高维数组的选定元素。数组可以通过以下三种方式之一进行索引：组件索引、线性索引和逻辑索引。

**组件索引**

分量索引可以是标量、矢量、范围或特殊运算符“：”，用于选择整行、整列或更高维的切片。

组件索引表达式由一组括号组成，括起来用逗号分隔的 M 表达式。每个单独的索引值或组件都用于应用它的对象的相应维度。换句话说，第一个索引组件用于对象的第一个维度（行），第二个索引组件用于对象的第二个维度（列），依此类推。索引分量 M 的数量定义了索引表达式的维数。具有两个分量的索引将称为二维索引，因为它具有两个维度。

在最简单的情况下，1） 所有分量都是标量，并且 2） 索引表达式 M 的维数等于它所应用对象的维数。例如：

A = reshape (1:8, 2, 2, 2) # Create 3-D array

A =

ans(:,:,1) =

1 3

2 4

ans(:,:,2) =

5 7

6 8

A(2, 1, 2) # second row, first column of second slice

# in third dimension: ans = 6

返回对象在特定维度上的大小等于索引表达式对应组件中的元素数量。当所有组件都是标量时，结果是单个输出值。但是，如果任何组件是矢量或范围，则返回值是各自维度中索引的笛卡尔积。例如:

A([1, 2], 1, 2) ≡ [A(1,1,2); A(2,1,2)]

⇒

ans =

5

6

返回值的总数是为每个索引组件返回的元素数量的乘积。在上面的例子中，总数是2\*1\*1 = 2个元素。

注意，在给定维度中返回的对象的大小等于该维度的索引表达式中的元素数。在上面的代码中，第一个索引组件([1,2])被指定为行向量，但它的形状并不重要。重要的事实是，组件指定了两个值，因此结果在第一维中必须具有2的大小;因为第一维对应于行，所以整体结果是一个列向量。

A(1, [2, 1, 1], 1) # result is a row vector: ans = [3, 1, 1]

A(ones (2, 2), 1, 1) # result is a column vector: ans = [1; 1; 1; 1]

第一行再次演示了给定维度中的输出大小等于相应索引组件中的元素数量。在本例中，输出在第二维中有三个元素(对应于列)，因此结果是一个行向量。该示例还展示了如何使用索引表达式中的重复条目来复制输出中的元素。最后一个例子进一步证明了索引组件的形状无关紧要，重要的只是元素的数量(2x2 = 4)。

只要索引表达式的维数大于1 (M > 1)，上述规则就适用。但是，对于一维索引表达式，则适用特殊的规则，并且输出的形状由索引组件的形状决定。例如:

A([1, 2]) # result is a row vector: ans = [1, 2]

A([1; 2]) # result is a column vector: ans = [1; 2]

A(P)的形状规则为:

* 当A或P中至少有一个具有二维或二维以上维度时，则A(P)具有P的形状。当至少一个变量是二维矩阵或N-D数组时，就会发生这种情况。
* 当A和P都是一维向量时，那么A(P)就是A本身的形状。特别地，当A是一个行向量时，那么A(P)也是一个行向量，与P的形状无关。当A是列向量的情况是类似的。

冒号(':')可以用作索引组件，以选择指定维度中的所有元素。给定矩阵，

A = [1, 2; 3, 4]

下面所有的表达式都是等价的，选择矩阵的第一行。

A(1, [1, 2]) # row 1, columns 1 and 2

A(1, 1:2) # row 1, columns in range 1-2

A(1, :) # row 1, all columns

当在一维索引的特殊情况下使用冒号时，结果总是一个列向量。使用冒号索引创建列向量是一种非常常见的代码习惯用法，在这种情况下，它通常比调用重塑更快、更清晰。

A(:) # result is column vector: ans = [1; 2; 3; 4]

A(:)' # result is row vector: ans = [1, 2, 3, 4]

在索引表达式中，关键字end自动引用特定维度的最后一个条目。这个神奇的索引也可以用于范围，并且通常不需要在索引之前调用size或length来收集数组边界。例如:

A(1:end/2) # first half of A => [1, 2]

A(end + 1) = 5; # append element

A(end) = []; # delete element

A(1:2:end) # odd elements of A => [1, 3]

A(2:2:end) # even elements of A => [2, 4]

A(end:-1:1) # reversal of A => [4, 3, 2, 1]

有关更多信息,请参阅"end"关键字。

**线性索引**

允许将一维索引与多维对象一起使用。这也称为线性索引。在这种情况下，多维数组的元素按列优先顺序获取，就像在 Fortran 中一样。也就是说，将数组的列想象成彼此堆叠以形成一个列矢量，然后将单个线性索引应用于该矢量。

A = [1, 2, 3; 4, 5, 6; 7, 8, 9];

A(4) # linear index of 4th element in 2-D array: ans = 2

A(3:5) # result has shape of index component: ans = [7, 2, 5]

A([1, 2, 2, 1]) # result includes repeated elements: ans = [1, 4, 4, 1]

**逻辑索引**

逻辑值还可用于索引矩阵和元胞数组。使用逻辑数组进行索引时，结果将是一个矢量，其中包含与逻辑数组的真实部分相对应的值。以下示例对此进行了说明。

data = [ 1, 2; 3, 4 ];

idx = [true, false; false true];

data(idx)

⇒ ans = [ 1; 4 ]

idx = (data <= 2);

data(idx)

⇒ ans = [ 1; 2 ]

在上面的代码中，可以将 data（idx） 替换为 data（ data <= 2 ），而不是创建 idx 数组。

虽然逻辑索引表达式的大小通常与要索引的数组的大小相同，但这不是必要条件。如果逻辑索引的大小与数组不同，则数组中的元素将根据其线性顺序与逻辑索引中的元素进行匹配，就像线性索引一样。

data = [ 1, 2, 3; 4, 5, 6 ];

idx = [ true, false, false, true ];

data(idx)

⇒ ans = [ 1 5 ] # idx selected the 1st and 4th position elements

如果逻辑索引大于 then 数组，则如果任何 true 值尝试选择大于数组中元素数的线性位置，则会发生越界错误。

idx = [ true, true, false; false, true, false; true; false; false ];

data(idx)

⇒ ans = [ 1; 2; 5; 3 ] # returns positions 1, 3, 4, 5 in a column

idx = [ true, true, false; false, true, false; true; false; true ];

data(idx)

⇒ error: a(9): out of bound 6 (dimensions are 2x3)

超出数组大小的逻辑索引的 false 元素将被忽略，但是当逻辑索引的第 9 个元素为 true 时，它会在尝试选择数组中不存在的第 9 个元素时触发错误。

**8.1.1高级索引**

**链式索引**

Octave 允许使用重复（链式）索引表达式在单个命令中提取数组的子集，而无需使用中间变量。这样可以更轻松地编写具有复杂索引操作或使用多种索引方法的代码。以下示例演示了两个等效的索引提取操作：

A = reshape (1:16, 4, 4);

B = A(2:4, 2:3);

C = B(3:5);

D = C( [ true, false, true ] )

⇒ D = [ 8, 11 ]

D = A(2:4, 2:3)(3:5)([ true, false, true ])

⇒ D = [ 8, 11 ]

链式索引必然比生成相同结果的单个索引表达式慢，但通常比使用中间变量赋值执行多个离散索引操作的计算效率更高。

请注意，链式索引仅与右侧表达式兼容，不能用于赋值操作的左侧。

**分量到线性指数的转换**

当需要从索引不能写为组件的笛卡尔乘积的数组中提取条目的子集时，可以使用线性索引和函数 sub2ind。例如：

A = reshape (1:8, 2, 2, 2) # Create 3-D array

A =

ans(:,:,1) =

1 3

2 4

ans(:,:,2) =

5 7

6 8

A(sub2ind (size (A), [1, 2, 1], [1, 1, 2], [1, 2, 1]))

⇒ ans = [A(1, 1, 1), A(2, 1, 2), A(1, 2, 1)]

: *ind =* **sub2ind** *(dims, i, j)*

: *ind =* **sub2ind** *(dims, s1, s2, …, sN)*

将下标转换为线性索引。

输入 dims 是一个维度矢量，其中每个元素都是相应维度中数组的大小（请参阅大小）。其余输入是要转换的下标的标量或矢量。

输出矢量 ind 包含转换后的线性指数。

背景：数组元素可以由线性索引指定，该索引从 1 开始并贯穿数组中的元素数，也可以使用行、列、页等的下标指定它们。函数 ind2sub 和 sub2ind 在两种形式之间相互转换。

线性索引遍历维度 1（行），然后是维度 2（列），然后是维度 3（页面），依此类推，直到它对所有元素进行编号。请考虑以下 3×3 矩阵：

[(1,1), (1,2), (1,3)] [1, 4, 7]

[(2,1), (2,2), (2,3)] ==> [2, 5, 8]

[(3,1), (3,2), (3,3)] [3, 6, 9]

左矩阵包含每个矩阵元素的下标元组。右矩阵显示同一矩阵的线性索引。

下面的示例演示如何通过对 sub2ind 的单个调用将 3×3 矩阵的二维索引 （2,1） 和 （2,3） 转换为线性索引。

s1 = [2, 2];

s2 = [1, 3];

ind = sub2ind ([3, 3], s1, s2)

⇒ ind = 2 8

**参见:** ind2sub, size.

: *[s1, s2, …, sN] =* **ind2sub** *(dims, ind)*

将线性索引转换为下标。

输入 dims 是一个维度矢量，其中每个元素都是相应维度中数组的大小（请参阅大小）。第二个输入 ind 包含要转换的线性索引。

输出 s1、...、sN 包含转换后的下标。

背景：数组元素可以由线性索引指定，该索引从 1 开始并贯穿数组中的元素数，也可以使用行、列、页等的下标指定它们。函数 ind2sub 和 sub2ind 在两种形式之间相互转换。

线性索引遍历维度 1（行），然后是维度 2（列），然后是维度 3（页面），依此类推，直到它对所有元素进行编号。请考虑以下 3×3 矩阵：

[1, 4, 7] [(1,1), (1,2), (1,3)]

[2, 5, 8] ==> [(2,1), (2,2), (2,3)]

[3, 6, 9] [(3,1), (3,2), (3,3)]

左侧矩阵包含每个矩阵元素的线性索引。右矩阵显示同一矩阵的下标元组。

下面的示例演示如何将线性索引 2 和 8 转换为 3×3 矩阵的相应下标。

ind = [2, 8];

[r, c] = ind2sub ([3, 3], ind)

⇒ r = 2 2

⇒ c = 1 3

如果输出下标数超过维数，则超出的维数设置为1。另一方面，如果提供的下标少于维度，则超出的维度将合并到最终请求的维度中。为清楚起见，请考虑以下示例：

ind = [2, 8];

dims = [3, 3];

## same as dims = [3, 3, 1]

[r, c, s] = ind2sub (dims, ind)

⇒ r = 2 2

⇒ c = 1 3

⇒ s = 1 1

## same as dims = [9]

r = ind2sub (dims, ind)

⇒ r = 2 8

**参见:**sub2ind,size。

: *tf =* **isindex** *(ind)*

: *tf =* **isindex** *(ind, n)*

如果 ind 是有效的索引，则返回 true。

有效索引可以是正整数（尽管可能是实数据类型）或逻辑数组。

如果存在，则 n 指定要编制索引的维度的最大范围。如果可能，将缓存内部结果，以便后续使用 ind 的索引不会再次执行检查。

实现说明：在检查有效索引之前，首先将字符串转换为双精度值。除非字符串包含 NULL 字符“\0”，否则它将始终是有效的索引。

**组件数量不等于维度**

具有“nd”维度的数组可以由具有 1 到 'nd' 分量的索引表达式进行索引。对于普通和最常见的情况，组件数“M”与维度数“nd”匹配。在这种情况下，适用普通的索引规则，每个组件对应于数组的相应维度。

但是，如果索引分量的数量超过维度数 （M > nd），则多余的分量必须全部是单例 （1）。此外，如果 M < nd，则该行为等效于重塑输入对象，以便将尾随的 nd M 维度合并到最后一个索引维度 M 中。因此，结果将具有索引表达式的维数，而不是原始对象的维数。当索引的维数大于 1 （M > 1） 时，就会出现这种情况，因此不会应用线性索引的特殊规则。举个例子，这是最容易理解的：

A = reshape (1:8, 2, 2, 2) # Create 3-D array

A =

ans(:,:,1) =

1 3

2 4

ans(:,:,2) =

5 7

6 8

## 2-D indexing causes third dimension to be merged into second dimension.

## Equivalent array for indexing, Atmp, is now 2x4.

Atmp = reshape (A, 2, 4)

Atmp =

1 3 5 7

2 4 6 8

A(2,1) # Reshape to 2x4 matrix, second entry of first column: ans = 2

A(2,4) # Reshape to 2x4 matrix, second entry of fourth column: ans = 8

A(:,:) # Reshape to 2x4 matrix, select all rows & columns, ans = Atmp

请注意，这里优雅地使用双冒号来替换对 reshape 函数的调用。

**阵列复制**

线性索引的另一个高级用途是创建填充单个值的数组。这可以通过在标量值上使用 1 的索引来完成。结果是一个对象，其索引表达式的维度和每个元素都等于原始标量。例如，以下语句

a = 13;

a(ones (1, 4))

生成一个行矢量，其四个元素都等于 13。

同样，通过用两个 1 矢量对标量进行索引，可以创建一个矩阵。以下声明

a = 13;

a(ones (1, 2), ones (1, 3))

创建一个 2x3 矩阵，所有元素都等于 13。这也可以写成

13(ones (2, 3))

使用索引而不是代码构造标量 \* （M， N， ...） 更有效，因为它避免了不必要的乘法运算。此外，不能为要复制的对象定义乘法，而始终定义索引数组。以下代码演示如何从基本单元创建 2x3 元胞阵列，该单元本身不是标量。

{"Hello"}(ones (2, 3))

应该注意的是，1 （1， n）（1 的行矢量）会产生一个范围对象（增量为零）。范围在内部存储为起始值、增量、结束值和值总数;因此，当元素数量大于 4 时，它比矢量或矩阵的存储效率更高。特别是，当 'r' 是行矢量时，表达式

r(ones (1, n), :)

r(ones (n, 1), :)

将产生相同的结果，但第一个结果会快得多，至少对于“r”和“n”足够大。在第一种情况下，索引以压缩形式保存为一个范围，这允许 Octave 选择更有效的算法来处理表达式。

对于不熟悉这些技术的用户，一般建议使用函数 repmat 将较小的数组复制到较大的数组中，该函数使用此类技巧。

**用于增强性能的索引**

索引的第二个用途是加快代码速度。索引是一种快速操作，明智地使用它可以减少对单个数组元素进行循环的要求，这是一种缓慢的操作。

考虑以下示例，该示例创建一个包含值 a（i） = sqrt （i） 的 10 元素行矢量 a。

for i = 1:10

a(i) = sqrt (i);

endfor

使用这样的循环创建矢量是相当低效的。在这种情况下，使用表达式的效率会高得多

a = sqrt (1:10);

这完全避免了循环。

在无法避免循环的情况下，或者必须将多个值组合在一起以形成更大的矩阵，通常先设置矩阵的大小（预先分配存储），然后使用索引命令插入元素会更快。例如，给定一个矩阵 a，

[nr, nc] = size (a);

x = zeros (nr, n \* nc);

for i = 1:n

x(:,(i-1)\*nc+1:i\*nc) = a;

endfor

速度明显快于

x = a;

for i = 1:n-1

x = [x, a];

endfor

因为 Octave 不必反复调整中间结果的大小。

有关更多性能改进建议，请参阅矢量化和更快的代码执行。

**8.2调用功能**

函数是特定计算的名称。因为它有一个名字，你可以在程序的任何时候通过名字来请求它。例如，函数sqrt计算一个数的平方根。

一组固定的函数是内置的，这意味着它们可以在每个Octave程序中使用。根号函数就是其中之一。此外，您还可以定义自己的函数。有关如何做到这一点的信息，请参阅函数和脚本。

使用函数的方法是使用函数调用表达式，该表达式由函数名和括号内的参数列表组成。参数是表达式，它为函数将要进行的计算提供了原始材料。当有多个参数时，它们之间用逗号分隔。如果没有参数，可以省略圆括号，但包含圆括号是一个好主意，以便清楚地表明要进行函数调用。下面是一些例子:

sqrt (x^2 + y^2) # One argument

ones (n, m) # Two arguments

rand () # No arguments

每个函数都需要特定数量的参数。例如，调用sqrt函数时必须带一个参数，即要取平方根的数字:

sqrt (argument)

一些内置函数的参数数量是可变的，这取决于特定的用法，它们的行为取决于所提供的参数的数量。

与其他表达式一样，函数调用也有一个值，该值由函数根据您提供的参数计算得出。在这个例子中，sqrt (argument)的值是参数的平方根。函数也可能有副作用，例如为某些变量赋值或进行输入或输出操作。

与大多数语言不同，Octave中的函数可以返回多个值。例如，以下语句

[u, s, v] = svd (a)

计算矩阵a的奇异值分解，并将三个结果矩阵赋值给u、s和v。

多重赋值表达式的左侧本身是一个表达式列表，即可能由索引表达式限定的变量名列表。另请参见索引表达式和赋值表达式。

**8.2.1按值调用**

在Octave中，与Fortran不同，函数参数是按值传递的，这意味着函数调用中的每个参数在传递给函数之前都会被求值并分配给内存中的临时位置。目前还没有办法指定应该通过引用而不是通过值传递函数参数。这意味着不可能在调用函数中直接改变函数参数的值。它只能更改函数体中的本地副本。例如，函数

function f (x, n)

while (n-- > 0)

disp (x);

endwhile

endfunction

显示第一个参数的值n次。在这个函数中，变量n被用作临时变量，而不必担心它的值在调用函数中也会改变。按值调用也很有用，因为总是可以为任何函数参数传递常量，而不必首先确定函数不会尝试修改参数。

调用者可以使用变量作为参数的表达式，但被调用的函数并不知道这一点:它只知道参数的值。例如，给定一个名为as的函数

foo = "bar";

fcn (foo)

您不应该将参数视为“变量foo”。相反，可以将参数视为字符串值“bar”。

尽管Octave对函数参数使用按值传递语义，但值不会被不必要地复制。例如,

x = rand (1000);

f (x);

实际上并不强制存在两个1000 × 1000元素矩阵，除非函数f修改了其参数的值。然后Octave必须创建一个副本，以避免在函数f的作用域之外更改值，或者尝试(并且可能失败!)修改常量的值或临时结果的值。

**8.2.2递归**

在一些限制条件下，允许递归函数调用。递归函数是直接或间接调用自身的函数。例如，下面是一种计算给定整数阶乘的低效方法:

function retval = fact (n)

if (n > 0)

retval = n \* fact (n-1);

else

retval = 1;

endif

endfunction

这个函数是递归的，因为它直接调用自己。它最终会终止，因为每次调用它自己时，它使用的参数比上次调用时少1。一旦参数不再大于0，它就不再调用自己，递归结束。

函数max\_recursion\_depth可用于指定递归深度的限制，并防止Octave无限递归。类似地，函数max\_stack\_depth可用于指定函数调用的深度限制，无论是否递归。这些限制有助于防止Octave正在运行的计算机上的堆栈溢出，因此解释器将抛出错误并返回命令提示符，而不是使用信号退出。

: *val =* **max\_recursion\_depth** *()*

: *old\_val =* **max\_recursion\_depth** *(new\_val)*

: *old\_val =* **max\_recursion\_depth** *(new\_val, "local")*

查询或设置函数可递归调用的次数的内部限制。

如果超出限制，则打印一条错误消息，并将控制返回到顶层。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见:**max\_stack\_depth。

: *val =* **max\_stack\_depth** *()*

: *old\_val =* **max\_stack\_depth** *(new\_val)*

: *old\_val =* **max\_stack\_depth** *(new\_val, "local")*

查询或设置函数可递归调用的次数的内部限制。

如果超出限制，则打印一条错误消息，并将控制返回到顶层。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**参见:**max\_recursion\_depth。

**8.2.3通过句柄访问**

可以通过使用特殊操作符“@”获得的函数句柄对函数进行抽象和引用。例如,

f = @plus;

f (2, 2)

⇒ 4

等价于直接调用+ (2,2)除了一般编程的抽象之外，函数句柄还可以通过向属性添加侦听器或分配预先存在的操作，在图形和图形的回调方法中使用，例如以下示例:

function mydeletefcn (h, ~, msg)

printf (msg);

endfunction

sombrero;

set (gcf, "deletefcn", {@mydeletefcn, "Bye!\n"});

close;

以上将在图形关闭(删除)时向终端打印“Bye!”有许多图形属性动作可以分配回调函数，包括，buttondownfcn, windowscrollwheelfcn, createfcn, deletefcn, keypressfcn等。

请注意，' @ '字符在定义类函数(即方法)时也起作用，但不是作为语法元素。相反，它以一个目录名开头，其中包含共享目录名的类的方法，但没有“@”字符。参见面向对象编程。

**8.3算术运算符**

以下算术运算符可用，可用于标量和矩阵。逐个元素的操作符和函数广播(参见广播)。

x + y

加法(总是一个元素一个元素地工作)。如果两个操作数都是矩阵，则行数和列数必须一致，或者它们必须可以广播到相同的形状。

x - y

减法(总是一个元素一个元素地工作)。如果两个操作数都是矩阵，则它们的行数和列数必须一致，或者它们必须可以广播为相同的形状。

x \* y

矩阵乘法。x的列数必须与y的行数一致。

x .\* y

中的元素的乘法。如果两个操作数都是矩阵，则行数和列数必须一致，或者它们必须可以广播到相同的形状。

x / y

正确的部门。这在概念上等同于表达式

(inv (y') \* x')'，但它是在不形成y'逆的情况下计算的。

如果系统不是平方的，或者系数矩阵是奇异的，则计算最小范数解。

x ./ y

逐个元素的右除法。

x \ y

左部。这在概念上等同于表达式

inv (x) \* y

但是它的计算没有形成x的逆。

如果系统不是平方的，或者系数矩阵是奇异的，则计算最小范数解。

x .\ y

逐个元素左除法。y的每个元素除以x对应的每个元素。

x ^ y

电力运营商。如果x和y都是标量，则此运算符返回x的y次方。如果x是标量，y是方阵，则使用特征值展开计算结果。如果x是一个方阵，如果y是整数，则通过重复乘法计算结果，如果y不是整数，则通过特征值展开计算结果。如果x和y都是矩阵，则会产生错误。

这个操作符的实现需要改进。

x .^ y

逐元素幂运算符。如果两个操作数都是矩阵，则行数和列数必须一致，或者它们必须可以广播到相同的形状。如果可能有多个复杂结果，则取非负参数(角度)最小的结果。该规则可能返回复根，即使实根也是可能的。如果需要实际结果，请使用realpow、realsqrt、cbrt或nroot。

-x

无效

+x

加号。该操作符对操作数没有影响。

x’

复共轭转置。对于实参数，这个运算符与转置运算符相同。对于复杂参数，此操作符等价于表达式

conj (x.')

x.’

转置。

注意，因为Octave的逐元素运算符以'开头。，这样的语句可能存在歧义

1./m

因为周期既可以解释为常数的一部分，也可以解释为运算符的一部分。为了解决此冲突，Octave将该表达式视为您键入的

(1) ./ m

而不是

(1.) / m

尽管这与Octave的词法分析器的正常行为不一致，后者通常倾向于通过在任何给定点上选择最长可能的匹配来将输入分解为令牌，但在这种情况下它更有用。

还要注意，二进制操作符和空格的某些组合可能会在调用函数的Command Syntax形式中产生明显的歧义。有关Octave如何处理该语法的描述，请参阅命令语法和函数语法。

: *B =* **ctranspose** *(A)*

返回A的共轭转置复数。

这个函数和A'是等价的。

**参见:** transpose。

: *y =* **pagectranspose** *(A)*

返回n维数组A的逐页复共轭转置。

这相当于每个页面k对应A(:，:， k)'。

**参见:**页转置，页转置，排列。

: *C =* **ldivide** *(A, B)*

返回A和B逐个元素的左除法。

这个函数和A .\ B是等价的。

**参见:**rdivide, mldivide, times, plus。

: *C =* **minus** *(A, B)*

这个函数和A - B是等价的。

**参见:**plus, uminus。

: *C =* **mldivide** *(A, B)*

返回矩阵左除A和B。

这个函数和A \ B是等价的。

如果系统不是平方的，或者系数矩阵是奇异的，则计算最小范数解。

**参见:**mrdivide, ldivide, rdivide, linsolve。

: *C =* **mpower** *(A, B)*

返回A的B次方的矩阵幂运算。

这个函数和A ^ B是等价的。

**参见:**power, mtimes, plus, minus。

: *C =* **mrdivide** *(A, B)*

返回矩阵A和B的右除法。

这个函数和A / B是等价的。

如果系统不是平方的，或者系数矩阵是奇异的，则计算最小范数解。

**参见:**mldivide, rdivide, plus, minus。

: *C =* **mtimes** *(A, B)*

: *C =* **mtimes** *(A1, A2, …)*

返回输入的矩阵乘法乘积。

这个函数和A \* B是等价的。如果给出更多参数，则从左到右累积应用乘法:

(…((A1 \* A2) \* A3) \* …)

**参见:**times, plus, minus, rdivide, mrdivide, mldivide, mpower。

: *C =* **plus** *(A, B)*

: *C =* **plus** *(A1, A2, …)*

这个函数和A + B是等价的。

如果给出了更多的参数，则从左到右累计应用总和:

(…((A1 + A2) + A3) + …)

**参见:**minus, uplus。

: *C =* **power** *(A, B)*

返回A的B次方的逐元素运算。

这个函数和A ^ B是等价的。

如果可能有多个复杂结果，则返回具有最小非负参数(角度)的结果。如果需要实际结果，请使用realpow、realsqrt、cbrt或nroot。

**参见:**mpower, realpower, realsqrt, cbrt, nroot。

: *C =* **rdivide** *(A, B)*

返回A和B逐个元素的右除法。

这个函数和A / B是等价的。

**参见:**ldivide, mrdivide, times, plus。

: *C =* **times** *(A, B)*

: *C =* **times** *(A1, A2, …)*

返回输入的每个元素的乘法乘积。

这个函数和A .\* B是等价的。如果给出更多参数，则从左到右累积应用乘法:

(…((A1 .\* A2) .\* A3) .\* …)

**参见:**mtimes, rdivide。

: *B =* **transpose** *(A)*

返回A的转置。

这个函数和A。’是等价的。

**参见:** ctranspose。

: *B =* **pagetranspose** *(A)*

返回n维数组A的逐页转置。

这等价于A(:，:， k)。每一页k。

**参见:**pagectranspose, transpose, permute。

: *B =* **uminus** *(A)*

这个函数和- A是等价的。

**参见:** uplus, minus。

: *B =* **uplus** *(A)*

这个函数和+ A是等价的。

**参见:**uminus, plus。

**8.4比较运算符**

比较运算符比较数值之间的关系，如相等关系。它们是使用关系操作符编写的。

如果比较为真，Octave的所有比较运算符都返回值1，如果比较为假，则返回值0。对于矩阵值，它们都是在逐个元素的基础上工作的。广播规则适用。参见广播。例如:

[1, 2; 3, 4] == [1, 3; 2, 4]

⇒ 1 0

0 1

根据广播规则，如果一个操作数是标量，另一个操作数是矩阵，则该标量依次与矩阵的每个元素进行比较，结果与矩阵的大小相同。

x < y

当x小于y时成立。

x <= y

当x小于等于y时成立。

x == y

当x = y时成立。

x >= y

当x大于等于y时成立。

x > y

当x大于y时成立。

x != y

x ~= y

当x不等于y时成立。

对于复数，定义了以下排序:z1 < z2当且仅当

abs (z1) < abs (z2)

|| (abs (z1) == abs (z2) && arg (z1) < arg (z2))

这与max, min和sort使用的顺序一致，但与MATLAB不一致，MATLAB只比较实部。

字符串比较也可以用strcmp函数来执行，而不是用上面列出的比较操作符。参见字符串。

: *TF =* **eq** *(A, B)*

如果两个输入相等，则返回true。

这个函数等价于A == B。

**参见:**ne, isequal, le, ge, gt, ne, lt。

: *TF =* **ge** *(A, B)*

这个函数等价于A >= B。

**参见:**le, eq, gt, ne, lt。

: *TF =* **gt** *(A, B)*

这个函数等价于A > B。

**参见:**le, eq, ge, ne, lt。

: *tf =* **isequal** *(x1, x2, …)*

如果所有x1, x2，…都相等，则返回true。

**参见:**isequal。

: *tf =* **isequaln** *(x1, x2, …)*

如果在NaN == NaN的附加假设下，所有x1, x2，…都相等(不比较数据集中的NaN占位符)，则返回true。

**参见:**isequal。

: ***TF = le (A, B)***

这个函数等价于A <= B。

**参见:**eq, ge, gt, ne, lt。

: *TF =* **lt** *(A, B)*

这个函数等价于A < B。

**参见:**le, eq, ge, gt, ne。

: *TF =* **ne** *(A, B)*

如果两个输入不相等，则返回true。

这个函数等价于A != B。

**参见:**eq, isequal, le, ge, lt。

**8.5.1逐元素布尔运算符**

逐个元素的布尔表达式是使用布尔运算符“or”(“|”)、“and”(“&”)和“not”(“!”)的比较表达式的组合，以及用于控制嵌套的括号。布尔表达式的真值是通过组合组件表达式中相应元素的真值来计算的。如果一个值为零，则认为它为假，否则为真。

任何可以使用比较表达式的地方都可以使用逐个元素的布尔表达式。它们可以在if和while语句中使用。但是，在if或while语句中用作条件的矩阵值只有在其所有元素都非零时才为真。

与比较操作一样，逐元素布尔表达式的每个元素也有一个数值(如果为真则为1，如果为假则为0)，如果布尔表达式的结果存储在变量中或用于算术运算，则该值将发挥作用。

下面是三个逐元素布尔运算符的描述。

boolean1 & boolean2

如果boolean1和boolean2对应的元素都为真，则结果的元素为真。

boolean1 | boolean2

如果对应的boolean1或boolean2的任何一个元素为真，结果的元素为真。

! boolean

~ boolean

如果boolean的对应元素为假，则结果的每个元素都为真。

这些运算符在逐个元素的基础上工作。例如，表达式

[1, 0; 0, 1] & [1, 0; 2, 3]

返回一个2 × 2的单位矩阵。

对于二进制操作符，应用广播规则。参见广播。特别是，如果其中一个操作数是标量而另一个是矩阵，则该操作符将应用于标量和矩阵的每个元素。

对于二元逐个元素的布尔运算符，在计算结果之前先对子表达式布尔1和布尔2求值。当表达式有副作用时，这可能会产生影响。例如，在表达式

a & b++

即使变量a为零，变量b的值也会递增。

这种行为对于布尔运算符按照对矩阵值操作数的描述工作是必要的。

: *TF =* **and** *(x, y)*

: *TF =* **and** *(x1, x2, …)*

返回x和y的逻辑与。

此函数相当于运算符语法x & y。如果给出了两个以上的参数，则从左到右累计应用逻辑与运算:

(…((x1 & x2) & x3) & …)

**参见:**or, not, xor。

: *z =* **not** *(x)*

返回x的逻辑NOT。

这个函数等价于操作符语法!x。

**参见:**and, or, xor。

: *TF =* **or** *(x, y)*

: *TF =* **or** *(x1, x2, …)*

返回x和y的逻辑或。

此函数相当于运算符语法x | y。如果给出了两个以上的参数，则从左到右累计应用逻辑或:

(…((x1 | x2) | x3) | …)

**参见:**and, not, xor。

**8.5.2短路布尔运算符**

结合if和while条件中对标量值的隐式转换，Octave的逐元素布尔运算符通常足以执行大多数逻辑运算。然而，有时需要在确定了整个真值后立即停止对布尔表达式的求值。Octave的短路布尔运算符就是这样工作的。

boolean1 && boolean2

表达式boolean1被求值，并使用等价于all (boolean(:))的操作将其转换为标量。如果boolean1不是逻辑值，如果它的值非零，则认为它为真，如果它的值为零，则认为它为假。如果boolean是一个数组，则只有当它非空且所有元素都非零时才认为它为真。如果boolean的值为false，则整个表达式的结果为false。如果为真，则表达式boolean2的求值方式与boolean1相同。如果为真，则整个表达式的结果为真。否则，整个表达式的结果为假。

**警告:**计算all (boolean(:))的等价性的一个例外是当boolean为空数组时。为了与MATLAB兼容，空数组的真值始终为假，因此即使all([])为真，[]&& true的计算结果也为假。

boolean1 || boolean2

表达式boolean1被求值，并使用等价于all (boolean(:))的操作将其转换为标量。如果boolean1不是逻辑值，如果它的值非零，则认为它为真，如果它的值为零，则认为它为假。如果boolean是一个数组，则只有当它非空且所有元素都非零时才认为它为真。如果boolean的值为true，则整个表达式的结果为true。如果为false，则表达式boolean2的求值方式与boolean1相同。如果为真，则整个表达式的结果为真。否则，整个表达式的结果为假。

**警告:**空矩阵的真值总是false，详细信息请参见前面的列表项。

在确定表达式的整体真值之前，两个操作数可能不会被求值，这一点很重要。例如，在表达式

a && b++

只有当变量a非零时，变量b的值才递增。

这可以用来编写更简洁的代码。例如，可以写

function f (a, b, c)

if (nargin > 2 && ischar (c))

…

而不是使用两个if语句来避免尝试计算一个不存在的参数。例如，如果没有短路特性，则必须编写

function f (a, b, c)

if (nargin > 2)

if (ischar (c))

…

写作

function f (a, b, c)

if (nargin > 2 & ischar (c))

…

如果使用一个或两个参数调用f将导致错误，因为Octave将被迫尝试计算操作符' & '的两个操作数。

MATLAB有特殊的行为，允许运算符' & '和' | '在if和while语句的真值表达式中使用时短路。Octave的行为与兼容性相同，但是，强烈不鼓励以这种方式使用' & '和' | '操作符，并将发出警告。相反，您应该使用总是具有短路行为的' && '和' || '操作符。

最后，在Octave中不支持三元操作符(?:)。如果短路不重要，可以用ifelse函数代替。

: *M =* **merge** *(mask, tval, fval)*

: *M =* **ifelse** *(mask, tval, fval)*

根据mask的值合并true\_val和false\_val的元素。

如果mask是逻辑标量，则其他两个参数可以是任意值。否则，mask必须为逻辑数组，tval、fval应为匹配类的数组或单元格数组。在标量掩码的情况下，如果mask为真则返回tval，否则返回fval。

在数组掩码的情况下，tval和fval必须是标量或维度等于mask的数组。结果构造如下:

result(mask) = tval(mask);

result(! mask) = fval(! mask);

掩码也可以是任意数字类型，在这种情况下，它首先被转换为逻辑类型。

编程说明：ifelse 是 merge 的别名，可以互换使用。

**参见:**logical, diff。

**8.6赋值表达式**

赋值是将新值存储到变量中的表达式。例如，下面的表达式将值1赋给变量z:

z = 1

该表达式执行后，变量z的值为1。赋值之前z的旧值将被遗忘。“=”号称为赋值操作符。

赋值也可以存储字符串值。例如，下面的表达式将在变量message中存储值"this food is good":

thing = "food"

predicate = "good"

message = [ "this " , thing , " is " , predicate ]

⇒ "this food is good"

(这也说明了字符串的连接。)

大多数操作符(加法、连接等)除了计算一个值之外没有任何作用。如果忽略该值，不如不使用该操作符。赋值操作符则不同。它确实产生了一个值，但是即使忽略了这个值，这个赋值仍然会通过变量的改变让人感觉到。我们称之为副作用。

赋值操作的左操作数不一定是变量(参见变量)。它也可以是矩阵的一个元素(参见索引表达式)或返回值列表(参见调用函数)。这些都被称为左值，这意味着它们可以出现在赋值操作符的左侧。右操作数可以是任何表达式。它产生新值，赋值函数将新值存储在指定的变量、矩阵元素或返回值列表中。

重要的是要注意变量没有永久类型。变量的类型就是它当前所保存的值的类型。在下面的程序片段中，变量foo首先是一个数值，然后是一个字符串值:

>> foo = 1

foo = 1

>> foo = "bar"

foo = bar

当第二次赋值给foo一个字符串值时，它之前有一个数值的事实被忘记了。

将标量赋值给索引矩阵，将由索引引用的所有元素设置为该标量值。例如，如果a是一个至少有两列的矩阵，

a(:, 2) = 5

将a的第二列中的所有元素设置为5。

当赋值将矢量、矩阵或数组元素的值设置在该变量当前大小之外的位置或维度时，数组大小将增加以适应新值：

>> a = [1, 2, 3]

a = 1 2 3

>> a(4) = 4

a = 1 2 3 4

>> a(2, :) = [5, 6, 7, 8]

a =

1 2 3 4

5 6 7 8

尝试增加数组的大小，使所需的输出大小不明确将导致错误：

>> a(9) = 10

-| error: Invalid resizing operation or ambiguous assignment to an

out-of-bounds array element

这是因为添加第 9 个元素会在值 10 的所需数组位置产生歧义，每种可能性都需要不同的数组大小扩展来适应赋值。

只要分配是明确的，就可以使用比填充新扩展数组所需的更少的指定元素进行分配。在这些情况下，数组将自动填充 null 值：

>> a = [1, 2]

a = 1 2

>> a(4) = 5

a = 1 2 0 5

>> a(3, :) = [6, 7, 8, 9]

a =

1 2 0 5

0 0 0 0

6 7 8 9

>> a(4, 5) = 10

a =

1 2 0 5 0

0 0 0 0 0

6 7 8 9 0

0 0 0 0 10

对于所有内置类型，null 值将适用于该对象类型。

数值数组：

>> a = int32 ([1, 2])

a = 1, 2

>> a(4) = 5

a = 1 2 0 5

逻辑数组:

>> a = [true, false, true]

a = 1 0 1

>> d(5) = true

d = 1 0 1 0 1

字符数组

>> a = "abc"

a = abc

>> a(5) = "d"

a = abcd

>> double (a)

ans = 97 98 99 0 100

单元阵列：

>> e = {1, "foo", [3, 4]};

>> e(5) = "bar"

e =

{

[1,1] = 1

[1,2] = foo

[1,3] =

3 4

[1,4] = [](0x0)

[1,5] = bar

}

结构数组:

>> a = struct("foo",1,"bar",2);

>> a(3) = struct("foo",3,"bar",9)

a =

1x3 struct array containing the fields:

foo

bar

>> a.foo

ans = 1

ans = [](0x0)

ans = 3

>> a.bar

ans = 2

ans = [](0x0)

ans = 9

请注意，Octave 目前无法将任意对象类型连接到数组中。必须在对象类中显式定义此类行为，否则尝试串联将导致错误。请参阅面向对象编程

在大多数情况下，分配一个空矩阵“[]”可以删除矩阵和矢量的行或列。请参阅空矩阵。例如，给定一个 4 x 5 矩阵 A，赋值

A (3, :) = []

删除 A 的第三行,以及赋值

A (:, 1:2:5) = []

删除第一列、第三列和第五列。

删除数组对象的一部分必然会调整对象的大小。当删除允许在整个维度（例如，矢量的一个元素或矩阵的一行或一列）中一致地减小大小时，沿该维度的大小将减小，同时保留维度。但是，如果无法保持维度，则对象将按照按列元素排序重新塑造为矢量：

>> a = [1, 2, 3, 4; 5, 6, 7, 8]

a =

1 2 3 4

5 6 7 8

>> a(:, 3) = []

a =

1 2 4

5 6 8

>> a(4) = []

a = 1 5 2 4 8

赋值是一个表达式，因此它有一个值。因此，z = 1 作为表达式的值为 1。这样做的一个结果是，您可以一起编写多个作业：

x = y = z = 0

在所有三个变量中存储值 0。这样做是因为 z = 0 的值（即 0）存储到 y 中，然后 y = z = 0（即 0）的值存储到 x 中。

对值列表的赋值也是如此，因此以下是一个有效的表达式

[a, b, c] = [u, s, v] = svd (a)

这完全等同于

[u, s, v] = svd (a)

a = u

b = s

c = v

在这样的表达式中，表达式每个部分的值数不需要匹配。例如，表达式

[a, b] = [u, s, v] = svd (a)

相当于

[u, s, v] = svd (a)

a = u

b = s

但是，表达式左侧的值数不能超过右侧的值数。例如，以下情况将产生错误。

[a, b, c, d] = [u, s, v] = svd (a);

-| error: element number 4 undefined in return list

符号 ~ 可以用作左值列表中的占位符，表示应忽略相应的返回值，不要存储在任何地方：

[~, s, v] = svd (a);

这比使用虚拟变量更简洁、更节省内存。右侧表达式的 nargout 值不受影响。如果将赋值用作表达式，则返回值是一个逗号分隔的列表，其中删除了忽略的值。

一个非常常见的编程模式是用给定的值递增现有变量，如下所示

a = a + 2;

这可以使用 += 运算符以更清晰、更简洁的形式编写

a += 2;

减法 （-=）、乘法 （\*=） 和除法 （/=） 也存在类似的运算符。表单的表达式

expr1 op= expr2

被评价为

expr1 = (expr1) op (expr2)

其中 op 可以是 +、-、\* 或 /，只要 expr2 是没有副作用的简单表达式。如果 expr2 还包含赋值运算符，则此表达式的计算结果为

temp = expr2

expr1 = (expr1) op temp

其中 temp 是一个占位符临时值，用于存储计算 expr2 的计算结果。所以，表达式

a \*= b+1

被评价为

a = a \* (b+1)

而且不

a = a \* b + 1

您可以在需要表达式的任何位置使用赋值。例如，写入 x ！= （y = 1） 将 y 设置为 1，然后测试 x 是否等于 1 是有效的。但这种风格往往会使进程难以阅读。除了一次性进程之外，您应该重写它以摆脱这种赋值嵌套。这从来都不是很难。

**8.7自增操作符**

自增运算符将变量的值增加或减少1。对变量进行自增的运算符写成' ++ '。它可用于在取值之前或之后对变量进行递增。

例如，要预先增加变量x，您可以编写++x。这将给x加1，然后返回x的新值作为表达式的结果。它和表达式x = x + 1完全一样。

要对变量x进行后增量，可以编写x++。这将变量x加1，但返回x加1之前的值。例如，如果x等于2，则表达式x++的结果为2，而x的新值为3。

对于矩阵和向量实参，自增和自减操作符作用于操作数的每个元素。

自增和自减操作符必须“紧抱”对应的变量。这意味着，在这些操作符和它们所影响的变量之间不允许有空格。

下面是所有自增和自减表达式的列表。

++x

该表达式将变量x加1，该表达式的值为x的新值，相当于表达式x = x + 1。

--x

该表达式对变量x进行减量，该表达式的值为x的新值，相当于表达式x = x - 1。

x++

这个表达式导致变量x递增。表达式的值是x的旧值。

x--

这个表达式导致变量x递减。表达式的值是x的旧值。

**8.8操作符优先级**

当不同的操作符在一个表达式中相邻出现时，操作符优先级决定如何对操作符进行分组。例如，' \* '的优先级高于' + '。因此，表达式a + b \* c意味着将b与c相乘，然后将a加到乘积上(即a + (b \* c))。

可以使用圆括号来否决运算符的优先级。你可以把优先级规则理解为如果你自己不写括号，那么括号是假定的。事实上，当您有一个不寻常的操作符组合时，使用括号是明智的，因为阅读程序的其他人可能不记得在这种情况下的优先级是什么。你可能也会忘记，然后你也会犯错误。显式括号将有助于防止任何此类错误。

当优先级相等的操作符一起使用时，最左边的操作符首先分组，除了赋值操作符，其分组顺序相反。因此，表达式a - b + c归为(a - b) + c，而表达式a = b = c归为a = (b = c)。

当操作数后面跟着另一个操作符时，前缀一元操作符的优先级很重要。例如，-x^2表示-(x^2)，因为' - '的优先级低于' ^ '。

下面是一个Octave中运算符的表，按优先级递减的顺序排列。除非特别说明，所有操作员从左到右分组。

function call and array indexing, cell array indexing, and structure element indexing

‘()’ ‘{}’ ‘.’

postfix increment, and postfix decrement

‘++’ ‘--’

这些算子从右向左分组。

transpose and exponentiation

‘'’ ‘.'’ ‘^’ ‘.^’

unary plus, unary minus, prefix increment, prefix decrement, and logical "not"

‘+’ ‘-’ ‘++’ ‘--’ ‘~’ ‘!’

multiply and divide

‘\*’ ‘/’ ‘\’ ‘.\’ ‘.\*’ ‘./’

add, subtract

‘+’ ‘-’

colon

‘:’

relational

‘<’ ‘<=’ ‘==’ ‘>=’ ‘>’ ‘!=’ ‘~=’

element-wise "and"

‘&’

element-wise "or"

‘|’

logical "and"

‘&&’

logical "or"

‘||’

assignment

‘=’ ‘+=’ ‘-=’ ‘\*=’ ‘/=’ ‘\=’ ‘^=’ ‘.\*=’ ‘./=’ ‘.\=’ ‘.^=’ ‘|=’ ‘&=’

这些算子从右向左分组。

**9评估**

通常，只需在Octave提示符下输入表达式，或者让Octave解释保存在文件中的命令，就可以对表达式求值。

有时，您可能会发现有必要对已经计算并存储在字符串中的表达式求值，这正是eval函数允许您做的。

: **eval** *(try)*

: **eval** *(try, catch)*

解析字符串，并将其作为一个Octave程序进行计算。

如果执行失败，计算可选的字符串catch。

字符串try在当前上下文中求值，因此在eval返回后任何结果仍然可用。

下面的示例在当前工作空间中创建变量A，其近似值为3.1416。

eval ("A = acos(-1);");

如果在对try求值期间发生错误，则对catch字符串求值，如下例所示:

eval ('error ("This is a bad example");',

'printf ("This error occurred:\n%s\n", lasterr ());');

-| This error occurred:

This is a bad example

编程注意:如果你只是将eval用作错误捕获机制，而不是用于执行任意代码串，请考虑使用try/catch块或unwind\_protect/unwind\_protect\_cleanup块。这些技术具有更高的性能，并且不像评估任意代码那样引入安全考虑。

**参见:**evalin, evalc, assignin, feval。

evalc函数还捕获由求值表达式产生的任何控制台输出。

: *s =* **evalc** *(try)*

: *s =* **evalc** *(try, catch)*

将字符串try当作一个Octave程序来解析和求值，同时将输出捕获到返回变量s中。

如果执行失败，计算可选的字符串catch。

这个函数的行为类似于eval，但是通常会写入控制台的任何输出或警告消息都会被捕获并在字符串s中返回。

在执行此函数期间，日志将被禁用。当使用system时，外部程序产生的任何输出都不会被捕获，除非它们的输出被系统函数本身捕获。

s = evalc ("t = 42"), t

⇒ s = t = 42

⇒ t = 42

**参见:**eval, diary。

**9.1按函数名调用函数**

feval函数允许您从包含其名称的字符串调用函数。这在编写需要调用用户提供的函数的函数时非常有用。feval函数以要调用的函数的名称作为其第一个参数，其余的参数都给函数。

下面的示例是一个使用feval的简单函数，它使用牛顿方法找到用户提供的一个变量函数的根。

function result = newtroot (fname, x)

# usage: newtroot (fname, x)

#

# fname : a string naming a function f(x).

# x : initial guess

delta = tol = sqrt (eps);

maxit = 200;

fx = feval (fname, x);

for i = 1:maxit

if (abs (fx) < tol)

result = x;

return;

else

fx\_new = feval (fname, x + delta);

deriv = (fx\_new - fx) / delta;

x = x - fx / deriv;

fx = fx\_new;

endif

endfor

result = x;

endfunction

请注意，这只是调用用户提供的函数的一个例子，不应该太认真。除了使用更健壮的算法之外，任何严肃的代码都会检查所有参数的数量和类型，确保提供的函数确实是一个函数，等等。有关数字对象的谓词列表，请参见数字对象的谓词，有关exist函数的描述，请参见变量的状态。

: *retval =* **feval** *(name, …)*

求名为name的函数的值。

第一个参数之后的任何参数都作为输入传递给命名函数。例如,

feval ("acos", -1)

⇒ 3.1416

使用参数' -1 '调用函数。

函数feval也可以与任何类型的函数句柄一起使用(参见函数句柄)。历史上，feval是调用用户提供的字符串函数的唯一方法，但函数句柄现在更受欢迎，因为它们提供了更清晰的语法。例如,

f = @exp;

feval (f, 1)

⇒ 2.7183

f (1)

⇒ 2.7183

是调用f所引用的函数的等效方法。如果无法事先预测f是函数句柄、字符串中的函数名还是内联函数，则可以使用feval代替。

存在一个类似的函数run，用于调用用户脚本文件，这些文件不一定位于用户路径上

: **run** *script*

: **run** *("script")*

在当前工作区中运行脚本。

在Octave的加载路径中指定的目录中，并且以.m扩展名结尾的脚本，可以通过简单地键入它们的名称来运行。对于不在加载路径上的脚本，使用run。

文件名脚本可以是裸文件名、完全限定文件名或相对文件名，并且可以带或不带文件扩展名。如果没有指定扩展名，Octave将首先搜索扩展名为.m的脚本，然后再返回到没有扩展名的脚本名称。

实现注意:如果脚本包含一个path组件，那么run首先将工作目录更改为找到脚本的目录。接下来，执行脚本。最后，run返回到原始工作目录，除非脚本特别更改了目录。

参见:path, addpath, source。

**9.2不同环境下的评估**

在计算表达式之前，需要替换表达式中使用的变量的值。这些都存储在符号表中。每当解释器启动一个新函数时，它都会保存当前的符号表并创建一个新函数，并使用函数参数列表和一对预定义变量(如nargin)对其进行初始化。函数内的表达式使用新的符号表。

有时你想写一个函数，这样当你调用它的时候，它就会在你自己的上下文中修改变量。这允许您使用按名称传递样式的函数，这类似于在C等编程语言中使用指针。

考虑如何将save和load写入m文件。例如:

function create\_data

x = linspace (0, 10, 10);

y = sin (x);

save mydata x y

endfunction

使用evalin，你可以这样写save:

function save (file, name1, name2)

f = open\_save\_file (file);

save\_var (f, name1, evalin ("caller", name1));

save\_var (f, name2, evalin ("caller", name2));

endfunction

这里，' caller '是create\_data函数，name1是字符串"x"，它的计算结果只是x的值。

稍后，你想在不同的上下文中从mydata加载值:

function process\_data

load mydata

… do work …

endfunction

通过赋值，你可以这样写load:

function load (file)

f = open\_load\_file (file);

[name, val] = load\_var (f);

assignin ("caller", name, val);

[name, val] = load\_var (f);

assignin ("caller", name, val);

endfunction

这里，' caller '是process\_data函数。

您可以在命令提示符下使用上下文' base '而不是' caller '来设置和使用变量。

这些函数在实际中很少使用。一个例子是fail (' code '， ' pattern ')函数，它在调用者的上下文中计算' code '，并检查它产生的错误消息是否与给定的模式匹配。其他例子，如保存和加载是用c++编写的，其中所有Octave变量都在' caller '上下文中，不需要evalin。

: **evalin** *(context, try)*

: **evalin** *(context, try, catch)*

与eval类似，不同之处在于表达式是在上下文context中求值的，上下文可以是"caller"或"base"。

**参见:**eval, assignin。

:**assignin** *(context, varname, value)*

给context context中的varname赋值，它可以是"base"或"caller"。

**参见:**evalin。

**10语句**

语句可以是简单的常量表达式，也可以是嵌套循环和条件语句的复杂列表。

控制语句如if, while等控制着Octave程序的执行流程。所有控制语句都以if和while等特殊关键字开头，以区别于简单表达式。许多控制语句包含其他语句;例如，if语句包含另一个语句，该语句可能被执行，也可能不被执行。

每个控制语句都有一个相应的结束语句，它标志着控制语句的结束。例如，关键字endif标记if语句的结束，而endwhile标记while语句的结束。您可以在任何需要更具体的结束关键字的地方使用关键字end，但首选使用更具体的关键字，因为如果使用它们，Octave能够为不匹配或缺失的结束令牌提供更好的诊断。

在if或while等关键字和相应的结束语句之间包含的语句列表称为控制语句的主体。

**10.1 if语句**

if语句是Octave的决策语句。if语句有三种基本形式。最简单的形式是这样的:

if (condition)

then-body

endif

Condition是一个表达式，它控制语句的其余部分将执行什么操作。只有当condition为真时才执行then-body。

if语句中的条件如果其值非零则认为为真，如果其值为零则认为为假。如果If语句中的条件表达式的值是一个向量或矩阵，则只有当它非空且所有元素都非零时，才认为它为真。条件为矩阵时的概念等效代码如下所示。

if (matrix) ≡ if (all (matrix(:)))

if语句的第二种形式是这样的:

if (condition)

then-body

else

else-body

endif

如果condition为真，则执行then-body;否则，else-body被执行。

下面是一个例子:

if (rem (x, 2) == 0)

printf ("x is even\n");

else

printf ("x is odd\n");

endif

在本例中，如果表达式rem (x, 2) == 0为真(即x的值可以被2整除)，则计算第一个printf语句，否则计算第二个printf语句。

第三种也是最常见的if语句形式允许将多个决策合并到一个语句中。它是这样的:

if (condition)

then-body

elseif (condition)

elseif-body

else

else-body

endif

可以出现任意数量的elseif子句。依次测试每个条件，如果发现其中一个条件为真，则执行其相应的主体。如果所有条件都不为真，并且存在else子句，则执行其子句体。只能出现一个else子句，并且必须是语句的最后一部分。

在下面的示例中，如果第一个条件为真(即x的值可以被2整除)，则执行第一个printf语句。如果它为假，则测试第二个条件，如果它为真(即x的值可以被3整除)，则执行第二个printf语句。否则，执行第三条printf语句。

if (rem (x, 2) == 0)

printf ("x is even\n");

elseif (rem (x, 3) == 0)

printf ("x is odd and divisible by 3\n");

else

printf ("x is odd\n");

endif

注意，elseif关键字不能拼写为elseif，这在Fortran中是允许的。如果是，else和If之间的空格将告诉Octave将其视为另一个If语句的else子句中的新If语句。例如，如果你写

if (c1)

body-1

else if (c2)

body-2

endif

Octave需要额外的输入来完成第一个if语句。如果您正在交互式地使用Octave，它将继续提示您进行额外输入。如果Octave从文件中读取这个输入，它可能会抱怨缺少或不匹配的结束语句，或者，如果你没有使用更具体的结束语句(endif, endfor等)，它可能会简单地产生不正确的结果，而不会产生任何警告消息。

如果我们像这样重写上面的语句，就更容易看到错误，

if (c1)

body-1

else

if (c2)

body-2

endif

使用缩进来显示Octave如何对语句进行分组。参见函数和脚本。

**10.2 switch语句**

根据一个变量的值采取不同的操作是很常见的。这可以通过以下方式使用if语句实现

if (X == 1)

do\_something ();

elseif (X == 2)

do\_something\_else ();

else

do\_something\_completely\_different ();

endif

然而，这种代码的编写和维护都非常麻烦。为了克服这个问题，Octave支持switch语句。使用这个语句，上面的例子变成

switch (X)

case 1

do\_something ();

case 2

do\_something\_else ();

otherwise

do\_something\_completely\_different ();

endswitch

这段代码使问题的重复结构更加明确，使代码更容易阅读，从而更容易维护。此外，如果变量X应该更改其名称，则只需更改一行，而使用if语句时则需要更改一行。

switch语句的一般形式是

switch (expression)

case label

command\_list

case label

command\_list

…

otherwise

command\_list

endswitch

其中label可以是任何表达式。但是，不会检测到重复的标签值，并且只执行与第一个匹配对应的command\_list。要使switch语句有意义，必须存在至少一个case label command\_list子句，否则command\_list子句是可选的。

如果label是一个单元格数组，则如果单元格数组中的任何元素匹配表达式，则执行相应的command\_list。作为一个例子，下面的程序将输出' Variable is要么6要么7 '。

A = 7;

switch (A)

case { 6, 7 }

printf ("variable is either 6 or 7\n");

otherwise

printf ("variable is neither 6 nor 7\n");

endswitch

与所有其他特定的结束关键字一样，endswitch可以被end替换，但是如果使用特定的形式，可以获得更好的诊断。

与使用if语句相比，使用switch语句的一个优点是标签可以是字符串。如果使用If语句，则不可能编写

if (X == "a string") # This is NOT valid

因为X和字符串之间将进行字符对字符的比较，而不是计算字符串是否相等。这种特殊情况由switch语句处理，并且可以编写像这样的程序

switch (X)

case "a string"

do\_something

…

endswitch

**10.2.1 C程序员注意事项**

在广泛使用的C编程语言中也可以使用switch语句。然而，在八度音阶和C中的语句之间存在一些差异

用例是排他的，所以它们不会像C语言的switch语句中的用例那样“失败”。

command\_list元素不是可选的。将列表设为可选意味着需要在标签和命令列表之间使用分隔符。否则，像

switch (foo)

case (1) -2

…

会产生惊人的结果吗

switch (foo)

case (1)

case (2)

doit ();

…

特别是对于C程序员。如果doit()应该在foo为1或2时执行，上面的代码应该用这样的单元格数组编写

switch (foo)

case { 1, 2 }

doit ();

…

**10.3 while语句**

在编程中，循环是指程序的一部分被(或至少可以)连续执行两次或两次以上。

while语句是Octave中最简单的循环语句。只要条件为真，它就重复执行语句。与if语句中的条件一样，如果while语句中的条件的值为非零，则认为其为真，如果其值为零，则认为其为假。如果while语句中的条件表达式的值是一个向量或矩阵，则只有当它非空且所有元素都非零时，才认为它为真。

Octave的while语句是这样的:

while (condition)

body

endwhile

这里的body是一个语句或语句列表，我们称之为循环体，condition是一个表达式，控制循环持续运行多久。

while语句做的第一件事是测试条件。如果condition为真，则执行语句体。body执行后，再次测试condition，如果它仍然为真，则再次执行body。这个过程不断重复，直到condition不再为真。如果condition初始值为false，则循环体永远不会执行。

这个例子创建了一个变量fib，其中包含斐波那契数列的前十个元素。

fib = ones (1, 10);

i = 3;

while (i <= 10)

fib (i) = fib (i-1) + fib (i-2);

i++;

endwhile

这里循环体包含两个语句。

循环是这样工作的:首先，将i的值设置为3。然后，while测试i是否小于或等于10。这是当i等于3时的情况，因此fib的第i个元素的值被设置为序列中前两个值的和。然后i++增加i的值并重复循环。当i达到11时，循环终止。

条件和语句体之间不需要换行;但是使用它可以使程序更清晰，除非主体非常简单。

**10.4 do-until语句**

do-until语句类似于while语句，不同之处在于它重复执行语句，直到条件为真，并且在循环结束时对条件进行测试，因此循环体总是至少执行一次。与if语句中的条件一样，如果do-until语句的值非零，则认为其条件为真，如果其值为零，则认为其条件为假。如果do-until语句中的条件表达式的值是一个向量或矩阵，则只有当它非空且所有元素都非零时才认为它为真。

Octave的do-until语句是这样的:

do

body

until (condition)

这里的body是一个语句或语句列表，我们称之为循环体，condition是一个表达式，控制循环持续运行多久。

这个例子创建了一个变量fib，其中包含斐波那契数列的前十个元素。

fib = ones (1, 10);

i = 2;

do

i++;

fib (i) = fib (i-1) + fib (i-2);

until (i == 10)

在do关键字和正文之间不需要换行符;但是使用它可以使程序更清晰，除非主体非常简单。

**10.5 for语句**

for语句可以更方便地计算循环的迭代次数。for语句的一般形式是这样的:

for var = expression

body

endfor

其中body代表任何语句或语句列表，expression是任何有效表达式，var可以有多种形式。通常它是一个简单的变量名或索引变量。如果表达式的值是一个结构体，var也可以是一个包含两个元素的vector。请参阅下面的结构元素循环。

for语句中的赋值表达式的工作方式与Octave的普通赋值语句略有不同。它不是将表达式的完整结果赋值，而是将表达式的每一列依次赋值给var。如果expression是一个范围、行向量或标量，则每次执行循环体时var的值将是一个标量。如果var是列向量或矩阵，则每次循环体执行时，var都将是列向量。

下面的例子展示了另一种创建包含斐波那契数列前十个元素的向量的方法，这次使用了for语句:

fib = ones (1, 10);

for i = 3:10

fib(i) = fib(i-1) + fib(i-2);

endfor

这段代码首先对表达式3:10求值，生成一个范围从3到10的值。然后将变量i赋值为范围的第一个元素，循环体执行一次。当到达循环体的末尾时，将范围内的下一个值赋给变量i，并再次执行循环体。这个过程一直持续到没有更多的元素可以分配为止。

在Octave中，也可以使用for语句迭代矩阵或单元数组。例如，考虑

disp ("Loop over a matrix")

for i = [1,3;2,4]

i

endfor

disp ("Loop over a cell array")

for i = {1,"two";"three",4}

i

endfor

在这种情况下，变量i取矩阵或单元矩阵列的值。因此，第一个循环迭代两次，产生两个列向量[1;2]，然后是[3;4]，同样地，循环遍历单元格数组。这可以扩展到多维数组上的循环。例如:

a = [1,3;2,4]; c = cat (3, a, 2\*a);

for i = c

i

endfor

在上述情况下，多维矩阵c被重塑为二维矩阵，如重塑(c, rows (c)， prod (size (c)(2:end)))，然后产生与二维矩阵上的循环相同的行为。

虽然可以将所有的for循环重写为while循环，但Octave语言具有这两种语句，因为for循环通常既不需要输入，又更容易理解。计数迭代次数在循环中非常常见，将此计数视为循环的一部分而不是在循环中执行的操作可能更容易。

**10.5.1遍历结构元素**

for语句的一种特殊形式允许你循环遍历结构体的所有元素:

for [ val, key ] = expression

body

endfor

在这种形式的for语句中，表达式的值必须是一个结构。如果是，则依次将key和val设置为元素的名称和相应的值，直到没有其他元素为止。例如:

x.a = 1

x.b = [1, 2; 3, 4]

x.c = "string"

for [val, key] = x

key

val

endfor

-| key = a

-| val = 1

-| key = b

-| val =

-|

-| 1 2

-| 3 4

-|

-| key = c

-| val = string

元素的访问没有任何特定的顺序。如果您需要以特定的方式循环遍历列表，则必须使用函数字段名并自己对列表进行排序。

**10.6 break语句**

break语句跳出最内层的while、do-until或for循环。break语句只能在循环体中使用。下面的例子找到给定整数的最小除数，并确定质数:

num = 103;

div = 2;

while (div\*div <= num)

if (rem (num, div) == 0)

break;

endif

div++;

endwhile

if (rem (num, div) == 0)

printf ("Smallest divisor of %d is %d\n", num, div)

else

printf ("%d is prime\n", num);

endif

当第一个while语句的余数为零时，Octave立即跳出循环。这意味着Octave立即进入循环后的语句并继续处理。(这与exit语句非常不同，exit语句会停止整个Octave程序。)

这是另一个与前一个程序等价的程序。它演示了如何将while语句的条件替换为if语句中的break:

num = 103;

div = 2;

while (1)

if (rem (num, div) == 0)

printf ("Smallest divisor of %d is %d\n", num, div);

break;

endif

div++;

if (div\*div > num)

printf ("%d is prime\n", num);

break;

endif

endwhile

**10.7 continue语句**

continue语句和break语句一样，只在while、do-until或for循环中使用。它跳过循环体的其余部分，导致循环周围的下一个循环立即开始。与此形成对比的是break，它完全跳出循环。下面是一个例子:

# print elements of a vector of random

# integers that are even.

# first, create a row vector of 10 random

# integers with values between 0 and 100:

vec = round (rand (1, 10) \* 100);

# print what we're interested in:

for x = vec

if (rem (x, 2) != 0)

continue;

endif

printf ("%d\n", x);

endfor

如果vec的一个元素是奇数，则本例跳过该元素的print语句，并继续返回循环中的第一个语句。

这不是continue语句的一个实际示例，但它应该让您清楚地了解它是如何工作的。通常，人们可能会这样写循环:

for x = vec

if (rem (x, 2) == 0)

printf ("%d\n", x);

endif

endfor

**10.8 unwind\_protect语句**

Octave支持一种有限形式的异常处理，模仿Lisp的unwind-protect形式。

unwind\_protect块的一般形式是这样的:

unwind\_protect

body

unwind\_protect\_cleanup

cleanup

end\_unwind\_protect

其中body和cleanup都是可选的，可以包含任何Octave表达式或命令。无论控制如何退出主体，清理中的语句都保证执行。

这对于防止对全局变量的临时更改出现可能的错误很有用。例如，下面的代码将始终恢复全局变量frobnosticate的原始值，即使在unwind\_protect块的第一部分发生错误。

save\_frobnosticate = frobnosticate;

unwind\_protect

frobnosticate = true;

…

unwind\_protect\_cleanup

frobnosticate = save\_frobnosticate;

end\_unwind\_protect

如果没有unwind\_protect，如果在计算unwind\_protect块的第一部分时发生错误，frobnosticate的值将不会被恢复，因为计算将在错误点停止，并且不会执行恢复值的语句。

除了unwind\_protect之外，Octave还支持另一种形式的异常处理，即try块。

**10.9 try语句**

try块的原始形式是这样的:

try

body

catch

cleanup

end\_try\_catch

其中body和cleanup都是可选的，可以包含任何Octave表达式或命令。清理中的语句只在body中出现错误时执行。

执行body时不打印任何警告或错误消息。如果在body执行过程中确实发生了错误，那么清理可以使用函数lasterr或lasterror来访问将要打印的消息文本及其标识符。另一种形式是，

try

body

catch err

cleanup

end\_try\_catch

将自动将lastror的输出存储在err结构中。有关lasterr和lasterror函数的详细信息，请参阅错误和警告。

**10.10延续线**

在Octave语言中，大多数语句以换行符结束，您必须告诉Octave忽略换行符，以便从一行继续到下一行。以字符结尾的行…在被Octave的解析器划分为token之前，将它们与下面的行连接。例如，线条

x = long\_variable\_name ...

+ longer\_variable\_name ...

- 42

形成一个单独的陈述。

在延续标记和换行符之间的任何文本都将被忽略。例如，语句

x = long\_variable\_name ... # comment one

+ longer\_variable\_name ...comment two

- 42 # last comment

等价于上面所示的。

在双引号字符串常量中，字符\必须用作延续标记。\必须出现在换行符之前的行尾:

s = "This text starts in the first line \

and is continued in the second line."

括号内的输入可以继续到下一行，而不必使用延续标记。例如，可以编写这样的语句

if (fine\_dining\_destination == on\_a\_boat

|| fine\_dining\_destination == on\_a\_train)

seuss (i, will, not, eat, them, sam, i, am, i,

will, not, eat, green, eggs, and, ham);

endif

而不必使用延续标记来增加混乱。

**11功能和脚本**

复杂的Octave程序通常可以通过定义函数来简化。函数可以在交互式Octave会话期间直接在命令行上定义，也可以在外部文件中定义，并且可以像调用内置函数一样调用。

**11.1函数和脚本文件简介**

本节涉及7个不同的内容。

1. 在命令提示符处输入一个函数。
2. 将一组命令存储在一个称为脚本文件的文件中。
3. 将函数存储在文件中，称为函数文件。
4. 函数文件中的子函数。
5. 在一个脚本文件中包含多个函数。
6. 私有函数。
7. 嵌套函数。

函数文件和脚本文件都以。m的扩展名结尾，以便与MATLAB兼容。如果你想在一个文件中有多个独立的函数，它必须是一个脚本文件(参见脚本文件)，并且要使用这些函数，你必须在使用脚本文件中的函数之前执行脚本文件。

**11.2定义函数**

在其最简单的形式中，名为name的函数的定义如下:

function name

body

endfunction

一个有效的函数名就像一个有效的变量名:由字母、数字和下划线组成的序列，而不是以数字开头。函数与变量共享相同的名称池。

函数体由Octave语句组成。它是定义中最重要的部分，因为它说明了函数应该做什么。

例如，这里有一个函数，当它被执行时，会在你的终端上敲响铃铛(假设它可以这样做):

function wakeup

printf ("\a");

endfunction

printf语句(参见输入和输出)只是告诉Octave打印字符串"\a"。特殊字符' \a '表示警告字符(ASCII 7)。参见字符串。

一旦定义了这个函数，您就可以通过输入函数名来要求Octave对其求值。

通常，您需要将一些信息传递给您定义的函数。在Octave中向函数传递参数的语法是

function name (arg-list)

body

endfunction

其中arg-list是一个以逗号分隔的函数参数列表。当函数被调用时，参数名被用来保存调用中给出的参数值。参数列表可以为空，在这种情况下，这种形式相当于上面所示的形式。

要在敲钟的同时打印一条消息，你可以这样修改唤醒:

function wakeup (message)

printf ("\a%s\n", message);

endfunction

使用如下语句调用这个函数

wakeup ("Rise and shine!");

将导致Octave敲响您的终端的铃声并打印消息“Rise and shine!”'，后面跟着一个换行字符(printf语句第一个参数中的' \n ')。

在大多数情况下，您还需要从定义的函数中获取一些信息。下面是编写返回单个值的函数的语法:

function ret-var = name (arg-list)

body

endfunction

符号ret-var是保存函数返回值的变量名。这个变量必须在函数体结束之前定义，以便函数返回值。

函数体中使用的变量是函数的局部变量。在arg-list和ret-var中命名的变量也是函数的局部变量。有关如何在函数中访问全局变量的信息，请参阅全局变量。

例如，下面是一个计算向量元素平均值的函数:

function retval = avg (v)

retval = sum (v) / length (v);

endfunction

如果我们把avg写成这样，

function retval = avg (v)

if (isvector (v))

retval = sum (v) / length (v);

endif

endfunction

然后用一个矩阵而不是一个向量作为参数调用这个函数，Octave就会打印出这样的错误信息:

error: value on right hand side of assignment is undefined

因为if语句的主体从未执行过，检索也从未定义过。为了防止此类模糊的错误，最好始终确保返回变量始终具有值，并在遇到问题时生成有意义的错误消息。例如，avg可以这样写:

function retval = avg (v)

retval = 0;

if (isvector (v))

retval = sum (v) / length (v);

else

error ("avg: expecting vector argument");

endif

endfunction

这个函数还有一个问题。如果调用它时没有参数呢?如果没有额外的错误检查，Octave可能会打印一条错误消息，这并不能真正帮助您跟踪错误的来源。为了允许您捕获此类错误，Octave为每个函数提供了一个名为nargin的自动变量。每次调用函数时，都会自动将nargin初始化为实际传递给函数的参数数量。例如，我们可以这样重写avg函数:

function retval = avg (v)

retval = 0;

if (nargin != 1)

usage ("avg (vector)");

endif

if (isvector (v))

retval = sum (v) / length (v);

else

error ("avg: expecting vector argument");

endif

endfunction

对于用.m文件代码编写的函数，如果调用时带有比预期更多的参数，Octave会自动报告错误。如果用太少的参数调用函数，Octave不会自动报告错误，因为函数通常可能有默认参数，但任何尝试使用未给定值的变量都会导致错误。函数可以检查调用它们时使用的参数，以避免此类问题，并提供更多特定于上下文的错误消息。

: *n =* **nargin** *()*

: *n =* **nargin** *(fcn)*

报告函数输入参数的数量。

从函数内部调用，返回传递给函数的参数个数。在顶层，返回传递给Octave的命令行参数的数量。

如果使用可选参数fcn(函数名或句柄)调用，则返回声明的函数可以接受的参数数量。

如果fcn的最后一个参数为varargin，则返回值为负值。例如，set的函数union声明为

function [y, ia, ib] = union (a, b, varargin)

and

nargin ("union")

⇒ -3

编程注意:对编译后的函数(.)Oct文件)，如内置或动态加载的函数。

**参见:**nargout, narginchk, varargin, inputname。

: *namestr =* **inputname** *(n)*

: *namestr =* **inputname** *(n, ids\_only)*

将第n个参数的名称返回给调用函数。

如果参数不是一个简单的变量名，则返回一个空字符串。返回""的例子包括数字(5.1)、表达式(y/2)以及单元格或结构索引(c{1}或s.field)。

Inputname仅在函数中有用。在命令行或脚本中使用时，它总是返回一个空字符串。

默认情况下，如果第n个参数不是有效的变量名，则返回空字符串。如果可选参数ids\_only为false，则返回该参数的文本，即使它不是一个有效的变量名。这是一个Octave扩展，它允许程序员准确地查看函数是如何被调用的，即使输入是复杂的表达式。

**参见:**nargin, narginchk。

: *val =* **silent\_functions** *()*

: *old\_val =* **silent\_functions** *(new\_val)*

: *old\_val =* **silent\_functions** *(new\_val, "local")*

查询或设置控制是否抑制函数的内部输出的内部变量。

如果禁用此选项，Octave将显示通过计算函数体中不以分号结束的表达式产生的结果。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**11.3从函数返回**

用户定义函数的函数体可以包含一条返回语句。该语句将控制权返回给Octave程序的其余部分。它是这样的:

return

与C语言中的return语句不同，Octave的return语句不能用于从函数返回值。相反，您必须将值赋给作为函数语句一部分的返回变量列表。return语句只是使从深度嵌套循环或条件语句中退出函数变得更容易。

下面是一个函数的例子，它检查向量中是否有非零元素。

function retval = any\_nonzero (v)

retval = 0;

for i = 1:length (v)

if (v (i) != 0)

retval = 1;

return;

endif

endfor

printf ("no nonzero elements found\n");

endfunction

注意，如果没有添加额外的逻辑来避免在向量确实包含非零元素时打印消息，则无法使用break语句在找到非零值时退出循环来编写此函数。

: return

当Octave在函数或脚本中遇到关键字return时，它会立即将控制权返回给调用者。在顶层，return语句被忽略。在每个函数定义的末尾都假定有一条返回语句。

**11.4多个返回值**

与许多其他计算机语言不同，Octave允许您定义返回多个值的函数。定义返回多个值的函数的语法为

function [ret-list] = name (arg-list)

body

endfunction

其中name、arg-list和body具有与之前相同的含义，ret-list是一个以逗号分隔的变量名列表，用于保存函数返回的值。返回值列表必须至少包含一个元素。如果ret-list只有一个元素，则这种形式的函数语句等价于前一节中描述的形式。

下面是一个函数的示例，它返回两个值，一个是向量的最大元素，另一个是它在向量中第一次出现的索引。

function [max, idx] = vmax (v)

idx = 1;

max = v (idx);

for i = 2:length (v)

if (v (i) > max)

max = v (i);

idx = i;

endif

endfor

endfunction

在这种特殊情况下，这两个值可以作为单个数组的元素返回，但这并不总是可能或方便的。要返回的值可能没有兼容的维度，通常需要为单个返回值指定不同的名称。

可以使用nthargout函数在单元格数组中一次只获取一些返回值或几个返回值。参见单元格数组对象。

: *arg =* **nthargout** *(n, fcn, …)*

: *arg =* **nthargout** *(n, ntot, fcn, …)*

返回函数句柄或字符串fcn指定的函数的第n个输出参数。

任何附加参数都直接传递给fcn。调用fcn的参数总数可以传入not;默认情况下，ntot为n。输入n也可以是输出的索引向量，在这种情况下，输出将是请求的输出参数的单元格数组。

nthargout的预期用途是避免使用中间变量。例如，当找到一个矩阵的最大条目的索引时，下面的两个组合

m = magic (5);

cell2mat (nthargout ([1, 2], @ind2sub, size (m),

nthargout (2, @max, m(:))))

⇒ 5 3

完全等同于以下几行:

m = magic (5);

[~, idx] = max (M(:));

[i, j] = ind2sub (size (m), idx);

[i, j]

⇒ 5 3

将所有输出参数收集到单个单元数组中也很有帮助，如下面的代码所示:

USV = nthargout ([1:3], @svd, hilb (5));

**参见:**nargin, nargout, varargin, varargout, isargout。

除了每次调用函数时设置nargout之外，Octave还自动将nargout初始化为期望返回的值的数量。这允许您根据函数用户请求的值的数量编写行为不同的函数。对内置变量ans的隐式赋值不会计算在输出参数的计数中，因此nargout的值可能为零。

svd和hist函数是内置函数的示例，它们根据nargout的值表现不同。例如，hist在没有输出变量的情况下调用时将绘制一个直方图，但如果调用时有输出，它将返回频率计数和/或bin中心，而不创建一个图。

可以编写只设置某些返回值的函数。例如，调用函数

function [x, y, z] = f ()

x = 1;

z = 2;

endfunction

像

[a, b, c] = f ()

产物

a = 1

b = [](0x0)

c = 2

还有一个警告。

: *n =* **nargout** *()*

: *n =* **nargout** *(fcn)*

报告函数输出参数的数量。

从函数内部调用，返回调用者期望接收的值的数目。在顶层，没有参数的nargout是未定义的，会产生错误。

如果使用可选参数fcn(函数名或句柄)调用，则返回该函数可以产生的已声明输出值的个数。

如果最终输出参数为varargout，则返回值为负。

例如,

f ()

会导致nargout在函数f和内部返回0吗

[s, t] = f ()

将导致nargout在函数f内返回2。

在第二个用法中，

nargout (@histc) # or nargout ("histc") using a string input

将返回2，因为histc有两个输出，而

nargout (@imread)

将返回-2，因为imread有两个输出，第二个是varargout。

编程注意。Nargout不适用于内置函数，并对所有匿名函数返回-1。

参见:nargin, varargout, isargout, nthargout。

**11.5变长返回列表**

使用类似于使用特殊变分参数名的语法，可以从函数返回可变数量的输出参数。为了让函数返回可变数量的输出参数，使用了特殊的输出参数名称varargout。与varargin一样，varargout是一个单元格数组，它将包含请求的输出参数。

例如，下面的函数将第一个输出参数设置为1，第二个参数设置为2，以此类推。

function varargout = one\_to\_n ()

for i = 1:nargout

varargout{i} = i;

endfor

endfunction

当被调用时，这个函数返回如下的值

[a, b, c] = one\_to\_n ()

⇒ a = 1

⇒ b = 2

⇒ c = 3

如果varargin (varargout)没有作为输入(输出)参数列表的最后一个元素出现，那么它就不是特殊的，处理方式与任何其他参数名称相同。

: *[r1, r2, …, rn] =* **deal** *(a)*

: *[r1, r2, …, rn] =* **deal** *(a1, a2, …, an)*

将输入参数复制到相应的输出参数中。

如果只提供了一个输入参数，则将其值复制到每个输出。

例如,

[a, b, c] = deal (x, y, z);

等同于

a = x;

b = y;

c = z;

和

[a, b, c] = deal (x);

等同于

a = b = c = x;

编程注意:deal通常用于从单元数组或结构派生的逗号分隔列表。这是不必要的，因为解释器可以在没有函数调用开销的情况下执行相同的操作。例如:

c = {[1 2], "Three", 4};

[x, y, z] = c{:}

⇒

x =

1 2

y = Three

z = 4

**参见:**cell2struct, struct2cell, repmat。

**11.6变长参数列表**

有时在定义函数时不知道输入参数的数量。举个例子，假设一个函数返回所有输入参数中最小的一个。例如:

a = smallest (1, 2, 3);

b = smallest (1, 2, 3, 4);

在这个例子中，a和b都是1。最小函数的一种写法是

function val = smallest (arg1, arg2, arg3, arg4, arg5)

body

endfunction

然后使用margin的值来确定应该考虑哪个输入参数。这种方法的问题在于它只能处理有限数量的输入参数。

如果特殊参数名称varargin出现在函数参数列表的末尾，则表明该函数接受可变数量的输入参数。使用varargin函数是这样的

function val = smallest (varargin)

body

endfunction

在函数体中，可以通过变量varargin访问输入参数。这个变量是一个包含所有输入参数的单元格数组。有关使用单元格数组的详细信息，请参阅单元格数组。最小的函数现在可以这样定义

function val = smallest (varargin)

val = min ([varargin{:}]);

endfunction

这个实现可以处理任意数量的输入参数，但它也是这个问题的一个非常简单的解决方案。

varargin的一个稍微复杂一点的例子是print\_arguments函数，它打印所有输入参数。这样的函数可以这样定义

function print\_arguments (varargin)

for i = 1:length (varargin)

printf ("Input argument %d: ", i);

disp (varargin{i});

endfor

endfunction

这个函数产生如下的输出

print\_arguments (1, "two", 3);

-| Input argument 1: 1

-| Input argument 2: two

-| Input argument 3: 3

: *[reg, prop] =* **parseparams** *(params)*

: *[reg, var1, …] =* **parseparams** *(params, name1, default1, …)*

在reg中返回param中第一个字符串元素之前的单元格元素，在prop中返回从第一个字符串元素开始的所有剩余元素。

例如:

[reg, prop] = parseparams ({1, 2, "linewidth", 10})

reg =

{

[1,1] = 1

[1,2] = 2

}

prop =

{

[1,1] = linewidth

[1,2] = 10

}

parseparams函数可用于将常规数值参数与作为可变单元数组的属性/值对给出的附加参数分开。

在调用的第二种形式中，直接指定可用选项，并将其默认值作为名称-值对给出。如果参数没有形成名称-值对，或者出现一个与任何可用选项不匹配的选项，则会发生错误。

当从m-file函数调用时，错误会以调用函数的名称作为前缀。

选项的匹配不区分大小写。

**参见:**varargin, inputParser

**11.7忽略参数**

在正式参数列表中，可以使用虚拟占位符~代替名称。这表明相应的参数值应该被忽略，并且不存储到任何变量中。

function val = pick2nd (~, arg2)

val = arg2;

endfunction

使用此声明不会影响margin的值。

也可以使用相同的语法忽略返回参数。例如，sort函数既返回已排序的值，又返回原始输入的索引向量，这将导致已排序的输出。忽略第二个输出很简单—不要请求多个输出。但是忽略第一个输出，只计算第二个输出，需要使用~占位符。

x = [2, 3, 1];

[s, i] = sort (x)

⇒

s =

1 2 3

i =

3 1 2

[~, i] = sort (x)

⇒

i =

3 1 2

当使用~占位符时，必须使用逗号(而不是空白)来分隔输出参数。否则，解释器将把~视为逻辑非操作符。

[~ i] = sort (x)

parse error:

invalid left hand side of assignment

函数可以利用忽略的输出来减少执行的计算次数。为此，使用isargout函数查询是否需要输出参数。例如:

function [out1, out2] = long\_function (x, y, z)

if (isargout (1))

## Long calculation

…

out1 = result;

endif

…

endfunction

: *tf =* **isargout** *(k)*

在函数中，返回一个逻辑值，该值指示是否将参数k赋值给输出时的变量。

如果结果为false，则通过使用波浪(~)特殊输出参数在函数调用期间忽略该参数。函数可以使用isargout来避免对不需要的输出执行不必要的计算。

如果k超出范围1:max (nargout)，则该函数返回false。K也可以是一个数组，在这种情况下，函数逐个元素地工作，并返回一个逻辑数组。在顶层，isargout返回一个错误。

**参见:**nargout, varargout, nthargout。

**11.8默认参数**

由于Octave支持可变数量的输入参数，因此为一些输入参数分配默认值非常有用。当在参数列表中声明输入参数时，可以像这样为参数分配默认值

function name (arg1 = val1, …)

body

endfunction

如果用户没有给arg1赋值，则它的值为val1。

作为一个例子，下面的函数实现了经典的“Hello, World”程序的一个变体。

function hello (who = "World")

printf ("Hello, %s!\n", who);

endfunction

在没有输入参数的情况下调用该函数时，将打印以下内容

hello ();

-| Hello, World!

当它带输入参数被调用时，它打印以下内容

hello ("Beautiful World of Free Software");

-| Hello, Beautiful World of Free Software!

有时显式地告诉Octave使用输入参数的默认值是有用的。这可以在调用函数时写一个':'作为输入参数的值。

hello (:);

-| Hello, World!

**11.9验证参数**

Octave是一种弱类型编程语言。因此，有可能调用带有参数的函数，这可能会导致错误或可能产生不希望看到的副作用。例如，调用具有巨大稀疏矩阵的字符串处理函数。

在函数的开头验证它是否被正确调用是一个很好的做法。为此，Octave提供了几个函数。

**11.9.1验证参数的数量**

在Octave中，下面的习语经常出现在函数定义的开头:

if (nargin < min\_#\_inputs || nargin > max\_#\_inputs)

print\_usage ();

endif

它会停止函数的执行，并在输入数量错误时打印一条关于调用函数的正确方法的消息。

类似的错误检查由narginchk和nargoutchk提供。

: **narginchk** *(minargs, maxargs)*

检查输入参数的正确数目。

如果调用函数中的参数数量超出minargs和maxargs范围，则生成错误消息。否则，什么都不做。

minargs和maxargs都必须是标量数值。0、Inf和负值都是允许的，minargs和maxargs可以相等。

注意，这个函数计算调用者的边际值。

**参见:**nargoutchk, error, nargout, nargin。

: **nargoutchk** *(minargs, maxargs)*

: *msgstr =* **nargoutchk** *(minargs, maxargs, nargs)*

: *msgstr =* **nargoutchk** *(minargs, maxargs, nargs, "string")*

: *msgstruct =* **nargoutchk** *(minargs, maxargs, nargs, "struct")*

检查输出参数的正确数量。

在第一种形式中，如果参数的数量不在minargs和maxargs之间，则返回错误。否则，什么都不做。请注意，此函数对调用者计算nargout的值，因此其值必须未被篡改。

minargs和maxargs都必须是数值标量。0, Inf和-都是有效的，它们可以有相同的值。

为了向后兼容，如果请求的输出数量无效，其他形式将返回适当的错误消息字符串(或结构)。

这对于检查提供给函数的输出参数的数量是否在可接受的范围内非常有用。

参见:narginchk, error, nargout, nargin。

**11.9.2验证实参的类型**

除了参数的数量之外，还可以检查输入的各种属性。Validatestring用于字符串参数，validateattributes用于数值参数。

: *validstr =* **validatestring** *(str, strarray)*

: *validstr =* **validatestring** *(str, strarray, funcname)*

: *validstr =* **validatestring** *(str, strarray, funcname, varname)*

: *validstr =* **validatestring** *(…, position)*

验证str是strarray中的元素或元素的子字符串。

当str是要测试的字符串，而strarray是包含有效值的字符串的单元格数组时，validstr将是str的验证形式，其中验证定义为str是validstr的成员或子字符串。这对于验证和扩展短选项(如“r”)到它们的较长形式(如“red”)都很有用。如果str是validstr的子字符串，并且存在多个匹配项，则如果所有匹配项都是彼此的子字符串，则返回最短的匹配项。否则，将引发错误，因为str的展开是二义性的。所有比较都不区分大小写。

附加的输入funcname、varname和position是可选的，它们将使任何生成的验证错误消息更加具体。

例子:

validatestring ("r", {"red", "green", "blue"})

⇒ "red"

validatestring ("b", {"red", "green", "blue", "black"})

⇒ error: validatestring: multiple unique matches were found for 'b':

blue, black

**参见:**strcmp, strcmpi, validateattributes, inputParser。

:**validateattributes** *(A, classes, attributes)*

:**validateattributes** *(A, classes, attributes, arg\_idx)*

:**validateattributes** *(A, classes, attributes, func\_name)*

: **validateattributes** *(A, classes, attributes, func\_name, arg\_name)*

: **validateattributes** *(A, classes, attributes, func\_name, arg\_name, arg\_idx)*

检查输入参数的有效性。

通过属于一个类并持有所有属性来确认参数A是有效的。如果没有，则抛出错误，并相应地格式化消息。通过函数名fun\_name、参数名arg\_name及其在输入arg\_idx中的位置，可以使错误消息更加完整。

类必须是带有类名的字符串单元格数组(允许为空单元格数组)(记住，类名是区分大小写的)。除了类名之外，以下类别名也是有效的:

"float"

由“双精度”和“单精度”类组成的浮点值。

"integer"

整数值，包含(u)int8， (u)int16， (u)int32， (u)int64类。

"numeric"

由浮点数或整数值组成的数值。

属性必须是包含a检查名称的单元格数组，其中一些需要在名称之后提供附加值(请参阅下面的每个详细信息)。

"<="

所有值都小于或等于属性中的以下值。

"<"

所有值都小于属性中的以下值。

">="

所有值都大于或等于属性中的以下值。

">"

所有值都大于属性中的以下值。

"2d"

一个二维矩阵。注意，向量和空矩阵有两个维度，其中一个维度的长度为1，或者两个维度的长度都为0。

"3d"

不超过3个维度。二维矩阵是三维矩阵，其三维长度为1。

"binary"

所有值要么为1，要么为0。

"column"

值排列在单个列中。

"decreasing"

没有任何值是NaN，并且每个值都小于前一个值。

"diag"

值是一个对角矩阵。

"even"

所有的值都是偶数。

"finite"

所有的值都是有限的。

"increasing"

没有一个值是NaN，每个值都大于前一个值。

"integer"

所有值均为整型。这与使用isinteger不同，后者只检查其是否是整数类型。这将检查A中的每个值是否为整数值，也就是说，它没有小数部分。

"ncols"

具有与属性中的下一个值完全相同的列。

"ndims"

具有与属性中的下一个值完全相同的维度。

"nondecreasing"

任何值都不是NaN，每个值都大于等于前一个值。

"nonempty"

它不是空的。

"nonincreasing"

没有任何值是NaN，并且每个值都小于或等于前一个值。

"nonnan"

没有值是NaN。

"nonnegative"

所有值都是非负的。

"nonsparse"

它不是一个稀疏矩阵。

"nonzero"

没有值是零。

"nrows"

具有与属性中的下一个值完全相同的行数。

"numel"

具有与属性中的下一个值相同数量的元素。

"odd"

所有值都是奇数。

"positive"

所有值都是正的。

"real"

它是一个非复矩阵。

"row"

值排列在单行中。

"scalar"

它是一个标量。

"size"

它的长度等于下一个属性的值。下一个值必须是包含每个维度长度的数组。如果要忽略某个维度的检查，可以使用NaN的值。

"square"

是一个方阵。

"vector"

值排列在单个向量(列或向量)中。

**参见:**isa, validatestring, inputParser。

作为validateattributes的替代方案，有几个更短的方便函数用于检查单个属性。

:**mustBeFinite** *(x)*

要求输入x是有限的。

如果输入x的任何元素不是由isfinite (x)确定的有限元素，则引发错误。

**参见:**必能南，是有限的。

: **mustBeGreaterThan** *(x, c)*

要求输入x大于c。

如果输入x的任何元素不大于c，由x > c确定，则引发错误。

**参见:**mustbegreaterthanoreequal, mustBeLessThan, gt。

:**mustBeGreaterThanOrEqual** *(x, c)*

要求输入x大于等于c。

如果输入x的任何元素不大于或等于c，由x >= c确定，则引发错误。

**参见:**必须大于等于，必须小于等于，等。

: **mustBeInteger** *(x)*

要求输入x为整数值(但不一定是整型)。

如果输入x的任何元素不是由各种检查确定的有限、实数、整数值，则引发错误。

**参见:**mustbennumeric。

: **mustBeLessThan** *(x, c)*

要求输入x小于c。

如果输入x的任何元素不小于c，由x < c确定，则引发错误。

**参见:**必须小于等于，必须大于等于，大于等于。

: **mustBeLessThanOrEqual** *(x, c)*

要求输入小于或等于给定值。

如果输入x的任何元素不小于或等于c，由x <= c确定，则引发错误。

参见:必须小于等于，必须大于等于。

:**mustBeMember** *(x, valid)*

要求输入x是给定有效值集合的成员。

如果输入x的任何元素不是由ismember (x)确定的有效集合的成员，则引发错误。

编程注意:在调用ismember时，由于字符和单元字符串之间的相互作用，字符输入可能表现得很奇怪。但如果你只是自然地使用它，它可能会“做你想做的事”。为了保证操作，使用cellstr将所有字符数组转换为单元格字符串。

**参见:**mustBeNonempty, ismember.

: **mustBeNegative** *(x)*

要求输入x为负。

如果输入x的任何元素不为负，则由x < 0确定，则引发错误。

**参见:**mustBeNonnegative。

: **mustBeNonempty** *(x)*

要求输入x非空。

如果输入x为空，由isempty (x)确定，则引发错误。

**参见:**mustBeMember, mustBeNonzero, isempty。

: **mustBeNonNan** *(x)*

要求输入x是非nan的。

如果输入x的任何元素是NaN(由isnan (x)确定)，则引发错误。

**参见:**必须是有限的，必须是空的，是空的。

: **mustBeNonnegative** *(x)*

要求输入x不为负。

如果输入x的任何元素为负，则引发错误，由x >= 0确定。

**参见:**必须非零，必须积极。

: **mustBeNonpositive** *(x)*

要求输入x不为正。

如果输入x的任何元素为正数，由x <= 0确定，则引发错误。

**参见:**mustnegative, mustBeNonzero。

: **mustBeNonsparse** *(x)*

要求输入x不是稀疏的。

如果输入x是稀疏的，由issparse (x)确定，则引发错误。

**参见:**issparse。

: **mustBeNonzero** *(x)*

要求输入x不为零。

如果输入x的任何元素为零，由x == 0确定，则引发错误。

**参见:**mustBeNonnegative, mustBePositive。

:**mustBeNumeric** *(x)*

要求输入x是数字。

如果输入x不是由isnumeric (x)确定的数字，则引发错误。

**参见:**mustBeNumericOrLogical, isnumeric。

:**mustBeNumericOrLogical** *(x)*

要求输入x是数字或逻辑的。

如果输入x不是数字或逻辑的，由isnumeric (x) || islogical (x)确定，则引发错误。

**参见:**mustbennumeric, isnumeric, islogical。

: **mustBePositive** *(x)*

要求输入x为正。

如果输入x的任何元素不为正，则由x > 0确定，则引发错误。

**参见:**mustBeNonnegative, mustBeNonzero。

: **mustBeReal** *(x)*

要求输入x是实数。

如果输入x不是实数，则引发错误，由isreal (x)确定。

**参见:**必必有限，必不南，以色列。

**11.9.3解析参数 重做重做重做重做重做重做重做重做重做重做重做重做**

如果前面的验证函数都不够用，那么还有一个类inputParser，它可以为函数执行极其复杂的输入检查。

: *p =* **inputParser** *()*

创建inputParser类的对象p。

这个类的设计目的是方便地解析函数参数。类支持四种类型的参数:

1. mandatory (see addRequired);
2. optional (see addOptional);
3. named (see addParameter);
4. switch (see addSwitch).

使用这些方法定义函数 API 后，可以使用 parse 方法分析提供的参数，并使用 Results 访问器访问结果。

:**inputParser.Parameters**

返回已定义的参数名列表。

: **inputParser.Results**

返回结构，参数名作为字段名和相应的值。

: **inputParser.Unmatched**

返回结构类似于Results，但用于不匹配的参数。请参阅KeepUnmatched属性。

: **inputParser.UsingDefaults**

返回带有使用默认值的参数名称的单元格数组。

: **inputParser.CaseSensitive** = boolean

设置参数名称的匹配是否区分大小写。默认为false。

: **inputParser.FunctionName** = name

设置在错误消息中使用的函数名;默认为空字符串。

: **inputParser.KeepUnmatched** = boolean

设置是否对未定义的参数给出错误。默认为false。如果设置为true，则可以在parse方法之后通过Unmatched访问额外的参数。请注意，由于Switch和Parameter参数可以混合使用，因此不可能知道不匹配的类型。如果发现argument不匹配，则假定它属于Parameter类型，并期望后跟一个值。

: **inputParser.StructExpand** = boolean

设置是否可以将结构传递给函数，而不是参数/值对。默认为true。

下面的例子展示了如何使用这个类:

function check (varargin)

p = inputParser (); # create object

p.FunctionName = "check"; # set function name

p.addRequired ("pack", @ischar); # mandatory argument

p.addOptional ("path", pwd(), @ischar); # optional argument

## create a function handle to anonymous functions for validators

val\_mat = @(x) isvector (x) && all (x <= 1) && all (x >= 0);

p.addOptional ("mat", [0 0], val\_mat);

## create two arguments of type "Parameter"

val\_type = @(x) any (strcmp (x, {"linear", "quadratic"}));

p.addParameter ("type", "linear", val\_type);

val\_verb = @(x) any (strcmp (x, {"low", "medium", "high"}));

p.addParameter ("tolerance", "low", val\_verb);

## create a switch type of argument

p.addSwitch ("verbose");

p.parse (varargin{:}); # Run created parser on inputs

## the rest of the function can access inputs by using p.Results.

## for example, get the tolerance input with p.Results.tolerance

endfunction

check ("mech"); # valid, use defaults for other arguments

check (); # error, one argument is mandatory

check (1); # error, since ! ischar

check ("mech", "~/dev"); # valid, use defaults for other arguments

check ("mech", "~/dev", [0 1 0 0], "type", "linear"); # valid

## following is also valid. Note how the Switch argument type can

## be mixed into or before the Parameter argument type (but it

## must still appear after any Optional argument).

check ("mech", "~/dev", [0 1 0 0], "verbose", "tolerance", "high");

## following returns an error since not all optional arguments,

## 'path' and 'mat', were given before the named argument 'type'.

check ("mech", "~/dev", "type", "linear");

注1:一个函数可以混合使用这四种API类型，但它们必须以特定的顺序出现。必需参数必须放在首位，并且可以后跟任何可选参数。只有Parameter和Switch参数可以混合在一起，并且它们必须出现在末尾。

注意2:如果可选参数和参数参数在函数API中混合使用，那么一旦字符串可选参数没有通过验证，它将被视为可选参数的结束。剩下的参数将与任何Parameter或Switch参数进行比较。

**参见:**nargin, validateattributes, validatestring, varargin。

**11.10功能文件**

除了简单的一次性程序外，每次需要时都必须定义所需的所有函数是不实际的。相反，您通常希望将它们保存在一个文件中，以便您可以轻松地编辑它们，并保存它们以供以后使用。

Octave不要求您在使用文件之前从文件中加载函数定义。您只需要将函数定义放在Octave可以找到它们的地方。

当Octave遇到未定义的标识符时，它首先查找已经编译并当前列在其符号表中的变量或函数。如果在那里找不到定义，它就在目录列表(路径)中搜索以.m结尾的文件，这些文件与未定义的标识符具有相同的基名一旦Octave找到一个文件名匹配的文件，就读取该文件的内容。如果它定义了单个函数，则编译并执行该函数。有关如何在单个文件中定义多个函数的更多信息，请参阅脚本文件。

当Octave从函数文件定义一个函数时，它会保存它读取的文件的全名和文件上的时间戳。如果文件上的时间戳发生了变化，Octave可能会重新加载文件。当Octave以交互方式运行时，每次Octave打印提示符时，时间戳检查通常最多发生一次。如果当前工作目录发生变化，也会搜索新的函数定义。

检查时间戳允许您在Octave运行时编辑函数的定义，并自动使用新的函数定义，而无需重新启动Octave会话。

为了避免检查不太可能更改的函数的时间戳而不必要地降低性能，Octave假设Octave -home/share/ Octave /version/m目录树中的函数文件不会更改，因此它不必在每次使用这些文件中定义的函数时检查它们的时间戳。这通常是一个非常好的假设，并且为与Octave一起分发的函数文件提供了显著的性能改进。

如果你知道你自己的函数文件在运行Octave时不会改变，你可以通过调用ignore\_function\_time\_stamp ("all")来提高性能，这样Octave就会忽略所有函数文件的时间戳。将“system”传递给此函数将重置默认行为。

: **edit** *name*

: **edit** *field value*

: *value =* **edit** *("get", field)*

: *value =* **edit** *("get", "all")*

编辑指定函数，或更改编辑器设置。

如果以文件或函数的名称作为参数调用edit，它将在editor定义的文本编辑器中打开。

* 如果函数名在路径上的文件中可用，那么它将在编辑器中打开。如果没有找到文件，则使用m-file变体，以“”结尾。，将予以考虑。如果仍然没有找到文件，那么以“@”开头的变体，然后以“@”开头和以“”结尾。M”将被考虑。
* 如果name是命令行函数的名称，那么将创建一个m文件来包含该函数及其当前定义。
* 如果名字。如果指定了Cc，那么它将搜索name。Cc中的路径，并在编辑器中打开它。如果没有找到该文件，那么将创建一个新的.cc文件。如果name恰好是一个m文件或命令行函数，那么该函数的文本将作为注释插入到.cc文件中。
* 如果名字。Ext在您的路径上，那么它将被编辑，否则编辑器将以名称开始。Ext在当前目录中作为文件名。

警告:在新定义可用之前，您可能需要清除name。如果您正在编辑.cc文件，则需要执行mkoctfile name。Cc之前的定义将可用。

如果使用字段和值变量调用edit，则控制字段字段的值将设置为value。

如果请求输出参数并且获得第一个输入参数，则edit将返回控制字段字段的值。如果控件字段不存在，edit将返回一个包含所有字段和值的结构。因此，edit ("get"， "all")返回一个完整的控制结构。

使用了以下控制字段:

‘author’

这个名称放在新函数的“## Author:”字段之后。默认情况下，它从密码数据库的gecos字段进行猜测。

‘email’

这是要在作者字段的名称之后列出的电子邮件地址。默认情况下，它会猜测<$LOGNAME@$HOSTNAME>，如果$HOSTNAME没有定义，它会使用uname -n。你可能想要重写这个。一定要使用user@host格式。

‘license’

‘gpl’

GNU通用公共许可证(默认)。

‘bsd’

无广告条款的bsd风格许可证。

‘pd’

公共领域

‘"text"’

您自己的默认版权和许可。

除非您指定“pd”，否则edit将在版权声明前加上“copyright (C) YYYY Author”。

‘mode’

该值决定编辑器应该以异步模式启动(编辑器在后台启动，Octave继续)还是同步模式启动(Octave等待直到编辑器退出)。将其设置为“sync”以同步模式启动编辑器。默认值是“async”(参见system)。

‘editinplace’

确定文件是否应该就地编辑，而不考虑它们是否可修改。默认为true。将其设置为false以使只读函数文件在编辑时自动复制到' home '(如果存在)。

‘home’

该值指示在编辑器中打开系统文件之前应该将其复制到的目录。这样做的目的是，这个目录也在路径中，这样系统功能文件的编辑副本就会遮蔽原来的目录。此设置仅在' editinplace '设置为false时有效。默认值是空矩阵([])，这意味着不使用它。以前版本的Octave的默认值是~/ Octave。

**参见:**编辑器、路径。

: **mfilename** *()*

:**mfilename** *("fullpath")*

: **mfilename** *("fullpathext")*

返回当前正在执行的文件的名称。

返回当前正在执行的脚本或函数的基本名称，不带任何扩展名。如果从m文件外部(如命令行)调用，则返回空字符串。

给定参数"fullpath"，包括文件名的目录部分，但不包括扩展名。

给定参数" fullpatheext "，包括文件名的目录部分和扩展名。

**参见:**inputname, dbstack。

: *val =* **ignore\_function\_time\_stamp** *()*

: *old\_val =* **ignore\_function\_time\_stamp** *(new\_val)*

查询或设置内部变量，该变量控制Octave在每次查找函数文件中定义的函数时是否检查文件上的时间戳。

如果内部变量设置为"system"， Octave不会自动重新编译Octave -home/share/version/m子目录下的函数文件，如果它们自上次编译以来发生了变化，但如果它们在搜索路径中发生了变化，则会重新编译其他函数文件。

如果设置为"all"， Octave将不会重新编译任何函数文件，除非它们的定义被clear删除。

如果设置为"none"， Octave将始终检查文件上的时间戳，以确定函数文件中定义的函数是否需要重新编译。

**11.10.1操作加载路径**

当调用函数时，Octave在目录列表中搜索包含函数声明的文件。这个目录列表称为加载路径。默认情况下，加载路径包含由Octave分发的目录列表以及当前工作目录。要查看当前的加载路径，请调用path函数，不带任何输入或输出参数。

可以使用addpath和rmpath在加载路径中添加或删除目录。例如，下面的代码将' ~/Octave '添加到加载路径中。

addpath ("~/Octave")

在此之后，目录' ~/Octave '将被搜索函数。

: **addpath** *(dir1, …)*

:**addpath** *(dir1, …, option)*

: *oldpath =* **addpath** *(…)*

将命名目录添加到函数搜索路径。

如果option为"-begin"或0(默认值)，则在当前路径前加上目录名。如果option为"-end"或1，则将目录名附加到当前路径后。添加到路径中的目录必须存在。

除了接受单个目录参数外，还接受以pathsep分隔的目录名列表。例如:

addpath ("dir1:/dir2:~/dir3")

新添加的路径出现在加载路径中的顺序与它们出现在addpath参数中的顺序相同。当将加载路径扩展到前面时，首先添加参数列表中的最后一个路径。当将加载路径扩展到末尾时，首先添加参数列表中的第一个路径。

对于添加的每个目录，如果它不在路径中，addpath检查是否存在一个名为PKG\_ADD的文件(注意没有.m扩展名)，如果它存在就运行它。

**参见:**path, rmpath, genpath, pathdef, savepath, pathsep。

: *pathstr =* **genpath** *(dir)*

: *pathstr =* **genpath** *(dir, skipdir1, …)*

返回由dir及其所有子目录构造的路径。

该路径不包括包目录(以' + '开头)、旧式类目录(以' @ '开头)、私有目录或这些类型的任何子目录。

如果给出了额外的字符串参数，结果路径将排除具有这些名称的目录。

**参见:**path, addpath。

: rmpath (dir1, …)

: oldpath = rmpath (dir1, …)

从当前函数搜索路径中删除dir1，…

除了接受单个目录参数外，还接受以pathsep分隔的目录名列表。例如:

rmpath(“dir1: / dir2: ~ / dir3”)

对于删除的每个目录，rmpath检查是否存在一个名为PKG\_DEL的文件(注意没有.m扩展名)，如果存在则运行它。

参见:path, addpath, genpath, pathdef, savepath, pathsep。

: path ()

: str = path ()

: str = path (path1, …)

修改或显示Octave的加载路径。

如果margin和nargout为零，则以易于阅读的格式显示Octave加载路径的元素。

如果nargout为零且nargout大于零，则返回当前加载路径。

如果margin大于零，将参数连接起来，用pathsep分隔它们。设置结果的内部搜索路径并返回它。

不检查重复的元素。

参见:addpath, rmpath, genpath, pathdef, savepath, pathsep。

: val = pathdef ()

返回Octave的默认路径。

路径信息从四个来源之一提取。可能的来源，按优先顺序排列如下:

1. .octaverc
2. ~/.octaverc
3. <OCTAVE\_HOME>/…/<version>/m/startup/octaverc
4. Octave’s path prior to changes by any octaverc file.

参见:path, addpath, rmpath, genpath, savepath。

: val = pathsep ()

查询路径中用于分隔目录的字符。

参见:filesep。

: rehash ()

重新初始化Octave的加载路径目录缓存。

: fname = file\_in\_loadpath (file)

: fname = file\_in\_loadpath (file, "all")

如果可以在path指定的目录列表中找到该文件，则返回该文件的绝对名称。

如果没有找到文件，则返回一个空字符串。

当file已经是一个绝对名称时，将根据文件系统而不是Octave的loadpath检查该名称。在这种情况下，如果file存在，它将以fname返回，否则返回一个空字符串。

如果第一个参数是字符串的单元格数组，则在loadpath的每个目录中搜索单元格数组的元素，并返回第一个匹配的元素。

如果提供了第二个可选参数"all"，则返回一个单元格数组，其中包含路径中具有相同名称的所有文件的列表。如果没有找到文件，则返回一个空单元格数组。

参见:file\_in\_path, dir\_in\_loadpath, path。

: pathstr = restoredefaultpath ()

将Octave的路径恢复到启动时的初始状态。

重新初始化的路径作为输出返回。

参见:path, addpath, rmpath, genpath, pathdef, savepath, pathsep。

: pathstr = command\_line\_path ()

返回解释器启动时命令行中给Octave的path参数(——path arg)。

参见:path, addpath, rmpath, genpath, pathdef, savepath, pathsep。

: dirname = dir\_in\_loadpath (dir)

: dirname = dir\_in\_loadpath (dir, "all")

如果在path指定的目录列表中可以找到与dir匹配的loadpath元素的绝对名称，则返回该元素的绝对名称。

如果没有找到匹配项，则返回一个空字符串。

匹配在每个路径元素的末尾执行。例如，如果dir是"foo/bar"，它匹配路径元素"/some/dir/foo/bar"，但不匹配"/some/dir/foo/bar/baz" "/some/dir/allfoo/bar"。当dir是一个绝对名称，而不仅仅是一个路径片段时，它将根据文件系统而不是Octave的loadpath进行匹配。在这种情况下，如果dir存在，它将以dirname的形式返回，否则返回一个空字符串。

如果提供了可选的第二个参数，则返回一个包含所有名称匹配的单元格数组，而不仅仅是第一个。

参见:file\_in\_path, file\_in\_loadpath, path。

: current\_encoding = dir\_encoding (dir)

: dir\_encoding (dir, new\_encoding)

: dir\_encoding (dir, "delete")

: old\_encoding = dir\_encoding (dir, new\_encoding)

查询或设置dir中读取m文件时使用的编码。

每个目录编码覆盖(全局设置的)m文件编码。

字符串DIR必须与目录在加载路径中的显示方式相匹配。

new\_encoding输入必须是有效的编码标识符或“delete”。在后一种情况下，将删除任何逐目录编码，并将对给定的dir使用(全局设置的)m-file编码。

只有在请求输出参数时才返回当前或以前使用的编码。

当向加载路径添加新路径时(例如使用addpath)，将自动从.oct-config文件读取目录编码。要为同一文件夹中的所有文件设置编码，该文件必须包含以“encoding=”开头的行，后面跟着编码标识符。

例如，要将同一文件夹下所有文件的编码设置为ISO 8859-1 (Latin-1)，则创建一个文件。oct-config，其内容如下:

encoding=iso8859-1

如果在文件已经被解析之后更改了文件编码，则必须再次解析文件以使更改生效。这可以用clear all命令来完成。

参见:addpath, path。

**11.10.2子功能**

函数文件可能包含称为子函数的次要函数。这些辅助函数仅对同一函数文件中的其他函数可见。例如，文件f.m包含

function f ()

printf ("in f, calling g\n");

g ()

endfunction

function g ()

printf ("in g, calling h\n");

h ()

endfunction

function h ()

printf ("in h\n")

endfunction

定义一个主函数f和两个子函数。子函数g和h只能从主函数f或从其他子函数调用，但不能从文件外部调用。

: subfcn\_list = localfunctions ()

返回当前文件中所有局部函数(即子函数)的列表。

返回值是一个列单元数组，其中包含从调用localfunctions的函数可访问的所有本地函数的函数句柄。嵌套函数不包括在列表中。

如果调用来自命令行、匿名函数或脚本，则返回值为空单元格数组。

参见:函数。

**11.10.3私有功能**

在许多情况下，一个函数需要访问一个或多个辅助函数。如果helper函数被限制在单个函数的范围内，那么可以使用上面讨论的子函数。但是，如果一个辅助函数被多个函数使用，那么这就不再可能了。在这种情况下，辅助函数可能被放置在需要访问该辅助函数的函数所在目录的子目录中，名为“private”。

举一个简单的例子，考虑一个函数func1，它调用辅助函数func2来完成大部分工作。例如:

function y = func1 (x)

y = func2 (x);

endfunction

然后如果到func1的路径是<directory>/func1。M，如果在目录<directory>/private/func2中找到func2。M，那么func2只能用于在<directory>中找到的函数，如func1。

**11.10.4嵌套函数**

嵌套函数类似于子函数，因为只有主函数在文件外部可见。但是，它们也允许子函数访问父函数中的局部变量。这种共享访问模拟了使用全局变量来共享信息——但是全局变量对Octave的其余部分不可见。作为一种编程策略，以这种方式共享数据可能会创建难以维护的代码。建议尽可能使用子函数来代替嵌套函数。

举一个简单的例子，考虑一个父函数foo，它调用嵌套的子函数bar，并使用一个共享变量x。

function y = foo ()

x = 10;

bar ();

y = x;

function bar ()

x = 20;

endfunction

endfunction

foo ()

⇒ 20

注意，没有用于共享x的特殊语法。这可能会导致父函数与其子函数之间意外共享变量的问题。虽然变量通常是继承的，但子函数的参数和返回值对子函数来说是局部的。

现在考虑使用变量x和y的函数foobar, foobar调用一个嵌套函数foo，该函数以x作为参数并返回y。foo然后调用bat进行一些计算。

function z = foobar ()

x = 0;

y = 0;

z = foo (5);

z += x + y;

function y = foo (x)

y = x + bat ();

function z = bat ()

z = x;

endfunction

endfunction

endfunction

foobar ()

⇒ 10

重要的是要注意，foobar中的x和y保持为零，因为在foo中它们分别是返回值和参数。bat中的x是指foo中的x。

变量继承会导致eval和脚本出现问题。如果在父函数中创建了一个新变量，那么在嵌套的子函数中应该发生什么就不清楚了。例如，考虑一个父函数foo和嵌套的子函数bar:

function y = foo (to\_eval)

bar ();

eval (to\_eval);

function bar ()

eval ("x = 100;");

eval ("y = x;");

endfunction

endfunction

foo ("x = 5;")

⇒ error: can not add variable "x" to a static workspace

foo ("y = 10;")

⇒ 10

foo ("")

⇒ 100

父函数foo无法创建一个新的变量x，但是子函数bar成功了。此外，即使在eval语句中，bar中的y与其父函数foo中的y也是相同的。最好避免将eval与嵌套函数结合使用。

与子函数一样，只有文件中的第一个嵌套函数可以从外部调用。在函数内部，规则更为复杂。一般来说，嵌套函数可以调用:

1. Globally visible functions
2. Any function that the nested function’s parent can call
3. Sibling functions (functions that have the same parents)
4. Direct children

作为一个复杂的例子，考虑一个父函数ex\_top和两个子函数ex\_a和ex\_b。此外，ex\_a还有两个子函数ex\_aa和ex\_ab。例如:

function ex\_top ()

## Can call: ex\_top, ex\_a, and ex\_b

## Can NOT call: ex\_aa and ex\_ab

function ex\_a ()

## Can call everything

function ex\_aa ()

## Can call everything

endfunction

function ex\_ab ()

## Can call everything

endfunction

endfunction

function ex\_b ()

## Can call: ex\_top, ex\_a, and ex\_b

## Can NOT call: ex\_aa and ex\_ab

endfunction

endfunction

**11.10.5重载和自动加载**

函数可以重载以使用不同的输入参数。例如，操作符' + '在Octave中被重载，可以处理single, double, uint8, int32和许多其他参数。重载函数的首选方法是通过类和面向对象编程(参见函数重载)。但是，有时需要撤销用户重载并调用与特定类型关联的默认函数。内置函数就是为此目的而存在的。

: […] = builtin (f, …)

调用基函数f，即使f被重载为给定类型签名的另一个函数。

在进行面向对象编程时，这通常是有用的，并且需要调用Octave的一个基函数，而不是一个新类的重载函数。

一个简单的例子，将sin函数重新定义为cos函数，展示了内置函数是如何工作的。

sin (0)

⇒ 0

function y = sin (x), y = cos (x); endfunction

sin (0)

⇒ 1

builtin ("sin", 0)

⇒ 0

一个动态链接的文件可以定义几个函数。然而，当Octave根据函数文件名搜索函数时，Octave需要一种方式来查找动态链接文件中的每个函数。在支持符号链接的操作系统上，可以为它包含的每个函数创建一个指向原始文件的符号链接。

然而，至少有一种众所周知的操作系统不支持符号链接。为每个函数复制原始文件是不可取的，因为这会增加Octave使用的磁盘空间量。相反，Octave提供了自动加载函数，该函数允许用户定义在哪个文件中找到某个函数。

: autoload\_map = autoload ()

: autoload (function, file)

: autoload (…, "remove")

定义要从文件自动加载的函数。

第二个参数file应该是一个绝对文件名，或者是与运行autolload命令的函数或脚本位于同一目录下的文件名。文件不应该依赖于Octave加载路径。

通常，对自动加载的调用出现在PKG\_ADD脚本文件中，当将目录添加到Octave的加载路径时，对该脚本文件进行评估。为了避免在file中硬编码目录名，如果file与PKG\_ADD脚本在同一目录中，则

autoload ("foo", "bar.oct");

将从bar.oct文件中加载函数foo。以上用法当杠。Oct不在同一个目录中，或者使用

autoload ("foo", file\_in\_loadpath ("bar.oct"))

强烈反对，因为他们的行为可能是不可预测的。

不带参数时，返回一个包含当前自动加载映射的结构。

如果给出了第三个参数“remove”，则该函数将被清除，并且在当前Octave会话期间不再加载。

参见:PKG\_ADD。

**11.10.6功能锁定**

有时需要使用mlock函数将一个函数锁定到内存中。这通常用于包含一些初始化的oct文件或mex文件中的动态链接函数，并且希望调用clear不会删除此初始化。

举个例子，

function my\_function ()

mlock ();

…

endfunction

防止my\_function被调用后从内存中删除，即使调用了clear。可以使用错误锁定来确定函数是否锁定在内存中，也可以使用munlock来解锁函数，下面的代码演示了这一点。

my\_function ();

mislocked ("my\_function")

⇒ ans = 1

munlock ("my\_function");

mislocked ("my\_function")

⇒ ans = 0

mlock的一个常见用途是防止从内存中删除持久变量，如下例所示:

function count\_calls ()

mlock ();

persistent calls = 0;

printf ("count\_calls() has been called %d times\n", ++calls);

endfunction

count\_calls ();

-| count\_calls() has been called 1 times

clear count\_calls

count\_calls ();

-| count\_calls() has been called 2 times

mlock也可以用来防止对m文件的更改，例如在外部编辑器中，对当前Octave会话产生任何影响;ignore\_function\_time\_stamp函数也可以达到类似的效果。

: mlock ()

将当前函数锁定到内存中，使其不能被clear删除。

参见:无锁，锁错，持久，清晰。

: munlock ()

: munlock (fcn)

解锁命名函数fcn，以便可以使用clear从内存中删除它。

如果没有命名函数，则解锁当前函数。

参见:mlock, mislocked, persistent, clear。

: tf = mislocked ()

: tf = mislocked (fcn)

如果命名函数fcn被锁定在内存中，则返回true。

如果没有命名函数，则在当前函数被锁定时返回true。

参见:mlock, munlock, persistent, clear。

**11.10.7功能优先级**

考虑到Octave可以用许多不同的方式定义一个函数，在一个特定的作用域中定义一个函数的多个版本是可能的，甚至是可能的。在特定范围内使用哪个函数的优先级由

1. 在给定范围内具有所需函数名的子函数。
2. 私有函数在包含当前函数的目录的私有目录中定义的函数。
3. 类构造函数构造用户类的函数，如面向对象编程章节所定义。
4. 类方法类的重载函数，如面向对象编程章节中所述。
5. 命令行函数在命令行上定义的函数。
6. 自动加载函数一个被标记为自动加载的函数，参见自动加载。
7. A路径上的函数在用户加载路径上可以找到的函数。此函数也可以有Oct-file、mex-file或m-file版本，这些版本之间的优先级是按此顺序排列的。
8. 内置函数是核心Octave的一部分，如numel, size等。

**11.11脚本文件**

脚本文件是包含(几乎)任何Octave命令序列的文件。它被读取和计算，就像您在Octave提示符下键入每个命令一样，并提供了一种方便的方法来执行逻辑上不属于函数的命令序列。

与函数文件不同，脚本文件不能以关键字function开头。如果是这样，Octave将假设它是一个函数文件，并且它定义了一个函数，应该在定义后立即求值。

脚本文件与函数文件的另一个不同之处在于，脚本文件中命名的变量不是局部变量，而是与命令行中可见的其他变量处于相同的作用域。

即使脚本文件可能不以function关键字开头，也可以在单个脚本文件中定义多个函数并一次加载(但不执行)所有函数。要做到这一点，文件中的第一个标记(忽略注释和其他空白)必须是函数以外的东西。如果你没有其他语句需要求值，你可以使用一个没有效果的语句，像这样:

# Prevent Octave from thinking that this

# is a function file:

1;

# Define function one:

function one ()

…

要让Octave读取这些函数并将其编译为内部表单，您需要确保该文件位于Octave的加载路径中(可通过path函数访问)，然后只需键入包含这些命令的文件的基本名称。(Octave使用与搜索函数文件相同的规则来搜索脚本文件。)

如果文件中的第一个标记(忽略注释)是function, Octave将编译该函数并尝试执行它，并打印一条消息，警告在函数定义之后出现的任何非空白字符。

注意，Octave不会尝试查找任何标识符的定义，直到需要对其求值。这意味着Octave将编译以下语句，如果它们出现在脚本文件中，或者在命令行中输入，

# not a function file:

1;

function foo ()

do\_something ();

endfunction

function do\_something ()

do\_something\_else ();

endfunction

即使函数do\_something在函数foo中引用之前没有定义。这不是一个错误，因为Octave不需要解析函数引用的所有符号，直到函数实际求值。

由于Octave在需要定义之前不会查找定义，因此以下代码将始终打印' bar = 3 '，无论它是直接在命令行上键入的，还是从脚本文件中读取的，或者是函数体的一部分，即使存在一个名为bar的函数或脚本文件。我在八度的路径上。

eval ("bar = 3");

bar

如果在编译函数时解析了定义，那么这样出现在函数体中的代码可能会欺骗Octave。让Octave足够聪明地以一致的方式评估这些代码实际上是不可能的。解析器必须能够在编译时执行对eval的调用，这是不可能的，除非要求值的字符串中的所有引用也可以被解析，并且要求这将是过于严格的(字符串可能来自用户输入，或者依赖于函数求值之前不知道的东西)。

虽然Octave通常从脚本文件中执行命令。M，您可以使用函数源从任何文件执行命令。

: source (file)

: source (file, context)

解析并执行文件的内容。

如果不指定上下文，这相当于从脚本文件执行命令，但不要求将文件命名为file。M或在执行路径上。

脚本可以在调用当前函数(“调用者”)的函数的上下文中执行，也可以在顶级上下文中执行(“基”)，而不是在当前上下文中执行。

参见:run。

**11.11.1发布Octave脚本文件**

publish函数提供了动态记录脚本文件的可能性。与静态文档不同，publish运行脚本文件，在运行脚本时保存任何图形和输出，并以所需的输出格式将它们与静态文档一起呈现。静态文档可以使用Publishing Markup来增强和定制输出。

: publish (file)

: publish (file, output\_format)

: publish (file, option1, value1, …)

: publish (file, options)

: output\_file = publish (file, …)

从Octave脚本文件文件中以几种输出格式之一生成报告。

生成的报告在部分注释中解释Publishing Markup，这在GNU Octave手册中有详细解释。部分注释是以带有双注释字符的行开头的注释块。

假设下面的例子，使用一些发布标记，作为脚本文件pub\_example.m的内容:

## Headline title

#

# Some \*bold\*, \_italic\_, or |monospaced| Text with

# a <https://www.octave.org link to \*GNU Octave\*>.

##

# "Real" Octave commands to be evaluated

sombrero ()

%% MATLAB comment style ('%') is supported as well

%

% \* Bulleted list item 1

% \* Bulleted list item 2

%

% # Numbered list item 1

% # Numbered list item 2

要发布这个脚本文件，输入publish ("pub\_example.m")。

当使用一个输入参数调用时，将在相对于当前工作目录的子目录HTML中生成HTML报告。pub\_example中的任何Octave命令。M在单独的上下文中进行评估，并且在执行脚本文件时创建的任何图形都包含在报告中。

使用publish (file, output\_format)相当于使用结构体调用函数

options.format = output\_format;

publish (file, options)

如下所述。使用选项/值对也是如此

options.option1 = value1;

publish (file, options)

结构选项可以有以下字段名。如果未指定字段名，则使用默认值:

* ' format ' -发布的脚本文件的输出格式，其中之一

“html”(默认),“医生”、“乳胶”、“ppt”、“pdf”,或“xml”。

输出格式“doc”、“ppt”和“xml”目前不支持。要生成“doc”报告，使用您的办公套件打开生成的“html”报告。

在Octave中，通过在名为' \_\_publish\_<custom format>\_output\_\_.m '的函数文件中实现所有回调子函数来支持自定义格式。获取HTML格式类型的模板:

edit (fullfile (fileparts (which ("publish")), ...

"private", "\_\_publish\_html\_output\_\_.m"))

* ' outputDir ' -生成报告所在目录的完整路径。如果没有指定目录，报告将在相对于当前工作目录的子目录html中生成。
* ' stylesheet ' -不支持，仅用于MATLAB兼容。
* ' createThumbnail ' -不支持，仅用于MATLAB兼容性。
* ' figureSnapMethod ' -不支持，仅用于MATLAB兼容性。
* ' imageFormat ' -在评估代码时生成的任何图像的所需格式。

允许的图像格式取决于输出格式:

* ' html '， ' xml ' - ' png '(默认)，Octave支持的任何图像格式
* ' latex ' - ' epsc2 '(默认)，Octave支持的任何图像格式
* ' pdf ' - ' jpg '(默认)或' bmp '，注意MATLAB使用' bmp '作为默认值
* “医生”或“ppt”——“png”(默认),jpg, bmp,或“tiff”
* ' maxWidth '和' maxHeight ' -生成图像的最大宽度(高度)(以像素为单位)。空值表示没有限制。为了使该选项正常工作，必须设置这两个值。

'[] '(默认)，整数值≥0

* ' useNewFigure ' -为计算代码创建的图形使用一个新的图形窗口。这避免了已经打开的图形窗口的副作用。

' true '(默认)或' false '

* ' evalCode ' -评估Octave源文件的代码

' true '(默认)或' false '

* ' catchError ' -在计算代码时捕获错误并继续

' true '(默认)或' false '

* ' codeToEvaluate ' -在发布脚本文件之前应该评估的命令。这些Octave命令不会出现在生成的报告中。
* ' maxOutputLines ' -包含在输出中的代码计算的最大输出行数。

' Inf '(默认)或整数值> 0

* ' showCode ' -在生成的报告中显示评估的Octave命令

' true '(默认)或' false '

选项输出output\_file是一个字符串，包含生成报告的路径和文件名。

**参见:**grabcode。

与publish对应的是grabcode:

: grabcode filename

: grabcode url

: code\_str = grabcode (…)

从publish函数创建的报告中获取代码。

在发布的报告中抓取的代码必须由字符串' ##### SOURCE BEGIN ##### '和' ##### SOURCE END ##### '包围。publish函数自动创建这种格式。

如果未请求返回值，则将代码保存到临时文件中，并在默认编辑器中打开。注意:临时文件必须保存为新的文件名，否则代码将丢失。

如果请求输出，抓取的代码将作为字符串code\_str返回。

例子:

publish ("my\_script.m");

grabcode ("html/my\_script.html");

上面的例子发布了my\_script。到默认位置html/my\_script.html。接下来，抓取已发布的Octave脚本，在一个新的临时文件中编辑其内容。

**参见:** publish。

**11.11.2 出版的标记**

**11.11.2.1如何发布脚本中的标记**

要使用发布标记，首先在新行开头键入' ## '或' %% '。对于MATLAB兼容性，' %%% '的处理方式与' %% '相同。

“##”或“%%”之后的行以“#”或“%”开头，后面至少有一个空格。这些行被解释为部分。节结束于不以“#”或“%”开头的第一行，或者在到达文档末尾时结束。

从文档的第一行开始的节，后面跟着另一个可能为空的节的开头，被解释为文档标题和介绍文本。

请看下面的例子:

%% Headline title

%

% Some \*bold\*, \_italic\_, or |monospaced| Text with

% a <https://www.octave.org link to GNU Octave>.

%%

# "Real" Octave commands to be evaluated

sombrero ()

## Octave comment style supported as well

#

# \* Bulleted list item 1

# \* Bulleted list item 2

#

# # Numbered list item 1

# # Numbered list item 2

**11.11.2.2文本格式化**

章节内部支持基本的文本格式，参见下面给出的示例:

##

# \*bold\*, \_italic\_, or |monospaced| Text

另外，支持两个商标符号，只需包含字母“TM”或“R”。

##

# (TM) or (R)

**11.11.2.3部分**

通过在新行开头键入“##”或“%%”来开始一个部分。段落标题可以写在“##”或“%%”之后的第一行，中间用空格分隔。如果没有节标题，则该节将被解释为前一节的延续。对于MATLAB兼容性，' %%% '的处理方式与' %% '相同。

some\_code ();

## Section 1

#

## Section 2

some\_code ();

##

# Still in section 2

some\_code ();

%%% Section 3

%

%

**11.11.2.4预格式化代码**

要在节中编写预格式化的代码，请在每行开头的“#”之后缩进三个空格，并将代码的上下行留空，但这些行开头的“#”除外。

##

# This is a syntax highlighted for-loop:

#

# for i = 1:5

# disp (i);

# endfor

#

# And more usual text.

**11.11.2.5预格式化文本**

要在节中编写预格式化的文本，请在每行开头的“#”之后缩进两个空格，并将预格式化文本的上下行留空，但这些行开头的“#”除外。

##

# This following text is preformatted:

#

# "To be, or not to be: that is the question:

# Whether 'tis nobler in the mind to suffer

# The slings and arrows of outrageous fortune,

# Or to take arms against a sea of troubles,

# And by opposing end them? To die: to sleep;"

#

# --"Hamlet" by W. Shakespeare

**11.11.2.6项目符号列表**

若要创建项目符号列表，请键入

##

#

# \* Bulleted list item 1

# \* Bulleted list item 2

#

得到如下输出

* Bulleted list item 1
* Bulleted list item 2

注意空格行，除了项目符号列表前后的“#”或“%”!

**11.11.2.7编号列表**

若要创建编号列表，请键入

# #

#

编号列表项1

# #编号列表项2

#

得到如下输出

* Numbered list item 1
* Numbered list item 2

请注意除了编号列表前后的“#”或“%”之外的空行!

**11.11.2.8包含文件内容**

包含外部文件的内容，例如，一个名为“my\_function”的文件。在与发布的Octave脚本相同的位置，使用以下语法将其包含在Octave语法高亮显示中。

或者，您可以将完整路径或相对路径写入文件。

##

#

# <include>my\_function.m</include>

#

# <include>/full/path/to/my\_function.m</include>

#

# <include>../relative/path/to/my\_function.m</include>

#

**11.11.2.9包含图形**

要包含外部图形，例如，在与发布的Octave脚本相同的位置包含一个名为' my\_graphic.png '的图形，请使用以下语法。

或者，您可以将完整路径写入图形。

##

#

# <<my\_graphic.png>>

#

# <</full/path/to/my\_graphic.png>>

#

# <<../relative/path/to/my\_graphic.png>>

#

**11.11.2.10包含url**

基本上，URL写在开始的“<”和结束的“>”之间。

##

# <https://www.octave.org>

在这些角度内并且与URL之间至少间隔一个空格的文本是用于链接的显示文本。

##

# <https://www.octave.org GNU Octave>

一个以' <octave: '开头的链接，后面跟着一个GNU octave函数的名字，可选地加上一个显示的文本，结果是一个到在线GNU octave文档函数索引的链接。

##

# <octave:DISP The display function>

**11.11.2.11数学方程**

可以直接在部分中插入LaTeX内联数学，用单个' $ '符号包围，或者用双' $$ '符号包围显示数学。

##

# Some shorter inline equation $e^{ix} = \cos x + i\sin x$.

#

# Or more complicated formulas as displayed math:

# $$e^x = \lim\_{n\rightarrow\infty}\left(1+\dfrac{x}{n}\right)^{n}.$$

**11.11.2.12 HTML标记**

如果发布的输出是HTML报告，则可以插入仅在这种输出中可见的HTML标记。

##

# <html>

# <table style="border:1px solid black;">

# <tr><td>1</td><td>2</td></tr>

# <tr><td>3</td><td>3</td></tr>

# </html>

**11.11.2.13 LaTeX标记**

如果发布的输出是LaTeX或PDF报告，您可以插入LaTeX标记，它只在这种输出中可见。

##

# <latex>

# Some output only visible in LaTeX or PDF reports.

# \begin{equation}

# e^x = \lim\limits\_{n\rightarrow\infty}\left(1+\dfrac{x}{n}\right)^{n}

# \end{equation}

# </latex>

**11.11.3木星笔记本**

Jupyter笔记本是一种流行的技术，用于以综合的方式同时显示代码、文本和图形输出。Octave可以使用jupyter\_notebook函数将结果发布到Jupyter笔记本。

: notebook = jupyter\_notebook (notebook\_filename)

: notebook = jupyter\_notebook (notebook\_filename, options)

在GNU Octave中运行并填充文件notebook\_filename中的Jupyter Notebook。

支持文本和图形Octave输出。

这个类有一个公共属性notebook，它是一个表示json解码的Jupyter notebook的结构。此属性是故意公开的，以启用高级笔记本操作。

注意:不支持低于4.0的Jupyter Notebook版本(nbformat)。

第二个可选参数options是一个带字段的结构体:

* tmpdir设置临时工作目录。

以下设置支持%plot magic:

* %plot -f <format>或%plot -format <format>:指定图像存储格式。支持的格式有:

PNG(默认)

SVG(注意:如果SVG图像没有出现在笔记本中，则很可能与Jupyter notebook安全机制有关，并且需要显式地“信任”它们)。

JPG

* "%plot -r <number>"或"%plot -resolution <number>":图像分辨率。
* %plot -w <number>或%plot -width <number>:指定图像宽度。
* "%plot -h <number>"或"%plot -height <number>":指定图像高度。

示例：

## Run all cells and generate the filled notebook

## Instantiate an object from a notebook file

notebook = jupyter\_notebook ("myNotebook.ipynb");

## Run the code and embed the results in the notebook property

notebook.run\_all ();

## Generate a new notebook by overwriting the original notebook

notebook.generate\_notebook ("myNotebook.ipynb");

## Run just the second cell and generate the filled notebook

## Instantiate an object from a notebook file

notebook = jupyter\_notebook ("myNotebook.ipynb");

## Run the code and embed the results in the notebook property

notebook.run (2)

## Generate a new notebook in a new file

notebook.generate\_notebook ("myNewNotebook.ipynb");

## Generate an Octave script from a notebook

## Instantiate an object from a notebook file

notebook = jupyter\_notebook ("myNotebook.ipynb");

## Generate the Octave script

notebook.generate\_octave\_script ("jup\_script.m");

**参见:**jsondecode, jsonencode。

**11.12函数句柄和匿名函数**

将一个函数存储在变量中是非常方便的，这样它就可以传递给另一个函数。例如，执行数值最小化的函数需要访问应该最小化的函数。

**11.12.1函数句柄**

函数句柄是指向另一个函数的指针，用语法定义

@function-name

例如

f = @sin;

创建一个名为f的函数句柄，它引用函数sin。

函数句柄用于间接调用其他函数，或将一个函数作为参数传递给另一个函数，如quad或fsolve。例如:

f = @sin;

quad (f, 0, pi)

⇒ 2

您可以使用feval来使用函数句柄调用函数，或者简单地编写函数句柄的名称，后跟参数列表。如果没有参数，则必须使用空参数列表'()'。例如:

f = @sin;

feval (f, pi/4)

⇒ 0.70711

f (pi/4)

⇒ 0.70711

: tf = is\_function\_handle (x)

如果x是函数句柄则返回true。

参见:isa, typeinfo, class, functions。

: s = functions (fcn\_handle)

返回一个包含函数句柄fcn\_handle信息的结构。

结构s总是包含这三个字段:

function

函数名。对于匿名函数(没有名称)，这将是实际的函数定义。

type

函数类型。

anonymous

private函数是匿名的。

overloaded

函数重载现有函数。

simple

该函数是内置函数或m-file函数。

subfunction

该函数是m文件中的子函数。

nested

函数是嵌套的。

file

将被调用以执行该函数的m文件。对于匿名函数和内置函数，此字段为空。

此外，某些函数类型可能在附加字段中返回更多信息。

**警告:：**函数仅用于调试目的。它的行为将来可能会改变，程序不应该依赖于任何特定的输出格式。

**参见**：func2str, str2func。

: str = func2str (fcn\_handle)

返回一个字符串，其中包含函数句柄fcn\_handle引用的函数名。

参见:str2func, functions。

: hfcn = str2func (str)

返回由字符串str构造的函数句柄。

输入可以是函数的名称，例如"sin"，也可以是定义函数的字符串，例如"@(x) sin (x + pi)"。

编程注意:在大多数情况下，使用匿名函数语法并让Octave解析器创建函数句柄比使用str2func更好。例如:

hfcn = @sin ;

hfcn = @(x) sin (x + pi) ;

参见：func2str, functions.

: vars = symvar (str)

识别字符串str中的符号变量名。

常见的常量名称如i, j, pi, Inf和Octave函数如sin或plot被忽略。

任何标识的名称都以字符串的单元格数组返回。如果没有找到变量，则数组为空。

例子:

symvar ("x^2 + y^2 == 4")

⇒ {

[1,1] = x

[2,1] = y

}

**11.12.2匿名函数**

匿名函数是使用语法定义的

@(argument-list) expression

在参数列表中找不到的任何变量都从封闭作用域继承。匿名函数对于从表达式创建简单的未命名函数或包装对其他函数的调用以使其适应quad等函数的使用非常有用。例如,

f = @(x) x.^2;

quad (f, 0, 10)

⇒ 333.33

从表达式x.^2创建一个简单的未命名函数并将其传递给quad，

quad (@(x) sin (x), 0, pi)

⇒ 2

包装另一个函数，和

a = 1;

b = 2;

quad (@(x) betainc (x, a, b), 0, 0.4)

⇒ 0.13867

将具有多个参数的函数调整为quad所需的形式。在本例中，传递给beta的a和b的值是从当前环境继承的。

请注意，出于性能原因，最好使用现有Octave函数的句柄，而不是定义包装现有函数的匿名函数。如果代码写成。sin (x)的积分会快5倍

quad (@sin, 0, pi)

而不是使用匿名函数@(x) sin (x)。有许多运算符具有函数等价，可能比匿名函数更好的选择。而不是写

f = @(x, y) x + y

这应该被编码为

f = @plus

请参阅操作符重载，以获得也具有函数形式的操作符列表。

**11.13命令格式和功能**

除了上面描述的函数语法(即，调用一个函数，如fun (arg1, arg2，…))，一个函数可以使用命令语法调用(例如，调用一个函数，如fun arg1 arg2…)。在这种情况下，所有参数都以字符串的形式传递给函数。例如,

my\_command hello world

等同于

my\_command ("hello", "world")

命令调用的一般形式是

cmdname arg1 arg2 …

直接翻译成

cmdname ("arg1", "arg2", …)

如果在命令语法中需要将包含空格的参数传递给函数，则可以使用(双-)引号。例如,

my\_command "first argument" "second argument"

等同于

my\_command ("first argument", "second argument")

任何函数都可以作为命令使用，只要它接受字符串输入参数。例如:

toupper lower\_case\_arg

⇒ ans = LOWER\_CASE\_ARG

由于参数作为字符串传递给相应的函数，因此不可能传递存储在变量中的输入参数。在这种情况下，必须使用函数语法调用命令。例如:

strvar = "hello world";

toupper strvar

⇒ ans = STRVAR

toupper (strvar)

⇒ ans = HELLO WORLD

此外，不能使用命令语法将函数的返回值赋给变量。只有第一个返回参数被分配给内置变量ans。如果命令的输出参数应该被分配给一个变量，或者函数的多个输出参数应该被返回，则必须使用函数语法。

应该注意的是，混合使用命令语法和二进制运算符可能会在使用函数语法的数学和逻辑表达式中产生明显的歧义。例如，这三个表述

arg1 - arg2

arg1 -arg2

arg1-arg2

可能是用户想要的arg1和arg2之间的减法运算。但是，前两个也可以表示为对函数arg1的命令语法调用，在第一种情况下使用选项-和arg2，在第二种情况下使用选项-arg2。

Octave根据以下规则使用空格来解释这些表达式:

* 由普通符号组成的语句，没有任何仅用空格分隔的操作符，总是被视为命令语法:

arg1 arg2 arg3 ... argn

* 没有任何空格的语句总是被视为函数语法:

arg1+arg2

arg1&&arg2||arg3

arg1+=arg2\*arg3

* 如果第一个符号是一个常量(或特殊值命名常量pi、i、i、j、j、e、NaN或Inf)，后跟一个二进制运算符，则不管第二个符号后面是否有空格或什么，该语句都被视为函数语法:

7 -arg2

pi+ arg2

j \* arg2 -arg3

* 如果第一个符号是一个函数或变量，并且没有空格分隔操作符和第二个符号，则该语句被视为命令语法:

arg1 -arg2

arg1 &&arg2 ||arg3

arg1 +=arg2\*arg3

* 任何其他空格组合将导致该语句被视为函数语法。

注1:如果一个特殊值的命名常量被重新定义为变量，解释器仍然会用函数语法处理语句。

注2:试图在作为命令语法处理的命令中使用arg1变量将导致错误。

**11.14用八度分布的函数的组织**

Octave的许多标准函数都是作为函数文件分发的。它们按主题松散地组织在octave-home/share/octave/version/m的子目录中，以便更容易找到它们。

以下是所有函数文件子目录的列表，以及您将在其中找到的函数类型。

@ftp

FTP对象的类函数。

+containers

容器类的包。

audio

播放和录制声音的功能。

deprecated

过时的函数，最终将从Octave中删除。

elfun

初等函数，主要是三角函数。

general

各种矩阵操作，如fluid、rot90和triu，以及其他基本函数，如ismatrix、narginchk等。

geometry

与Delaunay三角剖分相关的函数。

gui

GUI元素(如对话框、消息框等)的函数。

help

Octave内置帮助系统的函数。

image

图像处理工具。这些功能需要X窗口系统。

io

输入输出函数

java

与Java集成相关的函数。

linear-algebra

线性代数的函数。

miscellaneous

不属于其他地方的函数。

ode

求解常微分方程的函数。

optimization

与最小化、优化和查找根相关的功能。

path

用于管理Octave用于查找函数的目录路径的函数。

pkg

用于在Octave中安装外部函数包的包管理器。

plot

显示和打印二维和三维图形的功能。

polynomial

处理多项式的函数。

Prefs

实现用户定义首选项的函数。

set

用于创建和操作唯一值集的函数。

signal

用于信号处理应用的函数。

sparse

处理稀疏矩阵的函数。

specfun

特殊函数，如贝塞尔或因子。

special-matrix

创建特殊矩阵形式的函数，如希尔伯特或范德蒙德矩阵。

startup

Octave的系统范围启动文件。

statistics

统计函数

Strings

杂项字符串处理函数。

testfun

用于对其他函数执行单元测试的函数。

time

与时间和日期处理相关的功能。

**12错误和警告**

Octave包括几个打印错误和警告消息的功能。当您编写的函数遇到异常情况需要采取特殊措施时，应使用本章描述的函数打印错误信息。

由于Octave的许多函数都使用了这些函数，因此理解它们也很有用，这样就可以处理错误和警告。

**12.1错误处理**

错误是当程序处于无法继续的状态时发生的事情。一个例子是调用函数时输入参数太少。在这种情况下，函数应该终止并给出一条错误消息，告知用户缺少输入参数。

由于错误可能在程序求值期间发生，因此能够检测到错误的发生，从而可以修复错误是非常方便的。这可以通过try语句中描述的try语句来实现。

**12.1.1抛出错误**

错误最常见的用法是检查函数的输入参数。如果调用函数f时没有任何输入参数，下面的示例将调用error函数。

function f (arg1)

if (nargin == 0)

error ("not enough input arguments");

endif

endfunction

当调用error函数时，它打印给定的消息并返回到Octave提示符。这意味着不会执行对error调用后的代码。

还可以为错误分配标识字符串。如果错误具有这样的ID，则用户可以捕获该错误，这将在下一节中描述。要为错误分配ID，只需使用两个字符串参数调用error，其中第一个是标识字符串，第二个是实际错误。注意，错误id的格式为"NAMESPACE: error - name "。命名空间"Octave"用于Octave自己的错误。任何其他字符串都可以作为用户自己错误的名称空间。

: error (template, …)

: error (id, template, …)

显示错误信息并停止m-file的执行。

在模板字符串模板的控制下，使用与printf函数族相同的规则格式化可选参数(请参阅格式化输出)，并在stderr流上打印结果消息。只有在模板字符串后面有附加参数的情况下，才会对单引号字符向量进行格式化。如果没有其他参数，则按字面意思使用模板字符串(即，不解释单引号字符向量中的任何转义序列)。该消息以' error: '作为前缀。

调用error还会设置Octave的内部错误状态，这样控制将返回到顶层，而无需评估任何进一步的命令。这对于终止函数或脚本非常有用。

如果错误消息没有以换行符结束，Octave将打印所有导致错误的函数调用的回溯信息。例如，给定以下函数定义:

function f () g (); end

function g () h (); end

function h () nargin == 1 || error ("nargin != 1"); end

调用函数f将产生一个消息列表，可以帮助您快速找到错误的确切位置:

f ()

error: nargin != 1

error: called from:

error: h at line 1, column 27

error: g at line 1, column 15

error: f at line 1, column 15

如果错误消息以换行符结束，Octave将打印该消息，但不会显示任何回溯消息，因为它将控制权返回给顶层。例如，修改上一个示例中的错误消息以换行符结束会导致Octave只打印一条消息:

function h () nargin == 1 || error ("nargin != 1\n"); end

f ()

error: nargin != 1

输入到error的空字符串("")将被忽略，代码将继续运行，就好像语句是NOP一样。这是为了与MATLAB兼容。它还可以编写诸如

err\_msg = "";

if (CONDITION 1)

err\_msg = "CONDITION 1 found";

elseif (CONDITION2)

err\_msg = "CONDITION 2 found";

…

endif

error (err\_msg);

它只会在发现错误时停止执行。

实现说明:为了与MATLAB兼容，无论模板是否用单引号定义，只要有两个或多个输入参数，模板中的转义序列(例如，"\n" => newline)都会被处理。要禁用转义序列扩展，请在序列前使用第二个反斜杠(例如，"\\n")或使用regexptranslate函数。

参见:警告，lastror。

由于在函数的输入出现错误时通常会使用错误，因此Octave支持函数来简化此类代码。当print\_usage函数被调用时，它会读取调用print\_usage函数的帮助文本，并显示一个有用的错误。如果帮助文本是用Texinfo编写的，则可能会显示一条错误消息，该消息只包含帮助文本的@deftypefn部分所描述的函数原型。当帮助文本不是用Texinfo编写时，错误消息包含整个帮助消息。

考虑下面的函数。

## -\*- texinfo -\*-

## @deftypefn {} f (@var{arg1})

## Function help text goes here…

## @end deftypefn

function f (arg1)

if (nargin == 0)

print\_usage ();

endif

endfunction

当在没有输入参数的情况下调用它时，它会产生以下错误。

f ()

-| error: Invalid call to f. Correct usage is:

-|

-| -- f (ARG1)

-|

-|

-| Additional help for built-in functions and operators is

-| available in the online version of the manual. Use the command

-| 'doc <topic>' to search the manual index.

-|

-| Help and information about Octave is also available on the WWW

-| at https://www.octave.org and via the help@octave.org

-| mailing list.

: print\_usage ()

: print\_usage (name)

打印函数名的用法消息。

在没有输入参数的情况下调用print\_usage函数时，将显示当前正在执行的函数的使用情况消息。

参见：help。

: beep ()

从扬声器产生哔哔声(或视觉铃声)。

该函数将报警字符“\a”发送到终端。根据用户的配置，这可能会产生一个可听到的哔哔声，一个可视的铃声，或者什么都没有。

参见:puts, fputs, printf, fprintf。

: val = beep\_on\_error ()

: old\_val = beep\_on\_error (new\_val)

: old\_val = beep\_on\_error (new\_val, "local")

查询或设置内部变量，该变量控制Octave在打印错误消息之前是否会尝试敲响终端铃声。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**12.1.2捕获错误**

当发生错误时，可以使用try语句检测和处理，如try语句中所述。例如，下面的代码段对for循环期间发生的错误数量进行计数。

number\_of\_errors = 0;

for n = 1:100

try

…

catch

number\_of\_errors++;

end\_try\_catch

endfor

上面的例子对所有错误都一视同仁。然而，在许多情况下，有必要区分错误，并根据错误采取不同的操作。函数的作用是:返回一个包含上次发生错误信息的结构。例如，可以将上面的代码更改为计算与' \* '操作符相关的错误数量。

number\_of\_errors = 0;

for n = 1:100

try

…

catch

msg = lasterror.message;

if (strfind (msg, "operator \*"))

number\_of\_errors++;

endif

end\_try\_catch

endfor

或者，可以在catch关键字后面的变量中找到lasterror函数的输出，如下面的示例中显示了如何将错误重定向为警告:

try

…

catch err

warning(err.identifier, err.message);

…

end\_try\_catch

: lasterr = lasterror ()

: lasterror (err)

: lasterror ("reset")

查询或设置最后一次错误消息结构。

当不带参数调用时，返回一个包含最后一个错误消息和与此错误相关的其他信息的结构。结构的要素是:

message

最后一条错误消息的文本

identifier

此错误消息的消息标识符

stack

包含有关消息发生位置的信息的结构。如果无法获得信息，则该结构可能为空结构。结构的字段是:

file

发生错误的文件的名称

name

发生错误的函数名

line

发生错误的行号

column

一个可选字段，其中包含发生错误的列号

最后一个错误结构可以通过传递标量结构err作为输入来设置。err的任何与上述匹配的字段都被设置，而任何未指定的字段都用默认值初始化。

如果使用参数“reset”调用lasterror，则所有字段都被设置为默认值。

参见:lasterr, error, lastwarn。

: [msg, msgid] = lasterr ()

: lasterr (msg)

: lasterr (msg, msgid)

查询或设置最后一次错误信息。

在没有输入参数的情况下调用时，返回最后一个错误消息和消息标识符。

使用一个参数，将最后一个错误消息设置为msg。

还可以使用两个参数设置最后一个消息标识符。

参见:lastror, error, lastwarn。

下一个示例计算索引错误。使用函数lasterror返回的结构的字段标识符捕获错误。

number\_of\_errors = 0;

for n = 1:100

try

…

catch

id = lasterror.identifier;

if (strcmp (id, "Octave:invalid-indexing"))

number\_of\_errors++;

endif

end\_try\_catch

endfor

使用Octave分发的函数可能会发出以下错误之一。

Octave:bad-alloc

指示无法分配内存。

Octave:invalid-context

指示错误是由无法在调用该错误的范围内执行的操作生成的。例如，从Octave提示符调用print\_usage()函数时会引发此错误。

Octave:invalid-fun-call

指示以不正确的方式调用函数，例如输入参数数量错误。

Octave:invalid-indexing

数据类型索引错误，例如数组的实值索引，结构中不存在字段。

Octave:invalid-input-arg

指示使用无效输入参数调用函数。

Octave:undefined-function

指示对未定义的函数的调用。该函数可能存在，但Octave无法在搜索路径中找到它。

当错误被处理后，可能会再次引发它。当需要检测错误，但程序仍应中止时，这很有用。这可以使用重新抛出函数。现在可以更改前面的示例，以计算与' \* '操作符相关的错误数量，但如果发生其他类型的错误，仍然会中止。

number\_of\_errors = 0;

for n = 1:100

try

…

catch

msg = lasterror.message;

if (strfind (msg, "operator \*"))

number\_of\_errors++;

else

rethrow (lasterror);

endif

end\_try\_catch

endfor

: rethrow (err)

重新发出由err定义的先前错误。

Err是一个必须至少包含“message”和“identifier”字段的结构。Err还可以包含一个字段“stack”，该字段提供有关假定错误位置的信息。通常从lastror返回err。

参见:lastror, lastr, error。

: err = errno ()

: err = errno (val)

: err = errno (name)

查询或设置系统相关变量errno。

在没有输入的情况下调用时，返回errno的当前值。

当使用数字输入值调用时，将errno的当前值设置为指定值。errno的前一个值返回为err。

当使用字符串名称调用时，返回errno的数值，该数值对应于指定的错误代码。如果name不是可识别的错误代码，则返回-1。

参见:errno\_list。

: S = errno\_list ()

返回一个包含系统相关errno值的结构。

参见:errno。

**12.1.3错误恢复**

Octave提供了几种从错误中恢复的方法。有try/catch块，unwind\_protect/unwind\_protect\_cleanup块，最后是onCleanup命令。

onCleanup命令将一个普通的Octave变量(触发器)与一个任意函数(动作)关联起来。每当Octave变量不存在时——无论是由于函数返回、错误，还是仅仅因为变量被clear删除了——赋值的函数就会被执行。

该函数可以执行清除所需的任何操作，例如关闭打开的文件句柄、打印错误消息或将全局变量恢复到初始值。最后一个例子对于Octave代码来说是一个非常方便的习惯用法。例如:

function rand42

old\_state = rand ("state");

restore\_state = onCleanup (@() rand ("state", old\_state));

rand ("state", 42);

…

endfunction # rand generator state restored by onCleanup

: obj = onCleanup (function)

创建一个特殊对象，在销毁时执行给定的功能。

如果将对象复制到多个变量（或单元格或结构数组元素）或从函数返回，则只有在清除对象的最后一个副本后才会执行函数。

输入函数是函数的句柄。句柄可以指向匿名函数，以便直接在onCleanup调用中放置命令。

编程说明：如果创建了多个本地onCleanup变量，则未指定调用它们的顺序。有关类似功能，请参阅 unwind.protect声明。

例如：

octave:1> trigger = onCleanup (@() disp ('onCleanup was executed'));

octave:2> clear trigger

onCleanup was executed

octave:3

**12.2处理警告**

与错误类似，在发生意外情况时发出警告。与错误不同，警告不会中止当前正在运行的程序。一个简单的警告例子是当一个数字被零除时。在这种情况下，Octave将发出警告并将值Inf赋值给结果。

a = 1/0

-| warning: division by zero

⇒ a = Inf

**12.2.1发出警告**

使用warning函数可以从任何代码发出警告。在最简单的形式中，warning函数接受一个描述警告的字符串作为其输入参数。例如，下面的代码控制变量' a '是否为负，如果不是，则发出警告并将' a '设置为零。

a = -1;

if (a < 0)

warning ("'a' must be non-negative. Setting 'a' to zero.");

a = 0;

endif

-| 'a' must be non-negative. Setting 'a' to zero.

由于警告对正在运行的程序不是致命的，因此不可能使用try语句或类似的语句捕获警告。但是，可以使用lastwarn函数将最后一个警告作为字符串访问。

也可以将标识字符串分配给警告。如果一个警告有这样一个ID，用户可以启用和禁用这个警告，这将在下一节中描述。要为警告分配ID，只需使用两个字符串参数调用warning，其中第一个是标识字符串，第二个是实际的警告。注意，警告id的格式为“NAMESPACE: warning - name”。命名空间"Octave"用于Octave自己的警告。任何其他字符串都可以作为用户自己的警告的名称空间。

: warning (template, …)

: warning (id, template, …)

: warning ("on", id)

: warning ("off", id)

: warning ("error", id)

: warning ("query", id)

: warning (state, id, "local")

: warning (warning\_struct)

: warning\_struct = warning (…)

: warning (state, mode)

显示警告信息或控制Octave的警告系统的行为。

第一个调用表单使用模板模板和可选的附加参数在标准错误流上显示消息。该消息使用与printf函数族相同的规则进行格式化(请参阅格式化输出)，并以字符串' warning: '作为前缀。当您想要将异常情况通知用户时，应该使用此函数，但只能在程序有意义的情况下使用。例如:

warning ("foo: maybe something wrong here");

如果警告消息没有以换行符结束，Octave将打印所有导致警告的函数调用的回溯信息。如果警告消息以换行符结束，Octave将在将控制返回到顶层时抑制回溯消息。有关更多详细信息和示例，请参见错误。

可选的警告标识符id允许用户启用或禁用由该标识符标记的警告。消息标识符是“NAMESPACE:WARNING-NAME”形式的字符串。Octave自己的警告使用"Octave"命名空间(参见warning\_ids)。例如:

warning ("MyNameSpace:check-something",

"foo: maybe something wrong here");

第二个调用表单用于更改和/或查询警告的状态。第一个输入参数必须是一个字符串状态(“on”、“off”、“error”或“query”)，后跟一个可选的警告标识符id或“all”(默认值)。

可选的输出参数warning\_struct是一个带有字段"state"和"identifier"的结构或结构数组。state参数可以有以下值:

"on"|"off":

启用或禁用由id标识的警告的显示，并可选择返回它们以前的状态粗壮。

"error":

将由id标识的警告转换为错误，并可选择返回其先前的状态。

"query":

返回由id标识的警告的当前状态。

一个结构体或结构体数组warning\_struct，带有字段“state”和“identifier”，可以作为输入来获得相同的结果。下面的例子展示了如何暂时禁用警告，然后恢复其原始状态:

loglog (-1:10);

## Disable the previous warning and save its original state

[~, id] = lastwarn ();

warnstate = warning ("off", id);

loglog (-1:10);

## Restore its original state

warning (warnstate);

如果提供了最后一个参数"local"，则将临时设置警告状态，直到当前函数结束。对本地设置的警告状态的更改会影响当前函数和从当前作用域调用的所有函数。在从当前函数返回时恢复先前的警告状态。如果在顶级工作区中使用，“local”选项将被忽略。

在没有输入参数的情况下，warning()等同于warning ("query"， "all")，只是在没有输出参数的情况下，警告的状态会显示在stderr上。

警告系统的详细程度也可以通过两种模式来控制:

"backtrace":

启用/禁用在警告消息后显示堆栈跟踪

"verbose":

启用/禁用在警告消息后显示附加信息

在这种情况下，state参数只能是“on”或“off”。

实现说明:为了与MATLAB兼容，无论模板是否用单引号定义，只要有两个或多个输入参数，模板中的转义序列(例如，"\n" => newline)都会被处理。要禁用转义序列扩展，请在序列前使用第二个反斜杠(例如，"\\n")或使用regexptranslate函数。

**参见:**warning\_ids, lastwarn, error。

: [msg, msgid] = lastwarn ()

: lastwarn (msg)

: lastwarn (msg, msgid)

查询或设置最后一次警告信息。

在没有输入参数的情况下调用时，返回最后一个警告消息和消息标识符。

通过一个参数，将最后一个警告消息设置为msg。

还可以使用两个参数将最后一个消息标识符设置为msgid。

参见:warning, lasterror, lasterr。

使用Octave分发的函数可以发出以下警告之一。

Octave:abbreviated-property-match

如果启用了Octave: compressed -property-match警告，则如果在指定对象属性的操作中使用了不精确或不明确的匹配，则会打印警告。例如，对于图形对象fig，带有属性'displayname'，如果启用了Octave:缩写-property-match警告，则get (fig， 'dis')将引发警告。缺省情况下，启用Octave: compressed -property-match警告。

Octave:addpath-pkg

如果启用了Octave:addpath-pkg警告，当包目录(即+package\_name)被添加到路径中时，Octave将发出警告。通常，只有包含包目录的父目录应该被添加到加载路径中。缺省情况下，启用Octave:addpath-pkg警告。

Octave:array-as-logical

如果启用了Octave:array-as-logical警告，当在If、while或until语句中使用大小大于1x1的数组作为真值时，Octave将发出警告。默认情况下，禁用Octave:array-as-logical警告。

Octave:array-to-scalar

如果启用了Octave:array-to-scalar警告，当尝试从数组到标量值的隐式转换时，Octave将发出警告。默认情况下，Octave:数组到标量警告是禁用的。

Octave:array-to-vector

如果启用了Octave:array-to-vector警告，当尝试从数组到向量值的隐式转换时，Octave将发出警告。默认情况下，Octave:array-to-vector警告被禁用。

Octave:assign-as-truth-value

如果启用了Octave:assign-as- true -value警告，则会对以下语句发出警告

if (s = t)

…

由于这样的陈述并不常见，很可能是意图写

if (s == t)

…

代替。

有时，在while或if语句的条件中编写包含赋值的代码是有用的。例如，像

while (c = getc ())

…

在C编程中很常见。

通过禁用Octave:assign-as- true -value警告，可以避免对此类语句的所有警告，但这也可能导致真正的错误，如

if (x = 1) # intended to test (x == 1)!

…

飞掠而过。

在这种情况下，可以通过使用一组额外的括号来编写特定语句来抑制错误。例如，将前面的示例写成

while ((c = getc ()))

…

将阻止为该语句打印警告，同时允许Octave对条件上下文中使用的其他赋值进行警告。

缺省情况下，启用Octave:assign-as- true -value警告。

Octave:autoload-relative-file-name

如果启用了Octave: autolload -relative-file-name, Octave将在解析带有函数文件相对路径的autolload()函数调用时发出警告。当在PKG\_ADD文件中使用autolload()调用时，当PKG\_ADD文件与autolload()命令引用的.oct文件不在同一目录中时，通常会发生这种情况。默认情况下，启用Octave: autolload -relative-file-name警告。

Octave:charmat-truncated

如果启用了Octave:charmat-truncated警告，则在将包含多行的字符矩阵转换为字符串时打印警告。在这种情况下，Octave解释器只保留第一行，而丢弃其他行。默认情况下，Octave:字符截断警告是启用的。

Octave:classdef-to-struct

如果启用了Octave:classdef-to-struct警告，则当使用struct (CLASSDEF\_OBJ)强制将classdef对象转换为struct时将发出警告。转换从对象中删除访问限制，并使私有和受保护的属性可见。默认情况下，Octave:classdef-to-struct警告是启用的。

Octave:colon-complex-argument

如果启用了Octave:冒号复杂参数警告，则当冒号操作符的三个参数(基数、增量、限制)之一是复杂值时发出警告。例如，1:3\*i将导致发出警告。默认情况下，启用Octave:冒号复杂参数警告。

Octave:colon-nonscalar-argument

如果启用了Octave:冒号-非标量参数警告，则当冒号操作符的三个参数(基数、增量、限制)中的一个不是标量时发出警告。例如，1:[3,5]将导致发出警告。默认情况下，启用Octave:冒号-非标量参数警告。

Octave:data-file-in-path

如果启用了Octave:data-file-in-path警告，则当Octave没有直接找到文件操作(如load或fopen)的目标，但能够在Octave的文件搜索路径中找到该文件时，会发出警告。该警告可能表明正在使用与程序员预期不同的文件目标。默认情况下，启用Octave:data-file-in-path警告。

Octave:datevec:date-format-spec

如果启用Octave:datevec:date-format-spec警告，则如果日期格式规范包含可疑的日期或时间说明符，则打印警告。典型的错误模式是使用大写日期说明符或小写时间说明符。默认情况下，启用Octave:datevec:date-format-spec警告。

Octave:deprecated-function

如果启用了Octave:deprecated-function警告，则当Octave遇到过时并计划从Octave中删除的函数时，将发出警告。默认情况下，启用Octave:deprecated-function警告。

Octave:deprecated-keyword

如果启用了Octave:deprecated-keyword警告，则当Octave遇到过时的关键字并计划从Octave中删除时，将发出警告。缺省情况下，启用Octave:deprecated-keyword警告。

Octave:deprecated-option

如果启用了Octave:deprecated-option警告，则在使用过时的选项或函数输入时发出警告。默认情况下，启用Octave:deprecated-option警告。

Octave:deprecated-property

如果启用了Octave:deprecated-property警告，则当Octave遇到过时且计划从Octave中删除的图形属性时，将发出警告。默认情况下，启用Octave:deprecated-property警告。

Octave:eigs:UnconvergedEigenvalues

如果Octave:eigs:UnconvergedEigenvalues警告被启用，那么如果计算的特征值的数量少于请求的特征值的数量，eigs函数将发出警告。默认情况下，Octave:eigs:UnconvergedEigenvalues警告是启用的。

Octave:empty-index

如果启用了Octave:empty-index警告，那么每当在没有索引的情况下使用索引操作符时，Octave将发出警告，例如x()。默认情况下，启用Octave:empty-index警告。

Octave:erase:chararray

如果启用Octave:erase:chararray警告，则如果输入模式是字符数组而不是字符串或字符串的单元数组，则擦除函数将发出警告。缺省情况下，启用Octave:erase:chararray警告。

Octave:function-name-clash

如果启用了Octave:function-name-clash警告，当Octave发现函数文件中定义的函数的名称与文件名不同时，将发出警告。(如果名称不一致，则忽略文件内声明的名称。)缺省情况下，启用Octave:function-name-clash警告。

Octave:future-time-stamp

如果启用了Octave:future-time-stamp警告，Octave将在发现具有未来时间戳的函数文件时打印警告。默认情况下，启用Octave:future-time-stamp警告。

Octave:glyph-render

如果启用了Octave: glyh -render警告，如果字符的字形无法用当前字体呈现，Octave将打印警告。默认情况下，Octave:字形渲染警告是启用的。

Octave:imag-to-real

如果启用了Octave: image -to-real警告，则会对复数到实数的隐式转换打印警告。默认情况下，Octave: image -to-real警告是禁用的。

Octave:infinite-loop

如果启用了Octave:infinite-loop警告，则在检测到无限循环时打印警告，例如for i = 1:Inf while(1)。默认情况下，启用了Octave:infinite-loop警告。

Octave:language-extension

在使用Octave语言独有的特性时打印警告，这些特性在MATLAB中可能仍然缺失。默认情况下，Octave:language-extension警告是禁用的。Octave的——traditional或——braindead启动选项也可以使用，参见命令行选项。

Octave:legacy-function

如果启用了Octave:legacy-function警告，则当Octave遇到MATLAB建议应避免的函数时将发出警告。该函数可能在将来的某个时候过时并被删除，在这种情况下，警告将更改为Octave:deprecated-function，并且该函数在被删除之前将继续存在两个Octave的后续版本。默认情况下，启用Octave:legacy-function警告。

Octave:logical-conversion

如果启用Octave:逻辑转换警告，则如果发生数组从数字到布尔的隐式转换，并且数组中的任何元素不等于0或1，则打印警告。默认情况下，Octave:逻辑转换警告是启用的。

Octave:lu:sparse\_input

如果启用了Octave:lu:sparse\_input警告，当使用稀疏输入和少于四个输出参数调用lu函数时，Octave将发出警告。在这种情况下，不会执行保持稀疏性的列排列，结果可能不准确。默认情况下，Octave:lu:sparse\_input警告是启用的。

Octave:missing-glyph

如果启用了Octave: glyh -render警告，如果当前字体没有为使用的字符提供字形，Octave将打印一个警告。默认情况下，Octave:missing-glyph警告是启用的。

Octave:missing-semicolon

如果启用了Octave:missing-分号警告，当函数定义中的语句没有以分号结束时，Octave将发出警告。默认情况下，Octave:missing-分号警告是禁用的。

Octave:mixed-string-concat

如果启用了Octave:mixed-string-concat警告，则在连接双引号和单引号字符串的混合物时打印警告。默认情况下，禁用Octave:mixed-string-concat警告。

Octave:nearly-singular-matrix

Octave:singular-matrix

如果一个(近似)奇异矩阵倒转，就会发出这些警告。默认情况下，Octave:near -singular-matrix和Octave:singular-matrix警告是启用的。

Octave:neg-dim-as-zero

如果启用了Octave: negative -dim-as-zero警告，则打印以下表达式的警告

eye (-1)

缺省情况下，禁用Octave: -dim-as-zero警告。

Octave:noninteger-range-as-index

如果启用了Octave:noninteger-range-as-index警告，则如果使用包含非整数值的范围对数组进行索引，则会打印警告。例如,

a = [1 2 3 4 5];

b = 2.2:4.2

⇒ 1.2 2.2 3.2

a(b)

⇒ 2 3 4

如果启用了Octave:noninteger-range-as-index警告，则会引发警告。默认情况下，启用Octave:noninteger-range-as-index警告。

Octave:num-to-str

如果启用了Octave:num-to-str警告，则在使用矩阵表示法中的字符串和数字混合构造字符串时，将打印数字到其UTF-8编码等效字符的隐式转换的警告。例如,

[ "f", 111, 111 ]

⇒ "foo"

如果启用了Octave:num-to-str警告，则会引发警告。默认情况下，启用Octave:num-to-str警告。

Octave:possible-matlab-short-circuit-operator

如果启用了Octave:possible-matlab-short-circuit-operator警告，Octave将警告在If或while条件中使用非短路操作符&和|。它们通常不会短路，但在特定条件下使用时确实会短路。缺省情况下，使能Octave:possible-matlab-short-circuit-operator警告。

Octave:pow2:imaginary-ignored

如果启用了Octave:pow2:imaginary-ignore警告，则如果pow2的任何一个输入是复杂的，则打印警告。默认情况下，启用Octave:pow2:imaginary-ignored警告。

Octave:recursive-path-search

如果启用了Octave:recursive-path-search警告，如果addpath使用双斜杠，Octave将发出警告。缺省情况下，启用Octave:recursive-path-search警告。

Octave:remove-init-dir

path函数改变了Octave用来查找函数的搜索路径。可以将路径设置为一个不包括Octave自己的内置函数的值。如果启用了Octave:remove-init-dir警告，那么当路径函数被以可能导致Octave无法工作的方式使用时，Octave将发出警告。缺省情况下，启用Octave:remove-init-dir警告。

Octave:reload-forces-clear

如果从同一个文件中加载了多个函数，Octave必须在重新加载任何一个函数之前清除所有函数。如果启用了Octave:reload-forces-clear警告，Octave会在发生这种情况时警告你，并打印一个强制清除的附加函数列表。默认情况下，启用Octave:reload-forces-clear警告。

Octave:separator-insert

如果在文字矩阵中可能自动插入逗号或分号，则打印警告。默认情况下，禁用Octave:separator-insert警告。

Octave:shadowed-function

如果启用了Octave:shadowed-function警告，如果在搜索路径中添加了包含遮蔽核心函数的函数，Octave将发出警告。默认情况下，启用Octave:shadowed-function警告。

Octave:single-quote-string

如果使用单引号字符引入字符串常量，则打印警告。默认情况下，禁用Octave:single-quote-string警告。

Octave:sqrtm:SingularMatrix

如果启用了Octave:sqrtm:SingularMatrix警告，则如果使用奇异输入矩阵调用矩阵平方根函数sqrtm，则会打印警告。默认情况下，Octave:sqrtm:SingularMatrix警告是启用的。

Octave:str-to-num

如果启用了Octave:str-to-num警告，则对字符串到其数字UTF-8编码字节序列的隐式转换打印警告。例如,

"abc" + 0

⇒ 97 98 99

如果启用了Octave:str-to-num警告，则会引发警告。默认情况下，禁用Octave:str-to-num警告。

Octave:LaTeX:internal-error

如果启用了Octave:LaTeX:internal-error警告，则每当用于绘图中的文本的LaTeX渲染器遇到问题时，都会打印一个警告。默认情况下，启用Octave:LaTeX:internal-error警告。

Octave:unimplemented-matlab-functionality

如果启用了Octave:unimplemented- MATLAB -functional警告，则当使用了一个MATLAB代码结构(Octave解释器将其解析为有效，但Octave尚未实现该功能)时，将打印一个警告。默认情况下，启用Octave:unimplemented-matlab-functional警告。

Octave:variable-switch-label

如果启用了Octave:variable-switch-label警告，如果开关标签不是常量或常量表达式，Octave将打印警告。缺省情况下，关闭Octave:variable-switch-label警告。

**12.2.2启用和禁用警告**

警告功能还允许您控制实际打印到屏幕上的警告。如果使用字符串参数“on”或“off”调用警告函数，则所有警告将被启用或禁用。

还可以通过字符串标识启用和禁用单个警告。下面的代码将发出警告

warning ("example:non-negative-variable",

"'a' must be non-negative. Setting 'a' to zero.");

而下面的代码不会发出警告

warning ("off", "example:non-negative-variable");

warning ("example:non-negative-variable",

"'a' must be non-negative. Setting 'a' to zero.");

**13调试**

Octave包含一个内置调试器来帮助开发脚本。这可用于在某一点或满足某些条件时中断Octave脚本的执行。一旦执行停止并进入调试模式，就可以检查和修改执行停止点的符号表以检查错误。

正常的命令行编辑和历史功能在调试模式下可用。

**13.1进入调试模式**

有两种基本方法可以中断Octave脚本的执行。这些是断点(请参阅下一节讨论的断点)和基于某些条件的中断。

Octave支持基于debug\_on\_interrupt, debug\_on\_warning和debug\_on\_error函数中设置的值的三种方式来停止执行。

: val = debug\_on\_interrupt ()

: old\_val = debug\_on\_interrupt (new\_val)

: old\_val = debug\_on\_interrupt (new\_val, "local")

查询或设置内部变量，该变量控制Octave在接收到中断信号(通常由C-c生成)时是否尝试进入调试模式。

如果在到达调试模式之前接收到第二个中断信号，则会发生正常中断。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:debug\_on\_error, debug\_on\_warning。

: val = debug\_on\_warning ()

: old\_val = debug\_on\_warning (new\_val)

: old\_val = debug\_on\_warning (new\_val, "local")

查询或设置内部变量，该变量控制在遇到警告时Octave是否尝试进入调试器。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:debug\_on\_error, debug\_on\_interrupt。

: val = debug\_on\_error ()

: old\_val = debug\_on\_error (new\_val)

: old\_val = debug\_on\_error (new\_val, "local")

查询或设置内部变量，该变量控制在遇到错误时Octave是否尝试进入调试器。

这还将禁止打印正常的回溯消息(您将只看到顶级错误消息)。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:debug\_on\_warning, debug\_on\_interrupt。

**13.2退出调试模式**

使用dbcont或return退出调试模式，继续脚本的正常执行。

: dbcont

离开命令行调试模式，继续正常执行代码。

参见:dbstep, dbquit。

要退出调试模式并直接返回到提示符，而不执行任何额外的代码，请使用dbquit。

: dbquit

: dbquit all

立即退出调试模式，无需进一步执行代码。不带参数，退出当前调试级别。使用参数all，退出所有调试级别并返回到Octave提示符。

参见:dbcont, dbstep。

最后，在调试提示符处输入exit或quit将导致Octave正常终止。

**13.3断点**

可以通过使用dbstop函数在任何m-file函数中设置断点。

: dbstop fcn

: dbstop fcn line

: dbstop fcn line1 line2 …

: dbstop line1 …

: dbstop in fcn

: dbstop in fcn at line

: dbstop in fcn at line if "condition"

: dbstop in class at method

: dbstop if event

: dbstop if event ID

: dbstop (bp\_struct)

: rline = dbstop …

为内置调试器设置断点。

FCN是当前路径上的函数名。当已经处于调试模式时，可以省略fcn参数，并使用当前函数。子函数中的断点使用范围操作符' > '设置。例如:If文件。M有子函数fcn2，那么fcn2中的断点可以通过file>fcn2指定。

Line是要中断的行号。如果未指定line，则默认为文件fcn.m中的第一个可执行行。可以在单个命令中指定多个行;当使用函数语法时，行也可以作为单个向量参数传递([line1, line2，…])。

条件是可以在断点处存在的代码上下文中求值的任何Octave表达式。当遇到断点时，将计算condition，如果condition为真则停止执行。如果不能对condition求值，例如因为它引用了一个未定义的变量，则会抛出错误。有副作用的表达式(比如y++ > 1)会改变变量，通常应该避免使用。包含引号(' '，' ')或注释字符(' # '，' % ')的条件必须用引号括起来。(这不适用于从编辑器的上下文菜单输入的条件。)例如:

dbstop in axis at 246 if 'any (opt == "x")'

指定事件的表单不会在给定函数和行号处导致特定的断点。相反，它导致在遇到某些意外事件时进入调试模式。可能的值有

error

当报告错误时停止。这相当于同时指定debug\_on\_error (true)和debug\_on\_interrupt (true)。

caught error

当错误被try-catch块捕获(尚未实现)时停止。

interrupt

当发生中断时停止(Ctrl-C)。

naninf

当代码返回非有限值(尚未实现)时停止。

warning

当出现警告时停止。这相当于指定debug\_on\_warning (true)。

事件错误、捕获错误和警告都可以后跟一个指定错误ID或警告ID的字符串。如果这样做了，只有使用指定ID的错误才会导致执行停止。要在一组id上停止，必须发出多个dbstop命令。

可以使用具有相同语法的dbclear命令删除断点和事件。

通过发出命令bp\_state = dbstatus，可以保存所有断点并立即恢复它们;…;dbstop (bp\_state)。

可选的输出行是设置断点的实际行号。如果指定行不可执行，则此值可以与指定行不同。例如，如果在空白行尝试断点，那么Octave将在下一个可执行行设置真正的断点。

当文件被重新解析时，比如在GUI之外修改文件时，文件中的所有断点都会被清除。

参见:dbclear, dbstatus, dbstep, debug\_on\_error, debug\_on\_warning, debug\_on\_interrupt。

类方法中的断点也被支持(例如，dbstop ("@class/method"))。但是，不能在内置函数(例如，sin等)或动态加载的函数(例如，oct-files)中设置断点。

要在进入函数时立即设置断点，请使用行号1，或者完全省略行号，只给出函数名。当设置断点时，Octave将忽略前面的注释块，断点将设置在函数中的第一个可执行语句上。例如:

dbstop ("asind", 1)

⇒ 29

注意，返回值29意味着断点被有效地设置为第29行。可以使用dbstatus查询函数中断点的状态。

: dbstatus

: dbstatus fcn

: bp\_list = dbstatus …

报告活动断点的位置。

在没有输入或输出参数的情况下调用时，打印所有带有断点的函数列表以及设置这些断点的行号。

如果指定了函数名fcn，则只报告指定函数及其子函数的断点。

可选返回参数bp\_list是一个struct数组，包含以下字段:

name

带有断点的函数的名称。m文件中的子函数，比如fcn2，比如file。M，指定为file>fcn2。

file

函数代码所在的m文件的名称。

line

带有断点的行号。

cond

为使断点处于活动状态必须满足的条件，或者为无条件断点提供空字符串。

如果dbstop If error为true，但没有指定显式id，则返回值将有一个名为" errors "的空字段。如果指定了ID，则errors字段中每个ID有一行。如果dbstop If error为false，则没有" errors "字段。“warn”字段由dbstop类似地设置。

**参见:**dbstop, dbclear, dbwhere, dblist, dbstack。

重用前面的示例，dbstatus ("asind")将返回29。然后可以使用dbclear函数清除列出的断点。

: dbclear fcn

: dbclear fcn line

: dbclear fcn line1 line2 …

: dbclear line …

: dbclear all

: dbclear in fcn

: dbclear in fcn at line

: dbclear if event

: dbclear ("fcn")

: dbclear ("fcn", line)

: dbclear ("fcn", line1, line2, …)

: dbclear ("fcn", line1, …)

: dbclear (line, …)

: dbclear ("all")

删除函数fcn中行号line处的断点。

参数是

fcn

作为字符串变量的函数名。当已经处于调试模式时，可以省略此参数，并将使用当前函数。

line

要从中删除断点的行号。多个行可以作为单独的参数或作为一个向量给出。

event

错误、中断或警告等事件(详细信息请参见dbstop)。

在没有行号说明的情况下调用时，将清除指定函数中的所有断点。

如果请求行不是断点，则不执行任何操作。

特殊关键字"all"将清除所有文件中的所有断点。

**参见:**dbstop、dbstatus、dbwhere。

也可以在子函数中设置断点。例如，如果一个文件包含函数

function y = func1 (x)

y = func2 (x);

endfunction

function y = func2 (x)

y = x + 1;

endfunction

然后可以在子函数的开始处直接设置断点

dbstop func1>func2

⇒ 5

请注意，' > '是将子函数与包含子函数的m文件区分开来的字符。

在Octave脚本中设置断点的另一种简单方法是使用键盘函数。

: keyboard ()

: keyboard ("prompt")

停止m-file的执行，进入调试模式。

当键盘函数执行时，Octave打印提示并等待用户输入。然后计算输入字符串并打印结果。这样就可以检查函数中变量的值，并在必要时分配新值。要离开提示符并返回正常执行，请键入' return '或' dbcont '。键盘函数不返回退出状态。

如果在没有参数的情况下调用keyboard，则使用默认提示' debug> '。

参见:dbstop, dbcont, dbquit。

键盘函数被放置在脚本中用户希望停止执行的位置。它自动将正在运行的脚本设置为调试模式。

**13.4调试模式**

还有三个额外的支持功能，允许用户查找脚本Octave在执行过程中进入调试模式的位置，并打印脚本中围绕Octave进入调试模式点的代码。

: dbwhere

在调试模式下，报告当前停止执行的文件和行号。

参见:dbstack、dblist、dbstatus、dbcont、dbstep、dup、dbdown。

: dbtype

: dbtype lineno

: dbtype startl:endl

: dbtype startl:end

: dbtype fcn

: dbtype fcn lineno

: dbtype fcn startl:endl

: dbtype fcn startl:end

显示带有行号的脚本文件。

在调试模式下不带参数调用时，显示当前正在调试的脚本文件。

可选范围规范可用于仅列出文件的一部分。特殊关键字“end”是文件最后一行的有效行号规范。

当用函数名调用时，用行号列出该脚本文件。

另请参见:dbist、dbwhere、dbstatus、dbstop。

: dblist

: dblist n

在调试模式下，以当前要执行的行为中心列出正在调试的函数的n行。

如果未指定，n默认为10(+/- 5行)

参见:dbwhere, dbtype, dbstack。

您还可以使用isdebugmode来确定调试器当前是否处于活动状态。

: tf = isdebugmode ()

在调试模式下返回true，否则返回false。

参见:dbwhere, dbstack, dbstatus。

调试模式还允许使用命令dbstep对函数进行单行步进。

: dbstep

: dbstep n

: dbstep in

: dbstep out

: dbnext …

在调试模式下，执行接下来的n行代码。

如果省略n，则执行下一行代码。如果下一行代码本身是根据m文件定义的，则保留在现有函数中。

使用dbstep in将导致下一行的执行步进到下一行定义的任何m文件中。

使用dbstep out将导致执行继续，直到当前函数返回。

编程说明：dbnext 是 dbstep 的别名，可以互换使用。

参见:dbcont, dbquit。

在调试模式下，RETURN键将执行最后输入的命令。例如，在遇到断点并输入一次dbstep之后，这是很有用的。在那之后，人们可以一行一行地通过代码，只需要一个按键。可以使用auto\_repeat\_debug\_command函数禁用此特性。

: val = auto\_repeat\_debug\_command ()

: old\_val = auto\_repeat\_debug\_command (new\_val)

: old\_val = auto\_repeat\_debug\_command (new\_val, "local")

查询或设置内部变量，该变量控制在输入行为空时(只输入RET)是否自动重复调试命令。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

**13.5调用栈**

正在调试的函数可能是一系列函数调用的叶节点。在检查当前子例程中的值后，可能会发现问题发生在较早的代码段中。使用dup和dbdown在一系列函数调用中上下移动，以定位变量首次使用错误值的位置。Dbstack显示了整个函数调用系列，以及当前正在哪个级别进行调试。

: dbstack

: dbstack n

: dbstack -completenames

: [stack, idx] = dbstack (…)

显示或返回当前调试函数堆栈信息。

对于可选参数n，省略最内层的n个堆栈帧。

尽管可以接受，但参数-completenames将被静默忽略。Octave总是返回绝对文件名。

参数n和-completenames都可以指定，并且可以以任意顺序出现。

可选返回参数stack是一个struct数组，包含以下字段:

file

函数代码所在的m文件的名称。

name

带有断点的函数的名称。

line

活动断点的行号。

column

断点开始所在行的列号。

返回参数idx指定堆栈结构数组的哪个元素当前处于活动状态。

请参见:dup、dbdown、dbwhere、dblist、dbstatus。

: dbup

: dbup n

在调试模式下，将执行堆栈向上移动n帧。

如果n被省略，向上移动一帧。

参见:dbstack, dbdown。

: dbdown

: dbdown n

在调试模式下，向下移动执行堆栈n帧。

如果n被省略，则向下移动一帧。

参见:dbstack, dup。

**13.6分析**

Octave支持对每个函数级别的代码执行进行分析。如果启用了分析，则在运行Octave代码时记录对函数的每次调用(支持内置函数、操作符、oct和mex文件中的函数、Octave代码中的用户定义函数和匿名函数)。之后，这些数据可以帮助分析代码行为，并且特别有助于找到代码中的“热点”，这些“热点”消耗了大量的计算时间，并且是花费优化努力的最佳目标。

用于分析的主要命令是profile，它可用于启动或停止分析程序，也可用于随后查询收集的数据。数据以Octave数据结构返回，然后可以由其他例程或工具检查或进一步处理。

: profile on

: profile off

: profile resume

: profile clear

: S = profile ("status")

: T = profile ("info")

控制内置分析器。

profile on

启动分析器。任何以前收集的数据都将被清除。

profile off

停止剖析。稍后可以使用T = profile(“info”)检索和检查收集到的数据。

profile clear

清除所有收集的分析器数据。

profile resume

在不清除旧数据的情况下重新启动分析。所有新收集的统计信息将添加到现有统计信息中。

S = profile ("status")

返回一个结构，其中包含有关分析器当前状态的信息。目前，唯一的字段是ProfilerStatus，它要么是“on”，要么是“off”。

T = profile ("info")

在结构t中返回收集到的分析统计信息。平面配置信息在FunctionTable字段中返回，FunctionTable是一个结构数组，每个条目对应于一个被调用的函数，并且存在分析统计信息。此外，字段hierarchy包含了分层调用树。每个节点都有一个进入FunctionTable的索引，该索引标识它所对应的函数，以及用于调用次数和在调用树中此级别上花费的时间的数据字段。

参见：profshow, profexplore。

获取所收集数据的概览的一种简单方法是profshow。这个函数接受profile返回的分析器数据作为输入，并打印一个平面配置文件，例如:

Function Attr Time (s) Calls

----------------------------------------

>myfib R 2.195 13529

binary <= 0.061 13529

binary - 0.050 13528

binary + 0.026 6764

这表明大部分运行时间用于执行函数' myfib '，还有一小部分用于计算列出的二进制运算符。此外，它还显示了函数被调用的频率，并且分析器还记录了它是递归的。

: profshow (data)

: profshow (data, n)

: profshow ()

: profshow (n)

显示单个函数剖析器的结果。

打印最关键的n个函数的分析器数据(执行时间、调用次数)。结果按照在每个函数中花费的总时间降序排序。如果n未指定，则默认为20。

输入数据是配置文件(“info”)返回的结构。如果未指定，profshow将使用当前配置文件数据集。

对于递归函数，属性列显示' R '，对于所有其他函数类型，属性列为空白。

参见:profexplore, profile。

: profexport (dir)

: profexport (dir, data)

: profexport (dir, name)

: profexport (dir, name, data)

将分析器数据导出为HTML。

将data中的分析数据导出到文件夹dir中的一系列HTML文件中。初始文件将是data/index.html。

如果指定了name，则它必须是一个字符串，其中包含要导出的配置文件的“name”。这个名称包含在HTML中。

输入数据是配置文件(“info”)返回的结构。如果未指定，profexport将使用当前配置文件数据集。

参见:profshow, profexplore, profile。

: profexplore ()

: profexplore (data)

交互式地探索分层剖析器输出。

假设data是profile(“info”)返回的配置文件数据的结构，该命令打开一个交互式提示符，可用于探索调用树。键入help可获得可能的命令列表。如果省略了数据，则调用profile(“info”)并在其位置上使用它。

参见:profile, profshow。

**13.7分析器示例**

下面，我们将给出一个概要分析器会话的简短示例。请参阅分析，以获得详细的分析函数文档。考虑下面的代码:

global N A;

N = 300;

A = rand (N, N);

function xt = timesteps (steps, x0, expM)

global N;

if (steps == 0)

xt = NA (N, 0);

else

xt = NA (N, steps);

x1 = expM \* x0;

xt(:, 1) = x1;

xt(:, 2 : end) = timesteps (steps - 1, x1, expM);

endif

endfunction

function foo ()

global N A;

initial = @(x) sin (x);

x0 = (initial (linspace (0, 2 \* pi, N)))';

expA = expm (A);

xt = timesteps (100, x0, expA);

endfunction

function fib = bar (N)

if (N <= 2)

fib = 1;

else

fib = bar (N - 1) + bar (N - 2);

endif

endfunction

如果我们执行两个主要函数，我们得到:

tic; foo; toc;

⇒ Elapsed time is 2.37338 seconds.

tic; bar (20); toc;

⇒ Elapsed time is 2.04952 seconds.

但这并没有提供多少关于这些时间花在哪里的信息;例如，是对expm的单个调用更昂贵，还是递归时间步进本身更昂贵。为了获得更详细的图像，我们可以使用侧写器。

profile on;

foo;

profile off;

data = profile ("info");

profshow (data, 10);

这将打印出如下的表:

# Function Attr Time (s) Calls

---------------------------------------------

7 expm 1.034 1

3 binary \* 0.823 117

41 binary \ 0.188 1

38 binary ^ 0.126 2

43 timesteps R 0.111 101

44 NA 0.029 101

39 binary + 0.024 8

34 norm 0.011 1

40 binary - 0.004 101

33 balance 0.003 1

条目是已执行的单个函数(只有10个最重要的函数)，以及每个函数的一些信息。像' binary \* '这样的条目表示操作符，而其他条目则是普通函数。它们既包括expm这样的内置程序，也包括我们自己的例程(例如时间步骤)。从这个概要文件中，我们可以立即推断出expm占用了最大比例的处理时间，尽管它只被调用一次。第二个昂贵的操作是常规时间步长的矩阵-向量积。

然而，时间并不是概要文件中唯一可用的信息。属性列显示timesteps递归地调用自己。这在本例中可能不那么引人注目(因为无论如何都很清楚)，但在更复杂的设置中可能很有帮助。至于为什么在输出中有“二进制”的问题，我们也可以很容易地阐明这一点。注意，data是一个结构数组(结构数组)，它包含字段FunctionTable。这将存储所示概要文件的原始数据。表第一列中的数字给出了所示函数所在的索引。查找data.FunctionTable(41)给出:

scalar structure containing the fields:

FunctionName = binary \

TotalTime = 0.18765

NumCalls = 1

IsRecursive = 0

Parents = 7

Children = [](1x0)

这里我们再次看到表中的信息，但是增加了Parents和Children字段。它们都是数组，其中包含直接调用有问题的函数(在这种情况下是条目7,expm)或被它调用(没有函数)的函数的索引。因此，反斜杠操作符已在expm内部使用。

现在我们来看看bar。为此，我们启动一个新的分析会话(profile on做这个;旧的数据会在分析器重新启动之前被删除):

profile on;

bar (20);

profile off;

profshow (profile ("info"));

这里给出

# Function Attr Time (s) Calls

-------------------------------------------------------

1 bar R 2.091 13529

2 binary <= 0.062 13529

3 binary - 0.042 13528

4 binary + 0.023 6764

5 profile 0.000 1

8 false 0.000 1

6 nargin 0.000 1

7 binary != 0.000 1

9 \_\_profiler\_enable\_\_ 0.000 1

不出所料，bar也是递归的。在以次优方式递归计算斐波那契数的过程中，它被调用了13529次，而且大部分时间都花在了bar本身上。

最后，假设我们想同时分析foo和bar的执行情况。由于我们已经收集了bar的运行时数据，我们可以重新启动分析器，而不需要清除现有数据，并收集关于foo的缺失统计信息。这是通过:

profile resume;

foo;

profile off;

profshow (profile ("info"), 10);

正如您在下表中看到的，现在我们将两个概要文件混合在一起。

# Function Attr Time (s) Calls

---------------------------------------------

1 bar R 2.091 13529

16 expm 1.122 1

12 binary \* 0.798 117

46 binary \ 0.185 1

45 binary ^ 0.124 2

48 timesteps R 0.115 101

2 binary <= 0.062 13529

3 binary - 0.045 13629

4 binary + 0.041 6772

49 NA 0.036 101

**14输入与输出**

Octave支持从提示符或文件中读写数据的几种方式。最简单的数据输入和输出(I/O)函数很容易使用，但只能提供有限的数据处理控制。为了获得更多的控制，Octave还提供了一组模仿C标准库的函数。

**14.1基本输入输出**

**14.1.1终端输出**

由于Octave通常在表达式求值后立即打印表达式的值，因此所有I/O函数中最简单的是一个简单的表达式。例如，下面的表达式将显示' pi '的值

pi

-| ans = 3.1416

只要可以接受将变量名(或“ans”)和值一起打印出来，这种方法就可以很好地工作。要打印变量的值而不打印其名称，请使用函数disp。

format命令对Octave使用disp和通过正常的回显机制打印值的方式提供了一些控制。

: disp (x)

: str = disp (x)

显示x的值。

例如:

disp ("The value of pi is:"), disp (pi)

-| the value of pi is:

-| 3.1416

注意，disp的输出总是以换行符结束。

如果请求输出值，则disp不打印任何内容，并以字符串形式返回格式化的输出。

参见:fdisp。

: str = list\_in\_columns (arg, width, prefix)

返回一个字符串，其中包含arg的元素，列中列出的总最大宽度为width和可选前缀prefix。

参数arg必须是字符串的单元格数组或字符数组。

如果宽度未指定或为空矩阵，或小于或等于零，则使用终端屏幕的宽度。换行符用于在输出字符串中换行。例如:

list\_in\_columns ({"abc", "def", "ghijkl", "mnop", "qrs", "tuv"}, 20)

⇒ abc mnop

def qrs

ghijkl tuv

whos ans

⇒

Variables in the current scope:

Attr Name Size Bytes Class

==== ==== ==== ===== =====

ans 1x37 37 char

Total is 37 elements using 37 bytes

参见:terminal\_size。

: [rows, cols] = terminal\_size ()

: terminal\_size ([rows, cols])

查询或设置终端窗口大小。如果不带参数调用，则返回一个包含终端窗口当前大小的双元素行向量(以字符(行和列)表示)。如果使用整数值的双元素向量调用，则设置终端大小并返回先前的设置。在使用readline进行命令行编辑时，不需要手动设置大小。

参见:list\_in\_columns。

: format

: format options

: format (options)

: [format, formatspacing, uppercase] = format

重置或指定由disp和Octave的正常回显机制产生的输出格式。

这个命令只影响数字的显示，而不影响如何存储或计算数字。要从默认的double类型更改内部表示，请使用转换函数之一，如single, uint8, int64等。任何改变显示有效数字数量的格式选项也将由output\_precision函数反映。

默认情况下，Octave以人类可读的形式显示5位有效数字(对于矩阵，选项' short '，选项' lowercase '和选项' loose '格式)。如果在没有任何选项的情况下调用format，或者指定了选项' default '，则恢复此默认格式。

下表列出了浮点数的有效格式选项。

default

恢复上述的默认格式状态。

short

5位有效数字的定点格式(默认)。

long

定点格式，16位有效数字。

与' short '格式一样，如果使用当前格式无法正确格式化矩阵，Octave将切换到指数' e '格式。

shorte

longe

指数格式。要表示的数字分为尾数和指数(10的幂)。尾数在短格式中有5位有效数字。在长格式中，双精度值以16位有效数字显示，单精度值以8位有效数字显示。例如，使用' short '格式，pi显示为3.1416e+00。可选地，后面的' e '可以拆分为第二个参数。

shortg

longg

根据数字的大小，在定点和指数格式之间进行最佳选择。例如，对于' short '格式，pi .^ [2;4;8;16;32]显示为

ans =

9.8696

97.409

9488.5

9.0032e+07

8.1058e+15

可选地，后面的' g '可以拆分为第二个参数。

shorteng

longeng

与' short '或' long '相同，但使用工程格式显示值，其中指数可被3整除。例如，使用' shorteng '格式，10 \* pi显示为31.416e+00。可选地，后面的' eng '可以拆分为第二个参数。

free

none

以自由格式打印输出，不尝试在小数点上排列矩阵的列。这是一个原始格式，相当于c++代码std::cout <<变量。一般来说，结果是一个包含6位有效数字的表示，其中不必要的精度(例如整数的末尾零)被抑制。复数被格式化为像这样的数字对'(0.60419,0.60709)'而不是像这样的' 0.60419 + 0.60709i '。

以下格式影响所有数值输出(浮点和整数类型)。

"+"

"+" "chars"

plus

plus chars

大于零的矩阵元素打印“+”符号，小于零的元素打印“-”符号，零矩阵元素打印空格。这种格式对于检查大型矩阵的稀疏性结构非常有用。对于非常大的矩阵，绘制稀疏模式的函数spy会更清晰。

可选参数chars指定一个包含3个字符的列表，用于打印大于零、小于零和等于零的值。例如，使用“+”“+-”格式，则矩阵[1,0，-1;- 1,0,1]显示为

ans =

+.-

-.+

bank

以适合货币的格式打印变量(小数点右边有两位数字的固定格式)。只显示变量的实部，因为虚部对货币没有意义。

bit

在内存中打印数字的位表示，总是以最高有效位开头。例如，pi是这样打印的:

0 10000000000 1001001000011111101101010100010001000010110100011000

其中为了清晰起见，添加了空格，以按顺序显示符号位、11位指数和52位尾号。它们一起将圆周率表示为IEEE 754双精度浮点数的标准形式。单精度浮点数是类似的。

native-bit

打印存储在内存中的数字的位表示形式。对于大端机器，这与上面看到的格式位布局相同。对于小端机器，它将以相反的顺序打印字节，尽管字节中的位仍然会在左侧显示最高有效位。

例如，在x86-64上这种格式的pi值为:

00011000 00101101 01000100 01010100 11111011 00100001 00001001 01000000

此处显示为清晰起见添加了空格。将format bit与前面的位串进行比较，以查看分组到字节及其顺序。

hex

与上面的格式位相同，除了为简洁起见，将位一次分成四个十六进制数字。因此圆周率表示为:

400921fb54442d18

native-hex

与上面的格式native-bit相同，只是为了简洁起见，将比特一次分成四个十六进制数字。因此，圆周率在x86-64上表示为:

182d4454fb210940

rat

打印一个有理近似值，即，数值近似值为小整数的比率。例如，使用' rat '格式，圆周率显示为355/113。

以下两个选项影响科学符号和十六进制符号的显示。

lowercase (default)

在科学记数法中，指数字符使用小写字母“e”，表示10-15的十六进制数字使用小写字母“a-f”。

uppercase

科学记数法中的指数字符使用大写' E '，表示10-15的十六进制数字使用大写' A-F '。

以下两个选项影响所有矩阵的显示。

compact

删除列号标签周围和矩阵之间的空白行，生成每页更多数据的更紧凑的输出。

loose (default)

在列号标签的上方和下方以及矩阵之间插入空白行，以每页更少的数据生成更具可读性的输出。

如果使用多个竞争选项调用format，则使用最右边的选项，除了' default '，它将覆盖所有其他选项。如果出现错误，格式保持不变。

如果使用一到三个输出参数调用，并且没有输入，则返回当前格式、格式间距和大写首选项。同时指定输出和输入将产生错误。

参见:fixed\_point\_format, output\_precision, split\_long\_rows, print\_empty\_dimensions, rats。

**14.1.1.1分页屏幕输出**

当交互运行时，Octave通常将所有输出直接发送到命令窗口。然而，当使用Octave的CLI版本时，这可能会产生一个问题，因为在您可以读取它们之前，大量数据将流过。在这种情况下，最好使用诸如less或more之类的分页程序，每次只显示一个屏幕。使用less(和一些版本的more)，您还可以向前和向后扫描，并搜索特定项目。通过命令more on启用寻呼机。

通常，在Octave准备好打印顶级提示符或从标准输入中读取之前，分页器不会显示任何输出(例如，通过使用fscanf或scanf函数)。这意味着如果您要求Octave使用单个命令语句执行大量工作，那么在屏幕上显示任何输出之前可能会有一些延迟。函数fflush可用于强制将输出立即发送到分页(或任何其他流)。

您可以使用pager函数选择要作为分页运行的程序，并使用PAGER\_FLAGS函数配置分页本身。

: more

: more on

: more off

打开或关闭输出分页。

如果没有参数，则会切换当前状态。

当前状态可以通过page\_screen\_output来确定。

参见:page\_screen\_output, page\_output\_immediate, pagager, PAGER\_FLAGS。

: val = PAGER ()

: old\_val = PAGER (new\_val)

: old\_val = PAGER (new\_val, "local")

查询或设置内部变量，该变量指定用于在系统上显示终端输出的程序。

默认值通常是“less”、“more”或“pg”，具体取决于系统上安装的程序。参见安装Octave。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:PAGER\_FLAGS, page\_output\_immediate, more, page\_screen\_output。

: val = PAGER\_FLAGS ()

: old\_val = PAGER\_FLAGS (new\_val)

: old\_val = PAGER\_FLAGS (new\_val, "local")

查询或设置指定要传递给分页器的选项的内部变量。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:PAGER、more、page\_screen\_output、page\_output\_immediate。

: val = page\_screen\_output ()

: old\_val = page\_screen\_output (new\_val) ¶

: old\_val = page\_screen\_output (new\_val, "local")

查询或设置内部变量，该变量控制是否通过寻呼机发送用于超过一页的终端窗口的输出。

这允许您一次查看一个屏幕。一些寻呼机(如less -参见安装Octave)也能够在输出上向后移动。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:more、page\_output\_immediate、pagager、PAGER\_FLAGS。

: val = page\_output\_immediately ()

: old\_val = page\_output\_immediately (new\_val)

: old\_val = page\_output\_immediately (new\_val, "local")

查询或设置内部变量，该变量控制Octave是否在分页可用时立即将输出发送到分页。

当该值为false时，Octave将缓冲其输出，并等待直到打印提示符之前将其刷新到分页器。这是默认值。

当page\_screen\_output为false时，该变量不起作用。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:page\_screen\_output, more, PAGER, PAGER\_FLAGS。

: status = fflush (fid)

将输出刷新到文件描述符fid。

fflush在成功时返回0，出错时返回一个与操作系统相关的错误值(Unix为−1)。

编程注意:刷新对于确保所有挂起的输出在其他事件发生之前显示在屏幕上很有用。例如，在调用input之前刷新标准输出流总是一个好主意。

参见:fopen, fclose。

**14.1.2端子输入**

Octave有三个功能，可以方便地提示用户输入。输入和菜单功能通常用于管理与用户的交互对话框，键盘功能通常用于进行简单的调试。

: ans = input (prompt)

: ans = input (prompt, "s")

打印提示并等待用户输入。

例如,

input ("Pick a number, any number! ")

打印提示符

Pick a number, any number!

并等待用户输入一个值。用户输入的字符串被计算为表达式，因此它可以是文字常量、变量名或任何其他有效的Octave代码。

返回参数的数量、大小和类取决于输入的表达式。

如果您只对获取字面值字符串值感兴趣，则可以使用字符串“s”作为第二个参数来调用input。这告诉Octave直接返回用户输入的字符串，而不先求值。

因为可能有输出等待分页器显示，所以总是在调用input之前调用fflush (stdout)是一个好主意。这将确保在提示之前将所有挂起的输出写入屏幕。

参见:yes\_or\_no, kbhit, pause, menu, listdlg。

: choice = menu (title, opt1, …)

: choice = menu (title, {opt1, …})

显示带有标题标题和选项opt1，…的菜单，并等待用户输入。

如果GUI正在运行，则使用listdlg以图形方式显示菜单。否则，将在控制台上打印标题和菜单选项。

Title是一个字符串，选项可以作为单独的字符串或字符串的单元格数组输入。

返回值choice是从1开始计数的用户选择的选项的个数。如果用户终止对话框或做出无效选择，则返回0。

这个函数对于交互式程序很有用。可以传入的选项数量没有限制，但如果在一个屏幕上显示的选项太多，可能会让人感到困惑。

参见: input, listdlg.

: ans = yes\_or\_no ("prompt")

问用户一个是或否的问题。

如果答案是yes，则返回逻辑true;如果答案是no，则返回false。

接受一个参数prompt，它是在提出问题时要显示的字符串。提示符应该以空格结束;yes-or-no将字符串'(是或否)'添加到它。用户必须使用RET确认答案，并且可以编辑答案，直到答案被确认为止。

参见:input。

对于输入，在提示符处可以使用常规的命令行历史记录和编辑功能。

Octave还有一个功能，可以使用户不需要键入回车符就可以从键盘中获取单个字符。

: c = kbhit ()

: c = kbhit (1)

读取键盘上的单个按键。

如果带参数调用(通常为1)，不要等待按键，立即在键盘输入缓冲区中返回下一个按键，如果没有可用的按键，则返回空字符串("")。

例如,

c = kbhit ();

将c设置为键盘上键入的下一个字符。

c = kbhit (1);

与上面的示例相同，但不等待按下键，如果没有可用的键则返回空字符串。

参见: input, pause。

**14.1.3简单文件I/O**

save和load命令允许以各种格式向磁盘文件写入和读取数据。save命令写入文件的默认格式可以通过函数save\_default\_options和save\_precision来控制。

作为一个例子，下面的代码创建了一个3 × 3矩阵，并将其保存到文件' myfile.mat '中。

A = [ 1:3; 4:6; 7:9 ];

save myfile.mat A

一旦将一个或多个变量保存到文件中，就可以使用load命令将它们读入内存。

load myfile.mat

A

-| A =

-|

-| 1 2 3

-| 4 5 6

-| 7 8 9

: save file

: save options file

: save options file v1 v2 …

: save options file -struct STRUCT

: save options file -struct STRUCT f1 f2 …

: save - v1 v2 …

: str = save ("-", "v1", "v2", …)

将命名的变量v1、v2、…保存在文件文件中。

特殊的文件名' - '可以用来作为字符串返回变量的内容。如果没有列出变量名，Octave保存当前作用域中的所有变量。否则，可以使用完整的变量名或模式语法来指定要保存的变量。如果使用-struct修饰符，则标量结构的字段将被保存为具有相应字段名的变量。struct选项可以与特定的字段名f1, f2，…结合使用，只将某些字段写入文件。

下表列出了保存命令的有效选项。修改输出格式的选项覆盖save\_default\_options指定的格式。

如果使用函数形式调用save

save ("-option1", …, "file", "v1", …)

然后，选项、文件和变量名参数(v1，…)必须指定为字符串。

如果以文件名“-”调用，如果nargout为0，则将输出写入stdout，否则以字符串形式返回输出。

-append

追加到目标，而不是覆盖。

-ascii

将矩阵保存在文本文件中，不带标题或任何其他信息。矩阵必须是二维的，并且只将任何复数值的实部写入文件。数字以单精度格式存储，并用空格分隔。-ascii格式的其他选项有

-double

以双精度格式存储数字。

-tabs

用制表符分隔数字。

-binary

将数据保存为Octave的二进制数据格式。

-float-binary

将数据保存为Octave的二进制数据格式，但只使用单个精度。只有当您知道所有要保存的值都可以用单个精度表示时，才使用这种格式。

-hdf5

保存数据为HDF5格式。(HDF5是一种免费的、可移植的二进制格式，由伊利诺伊大学的国家超级计算应用中心开发。)此格式仅在Octave与HDF5库的链接一起构建时可用。

-float-hdf5

以HDF5格式保存数据，但只使用单一精度。只有当您知道所有要保存的值都可以用单个精度表示时，才使用这种格式。

-text

将数据保存为Octave的文本数据格式。(默认)

-v7.3

-V7.3

-7.3

Octave 尚未实现以 MATLAB 的 v7.3 二进制数据格式保存。

-v7

-V7

-7

-mat7-binary

将数据保存为MATLAB的v7二进制数据格式。

-v6

-V6

-6

-mat

-mat-binary

将数据保存为MATLAB v6二进制数据格式。

-v4

-V4

-4

-mat4-binary

将数据保存为MATLAB的v4二进制数据格式。

-zip

-z

使用gzip算法压缩文件。这适用于在Octave之外使用gzip压缩的文件，并且gzip也可以用于向后兼容转换文件。此选项仅在Octave使用到zlib库的链接构建时可用。

要保存的变量列表可以使用包含以下特殊字符的通配符模式(glob模式):

?

匹配任何单个字符

\*

匹配零个或多个字符。

[ list ]

匹配list指定的字符列表。如果第一个字符是!或^，匹配除list指定字符外的所有字符。例如，模式[a-zA-Z]将匹配所有小写和大写字母字符。

当使用-struct修饰符时，也可以在字段名规范中使用通配符(但不能在结构名本身中使用)。

除了使用MATLAB二进制数据文件格式或' -ascii '格式时，保存全局变量还保存了变量的全局状态。如果稍后使用' load '恢复该变量，它将被恢复为全局变量。

例子:

命令

save -binary data a b\*

以Octave的二进制格式保存变量' a '和所有以' b '开头的变量到文件数据中。

参见:load, save\_default\_options, save\_header\_format\_string, save\_precision, dlmread, csvread, fread。

有三个函数可以修改save的行为。

: val = save\_default\_options ()

: old\_val = save\_default\_options (new\_val)

: old\_val = save\_default\_options (new\_val, "local")

查询或设置内部变量，该变量指定保存命令的默认选项，并定义默认格式。

默认值是"-text" (Octave自己的基于文本的文件格式)。有关其他选择，请参阅save命令的文档。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:save, save\_header\_format\_string, save\_precision。

: val = save\_precision ()

: old\_val = save\_precision (new\_val)

: old\_val = save\_precision (new\_val, "local")

查询或设置内部变量，该变量指定以文本格式保存数据时要保留的位数。

默认值为17，这是无损保存和恢复IEEE-754双值所需的最小值;对于IEEE-754单值，最小值为9。如果需要考虑文件大小，最好选择二进制格式来保存数据，而不是降低保存值的精度。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:save\_default\_options。

: val = save\_header\_format\_string ()

: old\_val = save\_header\_format\_string (new\_val)

: old\_val = save\_header\_format\_string (new\_val, "local")

查询或设置内部变量，该变量指定在Octave保存的文本格式数据文件开头写入的注释行所使用的格式字符串。

格式字符串传递给strftime，必须以字符“#”开头，并且不包含换行符。如果save\_header\_format\_string的值为空字符串，则在文本格式数据文件中省略头注释。默认值为

"# Created by Octave VERSION, %a %b %d %H:%M:%S %Y %Z <USER@HOST>"

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:strftime, save\_default\_options。

: load file

: load options file

: load options file v1 v2 …

: S = load ("options", "file", "v1", "v2", …)

: load file options

: load file options v1 v2 …

: S = load ("file", "options", "v1", "v2", …)

从文件文件中加载命名变量v1、v2、…。

如果没有指定变量，那么将加载文件中找到的所有变量。与save一样，要提取的变量列表可以是全名，也可以使用模式语法。文件的格式是自动检测的，但可以通过提供适当的选项来覆盖。

如果使用函数形式调用load

load ("-option1", …, "file", "v1", …)

然后，选项、文件和变量名参数(v1，…)必须指定为字符串。

如果从文件中加载未标记为全局的变量，而已经存在同名的全局符号，则将其加载到全局符号表中。此外，如果一个变量在文件中被标记为全局，并且存在一个局部符号，则该局部符号将被移动到全局符号表中，并从文件中给定值。

如果使用单个输出参数调用，Octave将返回数据，而不是在符号表中插入变量。如果数据文件只包含数字(以制表符或空格分隔的列)，则返回一个值矩阵。否则，load返回一个结构体，其成员与文件中变量的名称相对应。

load命令可以读取以Octave的文本和二进制格式以及MATLAB的二进制格式存储的数据。如果使用zlib支持编译，它也可以加载gzip压缩文件。它将自动检测文件类型并从不同的浮点格式进行转换(目前只有IEEE大小端进格式，尽管将来可能会添加其他格式)。

下表列出了有效的加载选项。

-force

此选项可用于向后兼容，但将被忽略。Octave现在使用在文件中找到的同名变量覆盖当前内存中的变量。

-ascii

强制Octave假设文件包含文本格式的数字列，没有任何标题或其他信息。文件中的数据将以单个数字矩阵的形式加载，其中包含从文件名派生的变量名。

-binary

强制Octave假设文件是Octave的二进制格式。

-hdf5

强制 Octave 假定文档为 HDF5 格式。（HDF5 是由伊利诺伊大学国家超级计算应用中心开发的一种免费、可移植的二进制格式。请注意，Octave 只能读取使用 save 或 MATLAB 的 -v7.3 选项（以 HDF5 格式保存）自行创建的 HDF5 文档。仅当 Octave 是使用指向 HDF5 库的链接构建的时，此格式才可用。

-import

此选项可用于向后兼容，但将被忽略。Octave现在可以支持多维HDF数据，如果变量名是无效的Octave标识符，可以自动修改变量名。

-text

强制Octave假设文件是Octave的文本格式。

-v7.3

-V7.3

-7.3

强制 Octave 假定文档采用 MATLAB 的 v7.3 二进制数据格式。由于 v7.3 格式是基于 HDF5 的格式，因此这些文档通常也可以使用“-hdf5”选项打开。请注意，Octave 目前无法以此格式保存。

-v7

-V7

-7

-mat7-binary

强制Octave假设文件是MATLAB的版本7二进制格式。

-v6

-V6

-6

-mat

-mat-binary

强制Octave假设文件是MATLAB的版本6二进制格式。

-v4

-V4

-4

-mat4-binary

强制Octave假设文件是MATLAB的版本4二进制格式。

参见:save, dlmwrite, csvwrite, fwrite。

: str = fileread (filename)

: str = fileread (filename, param, value, …)

读取 filename 的内容并将其作为字符串返回。

param、value 是可选的参数和值对。有效选项包括：

"Encoding"

指定从文档读取时使用的编码。这是有效编码标识符的字符串。默认值为"utf-8"。

参见: fopen, fread, fscanf, importdata, textscan, type.

: fmtstr = native\_float\_format ()

以字符串形式返回本机浮点格式。

可以用类似于将数据写入屏幕的disp函数的方式将数据写入文件。fdisp的工作原理与disp类似，只是它的第一个参数是由fopen创建的文件指针。例如，下面的代码写入数据' myfile.txt '。

fid = fopen ("myfile.txt", "w");

fdisp (fid, "3/8 is ");

fdisp (fid, 3/8);

fclose (fid);

有关如何使用fopen和fclose的详细信息，请参阅打开和关闭文件。

: fdisp (fid, x)

在流fid上显示x的值。

例如:

fdisp (stdout, "The value of pi is:"), fdisp (stdout, pi)

-| the value of pi is:

-| 3.1416

注意，fdisp的输出总是以换行符结束。

参见:disp。

Octave还可以读写矩阵文本文件，如逗号分隔列表。

: dlmwrite (file, M)

: dlmwrite (file, M, delim, r, c)

: dlmwrite (file, M, key, val …)

: dlmwrite (file, M, "-append", …)

: dlmwrite (fid, …)

使用分隔符将数字矩阵M写入文本文件file。

file应该是由fopen给出的文件名或可写文件ID。

参数delim指定用于分隔行上的值的分隔符。如果没有指定分隔符，则使用逗号字符“，”。

r的值指定要添加到文件开头的仅限分隔符的行数。

c的值指定要在每行数据前添加的分隔符的数目。

如果给出了参数"-append"，则追加到文件的末尾。

此外，以下关键字值对可能出现在参数列表的末尾:

"append"

要么“开”要么“关”。参见上面的“-append”。

"delimiter"

见上文。

"newline"

分隔每行的字符。此选项存在三种特殊情况。“unix”改为“\n”，“pc”改为“\r\n”，“mac”改为“\r”。任何其他值都直接用作换行符分隔符。

"roffset"

见上文。

"coffset"

见上文c。

"precision"

写入文件时使用的精度。它可以是一个格式字符串(如fprintf所使用的)，也可以是一些有效数字。

dlmwrite ("file.csv", reshape (1:16, 4, 4));

dlmwrite ("file.tex", a, "delimiter", "&", "newline", "\n")

参见:dlmread, csvread, csvwrite。

: data = dlmread (file)

: data = dlmread (file, sep)

: data = dlmread (file, sep, r0, c0)

: data = dlmread (file, sep, range)

: data = dlmread (…, "emptyvalue", EMPTYVAL)

从文本文件中读取数字数据，该文件在数据值之间使用分隔符sep。

如果没有定义sep，则从文件本身确定字段之间的分隔符。

可选的标量参数r0和c0定义要读取的数据的起始行和列。这些值从0开始索引，即，第一个数据行对应于0的索引。

range参数精确指定读取哪些数据元素。参数的第一种形式是一个4元素向量，包含左上角和右下角[R0,C0,R1,C1]，其中索引从零开始。要指定最后一列(相当于索引时的end)，请使用说明符Inf。或者，使用电子表格样式的表单，如“A2..”可采用“Q15”或“T1:AA5”。最低的字母索引“A”指的是第一列。最低的行索引是1。

File应该是fopen给出的文件名或文件id。在后一种情况下，读取文件直到到达文件的末尾。

"emptyvalue"选项可用于指定用于填充空字段的值。默认值为零。请注意，任何非数字值，如文本，也会被“空值”替换。

参见:csvread, textscan, dlmwrite。

: csvwrite (filename, x)

: csvwrite (filename, x, dlm\_opt1, …)

将数字矩阵x以逗号分隔值(CSV)格式写入文件文件名。

这个函数等价于

dlmwrite (filename, x, ",", dlm\_opt1, …)

任何可选参数都直接传递给dlmwrite(参见dlmwrite)。

参见:csvread, dlmwrite, dlmread。

: x = csvread (filename)

: x = csvread (filename, dlm\_opt1, …)

将逗号分隔值(CSV)文件文件名读入矩阵x。

注意:只能读取包含数字数据的CSV文件。

这个函数等价于

x = dlmread (filename, "," , dlm\_opt1, …)

任何可选参数都直接传递给dlmread(参见dlmread)。

参见:dlmread, textcan, csvwrite, dlmwrite。

格式化的数据也可以从文本文件中读取或写入。

: [a, …] = textread (filename)

: [a, …] = textread (filename, format)

: [a, …] = textread (filename, format, n)

: [a, …] = textread (filename, format, prop1, value1, …)

: [a, …] = textread (filename, format, n, prop1, value1, …)

这个功能已经过时了。使用textcan代替。

从文本文件中读取数据。

根据格式读取和解析文件文件名。该函数的行为类似于strread，只是它通过解析文件而不是字符串来工作。有关详细信息，请参阅strread的文档。

除了strread支持的选项外，该函数还支持另外两个选项:

* "headerlines":文件名的第一个值，被跳过的行数。
* " endoline ":指定单个字符或"\r\n"。如果没有给出值，它将从文件中推断出来。如果设置为""(空字符串)，eol作为分隔符将被忽略。

可选输入n(格式重复计数)指定要使用格式字符串的次数或要读取的行数，以读取时先发生的为准。前者相当于要求数据输出向量的长度为n。请注意，当读取包含引用多行格式字符串的文件时，n应该是要读取的行数，而不是格式字符串使用的行数。

如果格式字符串为空(不仅仅是省略)并且文件只包含数字数据(不包括标题行)，则textread将返回一个矩形矩阵，其中列的数量与文件第一个数据行上的数字字段的数量相匹配。空字段作为零值返回。

例子:

Assume a data file like:

1 a 2 b

3 c 4 d

5 e

[a, b] = textread (f, "%f %s")

returns two columns of data, one with doubles, the other a

cellstr array:

a = [1; 2; 3; 4; 5]

b = {"a"; "b"; "c"; "d"; "e"}

[a, b] = textread (f, "%f %s", 3)

(read data into two culumns, try to use the format string

three times)

returns

a = [1; 2; 3]

b = {"a"; "b"; "c"}

With a data file like:

1

a

2

b

[a, b] = textread (f, "%f %s", 2)

returns a = 1 and b = {"a"}; i.e., the format string is used

only once because the format string refers to 2 lines of the

data file. To obtain 2x1 data output columns, specify N = 4

(number of data lines containing all requested data) rather

than 2.

参见:textscan, load, dlmread, fscanf, strread。

: C = textscan (fid, format)

: C = textscan (fid, format, repeat)

: C = textscan (fid, format, param, value, …)

: C = textscan (fid, format, repeat, param, value, …)

: C = textscan (str, …)

: [C, position, errmsg] = textscan (…)

从文本文件或字符串中读取数据。

与fid相关联的字符串str或文件将根据格式进行读取和解析。该函数是strread和textread的扩展。不同之处包括:从文件或字符串读取的能力、附加选项和附加格式说明符。

输入被解释为单词、分隔符(如空格)和文字的序列。分隔符和空格的字符由选项决定。该格式由散布在文字之间的格式说明符组成。在该格式中，空格在连续字面值之间形成分隔符，否则将被忽略。

输出C是一个单元格数组，其中的列数由格式说明符的数量决定。

输入的第一个单词与格式的第一个说明符匹配，并放置在输出的第一列中;第二个与第二个说明符匹配并放置在第二列中，依此类推。如果单词多于说明符，则重复该过程，直到处理完所有单词或满足repeat设置的限制(见下文)。

字符串格式描述了应该如何解析str中的单词。与fscanf中一样，格式不属于这些说明符之一的任何(非空白)文本都被视为文字。如果两个格式说明符之间有一个文字，那么相同的文字必须出现在匹配的单词之间的输入流中。

以下说明符是有效的:

%f

%f64

%n

该单词被解析为数字并转换为双精度。

%f32

该单词被解析为数字并转换为单个(浮点数)。

%d

%d8

%d16

%d32

%d64

该单词被解析为数字并转换为int8、int16、int32或int64。如果没有指定大小，则使用int32。

%u

%u8

%u16

%u32

%u64

该词被解析为数字，并转换为uint8、uint16、uint32或uint64。如果不指定size，则使用uint32。

%s

该单词被解析为以空格、行尾或选项中指定的分隔符之前的最后一个字符结束的字符串。

%q

该单词被解析为“带引号的字符串”。如果字符串的第一个字符是双引号(")，则该字符串包含匹配双引号之前的所有内容——包括空白、分隔符和行尾字符。如果输入中出现一对连续的双引号，则在输出中用单个双引号替换。例如，输入“He said”“Hello”“”将返回值“He said”Hello”。

%c

读取输入的下一个字符。这包括分隔符、空格和行结束符。

%[…]

%[^…]

在第一种形式中，单词由括号之间的字符组成最长的一段。字符范围可以用连字符指定;例如，%[0-9a-zA-Z]匹配所有字母数字字符(如果底层字符集是ASCII)。由于MATLAB从字面上处理连字符，因此此扩展仅适用于字母数字字符。要在集合中包含' - '，它应该出现在括号的第一个或最后;要包含']'，它应该是第一个字符。如果第一个字符是' ^ '，则该单词由未列出的字符组成。

%N…

对于%s， %c， %d， %f， %n， %u，一个可选的宽度可以指定为%Ns等。其中N为大于1的整数。对于%c，这将导致读取N个字符，而不是单个字符。对于其他说明符，它是读取字符数的上限;普通分隔符可以减少要读取的字符。对于复数，这个极限分别适用于实分量和虚分量。对于%f和%n，格式化指定符，如%n。允许使用Mf，其中M是要考虑的小数点后字符数的上界;跳过后面的数字。例如，指定符%8.2f将把12.345e6读成1.234e7。

%\*…

转换说明符的剩余部分指定的单词将被跳过。

literals

此外，格式可以包含文字字符串;这些在阅读时将被跳过。如果输入字符串与此字面值不匹配，则处理终止。

在第一个输出参数中返回与第一个说明符对应的解析词，其余说明符也同样如此。

默认情况下，如果只有一个输入参数，则format为"%f"。这意味着将数字从输入读入单列向量。如果format显式为空("")，则textscan将返回与输入的第一个数据行上的字段数相匹配的多个列中的数据。这两种方法只有在输入完全是数字时才适用。

例如，字符串

str = "\

Bunny Bugs 5.5\n\

Duck Daffy -7.5e-5\n\

Penguin Tux 6"

可以使用

a = textscan (str, "%s %s %f");

可选的数字参数repeat可用于限制读取的项数:

-1

读取所有字符串或文件直到末尾(默认)。

N

读取，直到出现以下两种情况中的第一个:1)格式已被处理N次，或2)输入的N行已被处理。零(0)是repeat的可接受值。目前，%q、%c和%[…]$转换中的行尾字符不计入行数。这与MATLAB不兼容，将来可能会更改。

文本的行为可以通过属性/值对来改变。识别以下属性:

"BufSize"

这指定要用于内部缓冲区的字节数。在读取大文件时，将该值设置为较大的值可以略微提高速度，特别是在输入包含长字符串的情况下。默认值为4096，如果指定了n，则为依赖于n的值。

"CollectOutput"

值1或true指示textcan在输出单元格数组中连接同一类的连续列。如果值为0或false(默认值)，则输出在不同的列中。

"CommentStyle"

指定输入中被视为注释并将被跳过的部分。value是注释样式，可以是(1)字符串或1x1单元格字符串，跳过它右边的所有内容;(2)两个字符串的单元格数组，跳过第一个和第二个字符串之间的所有内容。注释只在接受空格的地方被解析，而不作为分隔符。

"Delimiter"

如果value是一个字符串，value中的任何字符将被用于将输入分割成单词。如果value是字符串的单元格数组，则数组中的任何字符串都将用于将输入拆分为单词。(默认值=任何空格。)

"EmptyValue"

为非空格分隔的数据中的空数值返回的值。默认为NaN。当数据类型不支持NaN时(例如int32)，则默认值为零。

"EndOfLine"

value可以是空字符，也可以是指定行结束符的一个字符，或者是一对"\r\n" (CRLF)。在后一种情况下，“\r”、“\n”或“\r\n”中的任何一个都被算作(单个)换行符。如果没有给出值，则使用“\r\n”。

"HeaderLines"

跳过fid的第一个值行数。注意，这不是指第一行非注释行，而是指任何类型的第一行。

"MultipleDelimsAsOne"

如果value为非零，则将一系列连续分隔符(中间没有空格)视为单个分隔符。连续的分隔符系列不需要垂直对齐。如果没有此选项，则行尾前的单个分隔符不会导致该行被认为以空值结束，但行首的单个分隔符会导致该行被认为以空值开始。

"TreatAsEmpty"

将value中字符串的单次出现(由分隔符或空格包围)视为缺失值。

"ReturnOnError"

如果设置为数字1或true，则在遇到错误时正常返回，例如尝试使用%f读取字符串。如果设置为0或false，则返回错误且没有数据。

"Whitespace"

value中的任何字符都将被解释为空白并被修剪;空格的默认值是" \b\r\n\t"(注意空格)。除非空格设置为""(空)并且提供了至少一个"%s"格式转换说明符，否则空格总是空白的一部分。

当str或fid中的单词数不匹配格式转换说明符数的精确倍数时，textscan的行为取决于字符串或文件的最后一个字符是否是由endoline选项指定的行结束符:

last character = end-of-line

数据列用空字段、NaN或0(对于整数字段)填充，以便所有列具有相同的长度

last character is not end-of-line

数据列没有填充;Textscan可以返回长度不等的列

第二个输出位置提供了处理停止的位置，从文件或字符串的开头开始，以字符为单位。

参见:dlmread, fscanf, load, strread, textread。

importdata函数能够处理各种各样的数据。

: A = importdata (fname)

: A = importdata (fname, delimiter)

: A = importdata (fname, delimiter, header\_rows)

: [A, delimiter] = importdata (…)

: [A, delimiter, header\_rows] = importdata (…)

从文件fname导入数据。

输入参数:

* fname包含数据的文件名。
* delimiter分隔数据列的字符。使用\t表示制表符。(仅对ASCII文件有效)
* header\_rows数据开始前的头行数。(仅对ASCII文件有效)

支持不同的文件类型:

* ASCII表

使用指定的头行数和指定的分隔符导入ASCII表。

* 图像文件
* MATLAB文件
* 电子表格文件(取决于外部软件)
* WAV文件

**参见:**textcan, dlmread, csvread, load。

导入之后，可能需要在进一步分析之前对数据进行转换。rescale函数可以将数据集移动并规范化到指定的范围。

: B = rescale (A)

: B = rescale (A, l, u)

: B = rescale (…, "inputmin", inmin)

: B = rescale (…, "inputmax", inmax)

将矩阵元素缩放到指定的值范围。

当使用单个矩阵参数a调用时，重新缩放元素以占用区间[0,1]。

可选输入[l, u]将A缩放到下界为l，上界为u的区间。

可选输入“inputmin”将所有小于指定值inmin的元素替换为inmin。类似地，可选输入“inputmax”将所有大于指定值inmax的元素替换为inmax。如果未指定，则从数据本身取最小值和最大值(inmin = min (A(:))和inmax = max (A(:)))。

编程注意事项:应用公式为

B = l + ((- inmin) / (inmax - inmin)) \* (u - l)。

如果输入A是单一的，则输出矩阵B的类是单一的，但如果输入是双精度、整数或逻辑类型，则输出矩阵B的类是double。

**参见:**边界，最小值，最大值。

**14.1.3.1保存意外退出数据**

如果Octave由于某种原因意外退出，它将默认将工作空间中可用的变量保存到当前目录下的一个文件中。默认情况下，该文件名为' octave-workspace '，可以使用load命令加载到内存中。虽然默认行为通常是合理的，但可以通过以下函数进行更改。

: val = crash\_dumps\_octave\_core ()

: old\_val = crash\_dumps\_octave\_core (new\_val)

: old\_val = crash\_dumps\_octave\_core (new\_val, "local")

查询或设置内部变量，该变量控制Octave在崩溃或接收到挂起、终止或类似信号时是否尝试将所有当前变量保存到文件Octave -workspace。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:octave\_core\_file\_limit, octave\_core\_file\_name, octave\_core\_file\_options。

: val = sighup\_dumps\_octave\_core ()

: old\_val = sighup\_dumps\_octave\_core (new\_val)

: old\_val = sighup\_dumps\_octave\_core (new\_val, "local")

查询或设置内部变量，该变量控制Octave是否在接收到挂起信号时尝试将所有当前变量保存到文件Octave -workspace。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

: val = sigquit\_dumps\_octave\_core ()

: old\_val = sigquit\_dumps\_octave\_core (new\_val)

: old\_val = sigquit\_dumps\_octave\_core (new\_val, "local")

查询或设置内部变量，该变量控制Octave是否在接收到退出信号时尝试将所有当前变量保存到文件Octave -workspace。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

: val = sigterm\_dumps\_octave\_core ()

: old\_val = sigterm\_dumps\_octave\_core (new\_val)

: old\_val = sigterm\_dumps\_octave\_core (new\_val, "local")

查询或设置内部变量，该变量控制Octave是否在接收到终止信号时尝试将所有当前变量保存到文件Octave -workspace。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

: val = octave\_core\_file\_options ()

: old\_val = octave\_core\_file\_options (new\_val)

: old\_val = octave\_core\_file\_options (new\_val, "local")

查询或设置内部变量，该变量指定在Octave终止时用于保存工作空间数据的选项。

octave\_core\_file\_options的值应该遵循与save函数的选项相同的格式。默认值是Octave的二进制格式。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:crash\_dumps\_octave\_core, octave\_core\_file\_name, octave\_core\_file\_limit。

: val = octave\_core\_file\_limit ()

: old\_val = octave\_core\_file\_limit (new\_val)

: old\_val = octave\_core\_file\_limit (new\_val, "local")

查询或设置内部变量，该变量指定在写入崩溃转储文件时Octave将保存的最大内存量。

该限制以千字节为单位进行测量，并应用于顶级工作空间。崩溃转储文件的名称由octave\_core\_file\_name指定。

如果octave\_core\_file\_options标志指定二进制格式，那么octave\_core\_file\_limit将近似于文件的最大大小。如果使用文本文件格式，则文件可能比限制大得多。默认值是-1(无限制)。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:crash\_dumps\_octave\_core, octave\_core\_file\_name, octave\_core\_file\_options。

: val = octave\_core\_file\_name () ¶

: old\_val = octave\_core\_file\_name (new\_val)

: old\_val = octave\_core\_file\_name (new\_val, "local")

查询或设置内部变量，该变量指定用于在Octave中止时保存来自顶级工作空间的数据的文件名。

默认值是“octave-workspace”。

当从带有“local”选项的函数内部调用时，该变量将在函数及其调用的任何子例程的本地更改。退出函数时，恢复原来的变量值。

参见:crash\_dumps\_octave\_core, octave\_core\_file\_name, octave\_core\_file\_options。

**14.2 c风格的I/O函数**

Octave的C风格输入和输出函数提供了C编程语言标准I/O库的大部分功能。然而，一些输入函数的参数列表略有不同，因为Octave无法通过引用传递参数。

在下面的示例中，file指的是文件名，fid指的是fopen返回的整数文件号。

有三个文件总是可用的。虽然这些文件可以使用它们对应的数字文件id来访问，但您应该始终使用下表中给出的符号名称，因为这将使您的程序更容易理解。

: fid = stdin ()

返回与标准输入流相对应的数值。

当以交互方式使用Octave时，通过命令行编辑功能过滤stdin。

参见:stdout, stderr。

: fid = stdout ()

返回与标准输出流对应的数值。

写入标准输出的数据可以通过寻呼机进行过滤。

参见:stdin, stderr, page\_screen\_output。

: fid = stderr ()

返回与标准错误流对应的数值。

即使打开了分页，标准错误也不会发送到分页器。它对错误消息和提示非常有用。

参见:stdin, stdout。

**14.2.1打开和关闭文件**

当从文件中读取数据时，必须首先打开文件以供读取，同样地，在向文件写入数据时也是如此。函数的作用是:返回一个指向已打开文件的指针，该文件已准备好被读取或写入。一旦所有数据都从打开的文件中读取或写入，就应该关闭该文件。fclose函数就是这样做的。下面的代码演示了写入文件的基本模式，但是在读取文件时使用了非常相似的模式。

filename = "myfile.txt";

fid = fopen (filename, "w");

# Do the actual I/O here…

fclose (fid);

: fid = fopen (name)

: fid = fopen (name, mode)

: fid = fopen (name, mode, arch)

: fid = fopen (name, mode, arch, encoding)

: [fid, msg] = fopen (…)

: fid\_list = fopen ("all")

: [file, mode, arch, encoding] = fopen (fid)

为低级I/O打开文件或查询打开的文件和文件描述符。

fopen函数的第一种形式使用指定的模式(读写、只读等)、架构解释(IEEE大端序、IEEE小端序等)和文件编码打开命名文件，并返回一个整数值，该值可用于稍后引用该文件。如果出现错误，则将fid设置为−1,msg包含相应的系统错误消息。模式是一个或两个字符串，用于指定文件是要打开以进行读、写还是同时打开。编码是一个具有有效编码标识符的字符串。当从文件中读取或写入字符串时使用这种编码。缺省情况下，是UTF-8。

fopen函数的第二种形式返回一个文件id向量，该向量对应于所有当前打开的文件，不包括stdin、stdout和stderr流。

fopen函数的第三种形式返回给定文件id的打开文件的信息。

例如,

myfile = fopen ("splat.dat", "r", "ieee-le");

打开文件splat.dat进行读取。如果有必要，将读取二进制数值，假设它们以IEEE格式存储，首先是最低有效位，然后转换为本机表示。

打开一个已经打开的文件只是再次打开它，并返回一个单独的文件id。多次打开一个文件并不是错误，但是通过几个不同的文件id写入同一个文件可能会产生意想不到的结果。

mode的取值有

‘r’ (default)

打开文件进行阅读。

‘w’

打开文件进行写入。之前的内容将被丢弃。

‘a’

打开或创建一个文件，以便在文件末尾进行写入。

‘r+’

打开现有文件进行读写。

‘w+’

打开一个文件进行读写。之前的内容将被丢弃。

‘a+’

打开或创建一个文件，以便在文件末尾进行读写。

在模式字符串后添加“t”以文本模式打开文件，或在模式字符串后添加“b”以二进制模式打开文件。在Windows系统上，文本模式读写自动将换行转换为系统的适当行结束字符(Windows上的回车换行)。当未指定模式时，默认为二进制。

另外，您可以在模式字符串后面附加一个"z"来打开一个gzip文件进行读写。要使此操作成功，还必须以二进制模式打开该文件。

参数arch是一个字符串，指定文件的默认数据格式。arch的有效值为:

"native" or "n" (default)

当前机器的格式。

"ieee-be" or "b"

IEEE大端格式。

"ieee-le" or "l"

IEEE小端序格式。

当打开一个不存在的新文件时，权限将被设置为0666 - umask。

兼容性注意:Octave使用缓冲I/O打开文件。小的写操作会累积起来，直到内部缓冲区被填满，然后在单个操作中写入所有内容。这是非常有效的，并提高了性能。然而，MATLAB使用刷新的I/O打开文件，其中每个写操作都立即执行。如果必须在数据写入之后立即执行写操作，那么应该在写入之后调用fflush来刷新内部缓冲区。

参见:fclose, fgets, fget1, fscanf, fread, fputs, fdisp, fprintf, fwrite, fskipl, fseek, frewind, ftell, fof, terror, fclear, fflush, report, umask。

: status = fclose (fid)

: status = fclose ("all")

关闭文件描述符fid指定的文件。

如果成功，fclose返回0，否则返回-1。fclose调用的第二种形式关闭所有打开的文件，除了stdin、stdout、stderr和与gnuplot相关的任何fid。

参见:fopen, fflush, report。

: tf = is\_valid\_file\_id (fid)

如果fid指向打开的文件，则返回true。

参见:报告，打开。

**14.2.2简单输出**

打开文件以便写入字符串后，可以使用fputs函数将字符串写入文件。下面的例子展示了如何将字符串' Free Software is needed for Free Science '写入文件' Free .txt '。

filename = "free.txt";

fid = fopen (filename, "w");

fputs (fid, "Free Software is needed for Free Science");

fclose (fid);

: status = fputs (fid, string)

用文件描述符fid将字符串string写入文件。

将字符串写入文件，不需要额外的格式化。使用fdisp来自动添加适合本地计算机的换行符。

可选输出状态为0表示成功，或-1表示遇到错误。

参见:fdisp, fprintf, fwrite, fopen。

有一个非常类似于fputs的函数可用于向屏幕写入数据。puts函数的工作原理与fputs类似，只是它不接受文件指针作为输入。

: status = puts (string)

将字符串不带格式地写入标准输出。

将字符串逐字写入标准输出。使用disp自动追加适合本地计算机的换行符。

可选输出状态为0表示成功，或-1表示遇到错误。

参见:输出，输出。

**14.2.3面向行的输入**

要从文件中读取，必须使用fopen打开文件以供读取。然后可以使用fgetl从文件中读取一行，如下面的代码所示

fid = fopen ("free.txt");

txt = fgetl (fid)

-| Free Software is needed for Free Science

fclose (fid);

当然，这假设文件“Free .txt”存在，并且包含一行“Free Software is need for Free Science”。

: str = fgetl (fid)

: str = fgetl (fid, len)

从文件中读取字符，在读取换行符、EOF或len字符后停止。

读取的字符(不包括可能的尾随换行符)将作为字符串返回。

如果省略len, fgetl将读取到下一个换行符。

如果没有字符可读，fgetl返回−1。

要读取一行并返回结束换行符，请参见fgets。

参见:fgets, fscanf, read, fopen。

: str = fgets (fid)

: str = fgets (fid, len)

从文件中读取字符，在读取换行符、EOF或len字符后停止。

读取的字符，包括可能的尾随换行符，将作为字符串返回。

如果省略len，则fgets读取到下一个换行符。

如果没有字符可读，fgets返回−1。

要读取一行并放弃结束换行符，请参见fgetl。

参见:fputs, fgetl, fscanf, read, fopen。

: nlines = fskipl (fid)

: nlines = fskipl (fid, count)

: nlines = fskipl (fid, Inf)

从文件描述符fid指定的文件中读取并跳过计数行。

Fskipl丢弃字符，直到遇到行结束符的精确次数，或者直到找到文件结束符标记。

如果省略count，则默认为1。count也可以是Inf，在这种情况下，行被跳过，直到文件的末尾。此表单适用于计算文件中的行数。

返回跳过的行数(遇到的行尾序列)。

参见:fget1, fgets, fscanf, fopen。

**14.2.4格式化输出**

本节介绍如何调用printf和相关函数。

以下函数可用于格式化输出。它们是在C语言同名函数的基础上建模的，但是为了提高打印向量和矩阵值的性能，它们对格式模板的解释不同。

实现注意:为了与MATLAB兼容，即使模板字符串用单引号定义，模板字符串中的转义序列(例如，"\n" => newline)也会展开。

: printf (template, …)

: numbytes = printf (…)

在模板字符串模板的控制下，将可选参数打印到流标准输出，并返回打印的字符数。

请参阅GNU Octave手册的格式化输出部分，以获得模板字符串语法的完整描述。

可选输出numbytes返回打印的字节数。

实现注意:为了与MATLAB兼容，即使模板字符串用单引号定义，模板字符串中的转义序列(例如，"\n" => newline)也会展开。

参见:fprint, sprintf, scanf。

: fprintf (fid, template, …)

: fprintf (template, …)

: numbytes = fprintf (…)

这个函数相当于printf，不同之处在于输出被写入文件描述符fid而不是标准输出。

如果省略fid，则输出被写入stdout，使该函数完全等同于printf。

可选输出numbytes返回写入文件的字节数。

实现注意:为了与MATLAB兼容，即使模板字符串用单引号定义，模板字符串中的转义序列(例如，"\n" => newline)也会展开。

参见:fputs, fdisp, fwrite, fscanf, printf, sprintf, fopen。

: str = sprintf (template, …)

这类似于printf，不同之处在于输出以字符串形式返回。

C库函数要求您提供适当大小的字符串作为参数，与此不同的是，Octave的sprintf函数返回字符串，并自动调整大小以容纳转换后的所有项。

实现注意:为了与MATLAB兼容，即使模板字符串用单引号定义，模板字符串中的转义序列(例如，"\n" => newline)也会展开。

参见:printf, fprintf, sscanf。

printf函数可用于打印任意数量的参数。在调用中提供的模板字符串参数不仅提供了关于附加参数数量的信息，还提供了关于它们的类型以及应该使用什么样式来打印它们的信息。

模板字符串中的普通字符只是按原样写入输出流，而模板中由' % '字符引入的转换规范会导致对后续参数进行格式化并写入输出流。例如,

pct = 37;

filename = "foo.txt";

printf ("Processed %d%% of '%s'.\nPlease be patient.\n",

pct, filename);

产生如下输出

Processed 37% of 'foo.txt'.

Please be patient.

这个例子展示了如何使用' %d '转换来指定一个标量参数应该以十进制记数方式打印，' %s '转换来指定打印一个字符串参数，' %% '转换来打印一个文字' % '字符。

还有将整数参数打印为八进制、十进制或十六进制基数(分别为' %o '、' %u '或' %x ')的无符号值的转换;或者作为字符值(' %c ')。

浮点数可以使用' %f '转换以正常的定点记数法打印，也可以使用' %e '转换以指数记数法打印。' %g '转换使用' %e '或' %f '格式，具体取决于哪种格式更适合特定数字的大小。

通过在“%”和指示应用哪种转换的字符之间编写修饰符，可以更精确地控制格式。这稍微改变了转换的普通行为。例如，大多数转换规范允许您指定最小字段宽度和一个标志，该标志指示您是希望结果在字段内左对齐还是右对齐。

允许的特定标志和修饰符及其解释因特定转换而异。在下面几节中将对它们进行更详细的描述。

**14.2.5矩阵的输出转换**

当给定一个矩阵值时，Octave的格式化输出函数循环遍历格式模板，直到矩阵中的所有值都被打印出来。例如:

printf ("%4.2f %10.2e %8.4g\n", hilb (3));

-| 1.00 5.00e-01 0.3333

-| 0.50 3.33e-01 0.25

-| 0.33 2.50e-01 0.2

如果要在一次调用中打印多个值，那么当从一个值移动到下一个值时，输出函数不会返回到格式模板的开头。如果矩阵中的元素数量不是格式模板中转换次数的精确倍数，则可能导致输出混乱。例如:

printf ("%4.2f %10.2e %8.4g\n", [1, 2], [3, 4]);

-| 1.00 2.00e+00 3

-| 4.00

如果这不是你想要的，使用一系列的电话而不是仅仅一个。

**14.2.6输出转换语法**

本节详细介绍可以出现在printf模板字符串中的转换规范的精确语法。

模板字符串中不属于转换规范的字符将按原样打印到输出流。

printf模板字符串中的转换规范有一般形式:

% flags width [ . precision ] type conversion

例如，在转换说明符' %-10.8ld '中，' - '是一个标志，' 10 '指定字段宽度，精度为' 8 '，字母' l '是类型修饰符，' d '指定转换样式。(这个特定的类型说明符说要以十进制记数法打印数字参数，在至少10个字符宽的字段中至少有8位左对齐的数字。)

更详细地说，输出转换规范由一个初始' % '字符按顺序组成:

* 修改转换规范的正常行为的零个或多个标志字符。

指定最小字段宽度的可选十进制整数。如果正常转换产生的字符少于此值，则用空格填充字段以达到指定的宽度。这是一个最小值;如果普通转换产生的字符多于此数，则不会截断该字段。通常，输出在字段内是右对齐的。

您还可以指定字段宽度为“\*”。这意味着参数列表中的下一个参数(在要打印的实际值之前)被用作字段宽度。该值四舍五入到最接近的整数。如果值为负，这意味着设置' - '标志(见下文)并使用绝对值作为字段宽度。

* 可选精度，用于指定要为数字转换写入的位数。如果指定了精度，则它由句点(' . ')可选地后跟一个十进制整数(如果省略则默认为零)组成。

您还可以指定' \* '的精度。这意味着参数列表中的下一个参数(在要打印的实际值之前)被用作精度。该值必须为整数，如果为负数则忽略。

* 可选的类型修饰符字符。这个字符被Octave的printf函数忽略，但被识别为提供与C语言printf的兼容性。
* 指定要应用的转换的字符。

在不同的转换说明符之间，允许的确切选项及其解释方式各不相同。有关它们使用的特定选项的信息，请参阅各个转换的描述。

**14.2.7输出转换表**

下面是一个表格，总结了所有不同的转换:

‘%d’, ‘%i’

将整数打印为带符号的十进制数。有关详细信息，请参阅整数转换。' %d '和' %i '是输出的同义词，但与scanf一起用于输入时是不同的(参见输入转换表)。

‘%o’

将整数打印为无符号八进制数。有关详细信息，请参阅整数转换。

‘%u’

将整数打印为无符号十进制数。有关详细信息，请参阅整数转换。

‘%x’, ‘%X’

将整数打印为无符号十六进制数。' %x '使用小写字母，' %x '使用大写字母。有关详细信息，请参阅整数转换。

‘%f’

以普通(定点)记数法打印浮点数。有关详细信息，请参阅浮点转换。

‘%e’, ‘%E’

以指数表示法打印浮点数。“%e”使用小写字母，“%e”使用大写字母。有关详细信息，请参阅浮点转换。

‘%g’, ‘%G’

以普通(定点)或指数表示法打印浮点数，以其大小更合适的方式打印。' %g '使用小写字母，' %g '使用大写字母。有关详细信息，请参阅浮点转换。

‘%c’

打印单个字符。参见其他输出转换。

‘%s’

打印字符串。参见其他输出转换。

‘%%’

打印文字“%”字符。参见其他输出转换。

如果转换规范的语法无效，将发生不可预测的事情，因此不要这样做。特别是，MATLAB允许没有后续转换字符的裸百分比符号' % '。如果看到这样的代码，Octave将发出一个错误并停止。当不能保证要处理的字符串变量没有潜在的格式代码时，最好使用任何printf函数的两个参数形式，并将格式字符串设置为%s。或者，对于不需要与MATLAB向后兼容的代码，可以使用Octave函数puts或disp。

printf (strvar); # Unsafe if strvar contains format codes

printf ("%s", strvar); # Safe

puts (strvar); # Safe

如果没有提供足够的函数参数来为模板字符串中的所有转换规范提供值，或者参数的类型不正确，则结果是不可预测的。如果您提供的参数多于转换规范，则会忽略额外的参数值;这有时是有用的。

**14.2.8整数转换**

本节描述' %d '、' %i '、' %o '、' %u '、' %x '和' %x '转换规范的选项。这些转换以各种格式打印整数。

' %d '和' %i '转换规范都将数字参数打印为有符号十进制数;而' %o '、' %u '和' %x '分别将参数打印为无符号八进制、十进制或十六进制数。' %X '转换规范就像' %X '，除了它使用字符' ABCDEF '而不是' ABCDEF '作为数字。

以下标志是有意义的:

‘-’

在字段中左对齐结果(而不是正常的右对齐)。

‘+’

对于带符号的' %d '和' %i '转换，如果值为正数，则打印加号。

‘ ’

对于带符号的' %d '和' %i '转换，如果结果不以加号或减号开头，则用空格字符作为前缀。由于' + '标志确保结果包含一个符号，因此如果同时提供这两个标志，则忽略此标志。

‘#’

对于' %o '转换，这将强制前导数字为' 0 '，就像通过增加精度一样。对于' %x '或' %x '，这将在结果前分别添加一个' 0x '或' 0x '前缀。这对' %d '， ' %i '或' %u '转换没有任何用处。

‘0’

用零而不是空格填充字段。0放在任何符号或基数的指示之后。如果还指定了' - '标志，或者指定了精度，则忽略此标志。

如果提供了精度，则指定要出现的最小位数;必要时产生前导零。如果不指定精度，则根据需要打印数字。如果将零值转换为显式精度为零的值，则根本不会生成任何字符。

**14.2.9浮点转换**

本节讨论浮点数的转换规范:' %f '、' %e '、' %e '、' %g '和' %g '转换。

' %f '转换以定点记数法打印其参数，产生[-]ddd形式的输出。其中，小数点后的位数由您指定的精度控制。

' %e '转换以指数表示法打印它的参数，产生形式为[-]d.ddde[+|-]dd的输出。同样，小数点后的位数由精度控制。指数总是至少包含两位数字。' %E '转换是类似的，但指数用字母' E '而不是' E '标记。

如果指数小于-4或大于或等于精度，' %g '和' %g '转换将以' %e '或' %e '的样式(分别)打印参数;否则他们使用' %f '样式。从结果的小数部分删除尾随的零，并且只有在后跟数字时才会出现小数点字符。

以下标志可用于修改行为:

‘-’

左对齐字段中的结果。通常结果是右对齐的。

‘+’

总是在结果中包含一个正号或负号。

‘ ’

如果结果不是以加号或减号开头，则用空格作为前缀。由于' + '标志确保结果包含一个符号，因此如果同时提供这两个标志，则忽略此标志。

‘#’

指定结果应始终包含小数点，即使其后没有数字。对于' %g '和' %g '转换，这还强制将小数点后的尾随零留在原本要删除的位置。

‘0’

用零填充字段，而不是空格;0放在任何符号后面。如果还指定了' - '标志，则忽略此标志。

精度指定了“% f”、“% e”和“% e”转换的小数点字符。对于这些转换,默认精度为6。如果精度显式为0,则完全抑制小数点的字符。对于“% g”和“% g”转换,精度指定打印有多少位数数字。显著的数字是十进制前的第一个数字,然后是所有的数字。如果精度为0或不指定“% g”或“% g”,它被视为1的值。如果打印的值不能准确地表达在指定的数字中,那么值就会变成最接近的数字。

**14.2.10其他输出转换**

本节描述printf的各种转换。

' %c '转换打印单个字符。' - '标志可用于指定字段中的左对齐，但没有定义其他标志，也不能给出精度或类型修饰符。例如:

printf ("%c%c%c%c%c", "h", "e", "l", "l", "o");

输出“hello”。

' %s '转换打印一个字符串。对应的参数必须是字符串。可以指定精度来指示要写入的最大字符数;否则，字符串中的字符(不包括结束的null字符)将被写入输出流。' - '标志可用于指定字段中的左对齐，但没有为此转换定义其他标志或类型修饰符。例如:

printf ("%3s%-6s", "no", "where");

打印' nowhere '(注意前后的空格)。

**14.2.11格式化输入**

Octave提供scanf、fscanf和sscanf函数来读取格式化的输入。每个函数都有两种形式。一个可以用来从文件中提取数据向量，另一个更像c。

: [val, count, errmsg] = fscanf (fid, template, size)

: [v1, v2, …, count, errmsg] = fscanf (fid, template, "C")

在第一种形式中，根据模板从fid中读取，并在矩阵val中返回结果。

可选参数size指定要读取的数据量，可以是其中之一

Inf

尽可能多地读取，返回一个列向量。

nr

读取最多nr个元素，返回一个列向量。

[nr, Inf]

读取尽可能多，返回一个矩阵与nr行。如果读取的元素数不是nr的精确倍数，则最后一列用零填充。

[nr, nc]

读取最多nr \* nc个元素，返回具有nr行的矩阵。如果读取的元素数不是nr的精确倍数，则最后一列用零填充。

如果省略size，则假定值为Inf。

如果模板只指定字符转换，则返回字符串。

成功读取的条目数以count返回。

如果发生错误，errmsg包含一个系统相关的错误消息。

在第二种形式中，根据模板从fid读取，模板中的每个转换说明符对应一个标量返回值。这种形式更“像c”，也与以前版本的Octave兼容。成功转换的次数以count返回

请参阅GNU Octave手册的格式化输入部分，以获得模板字符串语法的完整描述。

参见:fgets, fgetl, read, scanf, sscanf, fopen。

: [val, count, errmsg] = scanf (template, size)

: [v1, v2, …, count, errmsg] = scanf (template, "C")

这相当于用fid = stdin调用fscanf。

目前在交互式程序中调用scanf是没有用的。

参见:fscanf, sscanf, printf。

: [val, count, errmsg, pos] = sscanf (string, template, size)

: [v1, v2, …, count, errmsg] = sscanf (string, template, "C")

这类似于fscanf，只是字符是从字符串string而不是流中获取的。

到达字符串的末尾被视为文件结束条件。除了fscanf返回的值之外，下一个要读取的字符的索引在pos中返回。

参见:fscanf, scanf, sprintf。

对scanf的调用表面上类似于对printf的调用，因为在模板字符串的控制下读取任意参数。虽然模板中转换规范的语法与printf非常相似，但模板的解释更倾向于自由格式输入和简单的模式匹配，而不是固定字段格式。例如，大多数scanf转换会跳过输入文件中的任意数量的“空白”(包括空格、制表符和换行符)，并且数字输入转换不像相应的输出转换那样有精度的概念。通常，期望模板中的非空白字符与输入流中的字符完全匹配。例如，请注意，当使用混合数字和字符串输出类型时，sscanf解析字符串和空白的方式不同:

teststr = "1 is a lonely number";

sscanf (teststr, "%s is a %s")

⇒ 1lonelynumber

sscanf (teststr, "%g is a %s")

⇒

1

108

111

110

101

108

121

[a, b, c] = sscanf ("1 is a lonely number", "%g is a %s %s", "C")

⇒ a = 1

⇒ b = lonely

⇒ c = number

当发生匹配失败时，scanf立即返回，将第一个不匹配的字符作为下一个要从流中读取的字符，并且scanf返回成功转换的所有项。

格式化输入函数的使用频率不如格式化输出函数高。部分原因是，正确使用它们需要一些小心。另一个原因是很难从匹配错误中恢复。

在模板字符串中允许的特定标志和修饰符以及它们的解释都将在以下部分中更详细地描述。

**14.2.12输入转换语法**

scanf模板字符串是一个包含普通多字节字符的字符串，其中散布着以' % '开头的转换规范。

模板中的任何空白字符都会导致读取和丢弃输入流中的任意数量的空白字符。匹配的空白字符不必与模板字符串中出现的空白字符完全相同。例如，在模板中写入'，'来识别逗号，逗号前后都有可选的空白。

模板字符串中不属于转换规范的其他字符必须与输入流中的字符完全匹配;如果不是这样，就会发生匹配失败。

scanf模板字符串中的转换规范有一般形式:

% flags width type conversion

更详细地说，输入转换规范由初始' % '字符按顺序组成:

* 一个可选的标志字符“\*”，表示忽略为该规范读取的文本。当scanf找到使用此标志的转换规范时，它按照转换规范的其余部分的指示读取输入，但它丢弃该输入，不返回任何值，也不增加成功赋值的计数。
* 指定最大字段宽度的可选十进制整数。当达到这个最大值或发现不匹配的字符时，从输入流中读取字符停止，以先发生的为准。大多数转换都会丢弃初始空白字符，并且这些丢弃的字符不会计入最大字段宽度。不丢弃初始空格的转换有明确的文档记录。
* 可选的类型修饰符字符。此字符被Octave的scanf函数忽略，但被识别为与C语言scanf兼容。
* 指定要应用的转换的字符。

在不同的转换说明符之间，允许的确切选项及其解释方式各不相同。有关它们允许的特定选项的信息，请参阅输入转换表中对各个转换的描述。

**14.2.13输入转换表**

下面是一个表格，总结了各种转换规格:

‘%d’

匹配以十进制形式写入的可选带符号整数。请参阅数字输入转换。

‘%i’

匹配C语言为指定整型常量而定义的任意格式的可选带符号整数。请参阅数字输入转换。

‘%o’

匹配以八进制形式书写的无符号整数。请参阅数字输入转换。

‘%u’

匹配以十进制基数书写的无符号整数。请参阅数字输入转换。

‘%x’, ‘%X’

匹配以十六进制写的无符号整数。请参阅数字输入转换。

‘%e’, ‘%f’, ‘%g’, ‘%E’, ‘%G’

匹配可选的带符号浮点数。请参阅数字输入转换。

‘%s’

匹配只包含非空白字符的字符串。请参阅字符串输入转换。

‘%c’

匹配一个或多个字符的字符串;读取的字符数由为转换给定的最大字段宽度控制。请参阅字符串输入转换。

‘%%’

这将匹配输入流中的文字' % '字符。没有使用相应的参数。

如果转换规范的语法无效，则未定义该行为。如果没有提供足够的函数参数来为模板字符串中执行赋值的所有转换规范提供地址，或者如果参数的类型不正确，则行为也是未定义的。另一方面，额外的参数会被忽略。

**14.2.14数字输入转换**

本节描述读取数值的scanf转换。

' %d '转换匹配十进制的可选带符号整数。

' %i '转换匹配C语言为指定整数常量定义的任何格式的可选带符号整数。

例如，任何字符串' 10 '、' 0xa '或' 012 '都可以在' %i '转换下作为整数读入。每个选项都指定一个十进制值为10的数字。

' %o '、' %u '和' %x '转换分别匹配八进制、十进制和十六进制的无符号整数。

' %X '转换与' %X '转换相同。它们都允许将大写或小写字母用作数字。

默认情况下，整数被读取为32位数字。使用' h '修饰符时，使用16位整数，使用' l '修饰符时，使用64位整数。

' %e '、' %f '、' %g '、' %e '和' %g '转换匹配可选的带符号浮点数。所有五个转换规范的行为相同，并且将读取任何浮点显示样式的数值。

**14.2.15字符串输入转换**

本节描述读取字符串和字符值的scanf输入转换:' %s '和' %c '。

' %c '转换是最简单的:它总是匹配固定数量的字符。最大字段with表示要读取多少字符;如果不指定最大值，则默认为1。此转换不会跳过初始空白字符。它精确地读取接下来的n个字符，如果不能得到那么多，它就会失败。

' %s '转换匹配一串非空白字符。它跳过并丢弃初始空白，但在读取内容后遇到更多空白时停止。

例如，读取输入:

hello, world

使用转换' %10c '产生"hello, wo"，但使用转换' %10s '读取相同的输入产生"hello，"。

**14.2.16二进制I/O**

Octave可以使用函数fread和fwrite读写二进制数据，这两个函数是按照具有相同名称的标准C函数的模式设计的。它们能够自动交换整数数据的字节顺序，并在读取数据时在支持的浮点格式之间进行转换。

: val = fread (fid)

: val = fread (fid, size)

: val = fread (fid, size, precision)

: val = fread (fid, size, precision, skip)

: val = fread (fid, size, precision, skip, arch)

: [val, count] = fread (…)

从文件描述符fid指定的文件中读取二进制数据。

可选参数size指定要读取的数据量，可以是其中之一

Inf

尽可能多地读取，返回一个列向量。

nr

读取最多nr个元素，返回一个列向量。

[nr, Inf]

读取尽可能多，返回一个矩阵与nr行。如果读取的元素数不是nr的精确倍数，则最后一列用零填充。

[nr, nc]

读取最多nr \* nc个元素，返回具有nr行的矩阵。如果读取的元素数不是nr的精确倍数，则最后一列用零填充。

如果省略size，则假定值为Inf。

可选参数precision是一个字符串，指定要读取的数据类型，可以是其中之一

"uint8" (default)

8位无符号整数。

"int8"

"integer\*1"

8位有符号整数。

"uint16"

"ushort"

"unsigned short"

16位无符号整型

"int16"

"integer\*2"

"short"

16位有符号整数。

"uint"

"uint32"

"unsigned int"

"ulong"

"unsigned long"

32位无符号整数

"int"

"int32"

"integer\*4"

"long"

32-bit signed integer.

"uint64"

64位无符号整数。

"int64"

"integer\*8"

64位带符号整数。

"single"

"float"

"float32"

"real\*4"

32位浮点数。

"double"

"float64"

"real\*8"

64位浮点数。

"char"

"char\*1"

8位单字符。

"uchar"

"unsigned char"

8位无符号字符。

"schar"

"signed char"

8位带符号字符。

默认精度为“uint8”。

precision参数还可以指定可选的重复计数。例如，' 32\*single '导致read读取32个单精度浮点数块。读入块与skip参数结合使用很有用。

precision参数还可以指定类型转换。例如，' int16=>int32 '导致read读取16位整数值并返回一个32位整数值数组。默认情况下，fread返回双精度数组。特殊形式' \*TYPE '是' TYPE=>TYPE '的简写。

转换计数和重复计数可以合并。例如，规范' 32\*single=>single '导致fread读取单精度浮点值块并返回单精度值数组，而不是默认的双精度值数组。

可选参数skip指定读取每个元素(或元素块)后要跳过的字节数。如果未指定，则假定值为0。如果最后的块读取未完成，则省略最后的跳过。例如,

fread (f, 10, "3\*single=>single", 8)

将省略最后的8字节跳过，因为最后一次读取将不是一个完整的3个值块。

可选参数arch是一个字符串，指定文件的数据格式。有效值是

"native" or "n"

当前机器的格式。

"ieee-be" or "b"

IEEE大端码。

"ieee-le" or "l"

IEEE小端序。

如果没有给定arch，则使用在调用创建文件描述符的fopen中使用的值。否则，用fread指定的值将覆盖fopen的值并确定数据格式。

输出参数val包含从文件中读取的数据。

可选的返回值count包含读取的元素数。

参见:fwrite, fgets, fget1, fscanf, fopen。

: count = fwrite (fid, data)

: count = fwrite (fid, data, precision)

: count = fwrite (fid, data, precision, skip)

: count = fwrite (fid, data, precision, skip, arch)

将二进制形式的数据写入文件描述符fid指定的文件。

参数data是要写入文件的值的矩阵。这些值是按列主顺序提取的。

其余的参数precision、skip和arch都是可选的，它们的解释方式与对read的描述一样。

输出计数是成功写入的数据项的数量。

编程注意:如果数据中的值太大而不能满足指定的精度，则fwrite的行为是未定义的。

另见:读取、输出、fprintf、fopen。

**14.2.17临时文件**

有时需要将数据写入只是临时的文件。当从Octave内部启动的外部程序需要访问数据时，这是最常用的。当Octave退出时，所有临时文件将被删除，因此无需手动执行此步骤。

: [fid, name, msg] = mkstemp ("template")

: [fid, name, msg] = mkstemp ("template", delete)

返回与从模板创建的具有唯一名称的新临时文件对应的文件描述符fid。

模板的最后六个字符必须为“XXXXXX”，并且这些字符将被替换为使文件名唯一的字符串。然后以模式读/写和系统相关的权限创建该文件(在GNU/Linux系统上，glibc 2.0.7及更高版本的权限为0600)。该文件以二进制模式打开，并带有O\_EXCL标志。

如果提供了可选参数delete且为true，则在Octave退出时将自动删除文件。

如果成功，fid是一个有效的文件ID, name是文件名，msg是一个空字符串。否则，fid为-1,name为空，并且msg包含与系统相关的错误消息。

参见:tempname, tempdir, P\_tmpdir, tmpfile, fopen。

: [fid, msg] = tmpfile ()

返回与具有唯一名称的新临时文件对应的文件ID。

该文件以二进制读/写(“w+b”)模式打开，并在关闭或Octave退出时自动删除。

如果成功，fid是一个有效的文件ID, msg是一个空字符串。否则，fid为-1,msg包含与系统相关的错误消息。

参见:tempname, mkstemp, tempdir, P\_tmpdir。

: fname = tempname ()

: fname = tempname (dir)

: fname = tempname (dir, prefix)

以字符串形式返回唯一的临时文件名。

如果省略prefix，则使用值“oct-”。

如果还省略了dir，则使用临时文件的默认目录(P\_tmpdir)。如果提供了dir，它必须存在，否则将使用临时文件的默认目录。

编程注意:因为命名的文件不是通过tempname打开的，所以有可能(尽管相对不太可能)在您的程序试图打开它时它将不可用。如果这是一个问题，请参阅tmpfile。

参见:mkstemp, tempdir, P\_tmpdir, tmpfile。

: dir = tempdir ()

返回临时文件的主机系统目录的名称。

目录名首先取自环境变量TMPDIR。如果不存在，则检查环境变量TMP(在Windows平台上具有更高优先级的环境变量TEMP)。如果这些都没有设置，则使用P\_tmpdir返回的系统默认值。

参见:P\_tmpdir, tempname, mkstemp, tmpfile。

: sys\_tmpdir = P\_tmpdir ()

返回临时文件的主机系统默认目录的名称。

编程注意:P\_tmpdir返回的值总是默认位置。如果用户使用TMPDIR环境变量覆盖了默认值，则此值可能与从tempdir返回的值不一致。

参见:tempdir, tempname, mkstemp, tmpfile。

**14.2.18文件结束与错误**

一旦文件被打开，就可以获取它的状态。例如，feof函数确定是否到达了文件的末尾。这在一次读取文件的一小部分时非常有用。下面的示例展示了如何从文件中一次读取一行，直到到达末尾。

filename = "myfile.txt";

fid = fopen (filename, "r");

while (! feof (fid) )

text\_line = fgetl (fid);

endwhile

fclose (fid);

请注意，在某些情况下，读取文件的整个内容然后处理它比逐行读取更有效。这样做的潜在好处是可以消除上面代码中的循环。

: status = feof (fid)

如果遇到文件描述符fid指定的文件的文件结束条件，则返回1，否则返回0。

注意，如果已经遇到文件的末尾，feof只会返回1，如果下一次读取操作将导致文件结束条件，则不会返回1。

参见:fread, frewind, fseek, fclear, fopen。

: msg = ferror (fid)

: [msg, err] = ferror (fid)

: […] = ferror (fid, "clear")

查询文件描述符fid指定的流的错误状态。

如果存在错误条件，则返回描述错误的字符串msg。否则，返回空字符串""。

第二个输入“clear”是可选的。如果提供，流上的错误状态将被清除。

可选的第二个输出是错误状态的数字指示。如果遇到错误条件，Err为1，否则为0。

请注意，error表示错误是否已经发生，而不是下一个操作是否会导致错误条件。

参见:fclear, fopen。

: fclear (fid)

清除由文件描述符fid指定的文件的流状态。

参见:terror, fopen。

: freport ()

打印已打开的文件列表，以及它们是否为读、写或两者都打开。

例如:

freport ()

-| number mode arch name

-| ------ ---- ---- ----

-| 0 r ieee-le stdin

-| 1 w ieee-le stdout

-| 2 w ieee-le stderr

-| 3 r ieee-le myfile

参见:fopen, fclose, is\_valid\_file\_id。

**14.2.19文件定位**

有三个函数可用于设置和确定给定文件的文件指针的位置。

: pos = ftell (fid)

返回文件指针的位置，作为文件描述符fid指定的文件开头的字符数。

参见:fseek, frewind, fof, fopen。

: status = fseek (fid, offset)

: status = fseek (fid, offset, origin)

将文件指针设置为文件fid内的位置偏移量。

指针是指向原点的偏移字符，原点可以是预定义变量SEEK\_SET(开始)、SEEK\_CUR(当前位置)或SEEK\_END(文件结束)之一，也可以是字符串"bof"、"cof"或"eof"。如果省略origin，则假定为SEEK\_SET。偏移量可以是正的、负的或零，但不是所有的原点和偏移量的组合都可以实现。

Fseek成功时返回0，错误时返回-1。

参见:fskipl, frewind, ftell, fopen, SEEK\_SET, SEEK\_CUR, SEEK\_END。

: fseek\_origin = SEEK\_SET ()

返回要传递给fseek的数值，以定位文件指针相对于文件开头的位置。

参见:SEEK\_CUR, SEEK\_END, fseek。

: fseek\_origin = SEEK\_CUR ()

返回要传递给fseek的数值，以相对于当前位置定位文件指针。

参见:SEEK\_SET, SEEK\_END, fseek。

: fseek\_origin = SEEK\_END ()

返回要传递给fseek的数值，以相对于文件末尾定位文件指针。

参见:SEEK\_SET, SEEK\_CUR, fseek。

: frewind (fid)

: status = frewind (fid)

将文件指针移动到文件描述符fid指定的文件的开头。

如果请求输出状态，则frewind返回0表示成功，如果遇到错误则返回-1。

编程注意:frewind等价于fseek (fid, 0, SEEK\_SET)。

参见:fseek, ftell, fopen。

下面的示例将当前文件位置存储在变量标记中，将指针移动到文件的开头，读取四个字符，然后返回到原始位置。

marker = ftell (myfile);

frewind (myfile);

fourch = fgets (myfile, 4);

fseek (myfile, marker, SEEK\_SET);

**15 绘图**

**15.1绘图简介**

早期版本的Octave通过使用gnuplot提供绘图功能。此功能仍然可用。但是，新版本的Octave使用OpenGL提供了更现代的绘图功能。使用哪个绘图系统由graphics\_toolkit函数控制。参见图形工具包。

函数调用graphics\_toolkit ("qt")选择qt /OpenGL系统，graphics\_toolkit ("fltk")选择fltk /OpenGL系统，graphics\_toolkit ("gnuplot")选择gnuplot系统。通过使用每个图形句柄的graphics\_toolkit属性，可以有选择地使用这三个系统。这在图形数据结构中有解释。

注意:基于opengl的工具包在内部使用单精度变量，这限制了可以显示的最大值大约为10^{38}。如果您的数据包含较大的值，则必须使用gnuplot工具包，该工具包支持最大10^{308}的值。类似地，单精度变量只能准确地表示6-9个base10数字。如果您的数据包含非常细微的差异(大约1e-8)，则无法使用基于opengl的图形工具包解决这些差异，因此需要使用gnuplot工具包。

注意:gnuplot图形工具包使用第三方程序gnuplot进行绘图。从Octave到gnuplot的通信是通过单向管道完成的。这对性能和功能都有影响。性能明显变慢，因为整个数据集(可能有很多兆字节)必须通过管道传递给gnuplot。功能会受到负面影响，因为管道从Octave到gnuplot是单向的。Octave无法了解用户与绘图窗口的交互(无论是调整大小、移动、关闭还是其他任何操作)。如果稍后要从Octave访问图形，建议不要与gnuplot窗口交互(或关闭)。

**15.2高层绘图**

Octave提供了使用高级函数创建许多不同类型的二维和三维图形的简单方法。

如果需要更详细的控制，请参阅图形数据结构和高级绘图。

**15.2.1二维图**

plot函数允许您创建具有线性轴的简单x-y图。例如,

x = -10:0.1:10;

plot (x, sin (x));

xlabel ("x");

ylabel ("sin (x)");

title ("Simple 2-D Plot");

显示如图15.1所示的正弦波。在大多数系统上，该命令将打开一个单独的绘图窗口来显示图形。
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图15.1:简单二维图。

: plot (y)

: plot (x, y)

: plot (x, y, fmt)

: plot (…, property, value, …)

: plot (x1, y1, …, xn, yn)

: plot (hax, …)

: h = plot (…)

生成二维图。

许多不同的参数组合是可能的。最简单的形式是

plot (y)

其中参数作为y坐标的集合，x坐标的取值范围为1:numel (y)。

如果给出了多个参数，则将它们解释为

plot (y, property, value, …)

或

plot (x, y, property, value, …)

或

plot (x, y, fmt, …)

等等......。可以出现任意数量的参数集。x和y值的解释如下:

* 如果提供了单个数据参数，则将其作为y坐标的集合，并将x坐标作为元素的索引，从1开始。
* 如果x和y是标量，则绘制出一个点。
* Squeeze()应用于超过两个维度的参数，但不超过两个单例维度。
* 如果 x 或 y 是标量，另一个是矢量，则在标量和矢量的每个元素定义的坐标处绘制一系列点。
* 如果两个参数都是向量，则y的元素与x的元素对应。
* 如果x是一个向量，y是一个矩阵，那么y的列(或行)将相对于x绘制(使用匹配的组合，先尝试列)。
* 如果x是一个矩阵，y是一个向量，则y与x的列(或行)相对应(使用匹配的组合，先尝试列)。
* 如果两个参数都是矩阵，则将y的列与x的列进行对比。在这种情况下，两个矩阵必须具有相同的行数和列数，并且不会尝试转置参数以使行数匹配。

可以指定多个属性值对，但它们必须成对出现。这些参数应用于由plot绘制的线对象。可以修改的有用属性有“linestyle”、“linewidth”、“color”、“marker”、“markersize”、“markeredgecolor”、“markerfacecolor”。完整的属性列表记录在Line properties中。

fmt格式参数还可用于控制情节样式。它是一个由四个可选部分组成的字符串:"< linstyle ><marker><color><;displayname;>"。如果指定了标记，但没有指定线样式，则只绘制标记。类似地，如果指定了线条样式，但没有标记，则只绘制线条。如果两者都指定，则绘制线条和标记。如果没有fmt和没有属性/值对，那么默认的绘图样式是没有标记的实线，颜色由当前轴的“colororder”属性决定。

格式的参数:

线型

‘-’ 使用实线(默认)。

‘--’ 使用虚线。

‘:’ 使用虚线。

‘-.’ 使用虚线。

标志

‘+’ 十字

‘o’ 圆

‘\*’ 星

‘.’ 点

‘x’ 叉

‘|’ 垂直线

‘\_’ 水平线

‘s’ 正方形

‘d’ 菱形

‘^’ 上三角

‘v’ 下三角

‘>’ 右三角

‘<’ 左三角

‘p’ 五角星形

‘h’ 六角星

颜色

‘k’, "black" 黑色

‘r’, "red" 红色

‘g’, "green" 绿色

‘b’, "blue" 蓝色

‘y’, "yellow" 黄色

‘m’, "magenta" 品红

‘c’, "cyan" 青色

‘w’, "white" 白色

";displayname;"

分号之间的文本用于设置“displayname”属性，该属性决定了用于绘图图例的标签。

fmt参数也可用于分配图例标签。为此，在上述格式化序列之后的分号之间包含所需的标签，例如，“+b;Data Series 3;”。请注意，最后一个分号是必需的，如果省略它，Octave将生成一个错误。

下面是一些情节的例子:

plot (x, y, "or", x, y2, x, y3, "m", x, y4, "+")

该命令将用红色圆圈表示y，用实线表示y2，用品红色实线表示y3，用“+”表示点表示y4。

plot (b, "\*", "markersize", 10)

该命令将在变量b中绘制数据，点显示为“\*”，标记大小为10。

t = 0:0.1:6.3;

plot (t, cos(t), "-;cos(t);", t, sin(t), "-b;sin(t);");

这将绘制余弦和正弦函数，并在图例中相应地标记它们。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的线对象的图形句柄向量。

要将绘图保存为PostScript或PNG等几种图像格式之一，请使用print命令。

**参见：**轴，框，网格，hold，图例，标题，xlabel, ylabel, xlim, ylim, ezplot, errorbar, fplot, line, plot3, polar, loglog, semilogx, semilogx, subplot。

plot函数可用于创建具有两个独立y轴的plot。

: plotyy (x1, y1, x2, y2)

: plotyy (…, fcn)

: plotyy (…, fun1, fun2)

: plotyy (hax, …)

: [ax, h1, h2] = plotyy (…)

绘制具有独立y轴和公共x轴的两组数据。

参数x1和y1定义了第一个图的参数，x1和y2定义了第二个图的参数。

默认情况下，参数使用feval (@plot, x, y)求值。然而，可以使用fcn参数修改plot的类型，在这种情况下，plot由feval (fcn, x, y)生成。fcn可以是函数句柄，内联函数或函数名字符串。

每个图使用的函数可以用fun1和fun2独立定义。

第一个参数hax可以是用于绘制x1和y1数据的主轴的轴句柄。它也可以是一个双元素向量，其轴柄指向主轴和副轴(参见输出轴)。

返回值ax是一个矢量，具有两个y轴的轴柄。H1和h2是由绘图命令生成的对象的句柄。

x = 0:0.1:2\*pi;

y1 = sin (x);

y2 = exp (x - 1);

ax = plotyy (x, y1, x - 1, y2, @plot, @semilogy);

xlabel ("X");

ylabel (ax(1), "Axis 1");

ylabel (ax(2), "Axis 2");

当将plotyy与subplot结合使用时，请确保首先调用subplot并将产生的轴句柄传递给plotyy。不要使用plotyy返回的任何轴句柄调用subplot，否则其他轴将被删除。

**参见：**plot, subplot。

函数semilogx、semilogy和loglog与plot函数类似，但它们产生的图中，其中一个或两个轴使用对数尺度。

: semilogx (y)

: semilogx (x, y)

: semilogx (x, y, property, value, …)

: semilogx (x, y, fmt)

: semilogx (hax, …)

: h = semilogx (…)

使用x轴的对数尺度生成二维图。

有关semilogx将接受的参数的描述，请参阅plot的文档。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

参见:情节，符号学，对数。

: semilogy (y)

: semilogy (x, y)

: semilogy (x, y, property, value, …)

: semilogy (x, y, fmt)

: semilogy (h, …)

: h = semilogy (…)

使用y轴的对数尺度生成二维图。

有关符号学可以接受的参数的描述，请参阅plot的文档。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

参见:plot, semilogx, loglog。

: loglog (y)

: loglog (x, y)

: loglog (x, y, prop, value, …)

: loglog (x, y, fmt)

: loglog (hax, …)

: h = loglog (…)

使用两个轴的对数尺度生成二维图。

有关loglog将接受的参数的描述，请参阅plot的文档。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

参见:plot, semilogx, semilogy。

函数bar, barh, stairs和stem用于显示离散数据。例如,

randn ("state", 1);

hist (randn (10000, 1), 30);

xlabel ("Value");

ylabel ("Count");

title ("Histogram of 10,000 normally distributed random numbers");

生成10000个正态分布随机数的直方图，如图15.2所示。注意，randn ("state"， 1);，将randn的随机数生成器初始化为一个已知值，以便返回的值是可重复的;这保证了生成的图形与本手册中的相同。

![hist](data:image/png;base64,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)

图15.2:直方图。

: bar (y)

: bar (x, y)

: bar (…, w)

: bar (…, style)

: bar (…, prop, val, …)

: bar (hax, …)

: h = bar (…, prop, val, …)

从X-Y数据的两个向量生成一个柱状图。

如果只给出一个参数y，则将其作为y值的向量，并且X坐标的范围为1:numel (y)。

可选输入w控制条的宽度。值为1.0将使每个柱完全接触相邻的柱。默认宽度为0.8。

如果y是一个矩阵，那么y的每一列都是一个单独的柱状图，绘制在同一个图上。默认情况下，列是并排绘制的。这种行为可以通过style参数来改变，它可以接受以下值:

"grouped" (default)

并排的条，条之间有间隙，并以x坐标为中心。

"stacked"

条形图是堆叠的，这样每个X值都有一个由多个片段组成的条形图。

"hist"

并排的条，条之间没有间隙，并以x坐标为中心。

"histc"

并排的条形图，条形图之间没有间隙，并与x坐标向左对齐。

可选的属性/值对直接传递给底层补丁对象。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的“bar series”hggroups的句柄向量，变量y的每列有一个句柄。这个系列使得可以更改一个bar series对象中的公共元素，并将更改反映在其他“bar series”中。例如,

h = bar (rand (5, 10));

set (h(1), "basevalue", 0.5);

在所有的酒吧系列的基础上改变位置。下面的示例使用属性/值对来修改脸和边缘颜色。

bar (randn (1, 100), "facecolor", "r", "edgecolor", "b");

条的默认颜色取自坐标轴的“ColorOrder”属性。当使用直方图选项(“hist”，“histc”)时，条形图的默认颜色是轴或图形的“Colormap”属性。条形条的颜色也可以使用“facecolor”属性手动设置，如下图所示。

h = bar (rand (10, 3));

set (h(1), "facecolor", "r")

set (h(2), "facecolor", "g")

set (h(3), "facecolor", "b")

参见:barh, hist, pie, plot, patch。

: barh (y)

: barh (x, y)

: barh (…, w)

: barh (…, style)

: barh (…, prop, val, …)

: barh (hax, …)

: h = barh (…, prop, val, …)

从X-Y数据的两个向量生成一个水平条形图。

如果只给出一个参数，则将其作为Y值的向量，并且X坐标的范围为1:numel (Y)。

可选输入w控制条的宽度。值为1.0将使每个柱完全接触相邻的柱。默认宽度为0.8。

如果y是一个矩阵，那么y的每一列都是一个单独的柱状图，绘制在同一个图上。默认情况下，列是并排绘制的。这种行为可以通过style参数来改变，它可以接受以下值:

"grouped" (default)

并排的条，条之间有间隙，并以y坐标为中心。

"stacked"

条形图是堆叠的，这样每个Y值都有一个由多个分段组成的条形图。

"hist"

并排的条，条之间没有间隙，并以y坐标为中心。

"histc"

并排的条形图，条形图之间没有间隙，并与y坐标向左对齐。

可选的属性/值对直接传递给底层补丁对象。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的条系列hg组的图形句柄。有关bar系列的使用说明，请参见bar。

参见:bar, hist, pie, plot, patch。

: hist (y)

: hist (y, nbins)

: hist (y, x)

: hist (y, x, norm)

: hist (…, prop, val, …)

: hist (hax, …)

: [nn, xx] = hist (…)

生成直方图计数或图。

使用一个矢量输入参数y，绘制具有10个箱子的值的直方图。直方图bins的范围由数据的范围(y中最大值和最小值的差值)决定。极值被集中到第一个和最后一个bins中。如果y是一个矩阵，那么绘制一个直方图，其中每个箱子包含一个柱状图，每个输入列是y。

如果第二个可选参数是一个标量bbin，它定义了箱子的数量。

如果第二个可选参数是一个向量x，它定义了箱子的中心。箱子的宽度由向量中相邻的值确定。箱子的总数是numel (x)。

如果提供了第三个参数norm，则直方图被规范化。如果norm是一个正标量，则结果条被归一化为norm。如果norm是长度列(y)的正标量向量，则y(:，i)的结果条归一化为norm(i)。

[nn, xx] = hist (rand (10, 3), 5, [1 2 3]);

sum (nn, 1)

⇒ ans =

1 2 3

直方图的外观可以通过向底层补丁对象指定属性/值对来修改。例如，可以修改面和边的颜色:

hist (randn (1, 100), 25, "facecolor", "r", "edgecolor", "b");

补丁属性的完整列表记录在补丁属性。财产。如果未指定，则直方图的默认颜色取自坐标轴或图形的“Colormap”属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果请求输出，则不进行绘图。相反，返回值nn(元素个数)和xx (bin中心)，这样bar (xx, nn)将绘制直方图。

参见:历史，酒吧，派，玫瑰。

: stemleaf (x, caption)

: stemleaf (x, caption, stem\_sz)

: plotstr = stemleaf (…)

计算并显示向量x的茎叶图。

输入的x应该是一个整数向量。任何非整数值将通过x = fix (x)转换为整数值。默认情况下，x的每个元素将以元素的最后一位数字作为叶值，其余数字作为茎值绘制。例如，123将被绘制成茎' 12 '和叶' 3 '。第二个参数，标题，应该是一个字符数组，它提供数据的描述。它是作为输出的标题包含的。

可选输入stem\_sz设置每个茎的宽度。茎宽由10^(stem\_sz + 1)决定。默认茎宽为10。

stemleaf的输出由两部分组成:“围栏字母显示”，然后是茎叶图本身。在探索性数据分析中描述了围栏字母显示。简要地说，条目如下:

Fenced Letter Display

#% nx|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ nx = numel (x)

M% mi| md | mi median index, md median

H% hi|hl hu| hs hi lower hinge index, hl,hu hinges,

1 |x(1) x(nx)| hs h\_spreadx(1), x(nx) first

\_\_\_\_\_\_\_ and last data value.

\_\_\_\_\_\_|step |\_\_\_\_\_\_\_ step 1.5\*h\_spread

f|ifl ifh| inner fence, lower and higher

|nfl nfh| no.\ of data points within fences

F|ofl ofh| outer fence, lower and higher

|nFl nFh| no.\ of data points outside outer

fences

茎叶图在每一行上显示茎的值，后面跟着由叶子数字组成的字符串。如果stem\_sz不为1，则连续的叶子值用“，”分隔。

在没有返回参数的情况下，将立即显示该图。如果提供了输出参数，则以字符串数组的形式返回绘图。

叶数字没有排序。如果需要排序的叶值，在调用stemleaf (xs)之前使用xs = sort (x)。

茎叶图和相关的显示在:第3章，探索性数据分析，J. W. Tukey, Addison-Wesley, 1977。

参见:hist, print。

: printd (obj, filename)

: out\_file = printd (…)

将任何可接受的对象转换为filename后缀所选择的格式。

如果请求可选输出out\_file，则返回创建的文件名。

此函数旨在方便操作诸如stemleaf等函数的输出。

参见: stemleaf。

: stairs (y)

: stairs (x, y)

: stairs (…, style)

: stairs (…, prop, val, …)

: stairs (hax, …)

: h = stairs (…)

: [xstep, ystep] = stairs (…)

制作一个阶梯图。

参数x和y可以是向量或矩阵。如果只给出一个参数，则将其作为Y值的向量，并将X坐标作为元素的索引(X = 1:numel (Y))。

可以使用与plot命令格式相同的行样式来定义用于绘图的样式。

可以指定多个属性/值对，但它们必须成对出现。完整的属性列表记录在Line properties中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果请求一个输出参数，则返回创建的绘图的图形句柄。如果指定了两个输出参数，则生成数据，但不绘制数据。例如,

stairs (x, y);

和

[xs, ys] = stairs (x, y);

plot (xs, ys);

是等价的。

参见:bar, hist, plot, stem。

: stem (y)

: stem (x, y)

: stem (…, linespec)

: stem (…, "filled")

: stem (…, prop, val, …)

: stem (hax, …)

: h = stem (…)

绘制一个二维茎图。

如果只给出一个参数，则将其作为y值，并从元素的索引中获取x坐标。

如果y是一个矩阵，那么矩阵的每一列被绘制成一个单独的干图。在这种情况下，x可以是一个向量，和y中的行数一样长，或者它可以是一个和y一样大的矩阵。

默认颜色为“b”(蓝色)，默认线条样式为“-”，默认标记为“o”。可以通过linespec参数以与plot命令相同的方式更改行样式。如果存在" filling "参数，则将填充词干顶部的标记。例如,

x = 1:10;

y = 2\*x;

stem (x, y, "r");

畦10茎，高2 ~ 20，红色;

可以指定可选的属性/值对来控制绘图的外观。完整的属性列表记录在Line properties中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是一个“茎系列”hg组的句柄。单个hg组句柄将构成情节的所有图形元素作为其子元素;这允许通过修改“stem series”hg组的单个属性来改变多个图形对象的属性。

例如,

x = [0:10]';

y = [sin(x), cos(x)]

h = stem (x, y);

set (h(2), "color", "g");

set (h(1), "basevalue", -1)

改变第二个“茎系列”的颜色并移动第一个“茎系列”的基线。

Stem系列特性

linestyle

茎的线形。(默认:“-”)

linewidth

茎的宽度。(默认值:0.5)

color

茎的颜色，如果没有单独指定，则标记。(默认值:"b"[蓝色])

marker

在每个茎的顶部使用的标记符号。(默认值是“o”)

markeredgecolor

标记笔的边缘颜色。(默认:"color"属性)

markerfacecolor

用于“填充”标记的颜色。(默认值:"none" [unfill])

markersize

记号笔的大小。(默认值:6)

baseline

实现基线的行对象的句柄。使用set和返回的句柄来更改基线的图形属性。

basevalue

绘制基线的y值。(默认值:0)

参见:stem3, bar, hist, plot, stairs。

: stem3 (x, y, z)

: stem3 (…, linespec)

: stem3 (…, "filled")

: stem3 (…, prop, val, …)

: stem3 (hax, …)

: h = stem3 (…)

绘制三维茎图。

茎从高度z向x和y确定的x-y平面的位置绘制。默认颜色为“b”(蓝色)，默认线条样式为“-”，默认标记为“o”。

可以通过linespec参数以与plot命令相同的方式更改行样式。如果存在" filling "参数，则将填充词干顶部的标记。

可以指定可选的属性/值对来控制绘图的外观。完整的属性列表记录在Line properties中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选返回值h是“stem series”hg组的句柄，该组包含用于绘图的行和标记对象。有关“stem系列”对象的描述，请参阅stem。

例子:

theta = 0:0.2:6;

stem3 (cos (theta), sin (theta), theta);

在一个圆圈上画出31根高度从0到6的茎。

实现注意:带有rgb三元组的颜色定义无效。

参见:stem, bar, hist, plot。

: scatter (x, y)

: scatter (x, y, s)

: scatter (x, y, s, c)

: scatter (…, style)

: scatter (…, "filled")

: scatter (…, prop, val, …)

: scatter (hax, …)

: h = scatter (…)

绘制二维散点图。

在由向量x和y中的坐标定义的每个点上绘制一个标记。

标记的大小由s决定，s可以是一个标量，也可以是与x和y长度相同的向量。如果s没有给出，或者是一个空矩阵，则使用默认值36平方点(标记大小本身是sqrt (s))。

标记的颜色由c决定，c可以是定义固定颜色的字符串;一个3元素向量，表示颜色的红、绿、蓝成分;一个与x长度相同的向量，给出当前颜色图的缩放索引;或定义每个标记的RGB颜色的Nx3矩阵。

使用的标记可以通过style参数改变;它是一个字符串，以与plot命令相同的方式定义标记。如果没有指定标记，则默认为“0”或圆形。如果给出了参数" filling "，则标记被填充。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的散射对象的图形句柄。

例子:

x = randn (100, 1);

y = randn (100, 1);

scatter (x, y, [], sqrt (x.^2 + y.^2));

编程注意:属性的完整列表记录在Scatter properties。

**参见**:scatter3, patch, plot。

: plotmatrix (x, y)

: plotmatrix (x)

: plotmatrix (…, style)

: plotmatrix (hax, …)

: [h, ax, bigax, p, pax] = plotmatrix (…)

一个矩阵相对于另一个矩阵的列的散点图。

给定具有匹配行数的参数x和y, plotmatrix绘制一组对应于的轴

plot (x(:, i), y(:, j))

当用单个参数x调用时，这相当于

plotmatrix (x, x)

除了轴集的对角线将被直方图hist (x(:， i))取代。

可以使用style参数更改要使用的标记，这是一个以与plot命令相同的方式定义标记的字符串。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选返回值h提供散点图中各个图形对象的句柄，而ax返回散点图轴对象的句柄。

Bigax是一个隐藏轴对象，它包围着其他轴，这样xlabel、title等命令将与这个隐藏轴相关联。

最后，p返回与直方图关联的图形对象，并对相应的轴对象进行pax。

例子:

plotmatrix (randn (100, 3), "g+")

参见:scatter, plot。

: pareto (y)

: pareto (y, x)

: pareto (hax, …)

: h = pareto (…)

画一个帕累托图。

帕累托图是一种条形图，它以一种可以确定过程改进优先级的方式排列信息;它组织和显示信息，以显示数据的相对重要性。该图表类似于直方图或条形图，不同之处在于，条形图沿着x轴从左到右按递减幅度排列。

使用帕累托图背后的基本思想(帕累托原则)是，大多数效果是由于一小部分原因造成的。对于质量改进，导致问题的前几个原因(图中最左边的条形图)通常占结果的大部分。因此，针对这些“主要原因”加以消除，可形成最具成本效益的改进方案。

通常只有大小数据y存在，在这种情况下，x被取为范围1:长度(y)。如果x给定，它可能是字符串数组，字符串单元数组或数值向量。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是一个2元素向量，其中一个图形句柄用于创建的条形图，另一个句柄用于创建的线形图。

使用帕累托的一个例子是

Cheese = {"Cheddar", "Swiss", "Camembert", ...

"Munster", "Stilton", "Blue"};

Sold = [105, 30, 70, 10, 15, 20];

pareto (Sold, Cheese);

参见:bar, barh, hist, pie, plot。

: rose (theta)

: rose (theta, nbins)

: rose (theta, bins)

: rose (hax, …)

: h = rose (…)

: [th r] = rose (…)

绘制角度直方图。

使用一个矢量参数th，绘制具有20个角度bin的直方图。如果th是一个矩阵，那么th的每一列产生一个单独的直方图。

如果给定了nbin并且是一个标量，则直方图由nbin生成。如果bins是一个向量，那么每个bins的中心由bins中的值定义，并且bins的数量由bins中的元素数量给出。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示每个直方图的线对象的图形句柄向量。

如果请求两个输出参数，则不会绘制直方图，而是返回绘制直方图所需的极向量。

例子

[th, r] = rose ([2\*randn(1e5,1), pi + 2\*randn(1e5,1)]);

polar (th, r);

参见:hist, polar。

等高线、等高线和等高线函数从三维数据生成二维等高线图。

: contour (z)

: contour (z, vn)

: contour (x, y, z)

: contour (x, y, z, vn)

: contour (…, style)

: contour (hax, …)

: [c, h] = contour (…)

创建一个二维等高线图。

绘制矩阵z的水平曲线(等高线)，使用等高线计算的等高线矩阵c从相同的参数;参见后者的解释。

等高线的外观可以用线条样式样式来定义，其方式与绘图相同。只使用线条样式和颜色;任何由样式定义的标记都将被忽略。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选输出c包含等高线格式的等高线级别。

可选返回值h是包含等高线的hg组的图形句柄。

例子:

x = 0:3;

y = 0:2;

z = y' \* x;

contour (x, y, z, 2:3)

参见:ezcontour, contourc, contourf, contour3，标签，网格，曲面，坐标，颜色图，绘图。

: contourf (z)

: contourf (z, vn)

: contourf (x, y, z)

: contourf (x, y, z, vn)

: contourf (…, style)

: contourf (hax, …)

: [c, h] = contourf (…)

创建一个填充间隔的二维等高线图。

绘制矩阵z的水平曲线(等高线)，并用当前颜色图中的颜色填充线之间的区域。

等高线曲线取自等高线矩阵c，等高线矩阵c是等高线计算得到的。参见后者的解释。

等高线的外观可以用线条样式样式来定义，其方式与绘图相同。只使用线条样式和颜色;任何由样式定义的标记都将被忽略。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选输出c包含等高线格式的等高线级别。

可选返回值h是包含等高线的hg组的图形句柄。

下面的示例图填充了峰值函数的轮廓。

[x, y, z] = peaks (50);

contourf (x, y, z, -7:9)

参见:ezcontourf, contour, contourc, contour3，标签，meshc, surfc, axis, colormap, plot。

: c = contourc (z)

: c = contourc (z, vn)

: c = contourc (x, y, z)

: c = contourc (x, y, z, vn)

: [c, lev] = contourc (…)

计算等高线(Z值恒定的等高线)。

矩阵z包含由x和y确定的矩形网格上方的高度值。如果只提供单个输入z，则x取1:列(z)， y取1:行(z)。最小数据大小为2x2。

可选的输入vn要么是表示要计算的等高线数量的标量，要么是包含将计算线条的Z值的矢量。当vn为矢量时，等高线的数量为numel (vn)。但是，要在给定值处计算单个等高线，请使用vn = [val, val]。如果省略vn，则默认为10。

返回值c是一个2xn矩阵，包含如下格式的等高线

c = [lev1, x1, x2, …, levn, x1, x2, ...

len1, y1, y2, …, lenn, y1, y2, …]

其中等高线n的水平(高度)为len，长度为len。

可选的返回值lev是一个包含等高线的Z值的向量。

例子:

x = 0:2;

y = x;

z = x' \* y;

c = contourc (x, y, z, 2:3)

⇒ c =

2.0000 1.0000 1.0000 2.0000 2.0000 3.0000 1.5000 2.0000

4.0000 2.0000 2.0000 1.0000 1.0000 2.0000 2.0000 1.5000

参见:轮廓，轮廓，轮廓3，标签。

: contour3 (z)

: contour3 (z, vn)

: contour3 (x, y, z)

: contour3 (x, y, z, vn)

: contour3 (…, style)

: contour3 (hax, …)

: [c, h] = contour3 (…)

创建三维等高线图。

contour3在对应于每个轮廓的z级绘制矩阵z的水平曲线(等高线)。这与等高线相反，等高线在相同的Z水平上绘制所有等高线并产生二维图。

等高线曲线取自等高线矩阵c，等高线矩阵c是等高线计算得到的。参见后者的解释。

等高线的外观可以用线条样式样式来定义，其方式与绘图相同。只使用线条样式和颜色;任何由样式定义的标记都将被忽略。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选输出c是等高线格式的等高线级别。

可选返回值h是包含等高线的hg组的图形句柄。

例子:

contour3 (peaks (19));

colormap cool;

hold on;

surf (peaks (19), "facecolor", "none", "edgecolor", "black");

参见：轮廓，轮廓，轮廓，标签，网格，表面，轴，颜色图，情节。

errorbar、semilogxerr、semilogyerr和loglogerr函数生成带有错误条标记的图表。例如,

rand ("state", 2);

x = 0:0.1:10;

y = sin (x);

lerr = 0.1 .\* rand (size (x));

uerr = 0.1 .\* rand (size (x));

errorbar (x, y, lerr, uerr);

axis ([0, 10, -1.1, 1.1]);

xlabel ("x");

ylabel ("sin (x)");

title ("Errorbar plot of sin (x)");

生成图15.3所示的图。
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图15.3:错误栏图。

: errorbar (y, ey)

: errorbar (y, …, fmt)

: errorbar (x, y, ey)

: errorbar (x, y, err, fmt)

: errorbar (x, y, lerr, uerr, fmt)

: errorbar (x, y, ex, ey, fmt)

: errorbar (x, y, lx, ux, ly, uy, fmt)

: errorbar (x1, y1, …, fmt, xn, yn, …)

: errorbar (hax, …)

: h = errorbar (…)

创建带有错误条的二维图。

许多不同的参数组合是可能的。最简单的形式是

errorbar (y, ey)

其中第一个参数作为y坐标的集合，第二个参数ey是y值周围的误差，x坐标作为元素的索引(1:numel (y))。

函数的一般形式是

errorbar (x, y, err1, …, fmt, …)

在x和y参数之后，可以有1、2或4个参数，根据错误值的性质和绘图格式fmt指定错误值。

err (scalar)

当误差是标量时，所有点共享相同的误差值。错误栏是对称的，从data-err绘制到data+err。fmt参数决定err是在x方向，y方向(默认)，还是两者都在。

err (vector or matrix)

每个数据点都有一个特定的误差值。错误栏是对称的，从data(n)-err(n)绘制到data(n)+err(n)。

lerr, uerr (scalar)

误差有一个低端值和一个上端值。错误栏不是对称的，从data-lerr绘制到data+uerr。

lerr, uerr (vector or matrix)

每个数据点都有一个低侧误差和一个上侧误差。错误条不是对称的，是从data(n)-lerr(n)到data(n)+ userr (n)绘制的。

任何数量的数据集(x1,y1, x2,y2，…)都可以出现，只要用格式字符串fmt分隔它们。

如果y是矩阵，则x和误差参数也必须是具有相同维数的矩阵。y的列与x的相应列相对应，误差条取自误差参数的相应列。

如果缺少fmt，则假定为yerrorbars(“~”)绘图样式。

如果提供了fmt参数，那么就像在普通绘图中一样，将其解释为指定线条样式、标记和颜色。此外，fmt可能包括一个错误栏样式，它必须位于普通格式代码之前。支持以下错误栏样式:

‘~’

设置yerrorbars绘图样式(默认)。

‘>’

设置xerrorbars绘图样式。

‘~>’

设置xyerrorbars绘图样式。

‘#~’

设置yboxes的绘图样式。

‘#’

设置xbox的情节风格。

‘#~>’

设置xyboxes的情节样式。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示数据图和错误栏的hggroup对象的句柄。

注意:为了与MATLAB兼容，通过所有数据点绘制一条线。然而，大多数科学误差条图是带有误差条的点的散点图。为此，向fmt参数添加标记样式，如"."。或者，通过使用set (h，“linestyle”，“none”)修改返回的图形句柄来删除行。

例子:

errorbar (x, y, ex, ">.r")

生成y与x的xerrorbar图，从x-ex到x+ex绘制x个错误条。由于使用了标记“。”，因此没有绘制连接线，错误条显示为红色。

errorbar (x, y1, ey, "~",

x, y2, ly, uy)

生成y1和y2相对于x的误差条图。y1的误差条从y1-ey绘制到y1+ey, y2的误差条从y2-ly绘制到y2+ y。

errorbar (x, y, lx, ux,

ly, uy, "~>")

生成y与x的xyerrorbar图，其中x个错误条从x-lx绘制到x+ux, y个错误条从y-ly绘制到y+ y。

参见:semilogxerr, semilogyerr, loglogerr, plot。

: semilogxerr (y, ey)

: semilogxerr (y, …, fmt)

: semilogxerr (x, y, ey)

: semilogxerr (x, y, err, fmt)

: semilogxerr (x, y, lerr, uerr, fmt)

: semilogxerr (x, y, ex, ey, fmt)

: semilogxerr (x, y, lx, ux, ly, uy, fmt)

: semilogxerr (x1, y1, …, fmt, xn, yn, …)

: semilogxerr (hax, …)

: h = semilogxerr (…)

使用x轴的对数尺度和每个数据点的误差条生成二维图。

许多不同的参数组合是可能的。最常见的形式是

semilogxerr (x, y, ey, fmt)

它生成y与x的半对数图，其中y尺度的误差由ey定义，图格式由fmt定义。有关可用格式和其他信息，请参阅错误栏。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:errorbar, semilogyerr, loglogerr。

: semilogyerr (y, ey)

: semilogyerr (y, …, fmt)

: semilogyerr (x, y, ey)

: semilogyerr (x, y, err, fmt)

: semilogyerr (x, y, lerr, uerr, fmt)

: semilogyerr (x, y, ex, ey, fmt)

: semilogyerr (x, y, lx, ux, ly, uy, fmt)

: semilogyerr (x1, y1, …, fmt, xn, yn, …)

: semilogyerr (hax, …)

: h = semilogyerr (…)

使用y轴的对数尺度和每个数据点的误差条生成二维图。

许多不同的参数组合是可能的。最常见的形式是

semilogyerr (x, y, ey, fmt)

它生成y与x的半对数图，其中y尺度的误差由ey定义，图格式由fmt定义。有关可用格式和其他信息，请参阅错误栏。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:errorbar, semilogxerr, loggerr。

: loglogerr (y, ey)

: loglogerr (y, …, fmt)

: loglogerr (x, y, ey)

: loglogerr (x, y, err, fmt)

: loglogerr (x, y, lerr, uerr, fmt)

: loglogerr (x, y, ex, ey, fmt)

: loglogerr (x, y, lx, ux, ly, uy, fmt)

: loglogerr (x1, y1, …, fmt, xn, yn, …)

: loglogerr (hax, …)

: h = loglogerr (…)

在带有误差条的双对数轴上生成二维图。

许多不同的参数组合是可能的。最常见的形式是

loglogerr (x, y, ey, fmt)

它生成y对x的双对数图，其中y尺度的误差由ey定义，图格式由fmt定义。有关可用格式和其他信息，请参阅错误栏。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:errorbar, semilogxerr, semilogyerr。

最后，极坐标函数允许您轻松地在极坐标中绘制数据。然而，显示坐标仍然是矩形和线性的。例如,

polar (0:0.1:10\*pi, 0:0.1:10\*pi);

title ("Example polar plot from 0 to 10\*pi");

生成如图15.4所示的螺旋图。
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图15.4:极坐标图。

: polar (theta, rho)

: polar (theta, rho, fmt)

: polar (cplx)

: polar (cplx, fmt)

: polar (hax, …)

: h = polar (…)

从极坐标和创建一个二维图。

输入被假定为弧度，并被转换成度数来绘图。如果有度数，则必须在将数据传递给此函数之前将其转换(参见cart2pol)为弧度。

如果给定一个单复输入cplx，则实部用于，虚部用于。

可选参数fmt以与plot相同的方式指定行格式。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

实现注意:极轴是使用封装在hg组中的直线和文本对象绘制的。hggroup属性链接到原始轴对象，这样更改外观属性(例如fontname)将更新极轴。两个新属性被添加到原始轴中——rtick, tick——它们取代了xtick, ytick。第一个是径向(rho)方向上的刻度位置列表;第二个是在角(θ)方向上的刻度位置列表，以度指定，即在0-359范围内。

参见:rose, compass, plot, car2pol。

: pie (x)

: pie (…, explode)

: pie (…, labels)

: pie (hax, …)

: h = pie (…)

画一个二维饼状图。

当使用单个vector参数调用时，生成x中元素的饼状图。第i片的大小是元素xi所代表的x总和的百分比:pct = x(i) / sum (x)。

可选的输入explosion是一个与x长度相同的向量，如果它不为零，则“爆炸”饼图中的切片。

可选的输入标签是一个与x长度相同的字符串的单元格数组，指定每个切片的标签。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是生成绘图的补丁和文本对象的句柄列表。

注意:如果sum (x)≤1，则x的元素被直接解释为百分比，而不是由sum (x)规范化。此外，如果sum小于1，则饼图中会有一个缺失的切片来表示缺失的未指定百分比。

参见:pie3, bar, hist, rose。

: pie3 (x)

: pie3 (…, explode)

: pie3 (…, labels)

: pie3 (hax, …)

: h = pie3 (…)

绘制一个三维饼状图。

使用单个向量参数调用，生成x中元素的三维饼状图。第i片的大小是元素xi占x总和的百分比:pct = x(i) / sum (x)。

可选的输入explosion是一个与x长度相同的向量，如果它不为零，则“爆炸”饼图中的切片。

可选的输入标签是一个与x长度相同的字符串的单元格数组，指定每个切片的标签。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是生成绘图的补丁、表面和文本对象的图形句柄列表。

注意:如果sum (x)≤1，则x的元素被直接解释为百分比，而不是由sum (x)规范化。此外，如果sum小于1，则饼图中会有一个缺失的切片来表示缺失的未指定百分比。

参见：pie, bar, hist, rose。

: quiver (u, v)

: quiver (x, y, u, v)

: quiver (…, s)

: quiver (…, style)

: quiver (…, "filled")

: quiver (hax, …)

: h = quiver (…)

用箭头绘制二维矢量场。

在（x，y）定义的网格点处绘制矢量场的（u，v）分量。如果网格是均匀的，则可以将x和y指定为网格矢量，并使用网格网格来创建二维网格。

如果未给出x和y，则假定它们为（1：m，1：n），其中[m，n] = 大小（u）。

可选输入s是一个标量，用于定义相对于网格间距的场箭头的比例因子。值为1.0将导致最长的矢量正好填满一个网格正方形。值为0或“off”将禁用所有缩放。默认值为0.9。

可以使用与plot命令格式相同的线条样式、样式来定义用于打印的样式。如果指定了标记，则标记绘制在矢量的原点（即由x和y定义的网格点）。指定标记时，不会绘制箭头。如果给出参数“filled”，则填充标记。如果使用名称-值打印样式属性，则它们必须成对显示，并遵循任何其他打印样式参数。

如果第一个参数hax是一个轴句柄，则绘制到此轴中，而不是gca返回的当前轴。

可选返回值h是箭袋对象的图形句柄。箭袋对象对箭袋图的组件（主体、箭头和标记）进行重新组合，并允许将它们一起更改。

例如：

[x, y] = meshgrid (1:2:20);

h = quiver (x, y, sin (2\*pi\*x/10), sin (2\*pi\*y/10));

set (h, "maxheadsize", 0.33);

参见:quiver3, compass, feather, plot。

: quiver3 (x, y, z, u, v, w)

: quiver3 (z, u, v, w)

: quiver3 (…, s)

: quiver3 (…, style)

: quiver3 (…, "filled")

: quiver3 (hax, …)

: h = quiver3 (…)

用箭头绘制一个 3D 矢量场。

在由（x，y，z）定义的网格点处绘制矢量场的（u，v，w）分量。如果网格是均匀的，则可以将x、y和z指定为网格矢量，并使用网格网格来创建3-D网格。

如果未给出x和y，则假定它们为（1：m，1：n），其中 [m，n] = 大小（u）。

可选输入s是一个标量，用于定义相对于网格间距的场箭头的比例因子。值为1.0将导致最长的矢量正好填充一个网格立方体。值为0或“off”将禁用所有缩放。默认值为0.9。

可以使用与plot命令格式相同的线型样式来定义用于打印的样式。如果指定了标记，则标记将绘制在矢量的原点（由x，y，z定义的网格点）。指定标记时，不会绘制箭头。如果给出参数“filled”，则填充标记。如果使用名称-值打印样式属性，则它们必须成对显示，并遵循任何其他打印样式参数。

如果第一个参数hax是一个轴句柄，则绘制到此轴中，而不是gca返回的当前轴。

可选返回值h是箭袋对象的图形句柄。箭袋对象对箭袋图的组件（主体、箭头和标记）进行重新组合，并允许将它们一起更改。

[x, y, z] = peaks (25);

surf (x, y, z);

hold on;

[u, v, w] = surfnorm (x, y, z / 10);

h = quiver3 (x, y, z, u, v, w);

set (h, "maxheadsize", 0.33);

参见:quiver, compass, feather, plot。

: streamribbon (x, y, z, u, v, w, sx, sy, sz)

: streamribbon (u, v, w, sx, sy, sz)

: streamribbon (xyz, x, y, z, anlr\_spd, lin\_spd)

: streamribbon (xyz, anlr\_spd, lin\_spd)

: streamribbon (xyz, anlr\_rot)

: streamribbon (…, width)

: streamribbon (hax, …)

: h = streamribbon (…)

计算和显示流带。

流带是通过根据向量场的角度旋转围绕流线的法向量来构造的。

向量场由[u, v, w]给出，定义在矩形网格上，由[x, y, z]给出。流带从种子点[sx, sy, sz]开始。

Streamribbon可以用包含预先计算的流线数据的单元数组调用。为此，必须使用stream3函数创建xyz。Lin\_spd是向量场的线速度，可以由[u, v, w]通过平方和的平方根计算得到。角速度anlr\_spd是角速度在归一化向量场速度上的投影，可以用curl命令计算。如果需要更改积分器步长或流线顶点的最大数量，则此选项非常有用。

或者，可以从路径曲线的顶点xyz数组创建带状。Anlr\_rot包含路径曲线相邻顶点之间的边缘旋转角度。

输入参数width设置流带的宽度。

流带根据沿流带旋转的总角度着色。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是为每个streamribbon创建的绘图对象的图形句柄。

例子:

[x, y, z] = meshgrid (0:0.2:4, -1:0.2:1, -1:0.2:1);

u = - x + 10;

v = 10 \* z.\*x;

w = - 10 \* y.\*x;

streamribbon (x, y, z, u, v, w, [0, 0], [0, 0.6], [0, 0]);

view (3);

参见:流线，流线，流管，流管。

: streamtube (x, y, z, u, v, w, sx, sy, sz)

: streamtube (u, v, w, sx, sy, sz)

: streamtube (xyz, x, y, z, div)

: streamtube (xyz, div)

: streamtube (xyz, dia)

: streamtube (…, options)

: streamtube (hax, …) ¶

: h = streamtube (…)

按流线发散度缩放的图管。

Streamtube绘制的管道的直径由矢量场的散度缩放。向量场由[u, v, w]给出，定义在矩形网格上，由[x, y, z]给出。管从种子点[sx, sy, sz]开始，沿着流线绘制。

Streamtube也可以使用包含预先计算的流线数据的单元数组来调用。为此，必须使用stream3命令创建xyz。Div用于缩放管道。为了绘制由矢量场散度缩放的管，必须使用散度命令计算div。

管径为零对应流线上最小的结垢值，管径最大对应最大的结垢值。

也可以沿着任意顶点数组xyz绘制一个管。管的直径可以由顶点阵列的直径或常数指定。

输入参数选项是形式为[scale, n]的二维矢量。第一个参数缩放管径(默认为1)。第二个参数指定用于构造管周长的顶点数(默认为20)。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是为每个管创建的绘图对象的图形句柄。

参见:stream3, streamlined, streamribbon, ostreamtube。

: ostreamtube (x, y, z, u, v, w, sx, sy, sz)

: ostreamtube (u, v, w, sx, sy, sz)

: ostreamtube (xyz, x, y, z, u, v, w)

: ostreamtube (…, options)

: ostreamtube (hax, …) ¶

: h = ostreamtube (…)

计算和显示流管。

流管近似于沿流线连接圆形横流区域。流动的扩展是由局部横流散度决定的。

向量场由[u, v, w]给出，定义在矩形网格上，由[x, y, z]给出。流管从种子点[sx, sy, sz]开始。

这些管是根据局部矢量场强度着色的。

输入参数选项是形式为[scale, n]的二维矢量。第一个参数缩放流管的起始半径(默认为1)。第二个参数指定用于构造管周长的顶点数(默认为20)。

Ostreamtube可以用包含预先计算的流线数据的单元数组调用。为此，必须使用stream3函数创建xyz。如果需要更改积分器步长或流线顶点的最大数量，则此选项非常有用。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是为每个流管创建的绘图对象的图形句柄。

例子:

[x, y, z] = meshgrid (-1:0.1:1, -1:0.1:1, -3:0.1:0);

u = -x / 10 - y;

v = x - y / 10;

w = - ones (size (x)) / 10;

ostreamtube (x, y, z, u, v, w, 1, 0, 0);

参见:stream3, streamline, streamribbon, streamtube。

: streamline (x, y, z, u, v, w, sx, sy, sz)

: streamline (u, v, w, sx, sy, sz)

: streamline (…, options)

: streamline (hax, …)

: h = streamline (…)

绘制二维或三维矢量场的流线。

绘制由[u, v]或[u, v, w]给出的二维或三维矢量场的流线。向量场定义在由[x, y]或[x, y, z]给出的矩形网格上。流线从种子点[sx, sy]或[sx, sy, sz]开始。

输入参数选项是形式为[stepsize, max\_vertices]的二维矢量。第一个参数指定用于轨迹集成的步长(默认为0.1)。负值是允许的，这将逆转积分的方向。第二个参数指定用于创建流线的最大段数(默认为10,000)。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是包含字段行的hg组的图形句柄。

例子:

[x, y] = meshgrid (-1.5:0.2:2, -1:0.2:2);

u = - x / 4 - y;

v = x - y / 4;

streamline (x, y, u, v, 1.7, 1.5);

参见:stream2, stream3, streamribbon, streamtube, ostreamtube。

: xy = stream2 (x, y, u, v, sx, sy)

: xy = stream2 (u, v, sx, sy)

: xy = stream2 (…, options)

计算二维流线数据。

计算由[u, v]给出的向量场的流线。向量场定义在由[x, y]给出的矩形网格上。流线从种子点开始[sx, sy]。返回值xy包含顶点数组的单元格数组。如果起始点在向量场之外，则返回[]。

输入参数选项是形式为[stepsize, max\_vertices]的二维矢量。第一个参数指定用于轨迹集成的步长(默认为0.1)。负值是允许的，这将逆转积分的方向。第二个参数指定用于创建流线的最大段数(默认为10,000)。

返回值xy是一个包含场线段坐标的反转x 2矩阵。

例子:

[x, y] = meshgrid (0:3);

u = 2 \* x;

v = y;

xy = stream2 (x, y, u, v, 1.0, 0.5);

参见:流线型，流线型。

: xyz = stream3 (x, y, z, u, v, w, sx, sy, sz)

: xyz = stream3 (u, v, w, sx, sy, sz)

: xyz = stream3 (…, options)

计算三维流线数据。

计算由[u, v, w]给出的向量场的流线。向量场定义在由[x, y, z]给出的矩形网格上。流线从种子点[sx, sy, sz]开始。返回值xyz包含顶点数组的单元格数组。如果起始点在向量场之外，则返回[]。

输入参数选项是形式为[stepsize, max\_vertices]的二维矢量。第一个参数指定用于轨迹集成的步长(默认为0.1)。负值是允许的，这将逆转积分的方向。第二个参数指定用于创建流线的最大段数(默认为10,000)。

返回值xyz是一个包含字段线段坐标的nversions x 3矩阵。

例子:

[x, y, z] = meshgrid (0:3);

u = 2 \* x;

v = y;

w = 3 \* z;

xyz = stream3 (x, y, z, u, v, w, 1.0, 0.5, 0.0);

参见:stream2，流线型，streamribbon, streamtube, ostreamtube。

: compass (u, v)

: compass (z)

: compass (…, style)

: compass (hax, …)

: h = compass (…)

画出从极坐标原点出发的向量场的(u, v)分量。

代表每个矢量的箭头在原点有一端，在[u(i)， v(i)]有一端。如果给出单个复参数z，则u = real (z)， v = imag (z)。

可以使用与plot命令格式相同的行样式来定义用于绘图的样式。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示绘制向量的线对象的图形句柄向量。

a = toeplitz ([1;randn(9,1)], [1,randn(1,9)]);

compass (eig (a));

参见:极地，羽毛，箭，玫瑰，情节。

: feather (u, v)

: feather (z)

: feather (…, style)

: feather (hax, …)

: h = feather (…)

画出从x轴上等距离的点发出的向量场的(u, v)分量。

如果给出单个复参数z，则u = real (z)， v = imag (z)。

可以使用与plot命令格式相同的行样式来定义用于绘图的样式。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示绘制向量的线对象的图形句柄向量。

phi = [0 : 15 : 360] \* pi/180;

feather (sin (phi), cos (phi));

参见:plot, quiver, compass。

: pcolor (x, y, c)

: pcolor (c)

: pcolor (hax, …)

: h = pcolor (…)

生成二维密度图。

pcolor plot在由矩阵x和y表示的二维区域上用矩阵c绘制颜色的矩形。x和y是网格顶点的坐标，通常是网格的输出。如果x和y是向量，那么一个典型的顶点是(x(j)， y(i)， c(i,j))。因此，c的列对应不同的x值，c的行对应不同的y值。

c中的值被缩放以跨越当前颜色图的范围。可以通过命令轴或通过设置父轴的clim属性在颜色轴上放置限制。

网格中每个单元的表面颜色是通过插值每个单元顶点的c值来确定的;与此形成对比的是imagesc，它为c的每个元素呈现一个单元格。

着色修改了一个属性，该属性决定了每个单元格的表面颜色从c值插值的方式，以及单元格边缘的可见性。默认情况下，该属性是“faceted”，它为每个单元的表面呈现一种颜色，并使边缘可见。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

参见:轴，阴影，网格，轮廓，图像。

: area (y)

: area (x, y)

: area (…, lvl)

: area (…, prop, val, …)

: area (hax, …)

: h = area (…)

y的列的面积图。

该图显示了每个列值对行和的贡献。它在功能上类似于图(x, cumsum (y, 2))，除了曲线下的面积是阴影。

如果省略x参数，则默认为1:行(y)。可以定义一个值lvl，该值确定应该在曲线下定义阴影的基本级别。默认级别为0。

附加的属性/值对直接传递给底层补丁对象。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是包含区域补丁对象的hggroup对象的图形句柄。hg组的“BaseValue”属性可以用来调整阴影开始的级别。

例:验证身份sin^2 + cos^2 = 1

t = linspace (0, 2\*pi, 100)';

y = [sin(t).^2, cos(t).^2];

area (t, y);

legend ("sin^2", "cos^2", "location", "NorthEastOutside");

参见:plot, patch。

: fill (x, y, c)

: fill (x1, y1, c1, x2, y2, c2)

: fill (…, prop, val)

: fill (hax, …)

: h = fill (…)

创建一个或多个填充的二维多边形。

输入x和y是多边形顶点的坐标。如果输入是矩阵，那么行代表不同的顶点，每列产生一个不同的多边形。填充将在绘制之前关闭任何打开的多边形。

输入c决定了多边形的颜色。最简单的形式是单色规范，如绘图格式或RGB-triple。在这种情况下，多边形将有一个唯一的颜色。如果c是一个向量或矩阵，那么颜色数据首先使用坐标轴进行缩放，然后索引到当前颜色图中。行向量将为每个多边形(矩阵x和y中的一列)使用单一计算颜色上色。与x和y大小相同的矩阵c将计算每个顶点的颜色，然后在顶点之间插入面颜色。

可以为底层补丁对象指定多个属性/值对，但它们必须成对出现。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的补丁对象的图形句柄向量。

例子:红色方块

vertices = [0 0

1 0

1 1

0 1];

fill (vertices(:,1), vertices(:,2), "r");

axis ([-0.5 1.5, -0.5 1.5])

axis equal

参见:patch, fill3, taxis, colormap。

: fill3 (x, y, z, c)

: fill3 (x1, y1, z1, c1, x2, y2, z2, c2)

: fill3 (…, prop, val)

: fill3 (hax, …)

: h = fill3 (…)

创建一个或多个填充的3d多边形。

输入x, y和z是多边形顶点的坐标。如果输入是矩阵，那么行代表不同的顶点，每列产生一个不同的多边形。Fill3将在绘图前关闭所有打开的多边形。

输入c决定了多边形的颜色。最简单的形式是单色规范，如绘图格式或RGB-triple。在这种情况下，多边形将有一个唯一的颜色。如果c是一个向量或矩阵，那么颜色数据首先使用坐标轴进行缩放，然后索引到当前颜色图中。行向量将为每个多边形(矩阵x、y和z中的列)上色，并使用单一的计算颜色。与x, y和z大小相同的矩阵c将计算每个顶点的颜色，然后在顶点之间插入面部颜色。

可以为底层补丁对象指定多个属性/值对，但它们必须成对出现。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的补丁对象的图形句柄向量。

例如:斜红色矩形

vertices = [0 0 0

1 1 0

1 1 1

0 0 1];

fill3 (vertices(:,1), vertices(:,2), vertices(:,3), "r");

axis ([-0.5 1.5, -0.5 1.5, -0.5 1.5]);

axis ("equal");

grid ("on");

view (-80, 25);

参见:patch, fill, cab, colormap。

: comet (y)

: comet (x, y)

: comet (x, y, p)

: comet (hax, …)

沿着输入坐标向量(x, y)提供的轨迹生成一个简单的彗星样式动画。

如果未指定x，则默认为y的下标。

彗星的速度可以用p来控制，p表示每个点在移动到下一个点之前显示的时间。p的默认值是5 / nummel (y)。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:彗星。

: comet3 (z)

: comet3 (x, y, z)

: comet3 (x, y, z, p)

: comet3 (hax, …)

沿着输入坐标向量(x, y, z)提供的轨迹生成一个简单的彗星样式动画。

如果只指定z，则x, y默认为z的索引。

彗星的速度可以用p来控制，p表示每个点在移动到下一个点之前显示的时间。p的默认值是5 / numel (z)。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:彗星。

**15.2.1.1轴配置**

轴函数可用于更改现有图的轴限制和各种其他轴属性，例如纵横比和tic标记的外观。默认情况下，高级绘图功能(如绘图重置轴属性)。任何属性的定制，例如通过调用axis、xlim等，都应该在绘图完成之后进行，或者在调用hold函数之后进行。

: axis ()

: axis ([x\_lo x\_hi])

: axis ([x\_lo x\_hi y\_lo y\_hi])

: axis ([x\_lo x\_hi y\_lo y\_hi z\_lo z\_hi])

: axis ([x\_lo x\_hi y\_lo y\_hi z\_lo z\_hi c\_lo c\_hi])

: axis (option)

: axis (option1, option2, …)

: axis (hax, …)

: limits = axis ()

设置轴的限制和外观。

参数限制应该是2个、4个、6个或8个元素的向量。第一个和第二个元素指定x轴的下限和上限。第三、第四是y轴的界限，第五、第六是z轴的界限，第七、第八是颜色轴的界限。特殊值-Inf和Inf可用于表示应根据轴中的数据自动计算极限。

在没有任何参数的情况下，axis将打开自动缩放。

使用一个输出参数，limits = axis返回当前的轴限制。

指定限制的vector参数是可选的，其他字符串参数可用于指定各种轴属性。

以下选项控制轴的纵横比。

"equal"

使x轴单位距离等于y轴(和z轴)单位距离。

"square"

强制一个方轴宽高比。

"vis3d"

设置宽高比模式(“DataAspectRatio”，“PlotBoxAspectRatio”)为“手动”旋转而不拉伸。

"normal"

"fill"

恢复默认自动计算的宽高比。

以下选项控制轴限制的解释方式。

"auto"

"auto[xyz]"

"auto [xyz]"

为所有轴设置良好的自动计算限制，或者仅为指定的轴设置限制。

"manual"

修复当前轴的限制。

"tickaligned"

将坐标轴固定到最近刻度的极限。

"tight"

将坐标轴固定到数据的极限。

"padded"

将轴固定到数据的极限加上数据范围的7%左右的边距。

"image"

相当于"tight"和"equal"。

以下选项会影响标记的外观。

"tic"

"tic[xyz]"

"tic [xyz]"

为所有轴打开刻度标记，或为指定轴打开刻度标记，为其余轴关闭刻度标记。

"label"

"label[xyz]"

"label [xyz]"

向所有轴旋转标签,或将其转换为指定的坐标轴和其余的轴。

"nolabel"

关闭所有轴的勾号标签。

注意:如果一个轴没有勾号，那么就没有标签。

以下选项影响轴上增加值的方向。

"xy"

默认的y轴，较大的值靠近顶部。

"ij"

与y轴相反，较小的值靠近顶部。

以下选项会影响轴的可见性。

"on"

使坐标轴可见。

"off"

把斧子藏起来。

如果第一个参数hax是一个轴句柄，那么操作这个轴，而不是gca返回的当前轴。

示例1:设置X/Y限制并强制使用方形宽高比

axis ([1, 2, 3, 4], "square");

示例2:在所有轴上启用打勾标记，仅在y轴上启用打勾标记标签

axis ("tic", "labely");

参见:xlim, ylim, zlim, axis, daspect, pbaspect, box, grid。

类似地，颜色图的轴限可以通过轴函数来改变。

: caxis ([cmin cmax])

: caxis ("auto")

: caxis ("manual")

: caxis (hax, …)

: limits = caxis ()

查询或设置绘图的颜色轴限制。

limits参数应该是一个2元素的向量，指定要分配给颜色映射中的第一个和最后一个值的下限和上限。超出此范围的数据值被固定在第一个和最后一个颜色映射项上。

如果给出“auto”选项，则应用自动色图限制。自动算法将cmin设置为最小数据值，cmax设置为最大值。如果指定了“manual”，则“climmode”属性被设置为“manual”，并且“clim”属性中的数值用于限制。

如果第一个参数hax是一个轴句柄，那么操作这个轴，而不是gca返回的当前轴。

如果不带参数调用，则返回当前颜色轴限制。

编程注意:颜色轴影响图像、补丁和表面图形对象的显示，但仅当“cdata”属性具有索引数据并且“cdatamapping”属性设置为“缩放”时才会影响。具有真彩cdata或“直接”cdata映射的图形对象不受影响。

参见:colormap, axis。

xlim、ylim和zlim函数可用于获取或设置单独的轴极限。每个都有相同的形式。

: xlimits = xlim ()

: xmode = xlim ("mode")

: xmethod = xlim ("method")

: xlim ([x\_lo x\_hi])

: xlim ("mode")

: xlim ("method")

: xlim (hax, …)

查询或设置当前绘图的x轴范围。

不带参数调用xlim返回当前绘图的x轴范围。

通过输入查询“mode”，返回当前的x限制计算模式，可以是“自动”或“手动”。

使用输入查询“method”，返回当前的x限制计算方法，可以是“tickaligned”、“tight”或“pfilled”。

如果传递2元素矢量 [x\_lo x\_hi]，则x轴的限制将设置为这些值，并且模式将设置为“手动”。特殊值-Inf和Inf可用于指示应自动计算轴下限或轴上限。

电流限制计算“模式”可以是以下之一

"auto"（默认）

根据绘图数据和当前指定的限值计算方法自动计算限值。

"manual"

将轴限制固定为当前值。

电流限制计算方法可以是以下之一

"tickaligned"（默认）

计算包含所有数据并向外延伸到最近的刻度线的限制。

"tight"

计算完全符合数据范围的限制。

"padded"

计算在数据周围留下约7%数据范围余量的限制。

如果第一个参数hax是轴句柄，则对该轴而不是gca返回的当前轴进行操作。

编程注意事项：xlim函数通过修改坐标区对象的“xlim”、“xlimmode”和“xlimitmethod”属性来运行。这些属性可以通过get/set直接检查和更改。

参见: ylim, zlim, axis, set, get, gca。

: ylimits = ylim ()

: ymode = ylim ("mode")

: ymethod = ylim ("method")

: ylim ([y\_lo y\_hi])

: ylim ("mode")

: ylim ("method")

: ylim (hax, …)

查询或设置当前绘图的y轴范围。

不带参数调用ylim返回当前绘图的y轴范围。

通过输入查询“mode”，返回当前y限制计算模式，可以是“自动”或“手动”。

使用输入查询“method”，返回当前y限制计算方法，可以是“tickaligned”、“tight”或“pfilled”。

如果传递2元素矢量[y\_lo y\_hi]，则y轴的限制将设置为这些值，并且模式将设置为“手动”。特殊值-Inf和Inf可用于指示应自动计算轴下限或轴上限。

电流限制计算“模式”可以是以下之一

"auto"（默认）

根据绘图数据和当前指定的限值计算方法自动计算限值。

"manual"

将轴限制固定为当前值。

电流限制计算方法可以是以下之一

"tickaligned"（默认）

计算包含所有数据并向外延伸到最近的刻度线的限制。

"tight"

计算完全符合数据范围的限制。

"padded"

计算在数据周围留下约7%数据范围余量的限制。

如果第一个参数hax是轴句柄，则对该轴而不是gca返回的当前轴进行操作。

编程注意：ylim函数通过修改坐标区对象的“ylim”、“ylimmode”和“ylimitmethod”属性来运行。这些属性可以通过get/set直接检查和更改。

参见: xlim, zlim, axis, set, get, gca。

: zlimits = zlim ()

: zmode = zlim ("mode")

: zmethod = zlim ("method")

: zlim ([z\_lo z\_hi])

: zlim ("mode")

: zlim ("method")

: zlim (hax, …)

查询或设置当前绘图的z轴限制。

不带参数调用zlim返回当前绘图的z轴范围。

通过输入查询“mode”，返回当前z限制计算模式，可以是“自动”或“手动”。

使用输入查询“method”，返回当前z限制计算方法，可以是“tickaligned”、“tight”或“pfilled”。

如果传递2元素矢量 [z\_lo z\_hi]，则z轴的限制将设置为这些值，并且模式将设置为“手动”。特殊值-Inf和Inf可用于指示应自动计算轴下限或轴上限。

电流限制计算“模式”可以是以下之一

"auto"（默认）

根据绘图数据和当前指定的限值计算方法自动计算限值。

"manual"

将轴限制固定为当前值。

电流限制计算方法可以是以下之一

"tickaligned"（默认）

计算包含所有数据并向外延伸到最近的刻度线的限制。

"tight"

计算完全符合数据范围的限制。

"padded"

计算在数据周围留下约7%数据范围余量的限制。

如果第一个参数hax是轴句柄，则对该轴而不是gca返回的当前轴进行操作。

编程注意事项：zlim函数通过修改坐标区对象的“zlim”、“zlimmode”和“zlimitmethod”属性来运行。这些属性可以通过get/set直接检查和更改。

参见: xlim, ylim, axis, set, get, gca.

xticks、yticks、zticks、rticks 和 thetaticks 函数可用于获取或设置相应轴上的刻度线位置和模式。每个都具有相同的形式，尽管模式选项目前不适用于 rtick 和 thetaticks。

: tickval = xticks

: mode = xticks ("mode")

: xticks (tickval)

: xticks ("auto")

: xticks ("manual")

: … = xticks (hax, …)

查询或设置当前轴的x轴上的刻度值。

在没有参数的情况下调用时，返回“xtick”轴属性中指定的当前刻度位置。可以通过调用具有刻度值矢量的xtick来更改这些位置。注意：不需要升序。

当使用参数“mode”调用时，xticks返回坐标区属性“xtickmode”的当前值。可以通过使用“自动”（算法确定刻度位置）或“手动”（无论轴大小调整或旋转如何，刻度值都保持固定）调用xtick来更改此属性。注意：指定xtick值还会将属性“xtickmode”设置为“manual”。

如果第一个参数hax是轴句柄，则在此轴上操作，而不是gca返回的当前轴。

调用xticks设置属性值时请求返回值将导致错误。

参见: xticklabels, yticks, zticks, rticks, thetaticks, get, set.

: tickval = yticks

: mode = yticks ("mode")

: yticks (tickval)

: yticks ("auto")

: yticks ("manual")

: … = yticks (hax, …)

查询或设置当前轴的 y 轴上的刻度值。

在没有参数的情况下调用时，返回“ytick”轴属性中指定的当前刻度位置。可以通过调用具有 tick 值矢量的 ytick 来更改这些位置。注意：不需要升序。

当使用参数“mode”调用时，yticks 返回坐标区属性“ytickmode”的当前值。可以通过使用“auto”（算法确定即时报价位置）或“manual”（无论轴大小调整或旋转，即时报价值都保持固定）调用 ytick 来更改此属性。注意：指定 ytick 值还会将属性“ytickmode”设置为“manual”。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

调用 yticks 设置属性值时请求返回值将导致错误。

参见: yticklabels, xticks, zticks, rticks, thetaticks, get, set.

: tickval = zticks

: mode = zticks ("mode")

: zticks (tickval)

: zticks ("auto")

: zticks ("manual")

: … = zticks (hax, …)

查询或设置当前轴的 z 轴上的刻度值。

在没有参数的情况下调用时，返回“ztick”轴属性中指定的当前刻度位置。可以通过调用具有 tick 值矢量的 ztick 来更改这些位置。注意：不需要升序。

当使用参数“mode”调用时，zticks 返回坐标区属性“ztickmode”的当前值。可以通过使用“auto”（算法确定即时报价位置）或“manual”（无论轴大小调整或旋转如何，即时报价值都保持固定）调用 ztick 来更改此属性。注意：指定 ztick 值还会将属性“ztickmode”设置为“manual”。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

在调用 zticks 设置属性值时请求返回值将导致错误。

参见: zticklabels, xticks, yticks, rticks, thetaticks, get, set。

: tickval = rticks

: rticks (tickval)

: … = rticks (hax, …)

查询或设置当前轴的 r 轴上的刻度值。

在没有参数的情况下调用时，返回“rtick”轴属性中指定的当前刻度位置。可以通过调用具有 tick 值矢量的 rtick 来更改这些位置。注意：不需要升序。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

在调用 rticks 设置属性值时请求返回值将导致错误。

注意：Octave 目前不实现 polaraxes 对象。因此，无法像对 x、y 和 z 轴的等效函数那样查询或设置“rtick”属性的“模式”。

参见: thetaticks, xticks, yticks, zticks, polar, get, set.

: tickval = thetaticks

: thetaticks (tickval)

: … = thetaticks (hax, …)

查询或设置当前轴的 theta 轴上的刻度值。

在没有参数的情况下调用时，返回“ttick”轴属性中指定的当前刻度位置。可以通过调用具有刻度值矢量的 thetatick 来更改这些位置。注意：不需要升序。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

在调用 thetaticks 设置属性值时请求返回值将导致错误。

注意：Octave 目前不实现 polaraxes 对象。因此，无法像对 x、y 和 z 轴的等效函数那样查询或设置“thetatick”属性的“模式”。

参见: rticks, xticks, yticks, zticks, polar, get, set.

xticklabels、yticklabels 和 zticklabels 函数可用于获取或设置分配给每个刻度位置的标签以及相应轴上的标记模式。每个都有相同的形式。

: labels = xticklabels

: mode = xticklabels ("mode")

: xticklabels (tickval)

: xticklabels ("auto")

: xticklabels ("manual")

: … = xticklabels (hax, …)

查询或设置当前轴的 x 轴上的刻度标签。

在没有参数的情况下调用时，返回在“xticklabel”轴属性中指定的当前刻度标签的字符串的元胞数组。可以通过调用带有字符串单元格数组的 xticklabels 来更改这些标签。注意：数字矢量将映射到字符串的元胞数组。如果指定的标签少于当前刻度数，则空白标签将追加到数组中。

当使用参数“mode”调用时，xticklabels 返回坐标区属性“xticklabelmode”的当前值。可以通过使用“auto”（算法确定刻度标签）或“manual”（刻度标签保持固定）调用 xticklabels 来更改此属性。注意：指定 xticklabel 值还会将“xticklabelmode”和“xticks”属性设置为“manual”。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

调用 xticklabels 设置属性值时请求返回值将导致错误。

参见: xticks, yticklabels, zticklabels, get, set.

: labels = yticklabels

: mode = yticklabels ("mode")

: yticklabels (tickval)

: yticklabels ("auto")

: yticklabels ("manual")

: … = yticklabels (hax, …)

查询或设置当前轴的 x 轴上的刻度标签。

在没有参数的情况下调用时，返回“yticklabel”轴属性中指定的当前刻度标签的字符串的元胞数组。可以通过调用带有字符串单元格数组的 yticklabels 来更改这些标签。注意：数字矢量将映射到字符串的元胞数组。如果指定的标签少于当前刻度数，则空白标签将追加到数组中。

当使用参数“mode”调用时，yticklabels 返回坐标区属性“yticklabelmode”的当前值。可以通过使用“auto”（算法确定刻度标签）或“manual”（刻度标签保持固定）调用 yticklabels 来更改此属性。注意：指定 yticklabel 值还会将“yticklabelmode”和“yticks”属性设置为“manual”。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

调用 xticklabels 设置属性值时请求返回值将导致错误。

参见: yticks, xticklabels, zticklabels, get, set.

: labels = zticklabels

: mode = zticklabels ("mode")

: zticklabels (tickval)

: zticklabels ("auto")

: zticklabels ("manual")

: … = zticklabels (hax, …)

查询或设置当前轴的 x 轴上的刻度标签。

在没有参数的情况下调用时，返回“zticklabel”轴属性中指定的当前刻度标签的字符串的元胞数组。可以通过调用带有字符串元胞数组的 zticklabels 来更改这些标签。注意：数字矢量将映射到字符串的元胞数组。如果指定的标签少于当前刻度数，则空白标签将追加到数组中。

当使用参数“mode”调用时，zticklabels 返回坐标属性“zticklabelmode”的当前值。可以通过使用“auto”（算法确定刻度标签）或“manual”（刻度标签保持固定）调用 zticklabels 来更改此属性。注意：指定 zticklabel 值还会将“zticklabelmode”和“zticks”属性设置为“manual”。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

调用 xticklabels 设置属性值时请求返回值将导致错误。

参见: zticks, xticklabels, zticklabels, get, set.

xtickangle、ytickangle 和 ztickangle 函数可用于获取或设置相应轴的标签旋转角度。每个都有相同的形式。

: angle = xtickangle ()

: angle = xtickangle (hax)

: xtickangle (angle)

: xtickangle (hax, angle)

查询或设置当前轴 x 轴上刻度标签的旋转角度。

在不带参数的情况下调用时，返回 axes 属性“XTickLabelRotation”中指定的刻度标签的旋转角度（以度为单位）。当使用数字标量角度调用时，逆时针旋转刻度标签以角度度数。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

编程说明：

1. “XTickLabelRotation”属性当前未在 Octave 中实现。可以设置和查询属性，但对绘图没有影响。
2. 在设置指定轮换的同时请求返回值将导致错误。

参见: ytickangle, ztickangle, get, set.

: angle = ytickangle ()

: angle = ytickangle (hax)

: ytickangle (angle)

: ytickangle (hax, angle)

查询或设置当前轴 y 轴上刻度标签的旋转角度。

在没有参数的情况下调用时，返回 axes 属性“YTickLabelRotation”中指定的刻度标签的旋转角度（以度为单位）。当使用数字标量角度调用时，逆时针旋转刻度标签以角度度数。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

编程说明：

1. “YTickLabelRotation”属性当前未在 Octave 中实现。可以设置和查询属性，但对绘图没有影响。
2. 在设置指定轮换的同时请求返回值将导致错误。

参见: xtickangle, ztickangle, get, set.

: angle = ztickangle ()

: angle = ztickangle (hax)

: ztickangle (angle)

: ztickangle (hax, angle)

查询或设置当前轴 z 轴上刻度标签的旋转角度。

在没有参数的情况下调用时，返回 axes 属性“ZTickLabelRotation”中指定的刻度标签的旋转角度（以度为单位）。当使用数字标量角度调用时，逆时针旋转刻度标签以角度度数。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

编程说明：

1. “ZTickLabelRotation”属性当前未在 Octave 中实现。可以设置和查询属性，但对绘图没有影响。
2. 在设置指定轮换的同时请求返回值将导致错误。

参见: xtickangle, ytickangle, get, set.

**15.2.1.2二维函数绘图**

Octave可以从函数句柄或定义函数的字符串绘制函数，而无需用户显式创建要绘制的数据。函数fplot还使用函数名和x坐标范围的限制(而不是x和y数据)生成具有线性轴的二维图。例如,

fplot (@sin, [-10, 10], 201);

生成一个与上面相同的图，但还包括一个图例，显示所绘制函数的名称。

: fplot (fcn)

: fplot (fcn, limits)

: fplot (…, tol)

: fplot (…, n)

: fplot (…, fmt)

: fplot (…, property, value, …)

: fplot (hax, …)

: [x, y] = fplot (…)

在由限制定义的范围内绘制函数fcn。

FCN是一个函数句柄、内联函数或包含要求值的函数名的字符串。

情节的界限为[xlo, xhi]或[xlo, xhi, ylo, yhi]的形式。如果没有指定限制，默认值为[- 5,5]。

接下来的三个参数都是可选的，它们中的任意数量可以以任意顺序给出。

Tol是用于绘图的相对容忍度，默认为2e-3(0.2%)。

N是要使用的最小点数。当指定n时，最大步长为(xhi - xlo) / n，为满足相对容差要求，仍可使用超过n个点。

fmt参数指定plot命令要使用的行样式。

也可以指定多个属性值对，但它们必须成对出现。这些参数应用于由plot绘制的线对象。

行属性的完整列表记录在行属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

在没有输出参数的情况下，结果会立即绘制出来。使用两个输出参数，将返回二维绘图数据。随后可以使用plot (x, y)手动绘制数据。

例子:

fplot (@cos, [0, 2\*pi])

fplot ("[cos(x), sin(x)]", [0, 2\*pi])

编程指出:

Fplot最适合连续函数。具有不连续的函数不可能很好地绘图。这一限制将来可能会被取消。

当函数接受并返回一个矢量参数时，Fplot性能会更好。在编写用户定义函数并使用。\*、。/等逐个元素操作符时，请考虑这一点。

**参见:**ezplot, plot。

其他可以直接从函数创建二维绘图的函数包括ezplot, ezcontour, ezcontourf和ezpolar。

: ezplot (f)

: ezplot (f2v)

: ezplot (fx, fy)

: ezplot (…, dom)

: ezplot (…, n)

: ezplot (hax, …)

: h = ezplot (…)

绘制由函数f定义的二维曲线。

函数f可以是字符串、内联函数或函数句柄，可以有一个或两个变量。如果f有一个变量，则函数在-2\*pi < x < 2\*pi的定义域上绘制500个点。

如果f2v是两个变量的函数，则在网格域-2\*pi <= x | y <= 2\*pi上计算隐式函数f(x,y) = 0，每个维度上有60个点。

例如:

ezplot (@(x, y) x.^2 - y.^2 - 1)

如果两个函数作为输入传递，那么参数函数

x = fx (t)

y = fy (t)

在-2\*pi <= t <= 2\*pi的域上绘制，有500个点。

如果dom是一个双元素向量，它表示x和y的最小值和最大值，或者表示参数图的t。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义用于绘制函数的点的数量的标量。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的线对象的图形句柄向量。

也见:plot, ezplot3, ezpolar, ezcontour, ezcontourf, ezmesh, ezmeshc, ezsurf, ezsurfc。

: ezcontour (f)

: ezcontour (…, dom)

: ezcontour (…, n)

: ezcontour (hax, …)

: h = ezcontour (…)

绘制函数的等高线。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

例子:

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezcontour (f, [-3, 3]);

**参见:**contour, ezcontourf, ezplot, ezmeshc, ezsurfc。

: ezcontourf (f)

: ezcontourf (…, dom)

: ezcontourf (…, n)

: ezcontourf (hax, …)

: h = ezcontourf (…)

绘制函数的填充等高线。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

例子:

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezcontourf (f, [-3, 3]);

参见:contourf, ezcontour, ezplot, ezmeshc, ezsurfc。

: ezpolar (f)

: ezpolar (…, dom)

: ezpolar (…, n)

: ezpolar (hax, …)

: h = ezpolar (…)

在极坐标中绘制一个二维函数。

函数f是一个字符串、内联函数或带有单个参数的函数句柄。函数的期望形式是= f()默认情况下，该图位于0 <= theta <= 2\*pi的域上，有500个点。

如果dom是一个包含两个元素的向量，它表示theta的最小值和最大值。

N是定义用于绘制函数的点的数量的标量。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

例子:

ezpolar (@(t) sin (5/4 \* t), [0, 8\*pi]);

参见:polar, ezplot。

**15.2.1.3二维几何形状**

: rectangle ()

: rectangle (…, "Position", pos)

: rectangle (…, "Curvature", curv)

: rectangle (…, "EdgeColor", ec)

: rectangle (…, "FaceColor", fc)

: rectangle (hax, …)

: h = rectangle (…)

绘制一个由pos和curve定义的矩形patch。

变量pos(1:2)定义了patch的左下角，pos(3:4)定义了它的宽度和高度。缺省情况下，pos的值为[0,0,1,1]。

变量曲线定义了矩形边长的曲率，它可以是一个值在0到1之间的标量或双元素向量。值为0表示这条边没有曲率，而值为1表示这条边完全弯曲成圆的弧线。如果curv是一个双元素向量，那么第一个元素是沿着patch的x轴的曲率，第二个元素是沿着y轴的曲率。

如果curv是一个标量，它表示矩形两边较短一方的曲率，另一方的曲率定义为

min (pos(1:2)) / max (pos(1:2)) \* curv

附加的属性/值对被传递给底层补丁命令。完整的属性列表记录在补丁属性中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的矩形对象的图形句柄。

参见:贴片、直线、圆柱体、椭球、球体。

**15.2.2三维绘图**

函数mesh生成网格曲面图。例如,

tx = ty = linspace (-8, 8, 41)';

[xx, yy] = meshgrid (tx, ty);

r = sqrt (xx .^ 2 + yy .^ 2) + eps;

tz = sin (r) ./ r;

mesh (tx, ty, tz);

xlabel ("tx");

ylabel ("ty");

zlabel ("tz");

title ("3-D Sombrero plot");

生成熟悉的“sombrero”图，如图15.5所示。注意使用函数meshgrid来创建X和Y坐标矩阵，以用于绘制Z数据。ndgrid函数类似于meshgrid，但适用于n维矩阵。

![mesh](data:image/png;base64,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)

图15.5:网格图。

meshc函数类似于mesh，但也为表面生成轮廓图。

plot3函数显示任意三维数据，而不需要它形成一个曲面。例如,

t = 0:0.1:10\*pi;

r = linspace (0, 1, numel (t));

z = linspace (0, 1, numel (t));

plot3 (r.\*sin (t), r.\*cos (t), z);

xlabel ("r.\*sin (t)");

ylabel ("r.\*cos (t)");

zlabel ("z");

title ("plot3 display of 3-D helix");

显示如图15.6所示的三维螺旋。
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图15.6:三维螺旋。

最后，视图函数改变三维图的视点。

: mesh (x, y, z)

: mesh (z)

: mesh (…, c)

: mesh (…, prop, val, …)

: mesh (hax, …)

: h = mesh (…)

绘制三维线框网格。

线框网格使用矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

网格的颜色是通过线性缩放z值来计算的，以适应当前颜色图的范围。使用颜色和/或更改颜色映射来控制外观。

可选的是，网格的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

参见:ezmesh, meshc, meshz, trimesh，轮廓，冲浪，表面，网格，隐藏，阴影，彩色地图，出租车。

: meshc (x, y, z)

: meshc (z)

: meshc (…, c)

: meshc (…, prop, val, …)

: meshc (hax, …)

: h = meshc (…)

绘制具有底层轮廓线的三维线框网格。

线框网格使用矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

网格的颜色是通过线性缩放z值来计算的，以适应当前颜色图的范围。使用颜色和/或更改颜色映射来控制外观。

网格的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是一个2元素向量，具有创建的表面对象和创建的等高线图的图形句柄。

参见:ezmeshc, mesh, meshz，轮廓，surfc, surface, meshgrid, hidden, shading, colormap，坐标轴。

: meshz (x, y, z)

: meshz (z)

: meshz (…, c)

: meshz (…, prop, val, …)

: meshz (hax, …)

: h = meshz (…)

绘制带有周围窗帘的三维线框网格。

线框网格使用矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

网格的颜色是通过线性缩放z值来计算的，以适应当前颜色图的范围。使用颜色和/或更改颜色映射来控制外观。

网格的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

参见:网格，网格，轮廓，冲浪，表面，瀑布，网格，隐藏，阴影，颜色图，出租车。

: hidden

: hidden on

: hidden off

: mode = hidden (…)

控制网格隐藏线的去除。

当不带参数调用时，将切换隐藏行删除状态。

当以“on”或“off”模式之一调用时，将相应地设置状态。

可选的输出参数模式是当前状态。

隐藏线移除决定网格图后面的图形对象是可见的。默认情况下，网格是不透明的，网格后面的线是不可见的。如果关闭隐藏线移除，那么可以通过网格的面(开口)看到网格后面的物体，尽管网格网格线仍然是不透明的。

参见:mesh, meshc, meshz, ezmesh, ezmeshc, trimesh，瀑布。

: surf (x, y, z)

: surf (z)

: surf (…, c)

: surf (…, prop, val, …)

: surf (hax, …)

: h = surf (…)

绘制三维表面网格。

表面网格使用阴影矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

表面的颜色是通过线性缩放z值来计算的，以适应当前颜色映射的范围。使用颜色和/或更改颜色映射来控制外观。

可选的是，表面的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

注意:表面的确切外观可以通过阴影命令或使用set来控制表面对象属性来控制。

参见:ezsurf, surfc, surfl, surfnorm, trissurf，轮廓，网格，表面，网格，隐藏，阴影，彩色地图，出租车。

: surfc (x, y, z)

: surfc (z)

: surfc (…, c)

: surfc (…, prop, val, …)

: surfc (hax, …)

: h = surfc (…)

绘制具有下面等高线的三维表面网格。

表面网格使用阴影矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

表面的颜色是通过线性缩放z值来计算的，以适应当前颜色映射的范围。使用颜色和/或更改颜色映射来控制外观。

可选的是，表面的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

注意:表面的确切外观可以通过阴影命令或使用set来控制表面对象属性来控制。

参见:ezsurfc, surf, surfl, surfnorm, trissurf，轮廓，网格，表面，网格，隐藏，阴影，彩色地图，出租车。

: surfl (z)

: surfl (x, y, z)

: surfl (…, lsrc)

: surfl (x, y, z, lsrc, P)

: surfl (…, "cdata")

: surfl (…, "light")

: surfl (hax, …)

: h = surfl (…)

使用基于各种照明模型的阴影绘制3d表面。

表面网格使用阴影矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

默认的照明模式“cdata”，改变表面对象的cdata属性，给人一种被照亮的表面的印象。

交替模式“光”创建一个光对象来照亮表面。

光源位置可以使用lsrc来指定，lsrc可以是2元素向量[方位角，仰角]，也可以是3元素向量[lx, ly, lz]。默认值是逆时针旋转45度到当前视图。

表面的材料属性可以使用4元素向量P = [AM D SP exp]来指定，默认为P =[0.55 0.6 0.4 10]。

"AM" 环境光强度

"D" 漫反射强度

"SP" 镜面反射强度

"EXP" 高光指数

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

例子:

colormap (bone (64));

surfl (peaks);

shading interp;

参见:漫射，镜面，冲浪，阴影，彩色地图，出租车。

: surfnorm (x, y, z)

: surfnorm (z)

: surfnorm (…, prop, val, …)

: surfnorm (hax, …)

: [Nx, Ny, Nz] = surfnorm (…)

求网格表面的法向向量。

如果x和y是向量，那么一个典型的顶点是(x(j)， y(i)， z(i,j))。因此，z的列对应不同的x值，z的行对应不同的y值。如果只给出一个输入z，则取x为1:列(z)， y为1:行(z)。

如果不要求返回参数，则绘制带有曲面法向量的曲面图。

任何属性/值输入对都被分配给表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果请求输出参数，则在Nx, Ny和Nz中返回法向量的分量，并且不进行绘图。法向量是未归一化的(幅度!= 1)

len = sqrt (nx.^2 + ny.^2 + nz.^2);

nx ./= len; ny ./= len; nz ./= len;

使用surfnorm的一个例子是

surfnorm (peaks (25));

算法:法向量是通过网格中每个四边形面对角线的叉乘来计算，从而找到每个面中心的法向量。接下来，对于每个网格点，对四个最近的法向量进行平均，以获得网格点处表面的最终法线。

对于表面物体，“VertexNormals”属性包含等效信息，除了可能在表面边界附近，不同的插值方案可能产生略有不同的值。

参见:异型，quiver3, surf，网格。

: fv = isosurface (v, isoval)

: fv = isosurface (v)

: fv = isosurface (x, y, z, v, isoval)

: fv = isosurface (x, y, z, v)

: fvc = isosurface (…, col)

: fv = isosurface (…, "noshare")

: fv = isosurface (…, "verbose")

: [f, v] = isosurface (…)

: [f, v, c] = isosurface (…)

: isosurface (…)

计算三维体数据等值面。

等值面连接具有相同值的点，类似于等高线图，但在三维空间中。

输入参数v是一个三维数组，其中包含在一个卷上采样的数据。

输入等值面是指定等值面的值的标量。如果isoval省略或为空，则从v确定等值面的“好”值。

当使用单个输出参数调用时，isosurface返回一个结构数组fv，其中包含在点[x, y, z] = meshgrid (1:l, 1:m, 1:n)处计算的字段面和顶点，其中[l, m, n] = size (v)。输出fv可以直接用作patch函数的输入。

如果使用额外的输入参数x, y和z(与v大小相同的三维数组或长度与v的维数对应的向量)调用，则在指定点处获取体积数据。如果x、y或z为空，则网格对应于各自方向上的索引(1:n)(参见meshgrid)。

可选的输入参数col是一个与v大小相同的三维数组，它指定等边面的着色。如果有必要，颜色数据会被内插以匹配isoval。在本例中，输出结构数组具有额外的字段facevertexdata。

如果给定字符串输入参数"noshare"，则可以为不同的面返回多次顶点。默认行为是消除相邻面共享的顶点。

为了与MATLAB兼容，支持字符串输入参数"verbose"，但没有效果。

任何字符串参数都必须在其他参数之后传递。

如果使用两个或三个输出参数调用，则将有关面f、顶点v和颜色数据c的信息作为单独的数组返回，而不是单个结构数组。

如果在没有输出参数的情况下调用，则使用patch命令直接绘制等面几何形状，如果还没有出现，则将向轴添加一个光对象。

例如,

[x, y, z] = meshgrid (1:5, 1:5, 1:5);

v = rand (5, 5, 5);

isosurface (x, y, z, v, .5);

将在图形窗口中直接绘制随机等面几何形状。

具有不同附加颜色的等面几何的例子:

N = 15; # Increase number of vertices in each direction

iso = .4; # Change isovalue to .1 to display a sphere

lin = linspace (0, 2, N);

[x, y, z] = meshgrid (lin, lin, lin);

v = abs ((x-.5).^2 + (y-.5).^2 + (z-.5).^2);

figure ();

subplot (2,2,1); view (-38, 20);

[f, vert] = isosurface (x, y, z, v, iso);

p = patch ("Faces", f, "Vertices", vert, "EdgeColor", "none");

pbaspect ([1 1 1]);

isonormals (x, y, z, v, p)

set (p, "FaceColor", "green", "FaceLighting", "gouraud");

light ("Position", [1 1 5]);

subplot (2,2,2); view (-38, 20);

p = patch ("Faces", f, "Vertices", vert, "EdgeColor", "blue");

pbaspect ([1 1 1]);

isonormals (x, y, z, v, p)

set (p, "FaceColor", "none", "EdgeLighting", "gouraud");

light ("Position", [1 1 5]);

subplot (2,2,3); view (-38, 20);

[f, vert, c] = isosurface (x, y, z, v, iso, y);

p = patch ("Faces", f, "Vertices", vert, "FaceVertexCData", c, ...

"FaceColor", "interp", "EdgeColor", "none");

pbaspect ([1 1 1]);

isonormals (x, y, z, v, p)

set (p, "FaceLighting", "gouraud");

light ("Position", [1 1 5]);

subplot (2,2,4); view (-38, 20);

p = patch ("Faces", f, "Vertices", vert, "FaceVertexCData", c, ...

"FaceColor", "interp", "EdgeColor", "blue");

pbaspect ([1 1 1]);

isonormals (x, y, z, v, p)

set (p, "FaceLighting", "gouraud");

light ("Position", [1 1 5]);

参见:等距，等色，等距，平滑，还原进化，还原补丁，补丁。

: vn = isonormals (val, vert)

: vn = isonormals (val, hp)

: vn = isonormals (x, y, z, val, vert)

: vn = isonormals (x, y, z, val, hp)

: vn = isonormals (…, "negate")

: isonormals (val, hp)

: isonormals (x, y, z, val, hp)

: isonormals (…, "negate")

计算等值面的法线。

顶点法线vn是从包含等面几何数据的三维数组val (size: lxmxn)的梯度中计算出来的。法线指向val中较小的值。

如果使用一个输出参数vn调用，并且第二个输入参数vert保存等值面的顶点，则法线vn是在网格上的顶点vert上计算的[x, y, z] = meshgrid (1: 1, 1:m, 1:n)。输出参数vn与vert具有相同的大小，可用于设置相应补丁的“VertexNormals”属性。

如果使用额外的输入参数x、y和z(它们是与val大小相同的三维数组)调用，则在这些点处获取卷数据。可以将补丁句柄hp传递给函数，而不是顶点数据vert。

如果最后一个输入参数是字符串“negate”，计算等面几何的反向向量法线(即指向val中较大的值)。

如果没有给出输出参数，则直接更改与补丁句柄hp关联的补丁的属性“VertexNormals”。

参见:等值面，等值色，平滑。

: fvc = isocaps (v, isoval)

: fvc = isocaps (v)

: fvc = isocaps (x, y, z, v, isoval)

: fvc = isocaps (x, y, z, v)

: fvc = isocaps (…, which\_caps)

: fvc = isocaps (…, which\_plane)

: fvc = isocaps (…, "verbose")

: [faces, vertices, fvcdata] = isocaps (…)

: isocaps (…)

为三维数据的等值面创建端帽。

这个函数将帽放置在等值面的开口端。

输入参数v是一个三维数组，其中包含在一个卷上采样的数据。

输入等值面是指定等值面的值的标量。如果isoval省略或为空，则从v确定等值面的“好”值。

当使用单个输出参数调用时，isocaps返回一个结构数组fvc，其中包含字段:faces, vertex和facevertexdata。结果在点[x, y, z] = meshgrid (1:l, 1:m, 1:n)处计算，其中[l, m, n] = size (v)。输出fvc可以直接用作patch函数的输入。

如果使用额外的输入参数x, y和z(与v大小相同的三维数组或长度与v的维数对应的向量)调用，则在指定点处获取体积数据。如果x、y或z为空，则网格对应于各自方向上的索引(1:n)(参见meshgrid)。

可选参数\_\_\_caps可以是下列字符串值之一，用于定义数据的封装方式:

"above", "a" (default)

对于包含上述数据的端帽。

"below", "b"

用于将数据包含在isoval下面的端帽。

可选形参\_\_\_plane可以有以下字符串值之一，用于定义应该绘制哪个尾盖:

"all" (default)

对于所有的尾帽。

"xmin"

对于数据下x平面的端帽。

"xmax"

对于数据上x平面的端帽。

"ymin"

对于数据的下y平面上的端帽。

"ymax"

对于数据上y平面上的端帽。

"zmin"

对于数据的下z平面的端帽。

"zmax"

对于数据上z平面的端帽。

为了与MATLAB兼容，支持字符串输入参数"verbose"，但没有效果。

如果使用两个或三个输出参数调用，则面部、顶点和颜色数据facevertexdata的数据将以单独的数组返回，而不是单个结构。

如果在不带输出参数的情况下调用，则使用patch命令直接在当前图形中绘制尾盖。

参见:等值面，等值线，贴片。

: cdat = isocolors (c, v)

: cdat = isocolors (x, y, z, c, v)

: cdat = isocolors (x, y, z, r, g, b, v)

: cdat = isocolors (r, g, b, v)

: cdat = isocolors (…, hp)

: isocolors (…, hp)

计算等值面颜色。

如果使用一个输出参数调用，并且第一个输入参数c是一个包含索引颜色值的三维数组，第二个输入参数v是等面几何的顶点，则返回一个矩阵cdat，其中包含计算点[x, y, z] = meshgrid (1: 1, 1:m, 1:n)的几何颜色数据信息。输出参数cdat可用于手动设置等值面补丁对象的“FaceVertexCData”属性。

如果使用额外的输入参数x, y和z(与c大小相同的三维数组)调用，则在这些指定点获取颜色数据。

除了索引颜色数据c，还可以使用RGB值r, g, b来调用isocolors。如果没有给出输入参数x, y, z，则使用网格计算值。

可选地，一个补丁句柄hp可以作为所有函数调用变量的最后一个输入参数，顶点数据将从等面补丁对象中提取出来。最后，如果没有给出输出参数，那么由补丁句柄hp给出的补丁的颜色将被改变。

**参见:**等值面，等值面。

: smoothed\_data = smooth3 (data)

: smoothed\_data = smooth3 (data, method)

: smoothed\_data = smooth3 (data, method, sz)

: smoothed\_data = smooth3 (data, method, sz, std\_dev)

三维矩阵数据的平滑值。

例如，在计算等值面之前，可以使用此函数来减少数据中噪声的影响。

数据必须是一个非单态三维矩阵。输出的smoothed\_data是一个与data大小相同的矩阵。

选项输入法决定使用哪个卷积核进行平滑处理。可能的选择:

"box", "b" (default)

具有尖锐边缘的卷积核。

"gaussian", "g"

由非相关的三元正态分布函数表示的卷积核。

Sz要么是一个3元素向量，指定卷积核在x, y和z方向上的大小，要么是一个标量。在标量情况下，对所有三个维度([sz, sz, sz])使用相同的大小。默认值为3。

如果方法为“高斯”，则可选输入std\_dev定义三元正态分布函数的标准差。std\_dev是一个3元素向量，指定高斯卷积核在x, y和z方向上的标准偏差，或者是一个标量。在标量情况下，对所有三个维度使用相同的值。默认值为0.65。

参见:等值面，等值线，贴片。

: [nx, ny, nz, nv] = reducevolume (v, r)

: [nx, ny, nz, nv] = reducevolume (x, y, z, v, r)

: nv = reducevolume (…)

根据r中的值减少v中数据集的体积。

V是一个在前三维中非单态的矩阵。

R可以是代表x, y和z方向上的还原因子的3个元素的向量，也可以是一个标量，在这种情况下，在所有三个维度上使用相同的还原因子。

Reducevolume通过只取相应维度上的第r个元素来减少v的元素数。

可选地，x, y和z可以用来表示v的坐标集。它们可以是与v大小相同的矩阵，也可以是根据v的维数大小的向量，在这种情况下，它们被扩展为矩阵(参见网格)。

如果使用两个参数调用reducevolume，则假定x、y和z匹配v的各自索引。

简化后的矩阵以nv的形式返回。

可选地，分别以nx、ny和nz的形式返回简化后的坐标集。

例子:

v = reshape (1:6\*8\*4, [6 8 4]);

nv = reducevolume (v, [4 3 2]);

v = reshape (1:6\*8\*4, [6 8 4]);

x = 1:3:24; y = -14:5:11; z = linspace (16, 18, 4);

[nx, ny, nz, nv] = reducevolume (x, y, z, v, [4 3 2]);

参见:等值面，等值面。

: reduced\_fv = reducepatch (fv)

: reduced\_fv = reducepatch (faces, vertices)

: reduced\_fv = reducepatch (patch\_handle)

: reducepatch (patch\_handle)

: reduced\_fv = reducepatch (…, reduction\_factor)

: reduced\_fv = reducepatch (…, "fast")

: reduced\_fv = reducepatch (…, "verbose")

: [reduced\_faces, reduces\_vertices] = reducepatch (…)

在保留patch的整体形状的同时，减少patch对象中的面和顶点的数量。

输入patch可以用一个结构fv来表示，fv带有字段faces和vertex，也可以用两个矩阵faces和vertex来表示(参见，例如，isosurface的结果)，或者用一个patch对象patch\_handle的句柄来表示(参见patch)。

通过迭代地将patch的最短边缘折叠到其中点来减少patch中的面和顶点的数量(如所讨论的，例如，在这里:https://libigl.github.io/libigl/tutorial/tutorial.html#meshdecimation)。

目前，只支持由三角形组成的补丁。生成的补丁也只由三角形组成。

如果调用reducepatch时带有有效补丁patch\_handle的句柄，并且没有任何输出参数，那么给定的补丁将立即更新。

如果省略reduction\_factor，得到的结构reduced\_fv包含原始patch的大约50%的面。如果reduction\_factor是0(排除)和1(排除)之间的分数，则确定具有近似对应的面分数的patch。如果reduction\_factor是一个大于等于1的整数，则得到的patch大约有reduction\_factor面。根据patch的几何形状，得到的面数可能不同于reduction\_factor的给定值。当检测到许多共享顶点时尤其如此。

为了进行约简，有必要使接触面的顶点是共享的。自动检测共享顶点。可以通过传递可选字符串参数"fast"跳过此检测。

使用可选的字符串参数"verbose"，将额外的状态消息打印到命令窗口。

任何字符串输入参数必须在所有其他参数之后传递。

如果使用一个输出参数调用，则减少的面和顶点将在结构reduced\_fv中返回，其中包含字段faces和vertices(请参阅isosurface的一个输出选项)。

如果使用两个输出参数调用，则减少的面和顶点将在两个单独的矩阵reduced\_faces和reduced\_vertices中返回。

参见:等值面，等值面，还原，补丁。

: shrinkfaces (p, sf)

: nfv = shrinkfaces (p, sf)

: nfv = shrinkfaces (fv, sf)

: nfv = shrinkfaces (f, v, sf)

: [nf, nv] = shrinkfaces (…)

通过收缩因子sf减小贴片中面的大小。

patch对象可以通过图形句柄(p)，带有“faces”和“vertex”字段的patch结构(fv)，或者作为两个单独的面和顶点矩阵(f, v)来指定。

收缩因子sf是一个正数，指定新面将占用的原始面积的百分比。如果没有给定因子，则默认值为0.3(减少到原始大小的30%)。大于1.0的因子将导致面扩展。

给定一个补丁句柄作为第一个输入参数，并且没有输出参数，执行补丁面缩小并重新绘制补丁。

如果使用一个输出参数调用，则返回一个包含字段“faces”，“vertices”和“facevertexdata”的结构，其中包含收缩后的数据。这个结构可以直接用作patch函数的输入参数。

注意:对非凸面执行收缩操作可能会导致不良结果。

例如:一个三角形的3/4圆和相应的缩小版。

[phi r] = meshgrid (linspace (0, 1.5\*pi, 16), linspace (1, 2, 4));

tri = delaunay (phi(:), r(:));

v = [r(:).\*sin(phi(:)) r(:).\*cos(phi(:))];

clf ()

p = patch ("Faces", tri, "Vertices", v, "FaceColor", "none");

fv = shrinkfaces (p);

patch (fv)

axis equal

grid on

参见:patch。

: d = diffuse (sx, sy, sz, lv)

计算由法向量元素sx, sy, sz定义的表面的漫反射强度。

光源位置向量lv可以用2元矢量[方位角，仰角]表示，也可以用3元矢量[x, y, z]表示。

参见:specular, surfl。

: refl = specular (sx, sy, sz, lv, vv)

: refl = specular (sx, sy, sz, lv, vv, se)

用Phong的近似计算法向量元素sx, sy, sz定义的表面的镜面反射强度。

光源位置和观察者位置向量分别使用参数lv和vv指定。位置向量可以用2元素向量[方位角，仰角]表示，也可以用3元素向量[x, y, z]表示。

可选的第六个参数指定镜面指数(扩散)se。如果没有给出，se默认为10。

参见:diffuse, surfl。

: lighting (type)

: lighting (hax, type)

设置贴片或表面图形对象的照明。

type的有效参数是

"flat"

绘制具有切面照明效果的对象。

"gouraud"

用顶点间照明效果的线性插值绘制对象。

"none"

绘制没有光影效果的物体。

如果第一个参数hax是一个轴句柄，那么改变这个轴中对象的照明效果，而不是gca返回的当前轴。

只有当至少有一个光对象存在并且在相同的轴上可见时，照明效果才可见。

参见:光，填充，网格，补丁，pcolor，冲浪，表面，阴影。

: material shiny

: material dull

: material metal

: material default

: material ([as, ds, ss])

: material ([as, ds, ss, se])

: material ([as, ds, ss, se, scr])

: material (hlist, …)

: mtypes = material ()

: refl\_props = material (mtype\_string)

设置表面和补丁照明的反射率属性。

该函数改变当前轴上所有斑块和表面物体的环境、漫反射和镜面强度，以及镜面指数和镜面颜色反射率。在某种程度上，这可以用来模拟某些材料与光一起使用时的反射特性。

当使用字符串调用时，上述属性将根据下表中的值进行设置:

|  | ***mtype*** | **ambient- strength** | **diffuse- strength** | **specular- strength** | **specular- exponent** | **specular- color- reflectance** |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | *"shiny"* | 0.3 | 0.6 | 0.9 | 20 | 1.0 |  |
|  | *"dull"* | 0.3 | 0.8 | 0.0 | 10 | 1.0 |  |
|  | *"metal"* | 0.3 | 0.3 | 1.0 | 25 | 0.5 |  |
|  | *"default"* | *"default"* | *"default"* | *"default"* | *"default"* | *"default"* |  |

当使用三个元素的向量调用时，当前轴上所有补丁和表面物体的环境、漫反射和镜面强度都会更新。可选的第四个矢量元素更新镜面指数，可选的第五个矢量元素更新镜面颜色反射率。

图形句柄列表也可以作为第一个参数传递。在这种情况下，这些句柄和所有子补丁和表面对象的属性将被更新。

此外，可以使用单个输出参数调用material。如果在没有输入参数的情况下调用，则返回包含所有可用材料字符串的列单元向量mtypes。如果一个输入参数mtype\_string是材质的名称，则返回一个带有该材质反射属性的1x5单元向量refl\_props。在这两种情况下，都不会改变图形属性。

参见:光，填充，网格，补丁，pcolor，冲浪，表面。

: camlight

: camlight right

: camlight left

: camlight headlight

: camlight (az, el)

: camlight (…, style)

: camlight (hl, …)

: camlight (hax, …)

: h = camlight (…)

使用简单的界面为图形添加一个光对象。

当不带参数调用时，一个light对象被添加到当前绘图中，并被放置在相机当前位置的稍上方和右侧:这相当于camlight right。命令camlight left和camlight headlight的行为类似，放置在相机位置的左侧或相机位置的中心。

对于更多的控制，光的位置可以通过方位旋转az和仰角el来指定，两者都以度为单位，相对于相机的当前属性。

可选的字符串样式指定光源是局部点源(“local”，默认)还是放置在无限距离上(“infinite”)。

如果第一个参数hl是一个light对象的句柄，那么对这个light对象进行操作，而不是创建一个新对象。

如果第一个参数hax是一个轴句柄，那么在这个轴上创建一个新的light对象，而不是gca返回的当前轴。

可选的返回值h是灯光对象的图形句柄。这可以用来移动或进一步改变光对象的属性。

例子:

添加一个光对象到一个情节

sphere (36);

camlight

准确定位光源

camlight (45, 30);

在这里，光首先从相机位置向上倾斜(见camup)(见campos) 30度。然后向右偏航45度。两个旋转都以相机目标为中心(参见相机目标)。

返回一个句柄以进一步操作light对象

clf

sphere (36);

hl = camlight ("left");

set (hl, "color", "r");

参见:光。

: lightangle (az, el)

: lightangle (hax, az, el)

: lightangle (hl, az, el)

: hl = lightangle (…)

: [az, el] = lightangle (hl)

使用球坐标在当前轴上添加一个光对象。

光的位置由方位旋转az和仰角el指定，两者都以度为单位。

如果第一个参数hax是一个轴句柄，那么在这个轴上创建一个新的light对象，而不是gca返回的当前轴。

如果第一个参数hl是一个light对象的句柄，那么对这个light对象进行操作，而不是创建一个新对象。

可选的返回值hl是灯光对象的图形句柄。

例子:

添加一个光对象到一个情节

clf;

sphere (36);

lightangle (45, 30);

参见:光，视图，camlight。

: [xx, yy] = meshgrid (x, y)

: [xx, yy, zz] = meshgrid (x, y, z)

: [xx, yy] = meshgrid (x)

: [xx, yy, zz] = meshgrid (x)

给定向量x和y坐标，返回矩阵xx和yy对应于一个完整的二维网格。

xx的行是x的副本，yy的列是y的副本。如果省略y，则假定它与x相同。

如果给出了可选的z输入，或者请求了zz，那么输出将是一个完整的3-D网格。如果省略了z，并且请求了zz，则假定它与y相同。

meshgrid最常用于生成将要绘制的2-D或3-D函数的输入。下面的示例创建了“sombrero”函数的曲面图。

f = @(x,y) sin (sqrt (x.^2 + y.^2)) ./ sqrt (x.^2 + y.^2);

range = linspace (-8, 8, 41);

[X, Y] = meshgrid (range, range);

Z = f (X, Y);

surf (X, Y, Z);

编程注意:网格只能生成2-D或3-D网格。ndgrid函数将通过N-D生成1-D网格。然而，这些函数并不是完全等价的。如果x是一个长度为M的向量，y是一个长度为N的向量，那么meshgrid将产生一个输出网格，它是NxM。对于相同的输入，ndgrid将产生一个MxN(转置)的输出。一些核心函数期望网格输入，而另一些期望和网格输入。检查相关函数的文档，以确定正确的输入格式。

参见:网格，网格，轮廓，冲浪。

: [y1, y2, …, yn] = ndgrid (x1, x2, …, xn)

: [y1, y2, …, yn] = ndgrid (x)

给定n个向量x1，…，xn, ndgrid返回n个维数为n的数组。

第i个输出参数的元素包含向量xi在不同于第i维的所有维度上重复的元素。调用只有一个输入参数x的ndgrid相当于调用所有n个输入参数都等于x的ndgrid:

[y1, y2, …, yn] = ndgrid (x, …, x)

编程注意:ndgrid与函数meshgrid非常相似，除了前两个维度与meshgrid相比是调换的。一些核心函数期望网格输入，而另一些期望和网格输入。检查相关函数的文档，以确定正确的输入格式。

参见:meshgrid。

: plot3 (x, y, z)

: plot3 (x, y, z, prop, value, …)

: plot3 (x, y, z, fmt)

: plot3 (x, cplx)

: plot3 (cplx)

: plot3 (hax, …)

: h = plot3 (…)

生成三维图形。

许多不同的参数组合是可能的。最简单的形式是

plot3 (x, y, z)

其中参数被取为要在三维空间中绘制的点的顶点。如果所有参数都是相同长度的向量，则绘制一条连续的线。如果所有参数都是矩阵，则的每一列都被视为单独的一行。不会尝试对参数进行转置以使行数匹配。

如果只给出两个参数，则为

plot3 (x, cplx)

第二个参数的实部和虚部分别用作y和z坐标。

如果只给出一个参数，as

plot3 (cplx)

参数的实部和虚部用作y和z值，并根据它们的索引绘制它们。

论据也可以以三人为一组给出

plot3 (x1, y1, z1, x2, y2, z2, …)

其中，三个参数的每一组都被视为三维中的一个单独的行或一组行。

若要绘制多个单参数或双参数组，请使用空格式字符串分隔每个组，如

plot3 (x1, c1, "", c2, "", …)

可以指定多个属性值对，这将影响plot3绘制的线对象。如果提供了fmt参数，它将以与plot相同的方式格式化行对象。完整的属性列表记录在Line properties中。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

例子:

z = [0:0.05:5];

plot3 (cos (2\*pi\*z), sin (2\*pi\*z), z, ";helix;");

plot3 (z, exp (2i\*pi\*z), ";complex sinusoid;");

参见:ezplot3, plot。

: view (azimuth, elevation)

: view ([azimuth elevation])

: view ([x y z])

: view (2)

: view (3)

: view (hax, …)

: [azimuth, elevation] = view ()

查询或设置当前轴的视点。

参数方位角和仰角可以作为两个参数或作为2元素向量给出。视点也可以用笛卡尔坐标x、y和z来指定。

调用视图(2)将视点设置为方位角= 0和仰角= 90，这是二维图形的默认值。

调用视图(3)将视点设置为方位角= -37.5和仰角= 30，这是3- d图形的默认值。

如果第一个参数hax是一个轴句柄，那么操作这个轴，而不是gca返回的当前轴。

如果没有输入，则返回当前的方位角和高度。

: camlookat ()

: camlookat (h)

: camlookat (handle\_list)

: camlookat (hax)

移动相机并调整其属性以查看对象。

当输入为手柄h时，将摄像机设置为指向h的边界框的中心。调整摄像机的位置，使边界框大致填充视场。

此命令修复相机的观看方向(camtarget() - campos())，相机向上矢量(见camup)和视角(见camva)。摄像机目标(参见camtarget)和摄像机位置(参见campos)发生了变化。

如果参数是一个列表handle\_list，那么计算所有对象的单一边界框，然后如上所述调整相机。

如果参数是一个轴对象hax，则轴的子节点被用作handle\_list。在没有输入的情况下调用时，它使用当前轴(参见gca)。

参见:camorbit, camzoom, camroll。

: p = campos ()

: campos ([x y z])

: mode = campos ("mode")

: campos (mode)

: campos (hax, …)

获取或设置摄像机位置。

默认相机位置是根据场景自动确定的。例如，要获取相机位置:

hf = figure();

peaks()

p = campos ()

⇒ p =

-27.394 -35.701 64.079

然后我们可以在z轴上移动摄像机:

campos (p + [0 0 10])

campos ()

⇒ ans =

-27.394 -35.701 74.079

做了这个改变，相机位置模式现在是手动的:

campos ("mode")

⇒ manual

我们可以将其设置回自动:

campos ("auto")

campos ()

⇒ ans =

-27.394 -35.701 64.079

close (hf)

默认情况下，这些命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:camup, camtarget, camva。

: camorbit (theta, phi)

: camorbit (theta, phi, coorsys)

: camorbit (theta, phi, coorsys, dir)

: camorbit (theta, phi, "data")

: camorbit (theta, phi, "data", "z")

: camorbit (theta, phi, "data", "x")

: camorbit (theta, phi, "data", "y")

: camorbit (theta, phi, "data", [x y z])

: camorbit (theta, phi, "camera")

: camorbit (hax, …)

围绕目标上下左右旋转相机。

将相机向上移动1度，向右移动1度，就好像它在围绕目标的轨道上一样。例子:

sphere ()

camorbit (30, 20)

这些旋转以相机目标为中心(参见camtarget)。首先，相机的位置是向上或向下倾斜，通过旋转它phi度围绕一个垂直于观看方向的轴(特别是camtarget() - campos())和相机“向上矢量”(见camup)。例子:

camorbit (0, 20)

第二次旋转取决于坐标系坐标和方向输入。coorsys的默认值是"data"。在这种情况下，相机通过绕dir指定的轴旋转θ度来向左或向右偏航。dir的默认值是"z"，对应于向量[0,0,1]。例子:

camorbit (30, 0)

当coorsys设置为“camera”时，通过旋转与相机向上矢量平行的轴来左右移动相机(参见camup)。在这种情况下不应该指定输入目录。例子:

camorbit (30, 0, "camera")

(注意:旋转phi不受“camera”的影响。)

camorbit命令修改两个相机属性:campos和camup。

默认情况下，此命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:camzoom, camroll, camlook。

: camroll (theta)

: camroll (hax, theta)

转动相机。

将相机顺时针转动θ度。例如，下面的命令将使相机顺时针旋转30度(向右);这将导致场景看起来向左滚动30度:

peaks ()

camroll (30)

将相机向后转动:

camroll (-30)

恢复默认相机胶卷的命令如下:

camup ("auto")

默认情况下，这些命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:camzoom, camorbit, camlook, camup。

: t = camtarget ()

: camtarget ([x y z])

: mode = camtarget ("mode")

: camtarget (mode)

: camtarget (hax, …) ¶

获取或设置相机指向的位置。

相机目标是相机所指向的空间中的一个点。通常是根据场景自动确定的:

hf = figure();

sphere (36)

v = camtarget ()

⇒ v =

0 0 0

我们可以把摄像机转向一个新的目标:

camtarget ([1 1 1])

camtarget ()

⇒ 1 1 1

这样，相机的目标模式为手动:

camtarget ("mode")

⇒ manual

这意味着，例如，向场景中添加新对象不会重新瞄准相机:

hold on;

peaks ()

camtarget ()

⇒ 1 1 1

我们可以将其重置为自动:

camtarget ("auto")

camtarget ()

⇒ 0 0 0.76426

close (hf)

默认情况下，这些命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:campos, camup, camva。

: up = camup ()

: camup ([x y z])

: mode = camup ("mode")

: camup (mode)

: camup (hax, …)

获取或设置相机矢量。

默认情况下，相机的方向使“上”对应于正z轴:

hf = figure ();

sphere (36)

v = camup ()

⇒ v =

0 0 1

指定一个新的“向上矢量”来滚动相机并将模式设置为手动:

camup ([1 1 0])

camup ()

⇒ 1 1 0

camup ("mode")

⇒ manual

修改上矢量不会修改相机目标(参见相机目标)。因此，相机向上向量可能与相机视图的方向不正交:

camup ([1 2 3])

dot (camup (), camtarget () - campos ())

⇒ 6...

结果是，向上矢量的“向后拉”并不会改变相机视图(因为这需要改变目标)。因此，设置矢量通常只用于滚动相机。更直观的命令是camroll。

最后，我们可以将向上向量重置为自动模式:

camup ("auto")

camup ()

⇒ 0 0 1

close (hf)

默认情况下，这些命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:campos, camtarget, camva。

: a = camva ()

: camva (a)

: mode = camva ("mode")

: camva (mode)

: camva (hax, …)

获取或设置相机视角。

摄像机有一个视角，它决定了可以看到多少。默认情况下是:

hf = figure();

sphere (36)

a = camva ()

⇒ a = 10.340

为了获得更广的视角，我们可以将视角扩大一倍。这也会将模式设置为手动:

camva (2\*a)

camva ("mode")

⇒ manual

我们可以将其设置回自动:

camva ("auto")

camva ("mode")

⇒ auto

camva ()

⇒ ans = 10.340

close (hf)

默认情况下，这些命令影响当前轴;或者，可以通过可选参数hax指定轴。

参见:campos, camtarget, camup。

: camzoom (zf)

: camzoom (hax, zf)

把相机放大或缩小。

大于1的zf值“放大”，使场景看起来被放大:

hf = figure ();

sphere (36)

camzoom (1.2)

小于1的值“缩小”，这样相机可以看到更多的场景:

camzoom (0.5)

从技术上讲，变焦会影响“视角”。以下命令重置为默认缩放:

camva ("auto")

close (hf)

默认情况下,这些命令会影响当前的axis;或者,一个axis可以由可选的参数hax指定。

参见:camroll,cam的轨道,camlookat,camva。

: slice (x, y, z, v, sx, sy, sz)

: slice (x, y, z, v, xi, yi, zi)

: slice (v, sx, sy, sz)

: slice (v, xi, yi, zi)

: slice (…, method)

: slice (hax, …)

: h = slice (…)

绘制三维数据/标量场切片。

三维数组v的每个元素在参数x、y和z给出的位置上表示一个标量值。参数x、y和z要么是与“网格”格式的数组v大小相同的三维数组，要么是矢量。参数xi等遵循与x等类似的格式，它们表示使用interp3对数组vi进行插值的点。向量sx, sy和sz包含各自轴的正交切片的点。

如果省略x, y, z，则假设它们为x = 1:size (v, 2)， y = 1:size (v, 1)和z = 1:size (v, 3)。

方法是:

"nearest"

返回最近的邻居。

"linear"

从最近邻的线性插值。

"cubic"

从四个最近邻的三次插值(尚未实现)。

"spline"

三次样条插值-平滑的一阶和二阶导数在整个曲线。

默认方法是“linear”。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

例子:

[x, y, z] = meshgrid (linspace (-8, 8, 32));

v = sin (sqrt (x.^2 + y.^2 + z.^2)) ./ (sqrt (x.^2 + y.^2 + z.^2));

slice (x, y, z, v, [], 0, []);

[xi, yi] = meshgrid (linspace (-7, 7));

zi = xi + yi;

slice (x, y, z, v, xi, yi, zi);

参见:interp3, surface, pcolor。

: ribbon (y)

: ribbon (x, y)

: ribbon (x, y, width)

: ribbon (hax, …)

: h = ribbon (…)

为y与x的列绘制带状图。

如果省略x，则假定一个包含行号的向量(1:行(Y))。或者，x也可以是具有与y的行相同数量的元素的向量，在这种情况下，对y的每一列使用相同的x。

可选参数width指定单个ribbon的宽度(默认为0.75)。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示每个色带的表面对象的图形句柄向量。

参见:水面、瀑布。

: shading (type)

: shading (hax, type)

设置贴片或表面图形对象的阴影。

type的有效参数是

"flat"

带有不可见边缘的单色斑块。

"faceted"

带有黑色边缘的单色斑块。

"interp"

patch顶点之间的颜色被插值，patch边缘是不可见的。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

参见:填充，网格，补丁，pcolor，冲浪，表面，隐藏，照明。

: scatter3 (x, y, z)

: scatter3 (x, y, z, s)

: scatter3 (x, y, z, s, c)

: scatter3 (…, style)

: scatter3 (…, "filled")

: scatter3 (…, prop, val)

: scatter3 (hax, …)

: h = scatter3 (…)

绘制三维散点图。

在由向量x、y和z中的坐标定义的每个点上绘制一个标记。

标记的大小由s决定，s可以是一个标量，也可以是与x、y和z长度相同的向量。如果s没有给出，或者是一个空矩阵，则使用默认值8点。

标记的颜色由c决定，c可以是定义固定颜色的字符串;一个3元素向量，表示颜色的红、绿、蓝成分;一个与x长度相同的向量，给出当前颜色图的缩放索引;或定义每个标记的RGB颜色的Nx3矩阵。

可以使用style参数更改要使用的标记，这是一个以与plot命令相同的方式定义标记的字符串。如果没有指定标记，则默认为“0”或圆形。如果给出了参数" filling "，则标记被填充。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是表示点的散射对象的图形句柄。

[x, y, z] = peaks (20);

scatter3 (x(:), y(:), z(:), [], z(:));

编程注意:属性的完整列表记录在Scatter properties。

参见:scatter, patch, plot。

: waterfall (x, y, z)

: waterfall (z)

: waterfall (…, c)

: waterfall (…, prop, val, …)

: waterfall (hax, …)

: h = waterfall (…)

绘制一个3d瀑布图。

瀑布图类似于网格图，除了只显示z (x值)行的网格线。

线框网格使用矩形绘制。矩形[x, y]的顶点通常是网格的输出。在x-y平面上的二维矩形区域上。Z决定了每个顶点平面以上的高度。如果只给出一个z矩阵，则在网格上绘制x = 1:列(z)， y = 1:行(z)。因此，z的列对应不同的x值，z的行对应不同的y值。

网格的颜色是通过线性缩放z值来计算的，以适应当前颜色图的范围。使用颜色和/或更改颜色映射来控制外观。

网格的颜色可以通过提供颜色矩阵c来独立于z指定。

任何属性/值对都直接传递给底层表面对象。完整的属性列表记录在表面属性。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

另见:网格，网格，网格，轮廓，冲浪，表面，丝带，网格，隐藏，阴影，颜色图，出租车。

**15.2.2.1纵横比**

对于三维绘图，可以为带有daspect的数据设置宽高比，也可以为带有paspect的绘图框设置宽高比。请参阅轴配置，以控制绘图的x、y和z限制。

: data\_aspect\_ratio = daspect ()

: daspect (data\_aspect\_ratio)

: daspect (mode)

: data\_aspect\_ratio\_mode = daspect ("mode")

: daspect (hax, …)

查询或设置当前轴的数据纵横比。

纵横比是一个规范化的3元素向量，表示x、y和z轴限制的跨度。

daspect (mode)

设置当前轴的数据纵横比模式。模式为“自动”或“手动”。

daspect ("mode")

返回当前轴的数据纵横比模式。

daspect (hax, …)

操作手柄x中的轴，而不是当前的轴。

参见:axis, pbaspect, xlim, ylim, zlim。

: plot\_box\_aspect\_ratio = pbaspect ( )

: pbaspect (plot\_box\_aspect\_ratio)

: pbaspect (mode)

: plot\_box\_aspect\_ratio\_mode = pbaspect ("mode")

: pbaspect (hax, …)

查询或设置当前轴的绘图框宽高比。

纵横比是一个规范化的3元素向量，表示x、y和z轴的呈现长度。

pbaspect(mode)

设置当前轴的绘图框长宽比模式。模式为“自动”或“手动”。

pbaspect ("mode")

返回当前轴的绘图框长宽比模式。

pbaspect (hax, …)

操作手柄x中的轴，而不是当前的轴。

参见:axis, daspect, xlim, ylim, zlim。

15.2.2.2三维函数绘图

: ezplot3 (fx, fy, fz)

: ezplot3 (…, dom)

: ezplot3 (…, n)

: ezplot3 (…, "animate")

: ezplot3 (hax, …)

: h = ezplot3 (…)

在三维空间绘制一条参数化定义的曲线。

Fx、fy和fz是字符串、内联函数或函数句柄，带有一个定义函数的参数。默认情况下，图在0 <= t <= 2\*pi的域上，有500个点。

如果dom是一个双元素向量，它表示t的最小值和最大值。

N是定义用于绘制函数的点的数量的标量。

如果选择“animate”选项，则绘图将以comet3的样式动画化。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的绘图的图形句柄。

fx = @(t) cos (t);

fy = @(t) sin (t);

fz = @(t) t;

ezplot3 (fx, fy, fz, [0, 10\*pi], 100);

参见:plot3, comet3, ezplot, ezmesh, ezsurf。

: ezmesh (f)

: ezmesh (fx, fy, fz)

: ezmesh (…, dom)

: ezmesh (…, n)

: ezmesh (…, "circ")

: ezmesh (hax, …)

: h = ezmesh (…)

绘制由函数定义的网格。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果传递了三个函数，则绘制参数化定义的函数[fx(s, t)， fy(s, t)， fz(s, t)]。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果给出了参数“circ”，则该函数将绘制在以域dom中间为中心的磁盘上。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

例1:两个参数的函数

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezmesh (f, [-3, 3]);

例2:参数定义函数

fx = @(s,t) cos (s) .\* cos (t);

fy = @(s,t) sin (s) .\* cos (t);

fz = @(s,t) sin (t);

ezmesh (fx, fy, fz, [-pi, pi, -pi/2, pi/2], 20);

另见:网格，ezmeshc, ezplot, ezsurf, ezsurfc，隐藏。

: ezmeshc (f)

: ezmeshc (fx, fy, fz)

: ezmeshc (…, dom)

: ezmeshc (…, n)

: ezmeshc (…, "circ")

: ezmeshc (hax, …)

: h = ezmeshc (…)

绘制由函数定义的网格和等高线。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果传递了三个函数，则绘制参数化定义的函数[fx(s, t)， fy(s, t)， fz(s, t)]。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果给出了参数“circ”，则该函数将绘制在以域dom中间为中心的磁盘上。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是一个2元素向量，具有用于创建的网格图的图形句柄和用于创建的等高线图的第二个句柄。

示例:2参数函数

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezmeshc (f, [-3, 3]);

参见：meshc, ezmesh, ezplot, ezsurf, ezsurfc, hidden。

: ezsurf (f)

: ezsurf (fx, fy, fz)

: ezsurf (…, dom)

: ezsurf (…, n)

: ezsurf (…, "circ")

: ezsurf (hax, …)

: h = ezsurf (…)

绘制由函数定义的曲面。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果传递了三个函数，则绘制参数化定义的函数[fx(s, t)， fy(s, t)， fz(s, t)]。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果给出了参数“circ”，则该函数将绘制在以域dom中间为中心的磁盘上。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

例1:两个参数的函数

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezsurf (f, [-3, 3]);

例2:参数定义函数

fx = @(s,t) cos (s) .\* cos (t);

fy = @(s,t) sin (s) .\* cos (t);

fz = @(s,t) sin (t);

ezsurf (fx, fy, fz, [-pi, pi, -pi/2, pi/2], 20);

参见：冲浪，ezsurfc, ezplot, ezmesh, ezmeshc，着色。

: ezsurfc (f)

: ezsurfc (fx, fy, fz)

: ezsurfc (…, dom)

: ezsurfc (…, n)

: ezsurfc (…, "circ")

: ezsurfc (hax, …)

: h = ezsurfc (…)

绘制由函数定义的曲面和等高线。

F是一个字符串、内联函数或函数句柄，带有定义函数的两个参数。默认情况下，图在网格域-2\*pi <= x | y <= 2\*pi上，每个维度上有60个点。

如果传递了三个函数，则绘制参数化定义的函数[fx(s, t)， fy(s, t)， fz(s, t)]。

如果dom是一个双元素向量，它表示x和y的最小值和最大值。如果dom是一个四元素向量，那么最小值和最大值是[xmin xmax ymin ymax]。

N是定义在每个维度中使用的点的数量的标量。

如果给出了参数“circ”，则该函数将绘制在以域dom中间为中心的磁盘上。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是一个2元素向量，其中一个图形句柄用于创建的表面图，另一个句柄用于创建的等高线图。

例子:

f = @(x,y) sqrt (abs (x .\* y)) ./ (1 + x.^2 + y.^2);

ezsurfc (f, [-3, 3]);

参见：冲浪，ezsurf, ezplot, ezmesh, ezmeshc，着色。

**15.2.2.3三维几何形状**

: cylinder

: cylinder (r)

: cylinder (r, n)

: cylinder (hax, …)

: [x, y, z] = cylinder (…)

绘制一个三维单位圆柱体。

可选输入r是一个矢量，指定沿单位z轴的半径。默认值为[1 1]，表示在Z == 0和Z == 1处的半径为1。

可选输入n决定圆柱体圆周周围的面数。缺省值为20。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果请求输出，则圆柱体以网格格式返回三个矩阵，这样surf (x, y, z)生成一个单位圆柱体。

例子:

[x, y, z] = cylinder (10:-1:0, 50);

surf (x, y, z);

title ("a cone");

参见:椭球，矩形，球体。

: sphere ()

: sphere (n)

: sphere (hax, …)

: [x, y, z] = sphere (…)

绘制一个三维单位球体。

可选输入n决定球体周长周围的面数。缺省值为20。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果输出被请求，球面返回三个网格格式的矩阵，使得surf (x, y, z)生成一个单位球面。

例子:

[x, y, z] = sphere (40);

surf (3\*x, 3\*y, 3\*z);

axis equal;

title ("sphere of radius 3");

参见:圆柱体、椭球体、矩形。

: ellipsoid (xc, yc, zc, xr, yr, zr)

: ellipsoid (…, n)

: ellipsoid (hax, …)

: [x, y, z] = ellipsoid (…)

绘制一个三维椭球体。

输入xc, yc, zc指定椭球体的中心。输入xr, yr, zr表示半长轴长度。

可选输入n决定圆柱体圆周周围的面数。缺省值为20。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

如果输出被请求，椭球体返回三个网格格式的矩阵，这样surf (x, y, z)生成椭球体。

参见:圆柱体，矩形，球体。

**15.2.3情节注解**

可以向现有绘图添加标题、轴标签、图例和任意文本。例如:

x = -10:0.1:10;

plot (x, sin (x));

title ("sin(x) for x = -10:0.1:10");

xlabel ("x");

ylabel ("sin (x)");

text (pi, 0.7, "arbitrary text");

legend ("sin (x)");

函数grid和box也可用于向绘图中添加网格和边框线。默认情况下，网格是关闭的，边线是打开的。

最后，可以使用注释功能添加箭头、文本和矩形或椭圆框，以突出显示绘图的某些部分。这些对象绘制在一个看不见的坐标轴上，在其他坐标轴上。

: title (string)

: title (string, prop, val, …)

: title (hax, …)

: h = title (…)

指定用作当前轴标题的字符串。

可以使用一个可选的属性/值对列表来更改所创建的标题文本对象的外观。

如果第一个参数hax是一个轴或图例句柄，那么为这个对象添加一个标题，而不是gca返回的当前轴。

可选的返回值h是创建的文本对象的图形句柄。

参见:xlabel, ylabel, zlabel, text。

: legend ()

: legend command

: legend (str1, str2, …)

: legend (charmat)

: legend ({cellstr})

: legend (…, property, value, …)

: legend (hobjs, …)

: legend ("command")

: legend (hax, …)

: legend (hleg, …)

: hleg = legend (…)

使用指定字符串作为标签显示当前轴的图例。

图例条目可以指定为单个字符串参数、字符数组或字符串单元数组。当标签名称可能与图例属性或命令参数混淆时，应该通过将标签指定为字符串的单元格数组来保护标签。

如果第一个参数hax是一个轴句柄，那么向这个轴添加一个图例，而不是gca返回的当前轴。

如果第一个参数hleg是图例句柄，则操作该图例，而不是当前轴的图例。

图例标签与坐标轴的子轴相关联;第一个标签分配给在坐标轴上绘制的第一个对象，第二个标签分配给下一个绘制的对象，依此类推。要标记特定的数据对象，而不标记所有对象，请在输入hobjs中提供它们的图形句柄。

使用命令可以进行以下自定义:

"show"

在情节上显示图例

"hide"

隐藏剧情上的传说

"toggle"

在“隐藏”和“显示”之间切换

"boxon"

在图例周围显示一个框(默认)

"boxoff"

隐藏框周围的传奇

"right"

将标签文本放在键的右侧(默认)

"left"

在键的左边放置标签文本

"off"

删除图例对象

图例函数创建一个图形对象，该对象具有可以通过get/set操作的各种属性。或者，可以在调用图例时通过包含属性/值对直接设置属性。如果使用此调用形式，则必须将标签指定为字符串的单元格数组。图形对象属性详细记录在图形对象属性。

以下是支持的图例属性的子集:

autoupdate: "off" | {"on"}

控制在向对等轴添加(或从对等轴删除)对象时是否自动更新图例项的数量。例如:

## Create a single plot with its legend.

figure ();

plot (1:10);

legend ("Slope 1");

## Add another plot and specify its displayname so that

## the legend is correctly updated.

hold on;

plot ((1:10) \* 2, "displayname", "Slope 2");

## Stop automatic updates for further plots.

legend ("autoupdate", "off");

plot ((1:10) \* 3);

box: "off" | {"on"}

控制图例是否有周围框。

location: "best" | "bestoutside" |

"east" | "eastoutside" | "none" | "north" | {"northeast"} | "northeastoutside" | "northoutside" | "northwest"| "northwestoutside" | "south" | "southeast" | "southeastoutside" | "southoutside" | "southwest" | "southwestoutside" | "west" | "westoutside" 控制图例的位置。

numcolumns: scalar interger, def. 1

控制图例项布局中使用的列数。例如:

figure ();

plot (rand (30));

legend ("numcolumns", 3);

设置numcolumns还强制将numcolumnmode属性设置为“manual”。

orientation: "horizontal" | {"vertical"}

控制图例项是垂直排列(按列排列)还是水平排列(按行排列)。

string: string | cell array of strings

图例项的标签列表。例如:

figure ();

plot (rand (20));

## Let legend choose names automatically

hl = legend ();

## Selectively change some names

str = get (hl, "string");

str(1:5:end) = "Garbage";

set (hl, "string", str);

textcolor: colorspec, def. [0 0 0]

控制图例项的文本字符串的颜色。

支持的图例特定属性的完整列表可以在图例属性中找到。

图例是作为附加的轴对象实现的，标记属性设置为“legend”。可以使用set直接操作图例对象的属性。

可选的输出值hleg是图例对象的句柄。

实现注意:图例标签文本要么在对图例的调用中提供，要么从图形对象的DisplayName属性中获取。只有数据对象，如线、块和面，具有此属性，而轴、图形等不具有此属性，因此它们永远不会出现在图例中。如果没有标签或DisplayName属性可用，那么标签文本就是简单的"data1"， "data2"，…，"dataN"。

图例FontSize属性最初设置为它所附加的轴FontSize的90%。如果有必要，可以使用set来覆盖它。

: text (x, y, string)

: text (x, y, z, string)

: text (…, prop, val, …)

: text (hax, …)

: h = text (…)

创建一个文本对象，文本字符串位于当前轴上的x, y， (z)位置。

如果x, y， (z)是向量，则可以指定多个位置。可以使用字符矩阵或字符串单元数组指定多个字符串。

可选的属性/值对可用于控制文本的外观。

如果第一个参数hax是一个轴句柄，那么将文本添加到该轴，而不是gca返回的当前轴。

可选的返回值h是创建的文本对象的图形句柄向量。

示例1:通过3种不同的方法实现多行文本

text (0.5, 0.8, {"Line 1", "Line 2"})

text (0.5, 0.6, ["Line 1"; "Line 2"])

text (0.5, 0.4, "Line 1\nLine 2")

示例2:文本在多个位置

text ([0.2, 0.2], [0.8, 0.6], "Same text at two locations")

text ([0.4, 0.4], [0.8, 0.6], {"Point 1 Text", "Point 2 text"})

text ([0.6, 0.6], [0.8, 0.6], {{"Point 1 Line 1", "Point 1 Line 2},

"Point 2 text"})

示例2:使用文本属性调整外观

ht = text (0.5, 0.5, "Hello World", "fontsize", 20);

set (ht, "color", "red");

编程注意:完整的属性列表记录在文本属性中。

单元格数组中的任何数字项都将使用sprintf ("%g")转换为文本。为了更精确地控制外观，在调用text之前使用num2str、sprintf等将任何数字项转换为字符串。

参见:gtext, title, xlabel, ylabel, zlabel。

: xlabel (string)

: xlabel (string, property, val, …)

: xlabel (hax, …)

: h = xlabel (…)

指定用于标记当前轴的x轴的字符串。

可选的属性/值对列表可用于更改所创建文本标签的属性。

文本对象属性的完整列表记录在文本属性中。

如果第一个参数hax是一个轴句柄，那么操作这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的文本对象的图形句柄。

参见:ylabel, zlabel，日期，标题，文本。

: ylabel (string)

: ylabel (string, property, val, …)

: ylabel (hax, …)

: h = ylabel (…)

指定用于标记当前轴的 y 轴的字符串。

如果指定了 hax，则标记 hax 定义的轴。

属性/值对的可选列表可用于更改所创建文本标签的属性。

文本对象属性的完整列表记录在文本属性中。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

可选返回值 h 是所创建文本对象的图形句柄。

参见: xlabel, zlabel, datetick, title, text.

: zlabel (string)

: zlabel (string, property, val, …)

: zlabel (hax, …)

: h = zlabel (…)

指定用于标记当前轴的 z 轴的字符串。

属性/值对的可选列表可用于更改所创建文本标签的属性。

文本对象属性的完整列表记录在文本属性中。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

可选返回值 h 是所创建文本对象的图形句柄。

参见: xlabel, ylabel, datetick, title, text.

: clabel (c, h)

: clabel (c, h, v)

: clabel (c, h, "manual")

: clabel (c)

: clabel (…, prop, val, …)

: hlabels = clabel (…)

向等值线图的等值线添加标签。

等值线级别由等值线矩阵 c 指定，该矩阵由 contour、contourc、contourf 和 contour3 返回。等值线标签将旋转以匹配本地线方向，并以线为中心。标签沿等值线的位置是随机选择的。

如果参数 h 是等值线组对象的句柄，则标记此图，而不是 gca 返回的当前轴中的图。

默认情况下，所有等值线都标注。但是，要标记的等值线可以由矢量 v 指定。如果给出了“手动”参数，则可以使用鼠标选择要标记的轮廓。

可以提供作为文本对象有效属性的其他属性/值对，并将其传递给基础文本对象。此外，等值线组属性“LabelSpacing”可用，该属性用于确定要指定的等值线上标注之间的间距。默认值为 144 磅，即 2 英寸。

可选返回值 hlabels 是表示每个标签的文本对象的图形句柄的矢量。文本对象的“userdata”属性包含等值线标签的数值。

文本对象属性的完整列表记录在文本属性中。

[c, h] = contour (peaks (), -4 : 6);

clabel (c, h, -4:2:6, "fontsize", 12);

参见: contour, contourf, contour3, meshc, surfc, text.

: box

: box on

: box off

: box (hax, …)

控制轴边框的显示。

参数可以是“on”或“off”。如果省略它，则切换当前框状态。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

参见: axis, grid.

: grid

: grid on

: grid off

: grid minor

: grid minor on

: grid minor off

: grid (hax, …)

控制打印网格线的显示。

函数状态输入可以是“on”或“off”。如果省略，则切换当前网格状态。

当第一个参数为“次要”时，所有后续命令都将修改次要网格而不是主要网格。

如果第一个参数 hax 是轴句柄，则在此轴上操作，而不是 gca 返回的当前轴。

要控制单个轴的网格线，请使用 set 函数。例如：

set (gca, "ygrid", "on");

参见: axis, box.

: colorbar

: colorbar (…, loc)

: colorbar (delete\_option)

: colorbar (hcb, …)

: colorbar (hax, …)

: colorbar (…, "peer", hax, …)

: colorbar (…, "location", loc, …)

: colorbar (…, prop, val, …)

: h = colorbar (…)

将颜色条添加到当前轴。

颜色条显示当前颜色图以及数字规则，以便可以解释颜色比例。

可选的输入 loc 确定颜色条的位置。如果存在，它必须是 colorbar 的最后一个参数。 loc 的有效值为

"EastOutside"

将颜色条放置在右侧绘图之外。这是默认设置。

"East"

将颜色条放置在右侧绘图内。

"WestOutside"

将颜色条放置在图的左侧。

"West"

将颜色条放置在绘图的左侧。

"NorthOutside"

将颜色条放置在绘图上方。

"North"

将颜色条放置在图的顶部。

"SouthOutside"

将颜色条放置在图下方。

"South"

将颜色条放在图的底部。

要从图中删除颜色条，请使用以下任一关键字作为删除选项：“off”、“delete”、“hide”。

如果第一个参数 hax 是坐标区句柄，则颜色条将添加到该坐标区，而不是 gca 返回的当前坐标区。或者，如果给出参数“peer”，则以下参数将被视为要在其中添加颜色条的轴句柄。 “peer”调用语法将来可能会被删除，因此不建议使用。

如果第一个参数 hcb 是 colorbar 对象的句柄，则直接对该 colorbar 进行操作。

其他属性/值对直接传递到基础坐标区对象。属性的完整列表记录在 Axes Properties 中。

可选的返回值 h 是所创建的颜色条对象的图形句柄。

实现注意事项：将颜色条创建为附加轴对象，并将“tag”属性设置为“colorbar”。创建的对象具有额外的属性“location”，它控制颜色条的位置。

参见: colormap.

: annotation (type)

: annotation ("line", x, y)

: annotation ("arrow", x, y)

: annotation ("doublearrow", x, y)

: annotation ("textarrow", x, y)

: annotation ("textbox", pos)

: annotation ("rectangle", pos)

: annotation ("ellipse", pos)

: annotation (…, prop, val)

: annotation (hf, …)

: h = annotation (…)

绘制注释以强调图形的某些部分。

您可以通过仅指定注释的类型来构建默认注释。

否则，您可以选择注释类型，然后使用基于线的注释的 x 和 y 坐标或其他位置矢量 pos 设置其位置。在任何一种情况下，坐标都是使用注释对象的“单位”属性来解释的。默认为“标准化”，这意味着图形的左下角坐标为“[0 0]”，右上角坐标为“[1 1]”。

如果第一个参数 hf 是图窗句柄，则绘制到该图窗中，而不是 gcf 返回的当前图窗。

可以以 prop/val 对的形式提供更多参数来自定义注释外观。

可选的返回值 h 是所创建的注释对象的图形句柄。这可以与 set 函数一起使用来自定义现有的注释对象。

所有注释对象共享两个属性：

* “units”：解释坐标的单位。

它的值可能是“厘米”之一 | “人物”| “英寸”| “{标准化}”| “像素”| “点”。

* “position”：一个四元素矢量[x0 y0 width height]。

该矢量指定注释对象的原点坐标 (x0,y0)、其宽度和高度。宽度和高度可能为负值，具体取决于对象的方向。

有效的注释类型及其具体属性如下所述：

"line"

构造一条线。 x 和 y 必须是二元素矢量，指定线两端的 x 和 y 坐标。

可以使用“linewidth”、“linestyle”和“color”属性来自定义线条，就像线条对象一样。

"arrow"

构造一个箭头。矢量 x 和 y 中的第二个点指定箭头坐标。

除了线条属性之外，还可以使用“headlength”、“headwidth”和“headstyle”属性来自定义箭头。 “headstyle”属性支持的值为：[“diamond”|“headstyle”] “椭圆”| “简单”| “矩形”| “vback1”| “{vback2}”| “vback3”]

"doublearrow"

构造一个双箭头。矢量 x 和 y 指定箭头坐标。

线条和箭头可以像箭头注释一样进行自定义，但有些属性名称是重复的：“head1length”/“head2length”、“head1width”/“head2width”等。索引 1 标记第一个箭头的属性x 和 y 坐标中的点。

textarrow"

构造一个箭头，在箭头的另一端带有文本标签。

使用“string”属性更改文本字符串。可以像箭头注释一样自定义线条和箭头，并且可以使用与文本图形对象相同的属性来自定义文本。但请注意，某些文本属性名称以“text”为前缀，以将其与箭头属性区分开：“textbackgroundcolor”、“textcolor”、“textedgecolor”、“textlinewidth”、“textmargin”、“textrotation”。

"textbox"

构建一个里面有文本的盒子。 pos 指定注释的“位置”属性。

使用“string”属性更改文本字符串。您可以使用“backgroundcolor”、“edgecolor”、“linestyle”和“linewidth”属性来自定义框背景颜色和边缘外观。还可以使用一组有限的文本对象属性；除了“font…”属性之外，您还可以使用“horizo​​ntalalignment”和“verticalalignment”来定位框中的文本。

最后，“fitboxtotext”属性控制框的实际范围。如果“打开”（默认），则框限制将适合文本范围。

"rectangle"

构造一个矩形。 pos 指定注释的 "position" 属性。

您可以使用 "facecolor"、"color"、"linestyle" 和 "linewidth" 属性来自定义矩形背景颜色和边缘外观。

"ellipse"

构造一个椭圆。 pos 指定注释的 "position" 属性。

请参阅 "rectangle" 注释进行自定义。

参见: xlabel, ylabel, zlabel, title, text, gtext, legend, colorbar.

**15.2.4一页多图**

八度音阶可以在单个图形中显示多个图形。最简单的方法是使用subplot函数将绘图区域划分为一系列以整数为索引的子绘图窗口。例如,

subplot (2, 1, 1)

fplot (@sin, [-10, 10]);

subplot (2, 1, 2)

fplot (@cos, [-10, 10]);

创建具有两个独立轴的图形，一个显示正弦波，另一个显示余弦波。对subplot的第一次调用将图划分为两个绘图区域(两行一列)，并使第一个绘图区域处于活动状态。由subplot创建的plot区域网格按行-主顺序编号(从左到右，从上到下)。绘制完正弦波后，对subplot的下一次调用会激活第二个subplot区域，但不会重新划分图形。

: subplot (rows, cols, index)

: subplot (rows, cols, index, hax)

: subplot (rcn)

: subplot (hax)

: subplot (…, "align")

: subplot (…, "replace")

: subplot ("position", pos)

: subplot (…, prop, val, …)

: hax = subplot (…)

建立一个以cols子窗口为单位的绘图网格，并将当前绘图轴(gca)设置为index给出的位置。

如果在(rows, cols, index)参数后提供轴句柄hax，则将相应的轴转换为子图。

如果只提供了一个数字参数，那么它必须是一个三位数的值，指定数字1中的行数、数字2中的列数和数字3中的绘图索引。

地块指数按行排列;首先，对一行中的所有列进行编号，然后填充下一行。

例如，具有2x3网格的绘图将具有如下运行的绘图索引:

+-----+-----+-----+

| 1 | 2 | 3 |

+-----+-----+-----+

| 4 | 5 | 6 |

+-----+-----+-----+

Index也可以是一个向量。在这种情况下，新的轴将包围指定的网格位置。第一个演示演示了这一点:

demo ("subplot", 1)

要激活的subplot的索引也可以由它的轴句柄hax指定，该轴句柄从上一个subplot命令返回。

如果提供了“align”选项，则子窗口的绘图框将对齐，但这可能没有给轴标记或标签留下空间。

如果给出了“replace”选项，则子图轴将被重置，而不仅仅是切换当前轴以绘制到所请求的子图。

“position”属性可用于精确定位当前图中的子图轴。选项pos是一个4元素向量[x, y, width, height]，它决定了轴的位置和大小。pos中的值在[0,1]范围内归一化。

任何属性/值对都直接传递给底层轴对象。完整的属性列表记录在Axes properties。

任何先前存在的将被新创建的轴(部分)覆盖的轴将被删除。

如果请求输出轴，subplot返回子图的轴句柄。这对于使用set修改子图的属性非常有用。

在某些情况下，subplot可能无法识别可以重用的轴，并可能替换它们。如果subplot轴需要重复引用，请考虑事先创建并存储它们的轴句柄，而不是为同一位置重复调用subplot。

例子:

x = 1:10;

y = rand (16, 10);

for i\_plot = 1:4

hax(i\_plot) = subplot (2, 2, i\_plot);

hold (hax(i\_plot), "on");

grid (hax(i\_plot), "on");

endfor

for i\_loop = 1:2

for i\_plot = 1:4

iy = (i\_loop - 1)\*4 + i\_plot;

plotyy (hax(i\_plot), x,y(iy,:), x,y(iy+1,:));

endfor

endfor

参见:axes, plot, gca, set。

**15.2.5多地块窗口**

您可以使用图形函数打开多个绘图窗口。例如,

figure (1);

fplot (@sin, [-10, 10]);

figure (2);

fplot (@cos, [-10, 10]);

创建两个图形，第一个显示正弦波，第二个显示余弦波。数字必须是正整数。

: figure

: figure n

: figure (n)

: figure (…, "property", value, …)

: h = figure (…)

创建一个用于绘图的新图形窗口。

如果没有指定参数，则创建一个包含下一个可用数字的新图形。

如果使用整数n调用，并且不存在该编号的图形，则创建具有指定编号的新图形。如果图形已经存在，则使其可见并成为用于绘图的当前图形。

可以为图形对象指定多个属性值对，但它们必须成对出现。

可选的返回值h是创建的图形对象的图形句柄。

编程注意:完整的属性列表记录在图属性中。

参见:axes, gcf, shg, clf, close。

**15.2.6绘图对象的操作**

: pan

: pan on

: pan off

: pan xon

: pan yon

: pan (hfig, option)

控制图形界面中图形的交互平移方式。

给定选项“开”或“关”，设置交互式平移模式开或关。

在没有参数的情况下，打开或关闭当前平移模式。

给定选项“xon”或“yon”，仅对x轴或y轴启用平移模式。

如果第一个参数hfig是一个数字，则对给定的数字进行操作，而不是对gcf返回的当前数字进行操作。

参见:rotate3d，缩放。

: rotate (h, direction, alpha)

: rotate (…, origin)

将绘图对象h围绕具有方向和原点原点的直线旋转alpha度。

origin的默认值是h的父轴对象的中心。

如果h是句柄的向量，它们必须都有相同的父轴对象。

可以旋转的图形对象包括线、面、补丁和图像。

: rotate3d

: rotate3d on

: rotate3d off

: rotate3d (hfig, option)

在GUI中控制图形的交互式三维旋转模式。

给出“开”或“关”选项，设置交互旋转模式为开或关。

在没有参数的情况下，打开或关闭当前的旋转模式。

如果第一个参数hfig是一个数字，则对给定的数字进行操作，而不是对gcf返回的当前数字进行操作。

参见:平移，缩放。

: zoom

: zoom (factor)

: zoom on

: zoom off

: zoom xon

: zoom yon

: zoom out

: zoom reset

: zoom (hfig, option)

在GUI中缩放当前轴对象或控制图形的交互式缩放模式。

给定一个大于零的数值参数，按给定的因子进行缩放。如果缩放因子大于1，则放大绘图。如果因子小于1，则缩小。如果缩放因子是两个或三个元素的矢量，则这些元素分别指定x、y和z轴的缩放因子。

给出“开”或“关”选项，将交互式缩放模式设置为开或关。

在没有参数的情况下，打开或关闭当前缩放模式。

给定选项“xon”或“yon”，仅对x轴或y轴启用缩放模式。

给定“out”选项，缩放到初始缩放设置。

给定“重置”选项，存储当前的缩放设置，以便缩小将返回到该缩放级别。

如果第一个参数hfig是一个数字，则对给定的数字进行操作，而不是对gcf返回的当前数字进行操作。

参见:pan, rotate3d。

**15.2.7对绘图窗口的操作**

默认情况下，Octave在打印提示符或等待输入时刷新绘图窗口。drawnow函数用于更新绘图窗口。

: drawnow ()

: drawnow ("expose")

: drawnow (term, file, debug\_file)

更新图形窗口及其子窗口。

刷新事件队列，并执行生成的任何回调。

使用可选参数“expose”，只更新图形对象，不处理其他事件或回调。

drawnow的第三种调用形式是用于调试的，没有文档记录。

参见:refresh。

只有修改过的数字才会更新。刷新功能还可以用于更新当前图形，即使它没有被修改。

: refresh ()

: refresh (h)

刷新图形，强制重新绘制。

当不带参数调用时，将重新绘制当前图形。否则，重绘图形手柄为h的图形。

参见:drawnow。

通常，像plot或mesh这样的高级绘图函数调用newplot来确定目标轴的状态是否应该初始化(默认值)，或者是否应该在之前的绘图上绘制后续绘图。要使两个绘图相互重叠，请使用hold功能或手动更改坐标轴的nextplot属性。例如,

hold on;

x = -10:0.1:10;

plot (x, sin (x));

plot (x, cos (x));

hold off;

在同一轴上显示正弦波和余弦波。如果保持状态为关闭，像这样的连续绘图命令将只显示最后的绘图。

: newplot ()

: newplot (hfig)

: newplot (hax)

: hax = newplot (…)

准备图形引擎生成一个新的情节。

此函数在所有高级绘图函数的开头调用。在用户程序中通常不需要它。newplot查询当前图形和轴的“NextPlot”字段，以确定要做什么。

| **Figure NextPlot** | **Action** |
| --- | --- |
| *"new"* | Create a new figure and make it the current figure. |
| *"add"* (default) | Add new graphic objects to the current figure. |
| *"replacechildren"* | Delete child objects whose HandleVisibility is set to *"on"*. Set NextPlot property to *"add"*. This typically clears a figure, but leaves in place hidden objects such as menubars. This is equivalent to *clf*. |
| *"replace"* | Delete all child objects of the figure and reset all figure properties to their defaults. However, the following four properties are not reset: Position, Units, PaperPosition, PaperUnits. This is equivalent to *clf reset*. |

| **Axes NextPlot** | **Action** |
| --- | --- |
| *"add"* | Add new graphic objects to the current axes. This is equivalent to *hold on*. |
| *"replacechildren"* | Delete child objects whose HandleVisibility is set to *"on"*, but leave axes properties unmodified. This typically clears a plot, but preserves special settings such as log scaling for axes. This is equivalent to *cla*. |
| *"replace"* (default) | Delete all child objects of the axes and reset all axes properties to their defaults. However, the following properties are not reset: Position, Units. This is equivalent to *cla reset*. |

如果给出了可选输入hfig或hax，则准备指定的图形或轴，而不是当前的图形和轴。

可选的返回值hax是创建的轴对象(不是图形)的图形句柄。

注意:调用newplot可能会改变当前图形和当前轴。

: hold

: hold on

: hold off

: hold (hax, …)

切换或设置绘图引擎的“保持”状态，该状态决定是否将新的图形对象添加到绘图中或替换现有对象。

hold on

保留绘图数据和设置，以便在单个图形上显示后续绘图命令。线的颜色和线的样式是先进的每一个新的情节添加。

hold all (deprecated)

相当于hold on

hold off

恢复默认图形设置，在每个新的绘图命令之前清除图形并重置轴属性。(默认)。

hold

切换当前保持状态。

当给定额外的参数hax时，将修改该轴的保持状态，而不是gca返回的当前轴。

使用ishold函数查询当前保持状态。

参见:ishold, cla, clf, newplot。

: tf = ishold

: tf = ishold (hax)

: tf = ishold (hfig)

如果下一个绘图将被添加到当前绘图中，则返回true，如果在绘制下一个绘图之前将清除绘图设备，则返回false。

如果第一个参数是轴句柄hax或图形句柄hfig，那么操作这个图而不是当前的图。

参见:hold, newplot。

要清除当前图形，请调用clf函数。要清除当前轴，请调用类函数。要将当前图形移到窗口堆栈的顶部，请调用shg函数。要删除图形对象，请对其索引调用delete。要关闭图形窗口，请调用close函数。

: clf

: clf reset

: clf (hfig)

: clf (hfig, "reset")

: h = clf (…)

清除当前图形窗口。

clf通过删除具有可见句柄(HandleVisibility = "on")的子图形对象来操作。

如果指定了可选参数“reset”，则删除所有子对象，包括那些具有隐藏句柄的子对象，并将所有图形属性重置为默认值。但是，以下属性不会被重置:Position, Units, PaperPosition, PaperUnits。

如果第一个参数hfig是一个图形句柄，那么操作这个图形而不是gcf返回的当前图形。

可选的返回值h是被清除的图形窗口的图形句柄。

参见:class, close, delete, reset。

: cla

: cla reset

: cla (hax)

: cla (hax, "reset")

清除当前或指定的(hax)轴对象。

class通过删除具有可见句柄的子图形对象来操作(HandleVisibility = "on")。这通常会清除任何可视对象的轴，但保留轴限制、打勾标记和标签、相机视图等。此外，通过将轴属性ColorOrderIndex、LinestyleOrderIndex更改为1，可以重置线的自动着色和样式。

如果指定了可选参数“reset”，则删除所有子对象，包括那些具有隐藏句柄的子对象，并将所有轴属性重置为默认值。但是，以下属性不会被重置:位置，单位。

如果第一个参数hax是一个轴句柄，那么操作这个轴，而不是gca返回的当前轴。

参见:clf, delete, reset。

: shg

显示图形窗口。

此函数使当前图形可见，并将其置于所有其他绘图窗口的顶部。

编程注意:shg相当于figure (gcf)，假设存在一个当前figure。

参见:figure, drawnow, gcf。

: delete file

: delete file1 file2 …

: delete (file)

: delete (file1, file2, …)

: delete (handle)

删除指定的文件或图形句柄。

文件可能包含全球通模式，如“\*”。可以在同一个函数调用中指定要删除的多个文件。

句柄可以是要删除的图形句柄的标量或向量。

编程说明:删除图形对象是在不清除整个图形的情况下从绘图中删除特征的正确方法。

参见:clf, cla, unlink, rmdir。

: close

: close (h)

: close figname

: close all

: close all hidden

: close all force

: status = close (…)

关闭图形窗口。

在没有参数的情况下调用时，关闭当前图形。这相当于close (gcf)。如果输入h是图形句柄或图形句柄向量，则关闭h中的每个图形。也可以通过name figname指定要关闭的图形，该名称与所有图形的“name”属性相匹配。

如果给出参数"all"，则关闭所有具有可见句柄(HandleVisibility = "on")的图形。

如果给出附加参数“hidden”，则所有图形(包括隐藏的图形)都关闭。

如果给出了附加参数“force”，则即使更改了“closerequestfcn”以防止关闭窗口，也会关闭图形。

如果请求可选输出状态，那么如果图形窗口已成功关闭，则Octave返回1。

实现说明:close的操作是将句柄h设置为当前图形，然后调用该图形的“closerequestfcn”属性指定的函数。缺省情况下，使用closeeq函数。调用的函数可能会延迟或中止删除图形。要删除一个数字而不执行任何回调函数，请使用delete。当编写回调函数来关闭窗口时，不要使用close来避免递归。

参见:close, delete。

: closereq ()

关闭当前图形并删除与之关联的所有图形对象。

默认情况下，新绘图图的“closerequestfcn”属性指向此函数。

参见:关闭，删除。

**15.2.8使用“interpreter”属性**

文本(如标题，标签，图例项)和轴对象分别具有“interpreter”和“ticklabelinterpreter”属性。它决定文本中特殊控制序列的呈现方式。

解释器属性可以有三个值:"none"， "tex"， "latex"。

**15.2.8.1 "none"解释器**

如果将解释器设置为“none”，则不会发生特殊的呈现—显示的文本是指定文本的逐字副本。

**15.2.8.2 "tex"解释器**

“tex”解释器在呈现文本时实现了tex功能的子集。这允许插入特殊的字形，如希腊字符或数学符号。使用反斜杠(\)字符后跟代码插入特殊字符，如表15.1所示。

除了特殊的符号外，还可以通过使用代码在字符串中更改文本的格式

\bf Bold font

\it Italic font

\sl Oblique Font

\rm Normal font

这些代码可以与{和}字符一起使用，以限制对字符串的一部分的更改。例如,

xlabel ('{\bf H} = a {\bf V}')

其中字符“a”不会以粗体显示。注意，为了避免让Octave解释字符串中的反斜杠字符，字符串本身应该放在单引号中。

还可以在文本中更改字体名和大小

\fontname{fontname} Specify the font to use

\fontsize{size} Specify the size of the font to use

文本的颜色也可以使用字符串(例如，“红色”)或红色-绿色-蓝色(RGB)规范的数字(例如，[1 0 0]，也是红色)进行内联更改。

\color{color}将颜色指定为字符串

\color[rgb]{R G B}用数字指定颜色

最后，可以用'^'和'\_'字符控制上标和下标。如果'^'或'\_'后面跟一个{字符，那么被{}对包围的所有块都是上标或下标。如果没有{}对，则只更改紧接在'^'或'\_'后面的字符。

|  |
| --- |
| Greek Lowercase Letters |
|  | \alpha | \beta | \gamma |
|  | \delta | \epsilon | \zeta |
|  | \eta | \theta | \vartheta |
|  | \iota | \kappa | \lambda |
|  | \mu | \nu | \xi |
|  | \o | \pi | \varpi |
|  | \rho | \sigma | \varsigma |
|  | \tau | \upsilon | \phi |
|  | \chi | \psi | \omega |
| Greek Uppercase Letters |  |  |  |
|  | \Gamma | \Delta | \Theta |
|  | \Lambda | \Xi | \Pi |
|  | \Sigma | \Upsilon | \Phi |
|  | \Psi | \Omega |  |
| Misc Symbols Type Ord |  |  |  |
|  | \aleph | \wp | \Re |
|  | \Im | \partial | \infty |
|  | \prime | \nabla | \surd |
|  | \angle | \forall | \exists |
|  | \neg | \clubsuit | \diamondsuit |
|  | \heartsuit | \spadesuit |  |
| “Large” Operators |  |  |  |
|  | \int |  |  |
| Binary Operators |  |  |  |
|  | \pm | \cdot | \times |
|  | \ast | \circ | \bullet |
|  | \div | \cap | \cup |
|  | \vee | \wedge | \oplus |
|  | \otimes | \oslash |  |
| Relations |  |  |  |
|  | \leq | \subset | \subseteq |
|  | \in | \geq | \supset |
|  | \supseteq | \ni | \mid |
|  | \equiv | \sim | \approx |
|  | \cong | \propto | \perp |
| Arrows |  |  |  |
|  | \leftarrow | \Leftarrow | \rightarrow |
|  | \Rightarrow | \leftrightarrow | \uparrow |
|  | \downarrow |  |  |
| Openings and Closings |  |  |  |
|  | \lfloor | \langle | \lceil |
|  | \rfloor | \rangle | \rceil |
| Alternate Names |  |  |  |
|  | \neq |  |  |
| Other |  |  |  |
|  | \ldots | \0 | \copyright |
|  | \deg |  |  |

表15.1:TeX模式中可用的特殊字符

警告:学位符号

关于\circ符号，TeX和MATLAB的一致性是不可能的。当TeX将此符号转换为Unicode 2218 (U+2218)时，MATLAB将其映射为Unicode 00B0 (U+00B0)。Octave选择遵循TeX规范，但增加了映射到度数符号(U+00B0)的额外符号\deg。

**15.2.8.3 "latex"解释器**

“latex”解释器只有在存在外部latex工具链时才能工作。需要三个二进制文件:latex、dvipng和dvisvgm。如果这些二进制文件已经安装，但不在路径上，仍然可以使用以下环境变量提供它们各自的路径:OCTAVE\_LATEX\_BINARY、OCTAVE\_DVIPNG\_BINARY和OCTAVE\_DVISVG\_BINARY。

注意，Octave在“latex”模式下不会解析或验证文本字符串——生成有效字符串是程序员的责任，其中可能包括应该在Math模式下出现的带有“$”字符的包装部分。例如，请参阅https://www.latex-project.org/help/documentation/获取有关LaTeX排版的文档。

出于调试目的，可以设置一个方便的环境变量OCTAVE\_LATEX\_DEBUG\_FLAG，以便在Octave无法让外部LaTeX引擎编译给定文本时触发更详细的输出。例如，"x^2"不是一个有效的LaTeX字符串，下面的示例应该失败

setenv ("OCTAVE\_LATEX\_DEBUG\_FLAG", "1")

x = 1:10;

plot (x, x.^2)

title ("x^2", "interpreter", "latex")

搜索终端输出，你会发现一些有用的信息，关于失败的来源:

...

No file default.aux.

! Missing $ inserted.

<inserted text>

$

l.6 x^

2

! Missing $ inserted.

...

如果在第一次文本渲染时没有找到可用的LaTeX工具链，则使用“LaTeX”解释器相当于“无”。

**15.2.9打印和保存绘图**

print命令允许您将绘图发送到打印机，并以各种格式保存绘图。例如,

print -dpsc

将当前图形打印到彩色PostScript打印机。而且,

print -deps foo.eps

将当前图形保存到名为foo.eps的封装PostScript文件中。

当前的图形工具包产生非常相似的图形显示，但在显示不寻常文本的能力和打印此类文本的能力方面有所不同。一般来说，“tex”解释器(默认)对于屏幕显示和打印来说都是性能最好的。然而，对于复杂文本公式的再现，首选“latex”解释器。当使用-painters渲染器(所有矢量格式的默认值)打印时，可以考虑两个选项:

使用-svgconvert选项允许呈现LaTeX公式。注意，字形呈现为路径，原始文本信息丢失。

使用-d\*latex\*设备之一生成.tex文件(加上支持的.eps或.pdf文件)，由外部latex引擎进一步处理。注意，print函数首先将所有字符串的解释器设置为"latex"，这意味着所有字符串必须是有效的latex字符串。

使用-dpdflatexstandalone选项显示文本打印功能的完整示例如下:

x = 0:0.01:3;

hf = figure ();

plot (x, erf (x));

hold on;

plot (x, x, "r");

axis ([0, 3, 0, 1]);

text (0.65, 0.6175, ...

['$\displaystyle\leftarrow x = {2 \over \sqrt{\pi}}' ...

'\int\_{0}^{x} e^{-t^2} dt = 0.6175$'],

"interpreter", "latex");

xlabel ("x");

ylabel ("erf (x)");

title ("erf (x) with text annotation");

print (hf, "plot15\_7", "-dpdflatexstandalone");

system ("pdflatex plot15\_7");

open plot15\_7.pdf

此示例的结果如图15.7所示
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图15.7:使用-dpdflatexstandalone包含文本的示例

: print ()

: print (options)

: print (filename, options)

: print (hfig, …)

: RGB = print ("-RGBImage", …)

对要打印的图形进行格式化，然后将其保存到文件、发送到打印机或返回RGB图像。

Filename定义输出文件的名称。如果文件名没有后缀，则从指定的设备推断出一个并附加到文件名。当文件名和“-RGBImage”选项都不存在时，输出将被发送到打印机。各种选项和文件名参数可以以任何顺序给出，除了图形句柄参数hfig，如果它出现，则必须在第一个。

示例:使用PDF和JPEG格式打印到文件。

figure (1);

clf ();

surf (peaks);

print figure1.pdf # The extension specifies the format

print -djpg figure1 # Will produce "figure1.jpg" file

如果第一个参数是图形对象的句柄hfig，则它指定要打印的图形。默认情况下，打印gcf返回的当前数字。

对于分页格式(例如PostScript和PDF)的输出，页面大小由图形的papersize属性和paperunits属性指定。图形在页面上的位置和大小由图形的纸张位置属性指定。页面的方向由图形的纸张方向属性指定。

对于非页面格式—例如，像jpeg这样的图像格式—输出的宽度和高度由图形的paperposition(3:4)属性值指定。

print命令支持许多选项:

-fh

指定要打印的图形的手柄h。

示例:打印图1。

figure (1);

clf ();

surf (peaks);

figure (2);

print -f1 figure1.pdf

## Equivalent functional form:

print (1, "figure1.pdf")

-Pprinter

如果没有指定文件名，则设置发送绘图的打印机名称。

示例:使用PostScript格式打印到名为PS\_printer的打印机。

clf ();

surf (peaks);

print -dpswrite -PPS\_printer

-RGBImage

返回该图形的m × n × 3的RGB图像。图像的大小取决于格式化选项。这类似于获取情节的屏幕截图，但格式选项可能会更改，例如分辨率或单色/颜色。

示例:获取图形图像的像素。

clf ();

surf (peaks);

rgb = print ("-RGBImage");

-image | -opengl

-vector | -painters

指定是使用基于像素的渲染器(-image或-opengl)还是基于矢量的渲染器(-vector或-painters)。这相当于改变图形的“Renderer”属性。当图形“RendererMode”属性为“auto”(默认值)时，Octave将对栅格格式(如JPEG)使用“opengl”渲染器，对矢量格式(如PDF)使用“painter”渲染器。这些选项仅支持“qt”图形工具包。

-svgconvert (default)

-nosvgconvert

当使用-painters渲染器时，这将启用或禁用基于SVG的后端工具链，并具有增强的特性:

Font handling:

对于解释器"none"和"tex"，实际的字体被嵌入到输出文件中，允许以所有矢量格式打印任意字符和字体。

使用“latex”解释器的字符串使用路径对象呈现。这看起来不错，但请注意文本信息(字体，字符…)丢失了。

Output Simplification:

默认情况下，选项-painter使用三角形组件渲染补丁和表面对象。这可能导致在查看文件时出现反混叠现象。svgconvert选项重建多边形，以避免这些工件(特别是2-D图形)。

Transparency:

允许打印PDF格式的透明图形对象。对于PostScript格式，任何透明对象的存在都会导致输出光栅化。

警告:如果Octave是针对早于5.13的Qt版本构建的，-svgconvert可能会导致图像对象的不准确渲染。

-polymerge

-nopolymerge

-polymerge-all

当使用基于SVG的后端-svgconvert时，面被渲染为三角形。在某些情况下，一些观察者可能会在这些三角形共用一条边的地方显示细线。这些选项控制是否将所有共享边的三角形合并为多边形(-polymerge-all对于由许多三角形组成的图形(包括线标记)可能需要一些时间)，仅合并连续多边形(-polymerge)，或者根本不合并三角形(-no-polymerge)。默认情况下，只合并共享一条边的连续三角形，除非打印图形包含补丁或表面图形对象，在这种情况下，合并共享一条边的所有三角形。

-portrait

-landscape

指定打印输出图的方向。对于非打印输出，输出的宽高比对应于在指定方向上由“paperposition”属性定义的绘图面积。此选项相当于更改图形的“纸张方向”属性。

-fillpage

-bestfit

当使用基于页面的格式(PDF、PostScript、打印机)时，忽略“paperposition”属性，让绘图占据整个页面。option -fillpage将拉伸该情节，使其以0.25英寸的空白占据整个页面。选项-bestfit将扩展情节以占用尽可能多的页面空间，而不会扭曲情节的原始宽高比。

-color

-mono

彩色或单色输出。

-solid

-dashed

分别强制所有线为实线或虚线。

-noui

不要打印uicontrol对象，例如按钮，因为它们可能会覆盖绘图。这是默认行为，如果不使用外部屏幕捕获工具，就不可能在输出中包含uicontrol对象。

-rNUM

位图的分辨率(以每英寸点数为单位)。对于元文件和SVG，默认值都是屏幕分辨率;对于其他格式，默认值是150dpi。要指定屏幕分辨率，使用"- 0"。

例如:高分辨率光栅输出。

clf ();

surf (peaks (), "facelighting", "gouraud");

light ();

print ("-r600", "lit\_peaks.png");

-Sxsize,ysize

光栅格式(包括PNG、JPEG、PNG和SVG)的图大小(以像素为单位)。对于所有矢量格式，包括PDF, PS和EPS，绘图大小以点为单位指定。此选项相当于通过设置图形属性paperposition(3:4)来改变输出的宽度和高度。在使用print函数的命令形式时，必须引用xsize,ysize选项，以防止Octave解释器识别嵌入的逗号('，')。例如，写入“-S640,480”。

-tight

-loose

为EPS文件强制一个紧或松的边界框。默认值是紧的。

-preview

添加预览EPS文件。支持的格式有:

-interchange

提供交换预览。

-metafile

提供元文件预览。

-pict

提供图片预览。

-tiff

提供TIFF预览。

-append

将PostScript或PDF输出给同一类型的现有文件。

-Ffontname

-Ffontname:size

-F:size

对所有文本使用fontname和/或fontsize。对于某些设备，字体名称被忽略:fig等。

-ddevice

可用的输出格式由选项设备指定，并且是以下格式之一(带有'\*'标记的设备仅在Gnuplot工具包中可用):

矢量格式

svg

可伸缩矢量图形

pdf

pdfcrop

便携式文档格式。pdf设备格式化图形以便在纸上打印。周围页面的大小和图形在页面内的位置由纸张图形属性定义。

如果不想要周围的页面，可以使用pdf。

注意:使用-nosvgconvert选项，PDF继承了与PostScript相同的限制(有限的字体集和缺乏透明度)。

eps(2)

epsc(2)

封装PostScript(1级和2级，单声道和彩色)。

基于opengl的图形工具包总是生成PostScript 3.0。它们对文本的支持有限，除非使用-svgconvert选项(默认值)。限制包括只使用ASCII字符(例如，不使用希腊字母)和只支持三种基本PostScript字体:Helvetica(默认)、Times或Courier。任何其他字体将被Helvetica取代。

ps(2)

psc(2)

与eps相同，不同之处在于该图形是为在纸上打印而格式化的。周围页面的大小和图形在页面内的位置由纸张图形属性定义。

pslatex

epslatex

pdflatex

pslatexstandalone

epslatexstandalone

pdflatexstandalone

为绘图的文本部分生成一个LaTeX文件filename.tex，为其余图形生成一个文件filename.(ps|eps|pdf)。图形文件后缀“。ps|eps|pdf”由指定的设备类型决定。由“standalone”选项生成的LaTeX文件可以由LaTeX直接处理。不使用“standalone”选项生成的文件将包含在另一个LaTeX文档中。在这两种情况下，LaTeX文件都包含一个\includegraphics命令，以便在处理LaTeX文件时自动包含生成的图形文件。写入LaTeX文件的文本包含的字符串与图中指定的字符串完全相同。如果使用了TeX模式解释器的任何特殊字符，则必须在LaTeX处理之前编辑文件。具体来说，特殊字符必须用美元符号($…$)括起来，并且LaTeX可以识别的其他字符也可能需要编辑(例如，大括号)。“pdflatex”设备和任何“独立”格式都不能在Gnuplot工具包中使用。

epscairo\*

pdfcairo\*

epscairolatex\*

pdfcairolatex\*

epscairolatexstandalone\*

pdfcairolatexstandalone\*

使用Cairo渲染器生成输出。epscairo和pdfcairo设备是epsc设备的同义词。LaTeX变体为绘图的文本部分生成一个LaTeX文件filename.tex，为绘图的图形部分生成一个图像文件filename.(eps|pdf)。' standalone '变体的行为与上面描述的' epslatexstandalone '一样。

canvas\*

在HTML5画布上基于javascript的绘图，可在web浏览器中查看。

emf

meta

Microsoft Enhanced Metafile

fig

XFig。对于Gnuplot图形工具包，可以使用附加选项-textspecial或-textnormal(默认值)来控制是否应该为图中的文本设置特殊标志。

latex\*

eepic\*

乳胶图片环境和扩展图片环境。

tikz

tikzstandalone\*

使用PGF/TikZ格式生成LaTeX文件。基于opengl的工具包创建PGF文件，而Gnuplot创建TikZ文件。“tikzstandalone”设备生成一个LaTeX文档，其中包含TikZ文件。

光栅文件

png

便携式网络图像格式

jpg

jpeg

JPEG图像：一种常见的图像文件格式，全称为Joint Photographic Experts Group，通常用于存储和传输数字照片。

tif

tiff

tiffn

具有LZW压缩(tif, TIFF)或未压缩(tiffn)的TIFF图像。

gif

GIF图像

pbm

PBMplus

dumb\*

ASCII字符画

如果省略设备，则从文件扩展名中推断，或者如果没有文件名，则将其作为PostScript发送到打印机。

-dghostscript\_device

Ghostscript支持其他设备。一些例子是:

ljet2p

HP LaserJet IIP

pcx24b

24位彩色PCX文件格式

ppm

便携式像素地图文件格式

要获得可用格式和设备的完整列表，请键入system(“gs -h”)。

当Ghostscript输出发送到打印机时，大小由图形的“papersize”属性决定。当输出发送到文件时，大小由图形的“paperposition”属性定义的绘图框决定。

-Gghostscript\_command

指定调用Ghostscript的命令。Unix的默认值是“gs”，Windows的默认值是“gswin32c”。

-TextAlphaBits=n

-GraphicsAlphaBits=n

Octave能够通过使用Ghostscript生成各种打印机，位图和矢量格式的输出。对于位图和打印机输出，使用Ghostscript的TextAlphaBits和GraphicsAlphaBits选项应用抗锯齿。默认位数分别为4和1。N的取值为1、2或4。

-no-append-file-extension

使用此选项时，将逐字使用文档名。这意味着不会自动附加与文档格式匹配的文档扩展名。

参见:saveas, getframe, savefig, hgsave, orient, figure。

: saveas (h, filename)

: saveas (h, filename, fmt)

将图形对象h保存为图形格式fmt的文件文件名。

如果h是图形对象的句柄，则保存该图形对象。如果h是另一个图形对象的句柄，则保存包含该图形对象的图形。

可以使用打印接受的所有设备格式。常见的格式有:

ofig

八度图形文件格式(默认)

mfig

两个文件:Octave m-file filename。m包含代码，以打开八度音程图形文件filename.ofig

ps

PostScript

eps

被封装的 PostScript 格式（PostScript 是一种编程语言）

带有预视图象的 PostScript 格式（PostScript 是一种编程语言）

pdf

便携式文档格式：一种由Adobe公司开发的电子文档格式，可以在不同操作系统和设备上保持格式一致性。

jpg

JPEG图像：一种常见的图像文件格式，全称为Joint Photographic Experts Group，通常用于存储和传输数字照片。

png

便携式网络图形图像

emf

增强型图元文件

tif

TIFF图像，压缩

如果省略fmt是提取文件名的扩展。当没有扩展名时，默认格式为“ofig”。

clf ();

surf (peaks);

saveas (1, "figure1.png");

参见:print, savefig, hgsave, orient。

: orient (orientation)

: orient (hfig, orientation)

: orientation = orient ()

: orientation = orient (hfig)

查询或设置图形hfig的打印方向。

方向的有效值为"portrait"、"landscape"和"tall"。

“景观”选项改变方向，使地块宽度大于地块高度。“纸张位置”也进行了修改，使情节填满页面，同时留下0.25英寸的边框。

“tall”选项将方向设置为“纵向”，并在页面中填充情节，同时留下0.25英寸的边框。

“纵向”选项(默认)改变方向，使地块高度大于地块宽度。它还恢复默认的“paperposition”属性。

当不带参数调用时，返回当前的打印方向。

如果省略参数hfig，则对gcf返回的当前图形进行操作。

参见:打印，保存。

打印和保存在一个情节的工作已经完成并且输出必须是出版准备格式时使用。在中间阶段，最好保存图形对象及其所有相关信息，以便在Octave中轻松地更改颜色、轴限制、标记样式等。hgsave/hgload命令可用于保存和重新创建图形对象。

: hgsave (filename)

: hgsave (h, filename)

: hgsave (h, filename, fmt)

将图形句柄h以fmt格式保存到文件文件名中。

如果未指定，h是gcf返回的当前数字。

当filename没有扩展名时，默认的文件扩展名。ofig将被追加。

如果存在，fmt必须是下列之一:

* -binary, -float-binary
* -hdf5, -float-hdf5
* -V7, -v7, -7, -mat7-binary
* -V6, -v6, -6, -mat6-binary
* -text
* -zip, -z

默认格式为-binary以最小化存储空间。

编程注意事项:为最终出版物制作图形时，请使用打印或保存。当重要的是能够继续编辑一个图形作为一个Octave对象时，使用hgsave/hgload。

参见:hgload, hdl2struct, savefig, saveas, print。

: h = hgload (filename)

: [h, old\_prop] = hgload (filename, prop\_struct)

将文件名中的图形对象加载到图形句柄向量中。

如果filename没有扩展名，Octave将尝试查找带有或不带有默认扩展名.ofig的文件。

如果提供，结构prop\_struct的元素将用于覆盖存储在filename中的顶级对象的属性，并且filename中保存的值将存储在old\_prop中。Old\_prop是一个匹配h大小的单元格数组;在被覆盖之前，每个单元格包含现有属性名称和值的结构。

参见:openfig, hgsave, struct2hdl。

: openfig

: openfig (filename)

: openfig (…, copies)

: openfig (…, visibility)

: h = openfig (…)

从文件名中读取保存的图形窗口并返回图形句柄h。

默认情况下，文件名为“Untitled.fig”。如果未指定完整路径，则打开的文件将是加载路径中遇到的第一个文件。如果找不到文件名并且没有扩展名，则将搜索加载路径中扩展名为“”的第一个文件。图“或”。Ofig”，按这个顺序。

拷贝是一个可选的输入，指示是否应该创建一个新的图形(“新的”)或者是否可以重用一个现有的图形(“重用”)。如果"FileName"属性与指定的输入文件名匹配，则可以重用现有的图形。当一个图被重用时，它将成为活动图，并显示在其他图的顶部。如果图形在屏幕外，它将被重新定位到屏幕上。副本的默认值为“new”。

可见性是一个可选输入，指示是否显示图形(“可见”)或不显示(“不可见”)。当可见度被指定为openfig的输入时，它会覆盖存储在filename中的可见度设置。

参见:open, hgload, savefig, struct2hdl。

: savefig ()

: savefig (h)

: savefig (filename)

: savefig (h, filename)

: savefig (h, filename, "compact")

保存图形句柄h指定的图形窗口到文件filename。

如果未指定，h是gcf返回的当前数字。

如果未指定，则文件名设置为“Untitled.fig”。如果filename没有扩展名，则默认扩展名为"。将添加Fig”。

如果存在可选的第三个输入“compact”，则数据将被压缩以节省更多空间。

参见:hgsave, hdl2struct, openfig。

**15.2.10与情节交互**

用户可以使用ginput函数选择绘图上的点，或者使用鼠标使用gtext函数选择在绘图上放置文本的位置。

: [x, y, buttons] = ginput (n)

: [x, y, buttons] = ginput ()

返回当前图形窗口中鼠标单击和/或击键的位置和类型。

如果定义了n，那么在返回之前捕获n个事件。当n未定义时，ginput将循环，直到按下返回键RET。

返回值x、y是以当前轴为单位单击鼠标的坐标。对于左、中或右按钮，返回值按钮为1、2或3。如果按下某个键，则在button中返回ASCII值。

实现说明:ginput用于二维绘图。对于三维绘图，请参阅当前轴的当前点属性，该属性可以通过当前视图的知识转换为数据单元。

参见:gtext, waitforbuttonpress。

: b = waitforbuttonpress ()

等待在当前图形窗口上单击鼠标或按下键。

如果按下鼠标按钮，b的返回值为0，如果按下键，返回值为1。

参见:waitfor, ginput, kbhit。

: gtext (s)

: gtext ({s1, s2, …})

: gtext ({s1; s2; …})

: gtext (…, prop, val, …)

: h = gtext (…)

使用鼠标将文本放置在当前图形上。

字符串参数s可以是字符数组或字符串的单元格数组。如果s有多行，则在单击鼠标后使用每行创建一个单独的文本对象。例如:

在一次鼠标点击后放置一个字符串

gtext ("I clicked here")

鼠标点击两次后放置两个字符串

gtext ({"I clicked here"; "and there"})

鼠标点击两次后，放置两个字符串，每个字符串有两条线

gtext ({"I clicked", "here"; "and", "there"})

可选的属性/值对直接传递给底层文本对象。

文本对象属性的完整列表记录在文本属性中。

可选的返回值h保存了创建的文本对象的图形句柄。

参见:ginput, text。

更复杂的用户交互机制可以使用ui\*函数族获得，参见ui元素。

**15.2.11测试绘图函数**

函数sombrero和peaks提供了一种检查绘图工作的方法。在“Octave”提示符下输入“sombrero”或“peaks”，将显示一个三维图形。

: sombrero ()

: sombrero (n)

: z = sombrero (…)

: [x, y, z] = sombrero (…)

绘制熟悉的三维宽边帽函数。

绘制的函数是

z = sin (sqrt (x^2 + y^2)) / (sqrt (x^2 + y^2))

调用时不带返回参数，sombrero使用surf在网格[-8,8]上绘制上述函数的表面。

如果n是一个标量，则该图由n条网格线组成。n的默认值是41。

当使用输出参数调用时，返回在网格上求值的函数的数据。这随后可以用surf (x, y, z)绘制。

参见:峰值，网格，网格，冲浪。

: peaks ()

: peaks (n)

: peaks (x, y)

: z = peaks (…)

: [x, y, z] = peaks (…)

画一个有很多局部最大值和最小值的函数。

函数有这样的形式

f(x,y) = 3\*(1-x)^2\*exp(-x^2 - (y+1)^2) ...

- 10\*(x/5 - x^3 - y^5)\*exp(-x^2-y^2) ...

- 1/3\*exp(-(x+1)^2 - y^2)

调用时不带返回参数，peaks使用surf绘制上述函数的表面。

如果n是标量，则在n × n网格上绘制上述函数在[-3,3]范围内的值。n的默认值为49。

如果n是一个向量，那么它表示计算函数的网格值。如果指定了x和y，则在指定的顶点网格上计算函数值。

当使用输出参数调用时，返回在网格上求值的函数的数据。这随后可以用surf (x, y, z)绘制。

参见:宽边帽，网格，网格，冲浪。

**15.3图形数据结构**

**15.3.1图形结构简介**

图形函数使用类graphics\_handle的指针来定位控制可视化显示的数据结构。图形句柄可以指向许多不同的基本对象类型中的任何一种。这些对象就是图形数据结构本身。原始图形对象类型有:图形、轴、线、文本、补丁、散射、表面、文本、图像和光。

这些对象中的每一个都有一个同名的函数，这些函数中的每一个都返回一个指向相应类型对象的图形句柄。

此外，还有几个函数对图形对象的属性进行操作，并返回句柄。这包括但不限于以下函数:函数plot和plot3返回一个指向line类型对象的句柄。函数subplot返回一个指向类型为axes的对象的句柄。函数fill、fill3、trimesh和trisurf返回一个指向patch类型对象的句柄。函数scatter3返回一个散点类型对象的句柄。函数slice, surf, surfl, mesh, meshz, pcolor和waterfall都返回一个类型为surface的句柄。函数camlight返回一个light类型对象的句柄。函数area、bar、bar、contour、contourf、contour3、surf、meshc、errorbar、quiver、quiver3、stair、stem、stem3都返回一个复杂数据结构的句柄，如数据源中所述。

图形对象按层次结构排列:

1. 根对象由root返回(历史上，相当于句柄0)。换句话说，get (root)返回根对象的属性。

2. 根的下面是图形对象。

3. 在图形对象下面是轴或g组对象。

4. 在轴或g组对象下面是线、文本、patch、scatter、surface、image和light对象。

可以通过查询图形对象的“父”和“子”属性来遍历这个层次树。

图形句柄可以通过ishhandle函数与函数句柄(参见函数句柄)区别开来。如果ishhandle的参数是一个图形对象的句柄，则返回true。此外，图形或轴对象可以分别使用isfigure或isaxes进行测试。要测试特定类型的图形句柄，例如补丁或直线对象，请使用isgraphics。更具体的测试函数只有在参数既为图形句柄又为正确类型(图形、轴、指定对象类型)时才返回true。

get和set命令用于获取和设置图形对象的属性值。此外，还可以使用get命令获取属性名称。

例如，图形句柄h所指向的图形对象的属性“type”可以显示为:

get (h, "type")

属性及其当前值可以使用s = get (h)以结构形式获得，其中h是图形对象的句柄。如果只需要属性的名称和允许的值(仅针对无线电属性)，则可以使用set (h)。

因此，例如:

h = figure ();

get (h, "type")

⇒ ans = figure

set (h)

⇒

alphamap:

beingdeleted: [ {off} | on ]

busyaction: [ cancel | {queue} ]

buttondownfcn:

clipping: [ off | {on} ]

closerequestfcn:

color:

colormap:

createfcn:

currentaxes:

deletefcn:

dockcontrols: [ {off} | on ]

filename:

graphicssmoothing: [ off | {on} ]

handlevisibility: [ callback | off | {on} ]

...

得到和设置的使用进一步解释了。

: res = isprop (obj, "prop")

如果prop是对象obj的属性，则返回true。

Obj也可以是一个对象数组，在这种情况下res将是一个逻辑数组，指示每个句柄是否具有属性prop。

对于绘图，obj是图形对象的句柄。否则，obj应该是一个类的实例。isprop报告类是否定义了属性，但是访问权限或可见性限制(Hidden = true)可能会阻止程序员使用。

参见:get, set, properties, ismethod, isobject。

**15.3.2图形对象**

上面已经解释了图形对象的层次结构。参见图形结构介绍。这里描述了具体的对象，并讨论了这些对象中包含的属性。请记住，图形对象总是由句柄引用。

root

层次结构的顶层和所有图形对象的父级。使用root获取根图形对象的句柄。

figure

图形窗口。

axes

一组轴。该对象是图形对象的子对象，并且可以是线、文本、图像、补丁、表面或光对象的父对象。

line

二维或三维的直线

text

文本注释。

image

位图图像。

patch

一种填充多边形，目前仅限于二维。

surface

三维曲面

light

在小块和表面上用于照明效果的光物体。

**15.3.2.1创建图形对象**

你可以通过调用与对象同名的函数来创建任何图形对象原语;换句话说，图形、轴、线、文本、图像、补丁、表面和光函数。这些基本图形对象自动成为当前轴对象的子对象，就像保持在适当位置一样。另外，轴将自动成为当前图形对象的子对象，图形将成为根对象的子对象。

如果不需要这种自动连接功能，那么首先调用newplot来准备一个新的图形和坐标轴进行绘图是很重要的。或者，更简单的方法是调用高级图形例程，它将创建绘图，然后用低级图形对象填充它。不要用电话，用情节。或者用surf代替surface。或者使用fill或fill3代替patch。

: axes ()

: axes (property, value, …)

: axes (hpar, property, value, …)

: axes (hax)

: h = axes (…)

创建一个笛卡尔轴对象并返回一个句柄，或者将当前轴设置为hax。

调用时不带任何参数，或带属性/值对，将构造一个新轴。可选参数hpar是一个图形句柄，指定新轴的父节点，可以是图形、uipanel或uitab。

使用单个轴句柄参数hax调用，该函数使hax为当前轴(由gca返回)。它还使包含hax的图形为当前图形(由gcf返回)。最后，它重新堆叠父对象的children属性，以便该轴出现在列表中所有其他轴句柄之前。这将导致hax显示在任何其他轴对象的顶部(z顺序堆叠)。此外，它重新堆叠与hax关联的任何图例或颜色条对象，以便它们也可见。

编程注意:属性的完整列表记录在Axes properties。

参见:gca, set, get。

: line ()

: line (x, y)

: line (x, y, z)

: line ("xdata", x, "ydata", y)

: line ("xdata", x, "ydata", y, "zdata", z)

: line (…, property, value)

: line (hax, …)

: h = line (…)

从x和y(可能还有z)创建一个直线对象，并将其插入当前轴中。

在标准调用形式中，数据x、y和z可以是标量、向量或矩阵。在矩阵输入的情况下，line将尝试定向标量和向量，以便可以绘制结果。这要求向量的一个维度匹配矩阵的行数或列数。

在低级调用形式(性能提高50%)中，数据由名称(行("xdata"， x，…))指定，数据必须是向量。如果没有指定数据(line())，则x == y =[0,1]。

可以为line对象指定多个属性值对，但它们必须成对出现。

如果只使用属性/值对调用，则任何未指定的属性使用根对象上指定的默认值。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的线条对象的图形句柄(或句柄向量)。

编程注意:完整的属性列表记录在Line properties中。

函数线与绘图的不同之处在于，在不首先清除绘图的情况下，将直线对象插入到当前轴中。

参见:图像，补丁，矩形，表面，文本。

: patch ()

: patch (x, y, c)

: patch (x, y, z, c)

: patch ("Faces", faces, "Vertices", verts, …)

: patch (…, "prop", val, …)

: patch (…, propstruct, …)

: patch (hax, …)

: h = patch (…)

在当前坐标轴上创建patch对象，顶点位置为(x, y)，颜色为c。

如果顶点是大小为MxN的矩阵，则每个多边形补丁有M个顶点，总共将创建N个多边形。如果某些多边形没有M个顶点，则使用NaN表示“无顶点”。如果z输入存在，则会创建3-D补丁。

颜色论证c可以有多种形式。要创建所有共享单一颜色的多边形，请使用字符串值(例如，“r”表示红色)，按轴缩放并索引到当前颜色图的标量值，或具有精确TrueColor的3元素RGB矢量。

如果c是一个长度为N的向量，那么第i个多边形的颜色将由根据坐标轴缩放条目c(i)决定，然后索引到当前颜色图。更复杂的着色情况需要直接操作补丁属性/值对。

不需要通过矩阵x和y来指定多边形，而是可以呈现一个唯一的顶点列表，然后是一个从这些顶点创建的多边形面列表。在这种情况下，“顶点”矩阵将是Nx2 (2-D补丁)或Nx3 (3-D补丁)。MxN“Faces”矩阵描述了M个具有N个顶点的多边形——每一行描述一个多边形，每一列条目是“顶点”矩阵的一个索引，用于识别一个顶点。patch对象可以通过直接传递属性/值对“顶点”/vert，“面”/ Faces作为输入来创建。

不使用属性/值对，任何属性都可以通过传递带有各自字段名的结构propstruct来设置。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的补丁对象的图形句柄。

编程注意:

1. 完整的属性列表记录在修补进程属性中。有用的修补进程属性包括：“cdata”、“edgecolor”、“facecolor”、“faces”、“vertices”和“facevertexcdata”。
2. 指定面片几何形状的属性（“xdata”、“ydata”、“zdata”、“faces”、“vertices”）应在其他属性之前指定，以避免意外的绘图输出或错误。
3. 混合定义几何的 x-y-z 和面顶点形式可能会产生意外的几何结果。
4. 将“cdata”颜色定义与面顶点定义几何或“facecentercdata”颜色定义与 x-y-z 定义几何一起使用时，可能会出现意外的色块颜色结果。

参见:fill, get, set。

: surface (x, y, z, c)

: surface (x, y, z)

: surface (z, c)

: surface (z)

: surface (…, prop, val, …)

: surface (hax, …)

: h = surface (…)

从网格中给定矩阵x和y，创建一个表面图形对象，矩阵z值对应于表面的x和y坐标。

如果x和y是向量，那么一个典型的顶点是(x(j)， y(i)， z(i,j))。因此，z的列对应不同的x值，z的行对应不同的y值。如果只给出一个输入z，则取x为1:列(z)， y为1:行(z)。

任何属性/值输入对都被分配给表面对象。

如果第一个参数hax是一个轴句柄，那么绘制到这个轴，而不是gca返回的当前轴。

可选的返回值h是创建的表面对象的图形句柄。

编程注意:完整的属性列表记录在表面属性中。

参见:surf, mesh, patch, line。

: light ()

: light (…, "prop", val, …)

: light (hax, …)

: h = light (…)

在当前轴或轴hax上创建一个光对象。

当一个光照对象存在于一个轴对象中，并且一个补丁或表面对象的属性“EdgeLighting”或“facellighting”被设置为非“none”的值时，这些对象将被绘制为光照效果。支持的照明属性值是“none”(没有照明效果)，“flat”(对象的多面外观)和“gouraud”(顶点之间的照明效果的线性插值)。如果照明模式设置为“平”，则使用“FaceNormals”属性进行照明。对于“gouraud”，使用“VertexNormals”属性。

每个轴最多支持八个轻物体。(实现的依赖)

照明仅支持OpenGL图形工具包(即“fltk”和“qt”)。

光对象具有以下属性，可以改变绘图的外观。

“颜色”:光的颜色可以通过

rgb -矢量(例如，[1 0 0]表示红色)或字符串(例如，“r”表示红色)。默认颜色是白色([1 1 1])。

“位置”:光发出的方向

1 x3-vector。缺省方向为[1 0 1]。

“Style”:这个字符串定义了

光是来自无限大距离的光源(“infinite”)还是来自局部点源(“local”)。默认值是“infinite”。

如果第一个参数hax是一个轴句柄，那么将light对象添加到该轴，而不是gca返回的当前轴。

可选的返回值h是创建的光对象的图形句柄。

编程注意:完整的属性列表记录在Light properties中。

参见:照明，材料，贴片，表面。

**15.3.2.2句柄函数**

要确定一个变量是图形对象索引，还是轴或图形的索引，可以使用ishhandle、isgraphics、isaxes和isfigure函数。

: tf = ishghandle (h)

如果h是图形句柄则返回true，否则返回false。

H也可以是句柄的矩阵，在这种情况下，返回一个逻辑数组，当H的元素是图形句柄时为真，当它们不是时为假。

参见:isgraphics, isaxes, isfigure, handle。

: tf = isgraphics (h)

: tf = isgraphics (h, type)

如果h是图形句柄(类型为type)则返回true，否则返回false。

当没有指定类型时，该函数等价于ishhandle。

参见:ishhandle, handle, isaxes, isfigure。

: tf = ishandle (h)

如果h是图形或Java对象的句柄，则返回true，否则返回false。

h也可以是句柄矩阵，在这种情况下，返回一个逻辑数组，如果h的元素是图形或Java对象的句柄，则返回true，如果不是false。

编程注意:测试特定的对象类型通常更有用。要确定句柄是否属于图形对象，请使用ishhandle或isgraphics。要确定句柄是否属于Java对象，请使用isjava。

参见:ishhandle, isgraphics, isjava。

: tf = isaxes (h)

如果h是轴图形句柄则返回true，否则返回false。

如果h是一个矩阵，那么返回一个逻辑数组，当h的元素是轴图形句柄时为真，当它们不是时为假。

参见:isfigure, ishhandle, isgraphics。

: tf = isfigure (h)

如果h是图形句柄则返回true，否则返回false。

如果h是一个矩阵，那么返回一个逻辑数组，当h的元素是图形句柄时为真，当它们不是时为假。

参见isaxes, ishhandle, isgraphics。

函数gcf返回当前图形对象的索引，如果不存在则创建索引。类似地，gca返回当前的轴对象，如果不存在，则创建一个(及其父图形对象)。

: h = groot ()

返回根图形对象的句柄。

根图形对象是所有图形对象的最终父对象。

此外，根对象包含有关图形系统作为一个整体的信息，如屏幕大小。使用get (root)来查找可用的信息。

图形系统作为一个整体的默认值是通过设置以“Default”开头的根图形对象的属性来指定的。例如，要将所有文本对象的默认字体设置为FreeSans使用

set (groot, "DefaultTextFontName", "FreeSans")

默认属性可以通过使用set和特殊属性值“remove”来删除。要撤销上述默认字体分配，请使用

set (groot, "DefaultTextFontName", "remove")

编程注意:根图形对象由特殊句柄值0标识。在某些时候，这个惟一的值可能会改变，但是可以通过使用保证总是返回根图形对象的root使代码抵抗将来的改变。

参见:gcf, gca, get, set。

: h = gcf ()

返回当前图形的句柄。

当前图形是图形输出的默认目标。如果存在多个图形，gcf将返回最后创建的图形或用鼠标单击的最后一个图形。

如果当前图形不存在，则创建一个并返回其句柄。然后可以使用句柄来检查或设置图形的属性。例如,

fplot (@sin, [-10, 10]);

fig = gcf ();

set (fig, "numbertitle", "off", "name", "sin plot")

绘制正弦波，找到当前图形的句柄，然后重命名图形窗口以描述其内容。

注:如果当前图形不存在，不需要新建，需要查询根图形对象的“CurrentFigure”属性。

Get (root， "currentfigure");

参见:gca, gco, gcbf, gcbo, get, set。

: h = gca ()

返回当前轴对象的句柄。

当前轴是图形输出的默认目标。对于具有多个轴的图形，gca返回最后创建的轴或用鼠标单击的最后一个轴。

如果当前不存在轴对象，则创建一个并返回其句柄。然后可以使用手柄来检查或设置轴的属性。例如,

ax = gca ();

set (ax, "position", [0.5, 0.5, 0.5, 0.5]);

创建空轴对象，然后更改其在图形窗口中的位置和大小。

注意:要查找当前轴而不创建新的轴对象(如果它不存在)，请查询图形的“CurrentAxes”属性。

get (gcf, "currentaxes");

参见:gcf, gco, gcbf, gcbo, get, set。

: h = gco ()

: h = gco (hfig)

返回当前图形的当前对象的句柄，或者返回具有句柄hfig的图形的当前对象的句柄。

图形的当前对象是上次点击的对象。它存储在目标图形的“CurrentObject”属性中。

如果最后一次鼠标单击没有发生在图形的任何子对象上，则当前对象就是图形本身。

如果目标图中没有发生鼠标单击，则此函数返回一个空矩阵。

编程注意:这个函数返回的值不一定与gbo在回调执行期间返回的值相同。一个正在执行的回调可以被另一个回调中断，并且当前对象可能被更改。

参见:gcbo、gca、gcf、gcbf、get、set。

get和set函数可以用来检查和设置图形对象的属性。例如,

get (groot)

⇒ ans =

{

type = root

currentfigure = [](0x0)

children = [](0x0)

visible = on

…

}

返回一个包含根图形对象的所有属性的结构。与Octave中的所有函数一样，该结构是按值返回的，因此修改它不会修改内部根对象。要做到这一点，必须使用set函数。另外，请注意，在本例中，currentfigure属性为空，这表明没有当前图形窗口。

get函数也可用于查找单个属性的值。例如,

get (gca (), "xlim")

⇒ [ 0 1 ]

返回当前图形中当前轴对象的x轴范围。

要设置图形对象的属性，使用set函数。例如,

set (gca (), "xlim", [-10, 10]);

将当前图形中当前轴对象的x轴范围设置为'[- 10,10]'。

如果不带值参数调用set函数，也可以查询默认属性值。当只给出一个参数(图形句柄)时，则返回一个具有给定对象类型的所有属性默认值的结构。例如,

set (gca ())

返回包含轴对象默认属性值的结构。如果用两个参数(一个图形句柄和一个属性名)调用set，则只返回所请求属性的默认值。

: val = get (h)

: val = get (h, p)

从图形句柄h返回命名属性p的值。

如果省略p，则返回h的完整属性列表。

如果h是矢量，则返回一个单元格数组，其中分别包含属性值或列表。

参见:set。

: set (h, property, value, …)

: set (h, {properties}, {values})

: set (h, pv)

: value\_list = set (h, property)

: all\_value\_list = set (h)

为图形句柄(或图形句柄向量)设置命名属性值h。

提供属性名称和值的方法有三种:

作为逗号分隔的属性、值对列表

每个属性都是包含属性名称的字符串，每个值都是属性的适当类型的值。当h中有多个句柄时，每个句柄都被分配相同的值。例如:

h = plot ([0, 1]);

set (h, 'color', 'green');

作为包含属性名称的字符串属性和包含属性值的单元格数组的单元格数组。

在这种情况下，值的列数必须与属性中的元素数相匹配。第一列的值包含属性中第一个条目的值，等等。值的行数必须为1或匹配h的元素数。在第一种情况下，h中的每个句柄将被分配相同的值。在第二种情况下，h中的第一个句柄将被分配第一行值中的值，以此类推。例如:

h = plot ([0, 1; 1, 0]);

set (h, {'color'}, {'green'; 'red'});

作为结构pv

这与第一种情况相同，其中pv的字段名表示属性名，字段值给出属性值。与第一种情况一样，只能为一个属性设置一个值，该属性将应用于h中的所有句柄。例如:

h = plot ([0, 1]);

props.color = 'green';

set (h, props);

Set还用于查询指定属性的值列表。Clist = set (h， "property")将返回单元格列表列表中"property"的可能值列表。如果没有使用输出变量，则格式化列表并打印到屏幕上。

例如：

hf = figure ();

set (hf, "paperorientation")

⇒ [ landscape | {portrait} ]

显示纸张方向属性可以有两个值，默认值是“纵向”。

参见:get。

: parent = ancestor (h, type)

: parent = ancestor (h, type, "toplevel")

返回句柄对象h的第一个祖先，其类型匹配type，其中type是一个字符串。

如果type是字符串的单元格数组，则返回类型与任何给定类型字符串匹配的第一个父元素。

如果句柄对象h本身是type类型，则返回h。

如果"toplevel"作为第三个参数给出，则返回匹配条件的对象层次结构中最高的父级，而不是第一个(最接近的)父级。

参见:findobj, findall, allchild。

: h = allchild (handles)

查找图形对象的所有子对象，包括隐藏的子对象。

此函数类似于get (h， "children")，但也返回隐藏对象(HandleVisibility = "off")。

如果handle是一个标量，h就是一个向量。否则，h将是一个与句柄大小相同的单元矩阵，每个单元将包含一个句柄向量。

参见:findall, findobj, get, set。

: findfigs ()

找到当前不在屏幕上的所有可见图形，并将它们移动到屏幕上。

参见:allchild, figure, get, set。

可以使用打印和保存功能以多种图形格式打印或保存图形。但是，有时直接保存原始的Octave句柄图形可能是有用的，以便可以进行进一步的修改，例如修改标题或图例。

这可以通过以下函数来完成

fig\_struct = hdl2struct (gcf);

save myplot.fig -struct fig\_struct;

…

fig\_struct = load ("myplot.fig");

struct2hdl (fig\_struct);

: s = hdl2struct (h)

返回一个结构s，其字段描述对象及其子对象的属性，这些属性与句柄h相关联。

结构s的字段是“type”、“handle”、“properties”、“children”和“special”。

参见:struct2hdl, hgsave, findobj。

: h = struct2hdl (s)

: h = struct2hdl (s, p)

: h = struct2hdl (s, p, hilev)

从结构s构造一个图形句柄对象h。

该结构必须包含“handle”、“type”、“children”、“properties”和“special”字段。

如果指定了现有图形或轴的句柄p，则新对象将作为该对象的子对象创建。如果没有提供父句柄，则将使用根对象的默认值构造一个新图和必要的子图。

第三个布尔参数hilev可以用来指定函数是否应该保留监听器/回调，例如，对于图例或hggroups。默认为false。

参见:hdl2struct, hgload, findobj。

: hnew = copyobj (horig)

: hnew = copyobj (horig, hparent)

构造与句柄horing相关联的图形对象的副本，并将新句柄hnew返回给新对象。

如果指定了父句柄hparent(根、图、轴或组)，则复制的对象将作为hparent的子对象创建。

如果horig是句柄的向量，而hparent是一个标量，则vector hnew中的每个句柄都有其“Parent”属性设置为hparent。相反，如果horig是一个标量，hparent是一个向量，那么每个父对象都将收到horig的副本。如果horing和hparent都是具有相同元素数量的向量，那么hnew(i)将具有parent hparent(i)。

参见:struct2hdl, hdl2struct, findobj。

**15.3.3图形对象属性**

在本节中，将详细讨论图形对象属性，从根属性开始，一直到对象层次结构。有关特定图形对象的文档可以使用 doc 功能显示，例如，doc（“坐标区属性”）将显示坐标区属性。

可以通过编程方式检索单选（字符串）属性的允许值，也可以使用 set 函数的一个或两个参数调用形式显示。请参见set。

Octave 会接受以下文档中标记为未使用或未使用的任何属性，而不会出现错误。这些属性的值存储在对象中，但对对象没有影响。

默认属性值包含在 { } 中。

**15.3.3.1根属性**

**类别：**

回调执行 |命令窗口显示 |鼠标交互 |物体识别 |家长/子女 |指针信息 |屏幕信息 |闲置

**回调执行**

callbackobject (read-only): graphics handle, def. [](0x0)

当前对象的图形句柄,其回调正在执行。

**命令窗口显示**

commandwindowsize (read-only): two-element vector, def. [0 0]

新创建的命令窗口中显示的列数和行数。

fixedwidthfontname: string, def. "Courier"

当“fontname”属性设置为“FixedWidth”时将用于图形对象的固定宽度字体的名称。

**鼠标交互**

contextmenu: graphics handle, def. [](0x0)

Graphics handle of the uicontextmenu object that is currently associated to this root object.

**物体识别**

currentfigure: graphics handle, def. [](0x0)

图形处理当前数字。

tag: string, def. ""

用户定义的字符串,用于标记图形对象。

type (read-only): string

图形对象的类名,类型总是"root"。

userdata: Any Octave data, def. [](0x0)

用户定义的数据,以与图形对象关联。

**家长/子女**

children (read-only): vector of graphics handles, def. [](0x1)

图形处理根的子女。

handlevisibility: "callback" | "off" | {"on"}

根对象句柄始终可见。将此设置更改为“回调”或“关闭”不起作用。

parent: graphics handle, def. [](0x0)

根对象没有父图形对象,父对象总是空的。

showhiddenhandles: {"off"} | "on"

如果 showhiddenhandles 为“on”，则所有图形对象句柄在其父项的子级列表中都可见，而不考虑其 handlevisibility 属性的值。

**指针信息**

pointerlocation: two-element vector, def. [0 0]

尚未为根对象实现全局指针位置跟踪。PointerLocation 未使用。根对象的指针分配将始终为 [0， 0]。

pointerwindow (read-only): graphics handle, def. 0

尚未为根对象实现指针窗口跟踪。PointerWindow 未使用。根对象的 PointerWindow 值将始终为 0。

**屏幕信息**

monitorpositions (read-only): four-element vector

报告连接显示器的宽度和高度。注意：Octave 仅部分实现 monitorpositions。只有有关主监视器的信息存储在监视器位置中，这与存储在“screensize”属性中的信息相同。

screendepth (read-only): double

显示器的每像素比特颜色深度。

screenpixelsperinch (read-only): double

主显示器的屏幕分辨率，以每英寸像素为单位。

screensize (read-only): four-element vector

主显示器的大小表示为四元素矢量 [左、下、宽、高]。

units: "centimeters" | "characters" | "inches" | "normalized" | {"pixels"} | "points"

用于“monitorpositions”、“pointerlocation”和“screensize”属性的单位类型。

**闲置**

beingdeleted: {"off"} | "on"

beingdeleted 是未使用的。

busyaction: "cancel" | {"queue"}

busyaction 是未使用的。

buttondownfcn: string | function handle, def. [](0x0)

buttondownfcn是未使用的。

clipping: "off" | {"on"}

clipping 是未使用的。

createfcn: string | function handle, def. [](0x0)

createfcn 是未使用的。

deletefcn: string | function handle, def. [](0x0)

deletefcn 是未使用的。

hittest: "off" | {"on"}

hittest是未使用的。

interruptible: "off" | {"on"}

interruptible是未使用的。

pickableparts: "all" | "none" | {"visible"}

pickableparts是未使用的。

selected: {"off"} | "on"

selected是未使用的。

selectionhighlight: "off" | {"on"}

selectionhighlight是未使用的。

visible: "off" | {"on"}

visible是未使用的。

**15.3.3.2图属性**

图形对象的属性(见图):

**类别：**

外观 |回调执行 |创建/删除 |显示器 |键盘交互 |鼠标交互 |物体识别 |对象位置 |家长/子女 |打印/保存 |闲置

**外观**

alphamap: def. 64-by-1 double

尚未为图形对象实现透明度。AlphaMap 未使用。

color: colorspec, def. [1 1 1]

图案背景的颜色。请参阅色彩规格。

colormap: N-by-3 matrix, def. 64-by-3 double

包含当前轴的 RGB 颜色映射的矩阵。

graphicssmoothing: "off" | {"on"}

使用平滑技术来减少锯齿状线条的出现。

name: string, def. ""

要在图标题栏中显示的名称。该名称显示在由 numbertitle 属性确定的任何标题的右侧。

numbertitle: "off" | {"on"}

在图标题栏中显示“图”，后跟数字图句柄值。

**回调执行**

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

**创建/删除**

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

closerequestfcn: string | function handle, def. "closereq"

删除图形时执行的函数。请参见 closereq 函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

createfcn: string | function handle, def. [](0x0)

创建图后立即执行回调函数。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaultfigurecreatefcn”， 'disp （“figure created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

创建图后立即执行回调函数。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaultfigurecreatefcn”， 'disp （“figure created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**显示器**

visible: "off" | {"on"}

如果 visible 为"关闭",则图形不会显示在屏幕上。

windowstate: "fullscreen" | "maximized" | "minimized" | {"normal"}

尚未为图形对象实现窗口状态调整。windowState 未使用。

windowstyle: "docked" | "modal" | {"normal"}

图形的窗口样式。以下值之一：

正常

窗口可能未选中，其他窗口可能显示在窗口前面。

模 态

该窗口将保持在所有正常数字的顶部，直到它被关闭。

停靠

未实现。

更改可见图形的模式可能会导致图形关闭并重新打开。

**键盘交互**

keypressfcn: string | function handle, def. [](0x0)

当图形具有焦点时发生击键事件时执行的回调函数。可以使用函数的第二个参数“evt”检索按下的实际键。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

keyreleasefcn: string | function handle, def. [](0x0)

使用 keypressfcn，键盘回调函数。这些回调函数分别在按下/释放键时调用。这些函数使用两个输入参数调用。第一个参数保存调用图形的句柄。第二个参数包含一个事件结构，该结构具有以下成员：

字符：

密钥的 ASCII 值

钥匙：

键的小写值

修饰语：

一个元胞数组，其中包含表示用键按下的修饰符的字符串。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

windowkeypressfcn: string | function handle, def. [](0x0)

按下某个键并且图形具有焦点时执行的功能。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

windowkeyreleasefcn: string | function handle, def. [](0x0)

松开键且图形具有焦点时执行的函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形侦听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此图示对象关联的 uicontextmenu 对象的图形句柄。

currentpoint (read-only): two-element vector, def. [0; 0]

一个 1×2 矢量，用于保存鼠标事件发生时鼠标指针所在点的坐标。X 和 Y 坐标以图示的单位属性定义，其原点位于绘图区域的左下角。

设置当前点的事件是

按下鼠标按钮

始终

释放鼠标按钮

只有定义了图形的回调 windowbuttonupfcn。

按下鼠标按钮(拖动)时移动指针

只有在定义了图形的回调窗口 windowbuttonmotionfcn。

hittest: "off" | {"on"}

指定 figure 是处理鼠标事件还是将其传递给对象的祖先。启用后，对象可以通过评估“buttondownfcn”、显示 uicontextmenu 并最终成为根“currentobject”来响应鼠标单击。仅当对象可以接受鼠标单击时，此属性才相关，鼠标单击由“pickableparts”属性确定。请参见pickableparts 属性。

menubar: {"figure"} | "none"

控制图形顶部图形菜单栏的显示。

pointer: {"arrow"} | "botl" | "botr" | "bottom" | "circle" | "cross" | "crosshair" | "custom" | "fleur" | "hand" | "ibeam" | "left" | "right" | "top" | "topl" | "topr" | "watch"

与图窗画布关联的鼠标指针形状的名称。当指针为“自定义”时，形状由 pointershapecdata 属性确定。

当图形处于缩放、平移或旋转模式时，指针不起作用。在这种情况下，Octave 会自动使用适合该模式的指针形状。

pointershapecdata: 16-by-16 or 32-by-32 Matrix, def. 16-by-16 double

定义自定义指针的 m-by-m 矩阵。每个元素定义一个像素，元素 （1,1） 表示左上角的像素。值 1 为黑色，值为 2 为白色，所有其他值均呈现为透明。

pointershapehotspot: two-element vector, def. [1 1]

对于自定义指针，只有 pointershapehotspot 定义用作指针位置的 pointershapecdata 中像素的行和列。

resize: "off" | {"on"}

通过使用鼠标拖动窗口边框和边角来控制是否可以调整图形的大小。当调整大小为“关闭”时，鼠标交互将被禁用，但仍可以通过更改其“位置”属性来调整图形的大小。

resizefcn: string | function handle, def. [](0x0)

resizefcn 已弃用,改用 sizechangedfcn。

selected: {"off"} | "on"

属性表示该数字是否被选中。

selectionhighlight: "off" | {"on"}

如果 selectionhighlight 为“on”，则图形的选择状态将直观地突出显示。

selectiontype: "alt" | "extend" | {"normal"} | "open"

最近一次鼠标单击的选择类型。

SelectionType 可能采用不同的值，具体取决于所使用的鼠标按钮和键盘修饰符的组合：

正常：

单击鼠标左键。

替代：

右键单击或 Ctrl+左键单击。

扩展：

Shift+左键单击、中键单击或组合左键单击和右键单击。

打开：

双击左键。

sizechangedfcn: string | function handle, def. [](0x0)

更改图窗大小时触发回调。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

toolbar: {"auto"} | "figure" | "none"

控制工具栏（沿菜单栏底部）和状态栏的显示。设置为“auto”时，显示基于“menubar”属性的值。

windowbuttondownfcn: string | function handle, def. [](0x0)

参见 windowbuttonupfcn 属性。

windowbuttonmotionfcn: string | function handle, def. [](0x0)

参见 windowbuttonupfcn 属性。

windowbuttonupfcn: string | function handle, def. [](0x0)

使用 windowbuttondownfcn 和 windowbuttonmotionfcn，鼠标回调函数。分别在按下、拖动或释放鼠标按钮时调用这些回调函数。执行这些回调函数时，currentpoint 属性将保存游标的当前坐标。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

windowscrollwheelfcn: string | function handle, def. [](0x0)

当用户在此图形上操作鼠标滚轮时执行的函数。该函数使用两个输入参数调用。第一个参数保存调用图形的句柄。第二个参数包含一个事件结构，该结构具有以下成员：

VerticalScrollCount：

滚轮步数，向下滚动时通常为 1，向上滚动时通常为 -1。

VerticalScrollAmount：

轮步应滚动的行数。此值始终为 3。

EventName:

事件名称为“WindowScrollWheel”。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**物体识别**

currentaxes: graphics handle, def. [](0x0)

处理当前轴的图形对象。

currentcharacter (read-only): def. ""

尚未对图形对象实现对最后一个按下的键的跟踪。currentcharacter未使用。

currentobject (read-only): graphics handle, def. [](0x0)

处理图中最近活动的图形对象。

integerhandle: "off" | {"on"}

分配下一个最低的未使用整数作为图号。

nextplot: {"add"} | "new" | "replace" | "replacechildren"

NextPlot 由高级绘图函数用于决定如何处理图中已存在的轴。请参阅 newplot 函数。

number (read-only): double

当前数字的编号。

tag: string, def. ""

用户定义的字符串,用于标记图形对象。

type (read-only): string

图形对象的类名,类型总是"图形"。

userdata: Any Octave data, def. [](0x0)

用户定义的数据,以与图形对象关联。

**对象位置**

dockcontrols: "off" | {"on"}

尚未为图形对象实现交互式图形对接。DockControls 未使用。

innerposition: four-element vector, def. [300 200 560 420]

"内置"属性与"位置"属性相同。

outerposition: four-element vector, def. [-1 -1 -1 -1]

指定图形的位置和大小，包括顶部菜单栏和底部状态栏。矢量的四个元素是左下角的坐标和图形的宽度和高度。请参阅单位属性。

position: four-element vector, def. [300 200 560 420]

指定图窗的位置和大小。矢量的四个元素是左下角的坐标和图形的宽度和高度。请参阅单位属性。

units: "centimeters" | "characters" | "inches" | "normalized" | {"pixels"} | "points"

用于计算位置和外部位置属性的单位。

**家长/子女**

children (read-only): vector of graphics handles, def. [](0x1)

图中人物的孩子的图形处理。

handlevisibility: "callback" | "off" | {"on"}

如果 handlevisibility 为“off”，则图形的句柄在其父级的“children”属性中不可见。

parent: graphics handle, def. 0

父图形对象的句柄。

**打印/保存**

filename: string, def. ""

保存情节图时使用的文档名。

inverthardcopy: "off" | {"on"}

打印时将图形和轴的背景颜色替换为白色。

paperorientation: "landscape" | {"portrait"}

纸张尺寸和纸张位置属性的值取决于纸张方向。当纸张方向在“纵向”和“横向”之间切换时，纸张大小和纸张位置的水平和垂直值顺序相反。

paperposition: four-element vector, def. [1.3422 3.3191 5.8156 4.3617]

矢量 [左下角宽度高度] 定义图形在打印页面上的位置和大小（以纸张为单位）。位置 [左下角] 定义页面上图形的左下角，大小由 [宽度高度] 定义。对于未在纸张上隐式呈现的输出格式，宽度和高度定义图像的大小，并忽略位置信息。设置 paperposition 还会强制将 paperpositionmode 属性设置为“manual”。

paperpositionmode: {"auto"} | "manual"

如果 paperpositionmode 设置为“auto”，则会自动计算 paperposition 属性：打印的图形将与屏幕上的图形具有相同的大小，并将在输出页面上居中。将 paperpositionmode 设置为“auto”不会修改 paperposition 属性的值。

papersize: two-element vector, def. [8.5000 11.0000]

矢量 [宽度、高度] 定义用于打印的纸张尺寸。将 papersize 属性设置为与定义的 papertype 之一无关且与 paperoriented 的设置一致的值，会强制 papertype 属性为值“<custom>”。如果 papersize 设置为与支持的 papertype 关联的值，并且与 paperorientation 一致，则 papertype 值将修改为关联的值。

papertype: "<custom>" | "a" | "a0" | "a1" | "a2" | "a3" | "a4" | "a5" | "arch-a" | "arch-b" | "arch-c" | "arch-d" | "arch-e" | "b" | "b0" | "b1" | "b2" | "b3" | "b4" | "b5" | "c" | "d" | "e" | "tabloid" | "uslegal" | {"usletter"}

用于打印输出的纸张的名称。设置 papertype 也会更改纸张大小，同时保持与 paperorientation 属性的一致性。

paperunits: "centimeters" | {"inches"} | "normalized" | "points"

用于计算 paperposition 属性的单位。物理单位（例如，“英寸”）的转换取决于根对象的 screenpixelsperinch 属性。

renderer: {"opengl"} | "painters"

渲染器模式为“手动”时用于打印的渲染引擎。设置 renderer 还会强制将 renderermode 属性设置为“manual”。

renderermode: {"auto"} | "manual"

控制用于打印的呈现引擎是自动选择还是由 renderer 属性指定。请参阅打印功能。

**闲置**

clipping: "off" | {"on"}

clipping未使用。

pickableparts (read-only): "all" | "none" | {"visible"}

pickableparts未使用。

**15.3.3.3轴属性**

轴对象的属性(参见轴):

**类别：**

自动子属性 |轴箱外观 |轴网格外观 |回调执行 |相机和视图控制 |颜色和透明度 |创建/删除 |显示器 |鼠标交互 |物体识别 |对象位置 |家长/子女 |文本外观

**自动子属性**

colororder: N-by-3 RGB matrix, def. 7-by-3 double

图形函数用于子对象着色的 RGB 值。

colororderindex: integer, def. 1

“colororder”属性中要由 Axes-child 对象使用的下一个颜色的索引。

linestyleorder: def. "-"

要按轴子对象顺序使用的线型列表，指定为线规范字符串的元胞数组。请注意，线条样式仅在循环浏览完整的“colororder”列表后递增。请参阅线型。

linestyleorderindex: whole number scalar, def. 1

“linestyleorder”属性中要由 Axes-child 对象使用的下一个线型的索引。

nextseriesindex (read-only): whole number scalar, def. 1

“colororder”和“linestyleorder”属性中的当前索引值，指示下一个子对象将使用的项

**轴箱外观**

box: {"off"} | "on"

控制轴是否有一个周围的盒子。

boxstyle: {"back"} | "full"

对于 3-D 轴，控制是绘制“完整”框还是仅绘制 3 个“后”轴。

color: colorspec, def. [1 1 1]

轴背景的颜色。请参阅色彩规格。

dataaspectratio: three-element vector, def. [1 1 1]

指定轴中显示的数据的相对高度和宽度。将 dataaspectratio 设置为 [1， 2] 会导致 x 轴上显示的一个单位的长度与 y 轴上 2 个单位的长度相同。请参见 daspect 函数。设置 dataaspectratio 还会强制将 dataaspectratiomode 属性设置为“manual”。

dataaspectratiomode: {"auto"} | "manual"

数据纵横比模式的当前状态，由“dataaspectratio”属性手动设置，或由 Octave 结合其他显示属性自动设置，以适应当前视图中的数据。

layer: {"bottom"} | "top"

控制轴是在子图形对象（被打印对象覆盖的刻度、标签等）下方绘制还是在上方绘制。

layout (read-only): def. [](0x0)

尚未为轴对象实现平铺和网格化图表布局。布局未使用。

linewidth: scalar, def. 0.5000

主要轴线的宽度。

tickdir: "both" | {"in"} | "none" | "out"

控制轴刻度线是“向内”投影到打印框还是“向外”投影。值“both”将画出刻度线。值“none”表示不会绘制刻度线，但仍会呈现刻度标记。设置 tickdir 还会强制将 tickdirmode 属性设置为“manual”。请注意，对于二维图，默认值为“in”，对于三维图，默认值为“out”。

tickdirmode: {"auto"} | "manual"

tickdir 模式的当前状态，由“tickdir”属性手动设置，或自动设置为当前视图的默认值。

ticklength: two-element vector, def. [0.010000 0.025000]

双元素矢量 [2Dlen 3Dlen] 指定刻度线相对于最长可见轴的长度。

toolbar (read-only): def. [](0x0)

尚未为 axes 对象实现 AxesToolbar 对象。工具栏未使用。

xaxis (read-only): def. [](0x0)

尚未为 axes 对象实现 Axes Ruler 对象。xaxis 未使用。

xaxislocation: {"bottom"} | "origin" | "top"

控制x轴位置。

xcolor: {colorspec} | "none", def. [0.1500 0.1500 0.1500]

x 轴的颜色。请参阅 colorspec。设置 xcolor 还会强制将 xcolormode 属性设置为“manual”。

xcolormode: {"auto"} | "manual"

确定应用于 x 轴网格线的颜色的设置的当前状态。如果设置为“auto”和/或“gridcolormode”属性设置为“manual”，则 x 轴网格颜色将由“gridcolor”属性定义。否则，x 轴网格颜色将由“xcolor”属性定义。

xdir: {"normal"} | "reverse"

x 轴的方向：“法线”在默认的 2D 和 3D 视图中从左到右。

xlim: two-element vector, def. [0 1]

双元素矢量 [xmin xmax] 指定 x 轴的限制。设置 xlim 还会强制将 xlimmode 属性设置为“manual”。请参见 xlim 函数。

xlimitmethod: "padded" | {"tickaligned"} | "tight"

当 xlimmode 属性为“auto”时，用于确定 x 轴限制的方法。默认值“tickaligned”使限制与最接近的刻度对齐。当值为“tight”时，将调整限制以将所有图形对象封闭在轴中，而当值为“ppaid”时，将在对象周围添加约 7% 的额外边距数据范围。请参阅轴功能。

xlimmode: {"auto"} | "manual"

x 轴极限选择方法的当前状态，可以使用“xlim”属性手动设置，也可以根据“xlimitmethod”属性自动设置为跨越绘制的数据。

xminortick: {"off"} | "on"

控制是否显示小x标记。

xtick: vector

x 刻度线的位置。设置 xtick 还会强制将 xtickmode 属性设置为“manual”。

xtickmode: {"auto"} | "manual"

用于确定 xtick 位置和间距是由 Octave 自动设置还是使用“xtick”属性手动设置的设置。

yaxis (read-only): def. [](0x0)

尚未为 axes 对象实现 Axes Ruler 对象。yaxis 未使用。

yaxislocation: {"left"} | "origin" | "right"

控制y轴位置。

ycolor: {colorspec} | "none", def. [0.1500 0.1500 0.1500]

y 轴的颜色。请参阅颜色规范。

ycolormode: {"auto"} | "manual"

确定应用于 y 轴网格线的颜色的设置的当前状态。如果设置为“auto”和/或“gridcolormode”属性设置为“manual”，则 y 轴网格颜色将由“gridcolor”属性定义。否则，y 轴网格颜色将由“ycolor”属性定义。

ydir: {"normal"} | "reverse"

y 轴方向：“正常”在 2D 中从下到上，在 3D 默认视图中从前到后。

ylim: two-element vector, def. [0 1]

双元素矢量 [ymin ymax] 指定 y 轴的极限。设置 ylim 还会强制将 ylimmode 属性设置为“manual”。请参见 ylim 函数。

ylimitmethod: "padded" | {"tickaligned"} | "tight"

当 xlimmode 属性为“auto”时，用于确定 y 轴限制的方法。默认值“tickaligned”使限制与最接近的刻度对齐。当值为“tight”时，将调整限制以将所有图形对象封闭在轴中，而当值为“ppaid”时，将在对象周围添加约 7% 的额外边距数据范围。请参阅轴功能。

ylimmode: {"auto"} | "manual"

y 轴极限选择方法的当前状态，可以使用“ylim”属性手动设置，也可以根据“ylimitmethod”属性自动设置为跨越绘制的数据。

ytick: vector

y 刻度线的位置。设置 ytick 还会强制将 ytickmode 属性设置为“manual”。

ytickmode: {"auto"} | "manual"

用于确定 ytick 位置和间距是由 Octave 自动设置还是使用“ytick”属性手动设置的设置。

zaxis (read-only): def. [](0x0)

尚未为 axes 对象实现 Axes Ruler 对象。Zaxis 未使用。

zcolor: {colorspec} | "none", def. [0.1500 0.1500 0.1500]

z 轴的颜色。请参阅colorspec。

zcolormode: {"auto"} | "manual"

确定应用于 z 轴网格线的颜色的设置的当前状态。如果设置为“auto”和/或“gridcolormode”属性设置为“manual”，则 z 轴网格颜色将由“gridcolor”属性定义。否则，z 轴网格颜色将由“zcolor”属性定义。

zdir: {"normal"} | "reverse"

y 轴的方向：“正常”在默认的 3D 视图中从下到上。

zlim: two-element vector, def. [0 1]

二元素矢量 [zmin zmax] 指定 z 轴的极限。设置 zlim 还会强制将 zlimmode 属性设置为“manual”。请参见 zlim 函数。

zlimitmethod: "padded" | {"tickaligned"} | "tight"

当 xlimmode 属性为“auto”时，用于确定 z 轴限制的方法。默认值“tickaligned”使限制与最接近的刻度对齐。当值为“tight”时，将调整限制以将所有图形对象封闭在轴中，而当值为“ppaid”时，将在对象周围添加约 7% 的额外边距数据范围。请参阅轴功能。

zlimmode: {"auto"} | "manual"

z 轴极限选择方法的当前状态，可以使用“zlim”属性手动设置，也可以根据“zlimitmethod”属性自动设置为跨越绘制的数据。

zminortick: {"off"} | "on"

控制是否显示较小的 z 勾标记。

ztick: vector

z 刻度线的位置。设置 ztick 还会强制将 ztickmode 属性设置为“manual”。

ztickmode: {"auto"} | "manual"

用于确定 ztick 位置和间距是由 Octave 自动设置还是使用“ztick”属性手动设置的设置。

**轴网格外观**

gridalpha: def. 0.1500

尚未为坐标区对象实现透明度。gridalpha 未使用。

gridalphamode: {"auto"} | "manual"

尚未为坐标区对象实现透明度。GridAlphamode 未使用。

gridcolor: {colorspec} | "none", def. [0.1500 0.1500 0.1500]

主要网格线的颜色。请参阅 colorspec。设置 gridcolor 还会强制将 gridcolormode 属性设置为“manual”。

gridcolormode: {"auto"} | "manual"

gridcolor 模式的当前状态，由“gridcolor”属性手动设置，或由 Octave 自动设置为默认值。

gridlinestyle: {"-"} | "--" | "-." | ":" | "none"

参见 Line Styles。

innerposition: four-element vector, def. [0.1300 0.1100 0.7750 0.8150]

"内置"属性与"位置"属性相同。

minorgridalpha: def. 0.2500

尚未为坐标区对象实现透明度。MinorgridAlpha 未使用。

minorgridalphamode: {"auto"} | "manual"

尚未为坐标区对象实现透明度。未使用minorgridalphamode。

minorgridcolor: {colorspec} | "none", def. [0.1000 0.1000 0.1000]

次要网格线的颜色。请参阅 colorspec。设置 minorgridcolor 还会强制将 minorgridcolormode 属性设置为“manual”。

minorgridcolormode: {"auto"} | "manual"

minorgridcolor 模式的当前状态，由“minorgridcolor”属性手动设置，或由 Octave 自动设置为默认值。

minorgridlinestyle: "-" | "--" | "-." | {":"} | "none"

参见 Line Styles。

xgrid: {"off"} | "on"

控制是否显示主要x网格线。

xminorgrid: {"off"} | "on"

控制是否显示小 x 网格线。

xscale: {"linear"} | "log"

将 x 轴设置为线性或对数比例。

ygrid: {"off"} | "on"

控制是否显示主要y网格线。

yminorgrid: {"off"} | "on"

控制是否显示小y网格线。

yminortick: {"off"} | "on"

检查是否显示小标记和勾号。

yscale: {"linear"} | "log"

将 y 轴设置为线性或对数比例。

zgrid: {"off"} | "on"

控制是否显示主要的z格线。

zminorgrid: {"off"} | "on"

控制是否显示较小的z网格线。

zscale: {"linear"} | "log"

将 z 轴设置为线性或对数比例。

**回调执行**

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interactions (read-only): def. [](0x0)

尚未为轴对象实现交互对象。交互未使用。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

**相机和视图控制**

cameraposition: three-element vector, def. [0.5000 0.5000 9.1603]

查看轴的相机位置坐标。设置 cameraposition 还会强制将 camerapositionmode 属性设置为“manual”。

camerapositionmode: {"auto"} | "manual"

相机位置属性的当前状态，无论是根据视图功能自动设置，还是使用“cameraposition”属性手动设置。

cameratarget: three-element vector, def. [0.5000 0.5000 0.5000]

查看摄像机瞄准点的坐标。设置 cameratarget 还会强制将 cameratargetmode 属性设置为“manual”。

cameratargetmode: {"auto"} | "manual"

相机目标属性的当前状态，可以使用“cameratarget”属性手动设置，也可以自动定位在轴图区域的中心。

cameraupvector: three-element vector, def. [0 1 0]

定义当前视图向上方向的 3 元素矢量。请注意，对于二维图，默认值为 [0 1 0]，对于三维图，默认值为 [0 0 1]。设置 cameraupvector 还会强制将 cameraupvectormode 属性设置为“manual”。

cameraupvectormode: {"auto"} | "manual"

相机向上矢量属性的当前状态，当“cameraupvector”属性用于将矢量从二维或三维默认值更改为手动时，设置为手动。

cameraviewangle: scalar, def. 6.6086

相机的视野定义为 0 到 180 度之间的角度。设置 cameraviewangle 还会强制将 cameraviewanglemode 属性设置为“manual”。

cameraviewanglemode: {"auto"} | "manual"

相机视角属性的当前状态，可以使用“cameraviewangle”属性手动设置，也可以通过 Octave 自动设置以包含所有可见对象。

projection: {"orthographic"} | "perspective"

尚未对轴对象实现正交/透视投影调整。投影未使用。

view: two-element vector, def. [0 90]

二元矢量 [方位角仰角] 指定三维图的视点。

**颜色和透明度**

alim: def. [0 1]

axes 对象尚未实现透明度,alim 未使用。

alimmode: {"auto"} | "manual"

尚未为坐标区对象实现透明度。Alimmode 未使用。

alphamap: def. [](0x0)

尚未为坐标区对象实现透明度。AlphaMap 未使用。

alphascale: {"linear"} | "log"

尚未为坐标区对象实现透明度。Alphascale 未使用。

ambientlightcolor: def. [1 1 1]

尚未为轴对象实现统一的背景轴照明。AmbientLightColor 未使用。

clim: two-element vector, def. [0 1]

定义具有 cdata 属性的轴子项的颜色轴的限制。设置 clim 还会强制将 climmode 属性设置为“manual”。

climmode: {"auto"} | "manual"

颜色限制模式的当前状态，可以由“clim”属性手动设置，也可以由 Octave 自动设置为轴子项的最小和最大 cdata 值。

colormap: N-by-3 matrix, def. 64-by-3 double

包含此轴对象的 RGB 颜色映射的矩阵。

colorscale: {"linear"} | "log"

尚未为坐标区对象实现自动线性/对数颜色缩放。色阶未使用。

**创建/删除**

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

allback 函数在创建轴后立即执行。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaultaxescreatefcn”， 'disp （“axes created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除坐标之前立即执行的回调函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**显示**

clipping: "off" | {"on"}

轴子对象尚未实现轴子剪切控制,剪切未使用。

clippingstyle: {"3dbox"} | "rectangle"

Axes-children 裁剪控制尚未针对 Axes 对象实现,裁剪样式未使用。

visible: "off" | {"on"}

如果 visible 为"关闭",则轴不会在屏幕上呈现。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器功能的信息,请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此轴对象关联的 uicontextmenu 对象的图形句柄。

currentpoint: 2-by-3 matrix, def. 2-by-3 double

矩阵 [xf, yf, zf; xb, yb, zb] 保存鼠标按键按下时鼠标指针所在点的坐标(以轴数据单位为单位)。如果定义了鼠标回调函数,则 currentpoint 保存鼠标按键按下时的指针坐标。对于三维绘图,返回矩阵的第一行指定最接近当前相机位置的点,第二行指定最远的点。这两个点形成一条垂直于屏幕的线。

hittest: "off" | {"on"}

指定axes是否处理鼠标事件或将其传递给对象的祖先。启用时,对象可以通过评估"buttondownfcn"来响应鼠标单击,显示uicontextmenu,并最终成为根"当前对象"。此属性仅在对象可以接受鼠标单击时才相关,这由"pickableparts"属性确定。请参阅pickableparts属性。

mousewheelzoom: scalar in the range (0, 1), def. 0.5000

轴的分数限制了每个车轮运动的变焦。

pickableparts: "all" | "none" | {"visible"}

指定轴是否接受鼠标点击。默认情况下,pickableparts 是"可见"的,只有轴的可见部分或其子节点才可能对鼠标点击做出反应。当 pickableparts 是"所有"时,可见和不可见部分(或子节点)都可能对鼠标点击做出反应。当 pickableparts 是"无"时,对对象的鼠标点击将被忽略并传输到该对象下方的任何对象。当一个对象被配置为接受鼠标点击时,"hittest" 属性将决定它们如何被处理。参见 hittest 属性。

selected: {"off"} | "on"

属性指示是否选择此轴。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为"on",则轴的选择状态在视觉上被突出显示。

**物体识别**

nextplot: "add" | {"replace"} | "replacechildren"

nextplot 被高级绘图函数用来决定如何处理已经存在于轴上的图形对象。参见 newplot 函数。nextplot 的状态通常使用 hold 函数来控制。参见 hold 函数。

tag: string, def. ""

用户定义的字符串,用于标记图形对象。

title: graphics handle

图形处理标题文本对象。

type (read-only): string

图形对象类型的类名始终为"axes"。

userdata: Any Octave data, def. [](0x0)

用户定义的数据,以与图形对象关联。

**位置对象**

outerposition: four-element vector, def. [0 0 1 1]

指定绘图的位置，包括标题、轴和图例。矢量的四个元素是左下角的坐标以及绘图的宽度和高度，单位归一化为绘图窗口的宽度和高度。例如，[0.2， 0.3， 0.4， 0.5] 将轴的左下角设置为 （0.2， 0.3），宽度和高度分别为 0.4 和 0.5。请参阅 position 属性。

plotboxaspectratio: def. [1 1 1]

请参见pbaspect 函数。设置 plotboxaspectratio 还会强制将 plotboxaspectratiomode 属性设置为“manual”。

plotboxaspectratiomode: {"auto"} | "manual"

绘图框纵横比模式的当前状态，可以由“dataaspectratio”属性手动设置，也可以由 Octave 结合其他显示属性自动设置，以适应当前视图中的数据。

position: four-element vector, def. [0.1300 0.1100 0.7750 0.8150]

指定打印的位置，不包括标题、轴和图例。矢量的四个元素是左下角的坐标以及绘图的宽度和高度，单位归一化为绘图窗口的宽度和高度。例如，[0.2， 0.3， 0.4， 0.5] 将轴的左下角设置为 （0.2， 0.3），宽度和高度分别为 0.4 和 0.5。请参阅 outerposition 属性。

positionconstraint: "innerposition" | {"outerposition"}

指定当轴注释范围更改时，哪个“内位”或“外位”属性优先。请参阅“innerposition”属性和“outerposition”属性。

units: "centimeters" | "characters" | "inches" | {"normalized"} | "pixels" | "points"

用于解释“position”、“outerposition”和“tightinset”属性的单位。

**家长/子女**

children (read-only): vector of graphics handles, def. [](0x1)

轴子项的图形控点。

handlevisibility: "callback" | "off" | {"on"}

如果 handlevisibility 为“off”，则轴的句柄在其父级的“children”属性中不可见。

parent: graphics handle

父图形对象的句柄。

sortmethod: "childorder" | {"depth"}

尚未为轴对象实现子显示顺序控制。Sort方法未使用。

**文本外观**

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果未找到任何文本，则使用默认的无衬线字体（与默认的“\*”值相同）呈现文本。

编程说明：在不本机使用 FontConfig 的系统（除 Linux 之外的所有系统）上，字体缓存是在安装 Octave 时构建的。安装新字体后，您需要手动运行系统（“fc-cache -fv”）。

fontsize: scalar, def. 10

用于文本呈现的字体大小。请参见fontunits 属性。设置 fontsize 还会强制将 fontsizemode 属性设置为“manual”。

fontsizemode: {"auto"} | "manual"

fontsize 模式的当前状态，可以由“fontsize”属性手动设置，也可以由 Octave 自动设置以保持可读性。

fontsmoothing: "off" | {"on"}

控制与轴关联的任何文本是否消除锯齿。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用于解释“fontsize”属性的单位。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

labelfontsizemultiplier: def. 1.1000

x/y/zlabel 字体大小与刻度标签字体大小之间的比率。

legend (read-only): def. [](0x0)

尚未为坐标区对象实现图例属性控制。图例未使用。使用图例函数设置图例属性。

ticklabelinterpreter: "latex" | "none" | {"tex"}

控制 x/y/zticklabel 属性的解释方式。请参见“interpreter”属性的使用。

tightinset (read-only): four-element vector

包含标签和标题批注的轴周围的 [左下、右上] 边距的大小。

titlefontsizemultiplier: positive scalar, def. 1.1000

标题字体大小与刻度标签字体大小之间的比率。

titlefontweight: {"bold"} | "normal"

用于轴标题的基本字体的控制变体。

xlabel: graphics handle

x 标签文本对象的图形句柄。

xticklabel: string | cell array of strings, def. 6-by-1 cell

x 刻度线的标签。设置 xticklabel 还会强制将 xticklabelmode 属性设置为“manual”。

xticklabelmode: {"auto"} | "manual"

用于确定 xtick 标签是由 Octave 自动设置还是使用“xticklabel”属性手动设置的设置。

xticklabelrotation: def. 0

尚未为轴对象实现轴标签旋转。xticklabelrotation 未使用。

ylabel: graphics handle

y 标签文本对象的图形句柄。

yticklabel: string | cell array of strings, def. 6-by-1 cell

y 刻度线的标签。设置 yticklabel 还会强制将 yticklabelmode 属性设置为“manual”。

yticklabelmode: {"auto"} | "manual"

用于确定 ytick 标签是由 Octave 自动设置还是使用“yticklabel”属性手动设置的设置。

yticklabelrotation: def. 0

尚未为轴对象实现轴标签旋转。yticklabelrotation 未使用。

zlabel: graphics handle

z 标签文本对象的图形句柄。

zticklabel: string | cell array of strings, def. 6-by-1 cell

z 刻度线的标签。设置 zticklabel 还会强制将 zticklabelmode 属性设置为“manual”。

zticklabelmode: {"auto"} | "manual"

用于确定 ztick 标签是由 Octave 自动设置还是使用“zticklabel”属性手动设置的设置。

zticklabelrotation: def. 0

尚未为轴对象实现轴标签旋转。zticklabelRotation 未使用。

**15.3.3.4图例属性**

图例对象属性(见**图例**):

**类别：**

回调执行 |布局 |图例外观 |物体识别 |对象位置 |文本外观

**回调执行**

itemhitfcn: def. [](0x0)

回调函数，在单击图例项时执行。请参阅回调部分。

回调函数必须具有以下原型 fcn （hlegend， evnt） ，其中 hlegend 是图例对象句柄，evnt 是具有以下字段的结构：

Peer

单击项所关联的绘图对象的句柄。

Region

可以是“图标”或“标签”，具体取决于单击项目的哪个部分。

SelectionType

“normal”、“extend”、“open”或“alt”之一。请参见图“selectiontype”。

Source

图例对象的句柄。

EventName

名称为“ItemHit”。

**布局**

autoupdate: "off" | {"on"}

控制在对等轴上添加（或删除）对象时是否自动更新图例项的数量。例如：

## Create a single plot with its legend.

figure ();

plot (1:10);

legend ("Slope 1");

## Add another plot and specify its displayname so that

## the legend is correctly updated.

hold on;

plot ((1:10) \* 2, "displayname", "Slope 2");

## Stop automatic updates for further plots.

legend ("autoupdate", "off");

plot ((1:10) \* 3);

numcolumns: scalar integer, def. 1

控制图例项布局中使用的列数。例如：

figure ();

plot (rand (30));

legend ("numcolumns", 3);

设置 numcolumns 还会强制将 numcolumnsmode 属性设置为“manual”。

orientation: "horizontal" | {"vertical"}

控制图例项是垂直排列（按列排列）还是水平排列（按行排列）。

**图例外观**

box: "off" | {"on"}

控制图例是否有周围的框。

color: colorspec, def. [1 1 1]

图例背景的颜色。请参阅 colorspec。

edgecolor: colorspec, def. [0.1500 0.1500 0.1500]

控制图例轮廓的颜色。

**物体识别**

title: graphics handle

标题文本对象的图形句柄。

**对象位置**

location: "best" | "bestoutside" | "east" | "eastoutside" | "none" | "north" | {"northeast"} | "northeastoutside" | "northoutside" | "northwest" | "northwestoutside" | "south" | "southeast" | "southeastoutside" | "southoutside" | "southwest" | "southwestoutside" | "west" | "westoutside"

控制图例的位置。

position: four-element vector

指定图例的位置，不包括其标题。矢量的四个元素是左下角的坐标和图例的宽度和高度。更改此属性还会将“location”切换为“none”。

units: "centimeters" | "characters" | "inches" | {"normalized"} | "pixels" | "points"

用于解释“position”属性的单位。

**文本外观**

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果未找到任何文本，则使用默认的无衬线字体（与默认的“\*”值相同）呈现文本。

编程说明：在不本机使用 FontConfig 的系统（除 Linux 之外的所有系统）上，字体缓存是在安装 Octave 时构建的。安装新字体后，您需要手动运行系统（“fc-cache -fv”）。

fontsize: scalar, def. 9

用于文本呈现的字体大小。请参见fontunits 属性。设置 fontsize 还会强制将 fontsizemode 属性设置为“manual”。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用于解释“fontsize”属性的单位。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

string: string | cell array of strings

图例项的标签列表。例如：

figure ();

plot (rand (20));

## Let legend choose names automatically

hl = legend ();

## Selectively change some names

str = get (hl, "string");

str(1:5:end) = "Garbage";

set (hl, "string", str);

textcolor: colorspec, def. [0 0 0]

控制图例项的文本字符串的颜色。

**15.3.3.5行属性**

线条对象的属性(见线条):

**类别：**

回调执行 |坐标数据 |创建/删除 |显示 |图例选项 |线条外观 |标记外观 |鼠标交互 |物体识别 |家长/子女

**回调执行**

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

**坐标数据**

xdata: vector, def. [0 1]

要绘制的 x 数据的矢量。

xdatasource: string, def. ""

当前基本工作区中要用作 x 数据的矢量的名称。

ydata: vector, def. [0 1]

要绘制的 y 数据的矢量。

ydatasource: string, def. ""

当前基本工作区中要用作 y 数据的矢量的名称。

zdata: vector, def. [](0x0)

当前基本工作区中要用作 y 数据的矢量的名称。

zdatasource: string, def. ""

当前基本工作区中要用作 z 数据的矢量的名称。

**创建/删除**

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

回调函数在创建行后立即执行。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaultlinecreatefcn”， 'disp （“line created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

回调函数在删除行之前立即执行。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**显示**

clipping: "off" | {"on"}

如果剪裁为“打开”，则线将在其父轴限制内进行剪裁。

visible: "off" | {"on"}

如果 visible 为“off”，则不会在屏幕上呈现该行。

**图例选项**

displayname: string | cell array of strings, def. ""

与此行对应的图例条目的文本。

**线条外观**

color: colorspec, def. [0 0 0]

线条对象的颜色。请参阅 colorspec。

linejoin: "chamfer" | "miter" | {"round"}

控制线段交汇点的形状。此属性当前仅影响打印输出。

linestyle: {"-"} | "--" | "-." | ":" | "none"

请参阅线型。

linewidth: scalar, def. 0.5000

线对象的宽度（以磅为单位）。

**标记外观**

marker: "\*" | "+" | "." | "<" | ">" | "^" | "\_" | "d" | "diamond" | "h" | "hexagram" | {"none"} | "o" | "p" | "pentagram" | "s" | "square" | "v" | "x" | "|"

每个数据点的标记形状。请参阅标记样式。

markeredgecolor: {"auto"} | "none"

标记边缘的颜色。当设置为“自动”时，标记边缘的颜色与线条相同。如果设置为“none”，则不显示标记边缘。此属性也可以设置为任何颜色。请参阅 colorspec。

markerfacecolor: "auto" | {"none"}

标记面部的颜色。当设置为“自动”时，标记面的颜色与线条相同。如果设置为“无”，则不显示标记面。此属性也可以设置为任何颜色。请参阅 colorspec。

markersize: scalar, def. 6

以磅为单位的标记的大小。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形侦听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此行对象关联的 uicontextmenu 对象的图形句柄。

hittest: "off" | {"on"}

指定 line 是处理鼠标事件还是将其传递给对象的祖先。启用后，对象可以通过评估“buttondownfcn”、显示 uicontextmenu 并最终成为根“currentobject”来响应鼠标单击。仅当对象可以接受鼠标单击时，此属性才相关，鼠标单击由“pickableparts”属性确定。请参见pickableparts 属性。

pickableparts: "all" | "none" | {"visible"}

指定线路是否接受鼠标点击。默认情况下，拾取部件是“可见的”，只有行的可见部分或其子项才能对鼠标单击做出反应。当可拾取部件为“全部”时，可见和不可见部件（或子部件）都可能对鼠标单击做出反应。当 pickableparts 为“无”时，鼠标单击对象将被忽略并传输到该对象下方的任何对象。当对象配置为接受鼠标单击时，“hittest”属性将确定如何处理它们。请参阅 hittest 属性。

selected: {"off"} | "on"

属性指示是否选择此行。

selectionhighlight: "off" | {"on"}

如果 selectionhighlight 为“on”，则该行的选择状态将直观地突出显示。

**物体识别**

tag: string, def. ""

用于标记图形对象的用户定义字符串。

type (read-only): string

图形对象的类名。type 始终为“line”。

userdata: Any Octave data, def. [](0x0)

要与图形对象关联的用户定义数据。

**家长/子女**

children (read-only): vector of graphics handles, def. [](0x1)

尚未为线条对象实现线条的子对象。儿童未使用。

handlevisibility: "callback" | "off" | {"on"}

如果 handlevisibility 为“off”，则行的句柄在其父级的“children”属性中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.6文本属性**

文本对象的属性(参见文本):

**类别：**

回调执行 |创建/删除 |显示 |鼠标交互 |物体识别 |对象位置 |家长/子女 |文本外观 |文本框外观

**回调执行**

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

**创建/删除**

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建文本后立即执行回调函数。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaulttextcreatefcn”， 'disp （“text created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除文本之前立即执行回调函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

**显示**

clipping: "off" | {"on"}

如果剪裁为“打开”，则文本将在其父轴限制内进行剪裁。

visible: "off" | {"on"}

如果 visible 为“off”，则文本不会呈现在屏幕上。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形侦听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此文本对象关联的 uicontextmenu 对象的图形句柄。

hittest: "off" | {"on"}

指定文本是处理鼠标事件还是将其传递给对象的祖先。启用后，对象可以通过评估“buttondownfcn”、显示 uicontextmenu 并最终成为根“currentobject”来响应鼠标单击。仅当对象可以接受鼠标单击时，此属性才相关，鼠标单击由“pickableparts”属性确定。请参见pickableparts 属性。

pickableparts: "all" | "none" | {"visible"}

指定文本是否接受鼠标单击。默认情况下，拾取部分是“可见的”，只有文本的可见部分或其子部分才能对鼠标单击做出反应。当可拾取部件为“全部”时，可见和不可见部件（或子部件）都可能对鼠标单击做出反应。当 pickableparts 为“无”时，鼠标单击对象将被忽略并传输到该对象下方的任何对象。当对象配置为接受鼠标单击时，“hittest”属性将确定如何处理它们。请参阅 hittest 属性。

selected: {"off"} | "on"

属性指示是否选中此文本。

selectionhighlight: "off" | {"on"}

如果 selectionhighlight 为“on”，则文本的选择状态将直观地突出显示。

**物体识别**

tag: string, def. ""

用于标记图形对象的用户定义字符串。

type (read-only): string

图形对象的类名。type 始终为“text”。

userdata: Any Octave data, def. [](0x0)

要与图形对象关联的用户定义数据。

**物体位置**

extent (read-only): four-element vector

矢量 [x0 y0 width height] 指示文本字符串的大小和位置。

horizontalalignment: "center" | {"left"} | "right"

指定“position”属性设置的点相对于文本的水平位置。

position: three-element vector, def. [0 0 0]

矢量 [X0 Y0 Z0]，其中 X0、Y0 和 Z0 表示由垂直对齐和水平对齐定义的文本锚点的位置。

rotation: scalar, def. 0

显示文本的旋转角度，以度为单位。

units: "centimeters" | {"data"} | "inches" | "normalized" | "pixels" | "points"

设置应用于“位置”和“范围”属性的测量单位或方法。默认选项“data”使用与图中绘制的数据相同的单位和限制。“规范化”选项将无单位的 0 到 1 刻度应用于沿显示数据的每个轴的限制。

verticalalignment: "baseline" | "bottom" | "cap" | {"middle"} | "top"

指定“position”属性设置的点相对于文本的垂直位置。请注意，“top”和“bottom”与文本框的边缘对齐，而“cap”和“baseline”是指文本本身的边缘。

**家长/子女**

children (read-only): vector of graphics handles, def. [](0x1)

文本对象没有子对象。儿童未使用。

handlevisibility: "callback" | "off" | {"on"}

如果 handlevisibility 为“off”，则文本的句柄在其父级的“children”属性中不可见。

parent: graphics handle

父图形对象的句柄。

**文本外观**

color: colorspec, def. [0 0 0]

文本的颜色。请参阅 colorspec。

editing: {"off"} | "on"

尚未为文本对象实现交互式文本编辑。编辑未使用。

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果未找到任何文本，则使用默认的无衬线字体（与默认的“\*”值相同）呈现文本。

编程说明：在不本机使用 FontConfig 的系统（除 Linux 之外的所有系统）上，字体缓存是在安装 Octave 时构建的。安装新字体后，您需要手动运行系统（“fc-cache -fv”）。

fontsize: scalar, def. 10

用于文本呈现的字体大小。请参见fontunits 属性。

fontsmoothing: "off" | {"on"}

控制渲染文本时是否使用抗锯齿。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用于解释“fontsize”属性的单位。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

interpreter: "latex" | "none" | {"tex"}

控制“string”属性的解释方式。请参见“interpreter”属性的使用。

string: string, def. ""

文本对象字符串内容。

**文本框外观**

backgroundcolor: colorspec, def. "none"

背景区域的颜色。请参阅 colorspec。

edgecolor: colorspec, def. "none"

背景区域轮廓的颜色。请参阅 colorspec。

linestyle: {"-"} | "--" | "-." | ":" | "none"

文本框轮廓的样式。请参阅线型。

linewidth: scalar, def. 0.5000

文本框轮廓的宽度。

margin: scalar, def. 3

背景区域和文本边框之间的边距。该值当前被解释为像素，而不考虑“fontunits”属性。

**15.3.3.7镜像属性**

图像对象的属性(见图):

类别：

回调执行 |创建/删除 |显示器 |图像数据 |鼠标交互 |物体识别 |家长/子女

回调执行

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

创建/删除

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建映像后立即执行回调函数。函数是通过使用根对象上的默认属性来设置的，例如，set （groot， “defaultimagecreatefcn”， 'disp （“image created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除图像之前立即执行的回调函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果剪裁为“打开”，则图像将在其父轴限制内进行剪裁。

visible: "off" | {"on"}

如果可见为“关闭”，则图像不会呈现在屏幕上。

图像数据

alphadata: scalar | matrix, def. 1

尚未为图像对象实现透明度。Alphadata 未使用。

alphadatamapping: "direct" | {"none"} | "scaled"

尚未为图像对象实现透明度。AlphaDataMapping 未使用。

cdata: array, def. 64-by-64 double

图像对象的颜色数据。数据存储为 2D 矩阵，其中每个元素的值根据当前颜色图确定该像素的颜色，或者存储为 3D 数组，其中第三个维度包含每个像素的单独红色、蓝色和绿色分量。对于 RGB 数组，映射到最小和最大颜色值的值取决于“cdata”的类。对于该整数类，浮点数和逻辑值的范围从 0 到 1，而整数值的范围从 intmin 到 intmax。

cdatamapping: {"direct"} | "scaled"

设置将数据从“cdata”属性映射到当前颜色图的方法。“直接”映射使用“cdata”值作为当前颜色图的索引来选择颜色。“缩放”映射将“cdata”值缩放到“clim”轴属性中指定的范围。

xdata: two-element vector, def. [1 64]

双元素矢量 [xfirst xlast] 指定图像第一列和最后一列中心的 x 坐标。

将 xdata 设置为空矩阵 （[]） 将恢复默认值 [1 columns（image）]。

ydata: two-element vector, def. [1 64]

双元素矢量 [yfirst ylast] 指定图像第一行和最后一行中心的 y 坐标。

将 ydata 设置为空矩阵 （[]） 将恢复默认值 [1 rows（image）]。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形侦听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此图像对象关联的 uicontextmenu 对象的图形句柄。

hittest: "off" | {"on"}

指定图像是处理鼠标事件还是将其传递给对象的祖先。启用后，对象可以通过评估“buttondownfcn”、显示 uicontextmenu 并最终成为根“currentobject”来响应鼠标单击。仅当对象可以接受鼠标单击时，此属性才相关，鼠标单击由“pickableparts”属性确定。请参见pickableparts 属性。

pickableparts: "all" | "none" | {"visible"}

指定图像是否接受鼠标单击。默认情况下，拾取部分为“可见”部分，只有图像的可见部分或其子部分才能对鼠标单击做出反应。当可拾取部件为“全部”时，可见和不可见部件（或子部件）都可能对鼠标单击做出反应。当 pickableparts 为“无”时，鼠标单击对象将被忽略并传输到该对象下方的任何对象。当对象配置为接受鼠标单击时，“hittest”属性将确定如何处理它们。请参阅 hittest 属性。

selected: {"off"} | "on"

属性指示是否选中此图像。

selectionhighlight: "off" | {"on"}

如果 selectionhighlight 为“on”，则图像的选择状态在视觉上突出显示。

物体识别

tag: string, def. ""

用于标记图形对象的用户定义字符串。

type (read-only): string

图形对象的类名。type 始终为“image”。

userdata: Any Octave data, def. [](0x0)

要与图形对象关联的用户定义数据。

家长/子女

children (read-only): vector of graphics handles, def. [](0x1)

尚未为图像对象实现 Images 的子对象。儿童未使用。

handlevisibility: "callback" | "off" | {"on"}

如果 handlevisibility 为“off”，则图像的句柄在其父级的“children”属性中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.8补丁属性**

补丁对象的属性(参见patch):

类别：

回调执行 |颜色和透明度 |坐标数据 |创建/删除 |显示器 |图例选项 |照明 |标记外观 |鼠标交互 |物体识别 |外形外观 |家长/子女

回调执行

busyaction: "cancel" | {"queue"}

定义 Octave 在无法中断另一个对象的执行回调时如何处理此对象的回调属性的执行。仅当当前正在执行的回调对象的 interruptible 属性设置为“off”时，这才有意义。中断回调对象的 busyaction 属性指示中断回调是排队（“queue”（默认））还是丢弃（“cancel”）。请参阅回调部分。

interruptible: "off" | {"on"}

指定此对象的回调函数是否会被其他回调中断。默认情况下，interruptible 为 “on”，使用 drawnow、figure、waitfor、getframe 或 pause 函数的回调最终会中断。请参阅回调部分。

Color and Transparency

alphadatamapping: "direct" | "none" | {"scaled"}

尚未为修补进程对象实现透明度。AlphaDataMapping 未使用。

cdata: scalar | matrix | array, def. [](0x0)

定义面片对象颜色相对于其 x/y/z 坐标数据的数据。可以使用当前颜色图中的索引或RGB三元组来定义色块颜色，其中RGB颜色沿第三维定义。这些颜色可以分别为整个面片对象、单个面或单个顶点定义，并由“cdata”的形状确定，如下所示：

如果“cdata”是当前颜色图的标量索引或 1×1×3 RGB 三元组，则它定义所有面和边的颜色。

如果 patch 对象有 N 个面，并且“cdata”是 1×N 的颜色图索引矢量或 1×N×3 RGB 数组，则它定义每个面的颜色。

如果 patch 对象有 N 个面，每个面有 M 个顶点，并且 cdata 是颜色图索引的 M×N 矩阵或 M×N×3 RGB 数组，则它定义每个顶点的颜色。（“cdata”的形状应与“xdata”、“ydata”和“zdata”的形状匹配。

cdatamapping: "direct" | {"scaled"}

设置将数据从“cdata”或“cdata”属性映射到当前颜色图的方法。“直接”映射使用“cdata”或“facevertexcdata”值作为当前颜色图的索引来选择颜色。“缩放”映射将“cdata”或“facevertexcdata”值缩放到“clim”坐标属性中指定的范围。

facealpha: scalar | "flat" | "interp", def. 1

面片对象面的透明度级别。目前仅支持双精度值，其中值为 0 表示完全透明，值为 1 表示没有透明度的实体面。将属性设置为“flat”或“interp”会导致无法呈现人脸。此外，人脸不会从后到前进行排序，这可能会导致在渲染分层透明人脸时出现意外结果。

facecolor: {colorspec} | "none" | "flat" | "interp", def. [0 0 0]

面片对象的面的颜色，指定为有效颜色规范或“无”、“平面”或“interp”之一。“flat” 和 “interp” 将使用存储在 “cdata” 或 “facevertexcdata” 属性中的颜色值数据为每个面设置单一颜色，或在面的顶点上插值颜色。请参阅 colorspec。

facelighting: {"flat"} | "gouraud" | "none" | "phong"

当设置为“none”以外的值时，将使用光影效果绘制对象的面。支持的值为“none”（无照明效果）、“flat”（多面外观）和“gouraud”（顶点之间照明效果的线性插值）。“phong”已弃用，其效果与“gouraud”相同。

facevertexalphadata: def. [](0x0)

尚未为面片对象实现面顶透明度控制。FaceVertexalphaData 未使用。

facevertexcdata: scalar | matrix, def. [](0x0)

定义面片对象颜色相对于其面顶点数据的数据。可以使用当前颜色图中的索引或RGB三元组来定义斑块颜色，其中RGB颜色在“facevertexcdata”行中定义。这些颜色可以为整个面片对象、单个面或单个顶点单独定义，并由“facevertexcdata”的形状确定，如下所示：

如果 facevertexcdata 是当前颜色图的标量索引或 1×3 RGB 三元组，则它定义所有面和边的颜色。

如果 patch 对象具有 N 个面，并且 facevertexcdata 是索引的 N×1 列矢量或 N×3 RGB 矩阵，则它定义 N 个面中每个面的颜色。

如果 patch 对象具有 M 个顶点，并且 facevertexcdata 是索引的 M×1 列矢量或 M×3 RGB 矩阵，则它定义每个顶点的颜色。

坐标数据

faces: vector | matrix, def. [1 2 3]

面片面连通性列表存储为 M x N 矩阵，每个 M 面由一行最多 N 个顶点定义，每个元素都包含存储在顶点属性中的顶点的行索引。顶点少于 N 的面使用 NaN 值填充空行元素。

vertices: vector | matrix, def. 3-by-2 double

patch 顶点列表存储为 N x 3 矩阵，每行包含矢量的 x、y 和 z 坐标，并与 faces 属性一起用于定义 patch 结构。

xdata: vector | matrix, def. [0; 1; 0]

修补顶点 X 坐标。

ydata: vector | matrix, def. [1; 1; 0]

修补顶点 Y 坐标。

zdata: vector | matrix, def. [](0x0)

修补顶点 z 坐标。

创建/删除

beingdeleted: {"off"} | "on"

指示函数已启动对象删除的属性。beingdeleted 设置为 true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建补丁后立即执行回调函数。函数是通过使用 root 对象上的默认属性来设置的，例如 set （groot， “defaultpatchcreatefcn”， 'disp （“patch created！”）'）。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除补丁之前立即执行的回调函数。

有关如何编写图形侦听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果剪裁为“打开”，则裁剪贴片将在其父轴限制内进行剪裁。

visible: "off" | {"on"}

如果 visible 为“关闭”，则修补进程不会呈现在屏幕上。

图例选项

displayname: def. ""

与此修补进程对应的图例条目的文本。

照明

ambientstrength: scalar, def. 0.3000

环境光的强度。值介于 0.0 和 1.0 之间。

backfacelighting: "lit" | {"reverselit"} | "unlit"

“lit”：法线按原样用于照明。“reverselit”：法线始终朝向视点。“unlit”：法线指向远离视点的面不亮。

diffusestrength: scalar, def. 0.6000

漫反射的强度。值介于0.0(无漫反射)和1.0(完全漫反射)之间。

facenormals: def. [](0x0)

如果边缘光照或面光照属性设置为“平坦”，则面法线用于照亮边缘或面。设置facenormals也强制facnormalmode属性设置为“manual”。

facenormalsmode: {"auto"} | "manual"

如果将此属性设置为“auto”，则如果将边缘照明或面照明属性设置为“flat”，并且在同一轴上至少存在一个可见的光照对象，则会自动计算面大小。

specularcolorreflectance: scalar, def. 1

镜面颜色的反射率。值介于0.0(底面颜色)和1.0(光源颜色)之间。

specularexponent: scalar, def. 10

镜面反射的指数。该值越低，反射越扩散。

specularstrength: scalar, def. 0.9000

镜面反射强度。值介于0.0(无镜面反射)和1.0(全镜面反射)之间。

vertexnormals: def. [](0x0)

顶点法线用于照亮边缘或面，如果边缘照明或面照明属性设置为“gouraud”。设置vertexnormals也强制将vertexnormalmode属性设置为“manual”。

vertexnormalsmode: {"auto"} | "manual"

如果此属性设置为“auto”，则如果边缘照明或面照明属性设置为“gouraud”，并且在同一轴上至少存在一个可见的光照对象，则自动计算顶点法线。

标志的外观

marker: "\*" | "+" | "." | "<" | ">" | "^" | "\_" | "d" | "diamond" | "h" | "hexagram" | {"none"} | "o" | "p" | "pentagram" | "s" | "square" | "v" | "x" | "|"

参见行标记属性。

markeredgecolor: {"auto"} | "flat" | "none"

参见line markeredgcolor属性。

markerfacecolor: "auto" | "flat" | {"none"}

参见line markerfacecolor属性。

markersize: scalar, def. 6

参见line markersize属性。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此补丁对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定patch是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定补丁是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有补丁的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性表示是否选择该补丁。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则patch的选择状态将被高亮显示。

物体识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“patch”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

改善外形

edgealpha: scalar | matrix, def. 1

透明度尚未对补丁对象实现。Edgealpha未使用。

edgecolor: colorspec | "none" | "flat" | "interp", def. [0 0 0]

patch对象边缘的颜色，指定为有效的颜色规格或“none”、“flat”或“interp”中的一种。“flat”和“interp”将为每条边设置一个单一的颜色，或者使用存储在“cdata”中的颜色值数据在边缘的顶点之间插入一个颜色。看到colorspec。

edgelighting: "flat" | "gouraud" | {"none"} | "phong"

当设置为“none”以外的值时，对象的边缘将使用光影效果绘制。支持的值是“none”(没有照明效果)，“flat”(多面外观)和“gouraud”(顶点之间的照明效果的线性插值)。“phong”已弃用，其效果与“gouraud”相同。

linestyle: {"-"} | "--" | "-." | ":" | "none"

参见线条样式。

linewidth: scalar, def. 0.5000

参见line linewidth属性。

家长/子女

children (read-only): vector of graphics handles, def. [](0x1)

Patch对象的子对象尚未在Patch对象中实现。儿童是闲置的。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility是"off"，补丁的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

15.3.3.9散射属性

散射对象的属性(参见scatter):

类别:

回调执行|颜色数据|坐标数据|创建/删除|显示|图例选项|标记外观|鼠标交互|对象识别|父/子

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

颜色数据

cdata: scalar | matrix, def. [0 0.4470 0.7410]

定义散射对象颜色的数据。

如果cdata是当前颜色映射或RGB三元组的标量索引，则它定义所有散点标记的颜色。

如果cdata是N × 1的索引向量或N × 3 (RGB)矩阵，则它定义了N个散点标记中每个散点标记的颜色。

cdatamode: {"auto"} | "manual"

如果cdatmode为"auto"，则cdata设置为与seriesindex对应的祖先轴的颜色顺序中的颜色。

cdatasource: string, def. ""

工作空间变量的名称，该变量包含将用于“cdata”属性的数据。使用refreshdata函数将数据传输到“cdata”中。

seriesindex: def. 1

在同一轴上的每个散射对象被分配一个递增的整数。这对应于在cdatmode设置为“auto”时使用的祖先轴颜色顺序的索引。

坐标数据

latitudedata: def. [](0x0)

地理坐标散点绘图尚未对散点对象实现。Latitudedata未使用。

latitudedatasource: def. ""

地理坐标散点绘图尚未对散点对象实现。Latitudedatasource未使用。

longitudedata: def. [](0x0)

地理坐标散点绘图尚未对散点对象实现。经度数据未被使用。

longitudedatasource: def. ""

地理坐标散点绘图尚未对散点对象实现。经度数据源未使用。

rdata: def. [](0x0)

对于散点对象，尚未实现用于散点绘图的极坐标。Rdata未使用。

rdatasource: def. ""

对于散点对象，尚未实现用于散点绘图的极坐标。Rdatasource未使用。

thetadata: def. [](0x0)

对于散点对象，尚未实现用于散点绘图的极坐标。数据未使用。

thetadatasource: def. ""

对于散点对象，尚未实现用于散点绘图的极坐标。数据源未使用。

xdata: vector, def. [](0x0)

带有散射物体x坐标的矢量。

xdatasource: string, def. ""

工作区变量的名称，该变量包含将用于“xdata”属性的数据。使用refreshdata函数将数据传输到“xdata”中。

ydata: vector, def. [](0x0)

矢量与散射对象的y坐标。

ydatasource: string, def. ""

工作空间变量的名称，该变量包含将用于“ydata”属性的数据。使用refreshdata函数将数据传输到“ydata”中。

zdata: [] | vector, def. [](0x0)

对于3D数据，矢量与散射对象的y坐标。

zdatasource: string, def. ""

工作区变量的名称，该变量包含将用于“zdata”属性的数据。使用refreshdata函数将数据传输到“zdata”中。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建散射后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultscattercreatefcn"， 'disp ("scatter created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除scatter之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪处于“开启”状态，则散点在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果“可见”为“关闭”，则散射不会在屏幕上渲染。

图例选项

annotation: def. [](0x0)

从分散对象内部进行图例外观切换尚未对分散对象实现。注释未使用。

displayname: def. ""

与此分散对象对应的图例条目的文本。

标志的外观

linewidth: scalar, def. 0.5000

标记线边缘的线宽。

marker: "\*" | "+" | "." | "<" | ">" | "^" | "\_" | "d" | "diamond" | "h" | "hexagram" | "none" | {"o"} | "p" | "pentagram" | "s" | "square" | "v" | "x" | "|"

参见行标记属性。

markeredgealpha: scalar, def. 1

标记面透明度级别，0表示完全透明，1表示不透明的实体面。请注意，标记不是从后到前排序的，这可能会导致渲染分层透明标记或与其他透明对象组合时出现意想不到的结果。

markeredgecolor: {"none"} | {"flat"} | colorspec

标记笔边缘的颜色。“none”表示边缘是透明的，“flat”表示使用cdata中的值。参见line markeredgcolor属性。

markerfacealpha: scalar, def. 1

标记面透明度级别，0表示完全透明，1表示不透明的实体面。请注意，标记不是从后到前排序的，这可能会导致渲染分层透明标记或与其他透明对象组合时出现意想不到的结果。

markerfacecolor: {{"none"}} | "flat" | "auto" | colorspec

记号笔表面的颜色。“none”表示面是透明的，“flat”表示使用cdata中的值，“auto”使用祖先轴的颜色属性。参见line markerfacecolor属性。

sizedata: [] | scalar | vector, def. [](0x0)

标记区域的大小。标量值适用于所有标记。如果cdata是一个N × 1的向量，它定义了N个散点标记中的每一个的颜色。

sizedatasource: def. ""

来自工作空间变量的数据尚未为分散对象实现。Sizedatasource未使用。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此散射对象关联的uicontextmenu对象的图形句柄。

datatiptemplate: def. [](0x0)

数据提示对象还没有为分散对象实现。Datatiptemplate未使用。

hittest: "off" | {"on"}

指定scatter是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定scatter是否接受鼠标点击。默认情况下，pickableparts是“可见的”，并且只有散布的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此散射。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则散点的选择状态将在视觉上突出显示。

物体识别

tag: string, def. ""

一个用户定义的字符串来标记图形对象。

type (read-only): string

图形对象的类名。类型总是“分散”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

亲生子女

children (read-only): vector of graphics handles, def. [](0x1)

分散对象的子对象尚未实现分散对象。孩子们没有用。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为“off”，则散射的句柄在其父的“children”属性中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.10表面性质**

表面物体的性质(见表面):

**类别:**

回调执行|颜色和透明度|坐标数据|创建/删除|显示|人脸外观|图例选项|照明|标记外观|鼠标交互|对象识别|轮廓外观|父/子

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

颜色和透明度

alphadata: scalar | matrix, def. 1

表面对象的透明度尚未实现。Alphadata未被使用。

alphadatamapping: "direct" | "none" | {"scaled"}

表面对象的透明度尚未实现。Alphadatamapping未被使用。

cdata: array, def. 3-by-3 double

表面顶点的颜色数据值。数据要么存储为与“zdata”大小相同的二维矩阵，其中每个元素的值根据当前颜色图确定顶点的颜色，要么存储为三维数组，其中第三维包含每个顶点的单独红色、蓝色和绿色组件。

cdatamapping: "direct" | {"scaled"}

设置将数据从“cdata”属性映射到当前颜色映射的方法。“直接”映射使用“cdata”值作为当前颜色映射的索引来选择颜色。“Scale”映射将“cdata”值缩放到“clim”坐标轴属性中指定的范围。

cdatasource: string, def. ""

工作空间变量的名称，该变量包含将用于“cdata”属性的数据。使用refreshdata函数将数据传输到“cdata”中。

坐标数据

xdata: matrix, def. [1 2 3]

x坐标的数据。

xdatasource: string, def. ""

工作区变量的名称，该变量包含将用于“xdata”属性的数据。使用refreshdata函数将数据传输到“xdata”中。

ydata: matrix, def. [1; 2; 3]

y坐标的数据。

ydatasource: string, def. ""

工作空间变量的名称，该变量包含将用于“ydata”属性的数据。使用refreshdata函数将数据传输到“ydata”中。

zdata: matrix, def. 3-by-3 double

z坐标的数据。

zdatasource: string, def. ""

工作区变量的名称，该变量包含将用于“zdata”属性的数据。使用refreshdata函数将数据传输到“zdata”中。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在创建表面后立即执行的回调函数。函数通过在根对象上使用默认属性来设置，例如set (root， "defaultsurfacecreatefcn"， 'disp ("surface created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除表面之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪处于“开启”状态，则表面在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果“可见”为“关闭”，则表面不会在屏幕上渲染。

面孔出现

facealpha: scalar | "flat" | "interp" | "texturemap", def. 1

表面物体表面的透明度级别。目前只支持双值，其中值0表示完全透明，值1表示不透明的实体面。将属性设置为“flat”，“interp”或“texturemap”会导致不渲染面。此外，这些面没有从后到前排序，这可能会导致渲染分层透明面时意想不到的结果。

facecolor: colorspec | "none" | {"flat"} | "interp"

表面对象的面颜色，指定为有效的颜色规格或“无”、“平坦”或“间隔”之一。“flat”和“interp”将为每个面设置一个单一的颜色，或者使用存储在“cdata”中的颜色值数据在面的顶点上插入一个颜色。看到colorspec。

facelighting: {"flat"} | "gouraud" | "none" | "phong"

当设置为“none”以外的值时，对象的面将使用光影效果绘制。支持的值是“none”(没有照明效果)，“flat”(多面外观)和“gouraud”(顶点之间的照明效果的线性插值)。“phong”已弃用，其效果与“gouraud”相同。

facenormals: def. [](0x0)

如果边缘光照或面光照属性设置为“平坦”，则面法线用于照亮边缘或面。设置facenormals也强制facnormalmode属性设置为“manual”。

facenormalsmode: {"auto"} | "manual"

如果将此属性设置为“auto”，则如果将边缘照明或面照明属性设置为“flat”，并且在同一轴上至少存在一个可见的光照对象，则会自动计算面大小。

图例选项

displayname: def. ""

与此图例表面对应的图例条目的文本。

照明

ambientstrength: scalar, def. 0.3000

环境光的强度。值介于0.0和1.0之间。

backfacelighting: "lit" | {"reverselit"} | "unlit"

"lit":法线与照明相同。“反转”:法线总是朝向视点。“未点亮”:法线指向远离视点的面是未点亮的。

diffusestrength: scalar, def. 0.6000

漫反射的强度。值介于0.0(无漫反射)和1.0(完全漫反射)之间。

specularcolorreflectance: scalar, def. 1

镜面颜色的反射率。值介于0.0(底面颜色)和1.0(光源颜色)之间。

specularexponent: scalar, def. 10

镜面反射的指数。该值越低，反射越扩散。

specularstrength: scalar, def. 0.9000

镜面反射强度。值介于0.0(无镜面反射)和1.0(全镜面反射)之间。

vertexnormals: def. [](0x0)

顶点法线用于照亮边缘或面，如果边缘照明或面照明属性设置为“gouraud”。设置vertexnormals也强制将vertexnormalmode属性设置为“manual”。

vertexnormalsmode: {"auto"} | "manual"

如果此属性设置为“auto”，则如果边缘照明或面照明属性设置为“gouraud”，并且在同一轴上至少存在一个可见的光照对象，则自动计算顶点法线。

标志的外观

marker: "\*" | "+" | "." | "<" | ">" | "^" | "\_" | "d" | "diamond" | "h" | "hexagram" | {"none"} | "o" | "p" | "pentagram" | "s" | "square" | "v" | "x" | "|"

参见标记样式。

markeredgecolor: {"auto"} | "flat" | "none"

参见line markeredgcolor属性。

markerfacecolor: "auto" | "flat" | {"none"}

参见line markerfacecolor属性。

markersize: scalar, def. 6

参见line markersize属性。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此表面对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定surface是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定surface是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有表面的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此表面。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则表面的选择状态在视觉上高亮显示。

物体识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型永远是“表面”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

改善外形

edgealpha: scalar, def. 1

表面对象的透明度尚未实现。Edgealpha未使用。

edgecolor: colorspec | "none" | "flat" | "interp", def. [0 0 0]

表面对象边缘的颜色，指定为有效的颜色规格或“无”、“平坦”或“间隔”中的一种。“flat”和“interp”将为每个边缘设置单一颜色，或者使用存储在“cdata”中的颜色值数据在两个相邻顶点之间插入颜色。看到colorspec。

edgelighting: "flat" | "gouraud" | {"none"} | "phong"

当设置为“none”以外的值时，对象的边缘将使用光影效果绘制。支持的值是“none”(没有照明效果)，“flat”(多面外观)和“gouraud”(顶点之间的照明效果的线性插值)。“phong”已弃用，其效果与“gouraud”相同。

linestyle: {"-"} | "--" | "-." | ":" | "none"

参见线条样式。

linewidth: scalar, def. 0.5000

参见line linewidth属性。

meshstyle: {"both"} | "column" | "row"

指定是否显示与曲面数据的行、列或两者相关联的边。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

表面的子对象还没有实现。儿童是闲置的。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则表面的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.11 Light属性**

光对象的属性(见光):

**类别:**

回调执行|创建/删除|显示|照明|鼠标交互|对象识别|父/子

**回调执行**

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建光后立即执行的回调函数。函数通过在根对象上使用默认属性来设置，例如set (root， "defaultlightcreatefcn"， 'disp ("light created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除light之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪处于“开启”状态，则光线在其父轴范围内被裁剪。

visible: "off" | {"on"}

如果“可见”为“关闭”，则不会在屏幕上渲染光线。

照明

color: colorspec, def. [1 1 1]

光源的颜色。看到colorspec。

position: def. [1 0 1]

光源位置。

style: {"infinite"} | "local"

这个字符串定义了光是从无限远的光源(“无限”)还是从局部点源(“本地”)发出的。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与此light对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定light是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定light是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有灯光的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此灯。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则灯光的选择状态在视觉上高亮显示。

物体识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“轻”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

父/子

children (read-only): vector of graphics handles, def. [](0x1)

光对象没有子对象。儿童是闲置的。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为off，则该灯的句柄在其父的children属性中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.12 ui菜单属性**

**uimenu对象的属性(参见uimenu):**

**类别:**

外观|回调执行|创建/删除|显示|键盘交互|菜单选项|鼠标交互|对象识别|对象位置|父/子

外观

foregroundcolor: colorspec, def. [0 0 0]

此菜单项的文本颜色值。

separator: {"off"} | "on"

指示是否在当前菜单位置上方绘制分隔线的状态。

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

menuselectedfcn: string | function handle, def. [](0x0)

函数，在执行此菜单项时调用。有关如何编写图形监听器函数的信息，请参阅回调部分。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建ui菜单后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuimenucreatefcn"， 'disp ("uimenu created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除ui菜单之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪为“on”，则菜单在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果“可见”为“关闭”，则界面不呈现在屏幕上。

键盘交互

accelerator: character, def. ""

当与CTRL键同时按下时将执行该菜单项的字符(例如，“x”表示CTRL+x)。

菜单选项

checked: {"off"} | "on"

设置是否在此菜单项上显示标记。

enable: "off" | {"on"}

设置此菜单项是处于活动状态还是显示为灰色。

text: string, def. ""

这个菜单条目的文本。“&”字符可用于标记“加速键”

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

Buttondownfcn未使用。

contextmenu: graphics handle, def. [](0x0)

uicontextmenu对象的图形句柄，该对象当前与该uimenu对象相关联。

hittest: "off" | {"on"}

指定uimenu是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定ui菜单是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有ui菜单的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此菜单。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则ui菜单的选择状态将被高亮显示。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“ui菜单”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

对象的位置

position: scalar, def. 4

一个标量值，根据菜单的方向，包含从左侧或顶部开始的相对菜单位置。

父/子

children (read-only): vector of graphics handles, def. [](0x1)

ui菜单子节点的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则ui菜单的句柄在其父属性的"children"中不可见。

parent: graphics handle

父图形对象的句柄。

15.3.3.13 Uibuttongroup属性

uibuttongroup对象的属性(参见uibuttongroup):

类别:

外观|按钮组操作|回调执行|创建/删除|显示|鼠标交互|对象识别|对象位置|父/子|文本外观

外观

backgroundcolor: colorspec, def. [0.9400 0.9400 0.9400]

此按钮组的背景颜色值。

bordertype: "beveledin" | "beveledout" | {"etchedin"} | "etchedout" | "line" | "none"

设置是否在按钮组周围使用线边框。

borderwidth: whole number scalar, def. 1

以像素为单位的线边界宽度。

foregroundcolor: colorspec, def. [0 0 0]

此按钮组的标题文本的颜色值。

highlightcolor: colorspec, def. [1 1 1]

与此按钮组相邻的线的颜色值。

shadowcolor: colorspec, def. [0.7000 0.7000 0.7000]

环绕此按钮组的边框线的颜色值。

sizechangedfcn: string | function handle, def. [](0x0)

当按钮组大小改变时触发回调。

有关如何编写图形监听器函数的信息，请参阅回调部分。

按钮组操作

selectedobject: def. [](0x0)

按钮组中当前选定项的图形句柄。

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

resizefcn: string | function handle, def. [](0x0)

Resizefcn已弃用。使用sizechangedfcn代替。

selectionchangedfcn: string | function handle, def. [](0x0)

当按钮组内所选项被更改时触发回调。

有关如何编写图形监听器函数的信息，请参阅回调部分。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在uibuttongroup创建后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuibuttongroupcreatefcn"， 'disp ("uibuttongroup created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除uibuttongroup之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果clipping是“on”，uibuttongroup在它的父轴限制中被剪裁。

visible: "off" | {"on"}

如果visible为“off”，则uibuttongroup不呈现在屏幕上。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与这个uibuttongroup对象相关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uibuttongroup是处理鼠标事件还是将它们传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定uibuttongroup是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有uibuttongroup或它的子元素的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此uibuttongroup。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，那么uibuttongroup的选择状态将被高亮显示。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uibuttongroup”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

对象的位置

position: four-element vector, def. [0 0 1 1]

按钮组的大小表示为四元素向量[左，底，宽，高]。

units: "centimeters" | "characters" | "inches" | {"normalized"} | "pixels" | "points"

用来解释“位置”属性的测量单位。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

uibuttongroup子元素的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility是"off"， uibuttongroup的句柄在其父的"children"属性中是不可见的。

parent: graphics handle

父图形对象的句柄。

文本的外观

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果没有找到，则使用默认的无衬线字体(与默认的“\*”值相同)呈现文本。

编程注意:在不使用本机FontConfig的系统上(除了Linux)，字体缓存是在安装Octave时构建的。安装新字体后，您需要手动运行system(“fc-cache -fv”)。

fontsize: scalar, def. 10

用于文本呈现的字体大小。参见fontunits属性。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用来解释"font - size"属性的单元。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

title: string, def. ""

按钮组标题的文本。

titleposition: "centerbottom" | "centertop" | "leftbottom" | {"lefttop"} | "rightbottom" | "righttop"

按钮组中标题的相对位置。

**15.3.3.14 Uicontextmenu属性**

**uicontextmenu对象的属性(参见uicontextmenu):**

**类别:**

回调执行|创建/删除|显示|鼠标交互|对象识别|对象位置|父/子

**回调执行**

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

callback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，该表达式将在选择此项时执行。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

**创建/删除**

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在uicontextmenu创建后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuicontextmenucreatefcn"， 'disp ("uicontextmenu created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除uicontextmenu之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪为“on”，则uicontextmenu在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果visible为“off”，则uicontextmenu不呈现在屏幕上。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

Buttondownfcn未使用。

contextmenu: graphics handle, def. [](0x0)

当前与uicontextmenu对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uicontextmenu是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定uicontextmenu是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有uicontextmenu或它的子菜单的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选中此uicontextmenu。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则uicontextmenu的选择状态将被高亮显示。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uicontextmenu”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

客体位置

position: def. [0 0]

手动设置uicontextmenu出现的位置尚未实现uicontextmenu对象。位置未使用。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

uicontextmenu子元素的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则uicontextmenu的句柄在其父属性的"children"中不可见。

parent: graphics handle

父图形对象的句柄。

**15.3.3.15 Uipanel属性**

uipanel对象属性(参见uipanel):

类别:

外观|回调执行|创建/删除|显示|鼠标交互|对象识别|对象位置|父/子|文本外观

外观

backgroundcolor: colorspec, def. [0.9400 0.9400 0.9400]

该面板背景的颜色值。

bordertype: "beveledin" | "beveledout" | {"etchedin"} | "etchedout" | "line" | "none"

设置是否在面板周围设置线边框。

borderwidth: whole number scalar, def. 1

以像素为单位的线边界宽度。

foregroundcolor: colorspec, def. [0 0 0]

此面板的标题文本的颜色值。

highlightcolor: colorspec, def. [1 1 1]

与该面板相邻的线的颜色值。

shadowcolor: colorspec, def. [0.7000 0.7000 0.7000]

围绕这个面板的边框线的线的颜色值。看到colorspec。

**回调执行**

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

resizefcn: string | function handle, def. [](0x0)

Resizefcn已弃用。使用sizechangedfcn代替。

sizechangedfcn: string | function handle, def. [](0x0)

当面板大小改变时触发回调。

有关如何编写图形监听器函数的信息，请参阅回调部分。

**创建/删除**

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在uipanel创建后立即执行的回调函数。函数是通过在根对象上使用默认属性来设置的，例如set (root， "defaultuipanelcreatefcn"， 'disp ("uipanel created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除uipanel之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

**显示**

clipping: "off" | {"on"}

如果clip是“on”，uipanel在它的父轴限制内被clip。

visible: "off" | {"on"}

如果visible是“off”，uipanel不会在屏幕上渲染。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与这个uipanel对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uipanel是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定uipanel是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有uipanel或它的子面板的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示该uipanel是否被选中。

selectionhighlight: "off" | {"on"}

如果selectionhighlight是“on”，那么uipanel的选择状态将被高亮显示。

**目标识别**

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uipanel”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

**对象的位置**

position: four-element vector, def. [0 0 1 1]

面板的大小表示为四元素向量[左，底，宽，高]。

units: "centimeters" | "characters" | "inches" | {"normalized"} | "pixels" | "points"

用来解释“位置”属性的测量单位。

**父母/孩子**

children (read-only): vector of graphics handles, def. [](0x1)

uipanel子面板的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility是"off"， uipanel的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

文本的外观

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果没有找到，则使用默认的无衬线字体(与默认的“\*”值相同)呈现文本。

编程注意:在不使用本机FontConfig的系统上(除了Linux)，字体缓存是在安装Octave时构建的。安装新字体后，您需要手动运行system(“fc-cache -fv”)。

fontsize: scalar, def. 10

用于文本呈现的字体大小。参见fontunits属性。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用来解释"font - size"属性的单元。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

title: string, def. ""

面板标题的文本。

titleposition: "centerbottom" | "centertop" | "leftbottom" | {"lefttop"} | "rightbottom" | "righttop"

Relative position of the title within the panel.

标题在面板中的相对位置。

15.3.3.16 Uicontrol属性

uicontrol对象的属性(参见uicontrol):

类别:

外观|回调执行|控制选项|创建/删除|显示|鼠标交互|对象识别|对象位置|父/子|文本外观

外观

backgroundcolor: colorspec, def. [0.9400 0.9400 0.9400]

此控件对象的背景颜色值。

cdata: array, def. [](0x0)

用于表示控制对象的图像数据，存储为M × N × 3 RGB数组。

extent (read-only): four-element vector

与[0 0 width height]形式返回的uicontrol相关联的文本字符串的大小(前两个元素始终为零)。

对于多行字符串，返回的宽度和高度表示包含所有行的矩形的大小。

foregroundcolor: colorspec, def. [0 0 0]

此控件对象的文本的颜色值。看到colorspec。

style: "checkbox" | "edit" | "frame" | "listbox" | "popupmenu" | {"pushbutton"} | "radiobutton" | "slider" | "text" | "togglebutton"

创建的控件对象的类型。有关可用控件样式的完整描述，请参阅"uicontrol"函数

**回调执行**

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

callback: string, def. [](0x0)

由有效Octave表达式组成的字符串，该表达式将在激活此控件时执行。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

keypressfcn: string | function handle, def. [](0x0)

当按下键并且控制对象有焦点时执行的函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

控制选项

enable: "inactive" | "off" | {"on"}

设置此控件对象是活动还是显示为灰色。

listboxtop: scalar, def. 1

将出现在“列表框”控件顶部的字符串选项的索引

max: scalar, def. 1

最大控制值，其对控件的影响取决于控件类型。对于“复选框”、“切换按钮”和“单选按钮”控件，当控件对象被选中时，将“max”值赋给“value”属性。对于“slider”控件，“max”定义了滑块的最大值。对于“edit”和“listbox”控件，如果Max - Min > 1，则该控件将分别允许多个行项或列表项选择。

min: scalar, def. 0

最小控制值，其对控件的影响取决于控件类型。对于“复选框”、“切换按钮”和“单选按钮”控件，当控件对象未被选中时，将“最小”值赋给“值”属性。对于“slider”控件，“min”定义了滑块的最小值。对于“edit”和“listbox”控件，如果Max - Min > 1，则该控件将分别允许多个行项或列表项选择。

sliderstep: two-element vector, def. [0.010000 0.100000]

相对于滑块的最小-最大跨度测量的分数步长，当用户单击对象时，滑块移动的步长。“sliderstep”被指定为由[minor major]组成的双元素向量，其中“minor”是单击滑块箭头的步长，“major”是在滑块条内单击的步长。

value: scalar, def. 0

与控件对象的当前状态相关联的数值，该值的含义取决于控件对象的“样式”。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在uicontrol创建后立即执行的回调函数。函数通过在根对象上使用默认属性来设置，例如set (root， "defaultuicontrolcreatefcn"， 'disp ("uicontrol created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除uicontrol之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪为“on”，则uicontrol将在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果visible为“off”，则该控件不会在屏幕上呈现。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

当前与uiconcontrol对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uiconcontrol是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定uiconcontrol是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有uicontrol或它的子控件的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此控件。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则uicontrol的选择状态将被高亮显示。

tooltipstring: string, def. ""

当鼠标指针悬停在控件对象上时出现在工具提示中的文本字符串。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uicontrol”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

对象的位置

position: four-element vector, def. [0 0 80 30]

控件对象的大小，表示为四元素向量[左，底，宽，高]。

units: "centimeters" | "characters" | "inches" | "normalized" | {"pixels"} | "points"

用来解释“位置”属性的测量单位。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

控件子控件的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则uicontrol的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

文本的外观

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果没有找到，则使用默认的无衬线字体(与默认的“\*”值相同)呈现文本。

编程注意:在不使用本机FontConfig的系统上(除了Linux)，字体缓存是在安装Octave时构建的。安装新字体后，您需要手动运行system(“fc-cache -fv”)。

fontsize: scalar, def. 10

用于文本呈现的字体大小。参见fontunits属性。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用来解释"font - size"属性的单元。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

horizontalalignment: {"center"} | "left" | "right"

指定uicontrol对象内文本的水平对齐。

string: string, def. ""

与控件对象一起出现的文本。

verticalalignment: "bottom" | {"middle"} | "top"

指定文本在uicontrol对象中的垂直位置。

**15.3.3.17 Uitable属性**

uitable对象的属性(参见uitable):

类别:

外观|回调执行|创建/删除|显示|鼠标交互|对象识别|对象位置|父/子|表数据|表操作|文本外观

外观

backgroundcolor: colorspec, def. 2-by-3 double

指定为3元素RBG向量的表背景的颜色。如果backgroundcolor有多行，则在“rowstriping”属性开启时，颜色会重复循环。

foregroundcolor: colorspec, def. [0 0 0]

该表中数据文本的颜色。看到colorspec。

rowstriping: "off" | {"on"}

设置，以指示表背景颜色是否将为每一行使用不同的颜色。颜色是从重复图案中的“backgroundcolor”属性绘制的。

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

celleditcallback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，每当编辑表格单元格时将执行该表达式。

cellselectioncallback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，每当选择表格单元格时将执行该表达式。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

keypressfcn: string, def. [](0x0)

一个字符串，由一个有效的Octave表达式组成，只要在这个表对象中按下一个键，这个表达式就会执行。

keyreleasefcn: def. [](0x0)

由一个有效的Octave表达式组成的字符串，该表达式将在此表对象中释放键时执行。

**创建/删除**

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuitablecreatefcn"， 'disp ("uitable created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在uitable被删除之前执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

**显示**

clipping: "off" | {"on"}

如果裁剪为“on”，则合适的对象在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果visible为“off”，则不显示在屏幕上。

**鼠标交互**

buttondownfcn: string | function handle, def. [](0x0)

有关如何编写图形监听器函数的信息，请参阅回调部分。

contextmenu: graphics handle, def. [](0x0)

uicontextmenu对象的图形句柄，该对象当前与此合适的对象相关联。

hittest: "off" | {"on"}

指定是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有可显示的部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此适合项。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则显示该对象的选择状态。

tooltipstring: string, def. ""

当鼠标指针悬停在表对象上时出现在工具提示中的文本字符串。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“合适的”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

对象的位置

extent (read-only): four-element vector

表示表大小的元素向量。数组的前两个元素始终为零，而第三和第四个元素包含表的高度和宽度。

position: four-element vector, def. [20 20 300 300]

表的位置和大小。向量的四个元素是左下角的坐标和图形的宽度和高度。参见单位属性。

units: "centimeters" | "characters" | "inches" | "normalized" | {"pixels"} | "points"

用来解释“位置”属性的测量单位。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

适合子对象的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则该对象的句柄在其父对象的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

表数据

columnformat: def. {}(0x0)

每列中数字数据的显示格式。有效的格式包括"char"、"logical"、"numeric"或format函数中的有效格式设置

columnname: def. "numbered"

列名指定为“编号”或1 x N单元格字符串向量，其中包含用于每个列标题的名称。

columnwidth: def. "auto"

设置确定每列的宽度，有效的选项包括:“auto”，“fit”，指定为“1x”，“2x”等的平均倍数，或1x N单元格向量，其中每个元素对应于N个表列中的一个，并包含上述任何选项或以像素指定的固定宽度。

data: matrix, def. [](0x0)

表中包含的数据指定为二维数字、逻辑或单元格数组。

rowname: def. "numbered"

行名指定为“编号”或N x 1单元格字符串向量，其中包含用于每个行标题的名称。

表操作

columneditable: logical row vector, def. [](0x0)

表示列是否可编辑的逻辑指示器。它由一个1 x N的逻辑值向量组成，其中true或false分别表示相应的列是可编辑的或不可编辑的，或者由一个空逻辑数组组成，表示没有列是不可编辑的。

enable: "off" | {"on"}

设置此表对象是活动还是显示为灰色。

rearrangeablecolumns: {"off"} | "on"

指示是否能够通过单击和拖动列标头来移动列。

文本的外观

fontangle: "italic" | {"normal"}

控制字体是斜体还是普通。

fontname: string, def. "\*"

用于文本呈现的字体名称。设置此属性时，文本呈现引擎将在系统中搜索匹配的字体。如果没有找到，则使用默认的无衬线字体(与默认的“\*”值相同)呈现文本。

编程注意:在不使用本机FontConfig的系统上(除了Linux)，字体缓存是在安装Octave时构建的。安装新字体后，您需要手动运行system(“fc-cache -fv”)。

fontsize: scalar, def. 10

用于文本呈现的字体大小。参见fontunits属性。

fontunits: "centimeters" | "inches" | "normalized" | "pixels" | {"points"}

用来解释"font - size"属性的单元。

fontweight: "bold" | {"normal"}

控制用于文本呈现的基本字体的变体。

15.3.3.18工具栏属性

工具栏对象的属性(参见工具栏):

类别:

回调执行|创建/删除|显示|鼠标交互|对象识别|父/子

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

在工具栏创建后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuitoolbarcreatefcn"， 'disp ("uitoolbar created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在工具栏被删除之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果“打开”，则工具栏将在其父轴限制内被剪切。

visible: "off" | {"on"}

如果“可见”为“关闭”，则工具栏不会在屏幕上呈现。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

buttondownfcn未使用。

contextmenu: graphics handle, def. [](0x0)

当前与此工具栏对象关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uitoolbar是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定工具栏是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有工具栏的可见部分或它的子部分可能对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此工具栏。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则工具栏的选择状态将被可视化地高亮显示。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uitoolbar”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

工具栏子节点的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则工具栏的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

15.3.3.19 Uipushtool属性

uipushtool对象的属性(参见uipushtool):

类别:

外观|回调执行|创建/删除|显示|鼠标交互|对象识别|父/子|推送工具操作

外观

\_named\_icon\_\_: string, def. ""

要用作推送工具对象的图像的绑定图标文件的名称。

cdata: array, def. [](0x0)

用于表示pushtool对象的

separator: {"off"} | "on"

指示是否在当前冲压工具位置旁边绘制分隔线的状态。

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

clickedcallback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，该表达式将在单击此控件对象时执行。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

uipushtool创建完成后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuipushtoolcreatefcn"， 'disp ("uipushtool created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

删除upushtool之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪为“on”，则upushtool将被裁剪在其父轴限制内。

visible: "off" | {"on"}

如果“可见”为“关闭”，则upushtool不会在屏幕上呈现。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

Buttondownfcn未使用。

contextmenu: graphics handle, def. [](0x0)

当前与uipushtool对象相关联的uicontextmenu对象的图形句柄。

hittest: "off" | {"on"}

指定uipushtool是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定upushtool是否接受鼠标点击。默认情况下，pickableparts是“可见的”，只有uppushtool或其子工具的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此upushtool。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则upushtool的选择状态将被可视化地高亮显示。

tooltipstring: string, def. ""

当鼠标指针悬停在推送工具对象上时出现在工具提示中的文本字符串。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“upushtool”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

upushtool子进程的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则upushtool的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

Pushtool操作

enable: "off" | {"on"}

设置此推送工具对象是处于活动状态还是显示为灰色。

15.3.3.20 Uitoggletool属性

uitoggletool对象的属性(参见uitoggletool):

类别:

外观|回调执行|创建/删除|显示|鼠标交互|对象识别|父/子|切换操作

外观

\_\_named\_icon\_\_: string, def. ""

要用作toggletool对象的图像的绑定图标文件的名称。

cdata: array, def. [](0x0)

用于表示toggletool对象的图像数据，存储为M × N × 3 RGB数组。

separator: {"off"} | "on"

设置为在工具栏的左侧绘制一条垂直线。

回调执行

busyaction: "cancel" | {"queue"}

定义Octave在无法中断另一个对象的回调执行时如何处理该对象的回调属性的执行。只有当当前执行的回调对象的可中断属性设置为“off”时，这才有意义。中断回调对象的busyaction属性指示中断回调是排队(“queue”(默认))还是丢弃(“cancel”)。参见回调一节。

clickedcallback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，该表达式将在单击此控件对象时执行。

interruptible: "off" | {"on"}

指定此对象的回调函数是否可能被其他回调中断。默认情况下，可中断状态为“on”，使用drawnow、figure、waitfor、getframe或pause函数的回调函数最终会被中断。参见回调一节。

offcallback: string, def. [](0x0)

由有效的Octave表达式组成的字符串，该表达式将在此控制对象被关闭时执行。

oncallback: string, def. [](0x0)

由有效Octave表达式组成的字符串，该表达式将在打开此控制对象时执行。

创建/删除

beingdeleted: {"off"} | "on"

属性，指示函数已开始删除对象。Beingdeleted被设置为true，直到对象不再存在。

createfcn: string | function handle, def. [](0x0)

创建uitoggletool后立即执行的回调函数。函数通过使用根对象上的默认属性来设置，例如set (root， "defaultuitoggletoolcreatefcn"， 'disp (" uitoggleool created!")')。

有关如何编写图形监听器函数的信息，请参阅回调部分。

deletefcn: string | function handle, def. [](0x0)

在删除uitoggletool之前立即执行的回调函数。

有关如何编写图形监听器函数的信息，请参阅回调部分。

显示

clipping: "off" | {"on"}

如果裁剪是“on”，则uitoggletool在其父轴限制内被裁剪。

visible: "off" | {"on"}

如果visible为“off”，则该工具不会在屏幕上呈现。

鼠标交互

buttondownfcn: string | function handle, def. [](0x0)

Buttondownfcn未使用。

contextmenu: graphics handle, def. [](0x0)

uicontextmenu对象的图形句柄，当前与此uitoggletool对象关联。

hittest: "off" | {"on"}

指定uitoggletool是处理鼠标事件还是将其传递给对象的祖先。当启用时，对象可以通过评估“buttondownfcn”来响应鼠标点击，显示uicontextmenu，并最终成为根“currentobject”。此属性仅在对象可以接受由“pickableparts”属性决定的鼠标点击时才相关。参见pickableparts属性。

pickableparts: "all" | "none" | {"visible"}

指定uitoggletool是否接受鼠标点击。默认情况下，pickableparts是“可见的”，并且只有uitoggletool或其子组件的可见部分才会对鼠标点击做出反应。当pickableparts为“all”时，可见部分和不可见部分(或子部分)都可能对鼠标点击做出反应。当pickableparts为“none”时，对象上的鼠标点击将被忽略，并传输到该对象下面的任何对象。当一个对象被配置为接受鼠标点击时，“hittest”属性将决定如何处理它们。参见hittest属性。

selected: {"off"} | "on"

属性指示是否选择此工具。

selectionhighlight: "off" | {"on"}

如果selectionhighlight为“on”，则uitoggletool的选择状态将被可视化地高亮显示。

tooltipstring: string, def. ""

当鼠标指针悬停在工具工具对象上时出现在工具提示中的文本字符串。

目标识别

tag: string, def. ""

一个用户定义的字符串，用于标记图形对象。

type (read-only): string

图形对象的类名。类型总是“uitoggletool”。

userdata: Any Octave data, def. [](0x0)

与图形对象关联的用户定义数据。

父母/孩子

children (read-only): vector of graphics handles, def. [](0x1)

uitoggletool子进程的图形句柄。

handlevisibility: "callback" | "off" | {"on"}

如果handlevisibility为"off"，则uitoggletool的句柄在其父的"children"属性中不可见。

parent: graphics handle

父图形对象的句柄。

切换操作

enable: "off" | {"on"}

设置此工具对象是活动的还是变灰的。

state: {"off"} | "on"

toggletool对象的当前“开”或“关”状态。

**15.3.4搜索属性**

: h = findobj ()

: h = findobj (prop\_name, prop\_value, …)

: h = findobj (prop\_name, prop\_value, "-logical\_op", prop\_name, prop\_value)

: h = findobj ("-property", prop\_name)

: h = findobj ("-regexp", prop\_name, pattern)

: h = findobj (hlist, …)

: h = findobj (hlist, "flat", …)

: h = findobj (hlist, "-depth", d, …)

查找具有指定属性的图形对象。

当不带参数调用时，返回从根对象(0)开始并包括其所有后代的所有图形对象。

缩小结果范围的最简单形式是

findobj (prop\_name, prop\_value)

它返回所有对象的句柄，这些对象的属性名为prop\_name，其值为prop\_value。如果指定了多个属性/值对，则只返回满足所有条件(相当于-and)的对象。

通过传递句柄或句柄集hlist作为第一个参数，可以将搜索限制在一组特定的对象及其后代。

可以使用"-depth"参数限制要搜索的对象层次结构的深度。一个只搜索三代子代的例子是:

findobj (hlist, "-depth", 3, prop\_name, prop\_value)

指定深度d为0将搜索限制在hlist中传递的对象集合中。深度为0也等同于“平坦”参数。默认的深度值是Inf，它包括所有的后代。

在prop\_name、prop\_value对之间可以使用指定的逻辑运算符。支持的逻辑运算符为:-and， -or， -xor， -not。定位所有图形和轴对象的示例代码是

findobj ("type", "figure", "-or", "type", "axes")

也可以通过将正则表达式与属性值进行比较来匹配对象，其中返回匹配regexp (prop\_value, pattern)的属性值。

最后，可以使用“-property”选项找到具有属性名称的对象。例如，定位带有“meshstyle”属性的对象的代码是

findobj ("-property", "meshstyle")

实现注意:搜索只包括具有可见句柄的对象(HandleVisibility = "on")。参见findall，搜索包括隐藏对象在内的所有对象。

参见:findall, allchild, get, set。

: h = findall ()

: h = findall (prop\_name, prop\_value, …)

: h = findall (prop\_name, prop\_value, "-logical\_op", prop\_name, prop\_value)

: h = findall ("-property", prop\_name)

: h = findall ("-regexp", prop\_name, pattern)

: h = findall (hlist, …)

: h = findall (hlist, "flat", …)

: h = findall (hlist, "-depth", d, …)

查找具有指定属性的图形对象，包括隐藏对象。

返回值h是找到的图形对象的句柄列表。

findall执行与findobj相同的搜索，但它包含隐藏对象(HandleVisibility = "off")。有关完整文档，请参阅findobj。

参见:findobj, allchild, get, set。

15.3.5管理默认属性

对象属性有两类默认值，即工厂默认值(初始值)和用户定义的默认值，后者可以覆盖工厂默认值。

虽然可以为任何对象设置默认值，但它们是在父对象中设置的，并应用于指定对象类型的子对象。例如，将线对象的默认颜色属性设置为“绿色”，对于根对象，将导致所有线对象继承颜色“绿色”作为默认值。

set (groot, "defaultlinecolor", "green");

为所有对象设置默认的线条颜色。构造属性名以设置默认值的规则是

default + object-type + property-name

该规则可能会导致一些奇怪的名称，例如defaultlinelinewidth"指定行对象的默认线宽属性。

上面的例子使用了根对象，所以默认属性值将应用于所有行对象。但是，默认值是分层的，因此在图形对象中设置的默认值将覆盖在根对象中设置的默认值。同样，在轴对象中设置的默认值覆盖在图或根对象中设置的默认值。例如,

subplot (2, 1, 1);

set (groot, "defaultlinecolor", "red");

set (1, "defaultlinecolor", "green");

set (gca (), "defaultlinecolor", "blue");

line (1:10, rand (1, 10));

subplot (2, 1, 2);

line (1:10, rand (1, 10));

figure (2)

line (1:10, rand (1, 10));

产生两个数字。第一个图的第一个子图窗口中的线是蓝色的，因为它继承了它的父轴对象的颜色。第一个图的第二个子图窗口中的线是绿色的，因为它继承了它的父图对象的颜色。第二个图形窗口中的行是红色的，因为它从全局根对象继承了它的颜色。

如果需要删除用户自定义的默认设置，可以将默认属性设置为“remove”。例如,

set (gca (), "defaultlinecolor", "remove");

从当前轴对象中移除用户定义的默认线条颜色设置。使用reset功能可以快速清除所有用户自定义的默认值。

默认情况下，高级绘图功能(如绘图重置和重新定义轴属性)独立于默认值。这种属性的一个例子是axesbox属性:它是由高级2d图形函数设置的，而不管属性“defaultaxesbox”。使用hold函数来防止这种行为:

set (groot, "defaultaxesbox", "off");

subplot (2, 1, 1);

plot (1:10)

title ("Box is on anyway")

subplot (2, 1, 2);

hold on

plot (1:10)

title ("Box is off")

: reset (h)

将图形对象h的属性重置为其默认值。

对于图形，属性“位置”、“单位”、“窗口样式”和“纸张单位”不受影响。对于轴，属性“位置”和“单位”不受影响。

输入h也可以是图形句柄的向量，在这种情况下，每个单独的对象将被重置。

参见:cla, clf, newplot。

获取对象的“default”属性将返回为该对象设置的用户定义默认值列表。例如,

get (gca (), "default");

返回当前坐标轴对象的用户定义默认值列表。

工厂默认值存储在根对象中。命令

get (groot, "factory");

返回出厂默认值的列表。

**15.4高级绘图**

**15.4.1颜色**

可以通过三种方式指定颜色:1)RGB三元组，2)通过名称，或3)通过HTML符号。

RGB值

RGB三元组是一个1x3向量，其中每个值都在0到1之间。第一个值表示红色的百分比，第二个值表示绿色的百分比，第三个值表示蓝色的百分比。例如，[1,0,1]表示完整的红色和蓝色通道，从而产生品红。

短名称或长名称

八种颜色可以通过名称直接指定，也可以通过单个字符短名称指定。

| **Name** | **Color** |
| --- | --- |
| ‘*k*’, *"black"* | blacK |
| ‘*r*’, *"red"* | Red |
| ‘*g*’, *"green"* | Green |
| ‘*b*’, *"blue"* | Blue |
| ‘*y*’, *"yellow"* | Yellow |
| ‘*m*’, *"magenta"* | Magenta |
| ‘*c*’, *"cyan"* | Cyan |
| ‘*w*’, *"white"* | White |

HTML符号

HTML表示法是一个字符串，以字符“#”开头，后跟3或6个十六进制数字。与RGB三元组一样，每个十六进制数表示以指定颜色呈现的红、绿和蓝通道的比例。例如，“#FF00FF”代表洋红色。

**15.4.2线条样式**

行样式由以下属性指定:

linestyle

可能是其中之一

“-”

实线。(默认)

“--”

虚线。

“:”

虚线。

“-.”

虚线。

“none”

没有线。点仍将使用当前的标记样式进行标记。

linewidth

指定行宽度的数字。默认为1。值2是默认值的两倍，等等。

**15.4.3标记样式**

标记样式由以下属性指定:

marker

表示在每个数据点上放置绘图标记的字符，或“无”，表示不显示任何标记。

Markeredgecolor

标记周围边缘的颜色，或“自动”，意思是边缘颜色与面颜色相同。看到颜色。

markerfacecolor

标记的颜色，或“none”表示不应该填充标记。看到颜色。

markersize

指定标记大小的数字。默认为1。值2是默认值的两倍，以此类推。

colstyle函数将解析绘图样式规范，并返回结果的颜色、线条和标记值。

: [style, color, marker, msg] = colstyle (style)

解析行规范样式并返回给定的行样式、颜色和标记。

如果出现错误，字符串msg将返回错误的文本。

**15.4.4回调**

回调函数可以与图形对象相关联，并在某些事件发生后触发。所有回调函数的基本结构是

function mycallback (hsrc, evt)

…

endfunction

HSRC是回调源的句柄，evt给出一些特定于事件的数据。

该函数可以作为普通Octave函数的函数句柄、匿名函数或表示Octave命令的字符串提供。不建议使用后一种语法，因为只有在求值字符串时才会出现语法错误。参见函数句柄部分。

然后可以在对象创建时将其与对象关联，或者稍后使用set函数将其与对象关联。例如,

plot (x, "DeleteFcn", @(h, e) disp ("Window Deleted"))

其中，在情节被删除的时刻，将显示“窗口已删除”的消息。

附加的用户参数可以传递给回调函数，并将在两个默认参数之后传递。例如:

plot (x, "DeleteFcn", {@mycallback, "1"})

…

function mycallback (h, evt, arg1)

fprintf ("Closing plot %d\n", arg1);

endfunction

注意:回调函数中的第二个参数evt仅在Qt图形工具包中部分实现:

* 鼠标单击事件:evt是一个类双值:1表示左键，2表示中键，3表示右键。
* 按键事件:evt是一个包含字段Key(字符串)、Character(字符串)和Modifier(字符串单元格数组)的结构。
* 其他事件:evt是一个类双空矩阵。

可用于所有图形对象的基本回调函数是

* CreateFcn:在对象创建时调用。如果以任何方式改变了对象，则不会调用它，因此只有在定义对象的函数调用中定义此回调才有意义。稍后通过set函数添加到CreateFcn的回调将永远不会被执行。
* DeleteFcn:在对象被删除时调用。
* ButtonDownFcn:当鼠标指针在此对象上时按下鼠标按钮时调用。注意，gnuplot接口没有实现这个回调。

默认情况下，回调函数是排队的(它们在事件队列中一个接一个地执行)，除非使用了drawnow、figure、waitfor、getframe或pause函数。如果正在执行的回调调用其中一个函数，则会导致Octave刷新事件队列，从而导致正在执行的回调被中断。

可以通过将对象的interruptible属性设置为“off”来指定对象的回调不应该被中断。在这种情况下，Octave根据中断回调对象的busyaction属性决定做什么:

queue (the default)

中断回调在执行回调返回后执行。

cancel

中断的回调被丢弃。

当中断回调函数是deletefcn、figure resizefcn或closerequestfcn时，interruptible属性不起作用。那些回调总是中断正在执行的回调。

持有正在执行的回调的对象的句柄可以通过gbo函数获得。该对象的祖先图的句柄可以使用gcbf函数获得。

: h = gcbo ()

: [h, fig] = gcbo ()

返回当前正在执行回调的对象的句柄。

如果没有回调正在执行，这个函数返回空矩阵。这个句柄是从根对象属性“CallbackObject”中获得的。

当使用第二个输出参数调用时，返回包含当前正在执行回调的对象的图形句柄。如果没有回调正在执行，第二个输出也被设置为空矩阵。

参见:gcbf, gco, gca, gcf, get, set。

: fig = gcbf ()

返回包含当前正在执行回调的对象的图形的句柄。

如果没有回调正在执行，这个函数返回空矩阵。该函数返回的句柄与gcbo的第二个输出参数相同。

参见:gcbo, gcf, gco, gca, get, set。

回调也可以使用下面描述的addlistener函数添加到属性中。

**15.4.5应用定义数据**

Octave提供了将应用程序定义的数据附加到图形句柄的功能。数据可以是任何对应用程序有意义的数据，并且会被Octave完全忽略。

: setappdata (h, name, value)

: setappdata (h, name1, value1, name2, value3, …)

: setappdata (h, {name1, name2, …}, {value1, value2, …})

将具有句柄h的图形对象的应用程序数据名称设置为值。

H也可以是图形句柄的向量。如果指定名称的应用程序数据不存在，则创建该数据。

可以指定多个名称/值对。或者，可以指定名称的单元格数组和相应的值的单元格数组。有关获取有效应用程序数据属性列表的详细信息，请参见getappdata。

参见:getappdata, isappdata, rmappdata, guidata, get, set, getpref, setpref。

: value = getappdata (h, name)

: appdata = getappdata (h)

返回句柄为h的图形对象的应用程序数据名称的值。

H也可以是图形句柄的向量。如果没有给出第二个参数名称，那么getappdata返回一个结构体appdata，其字段对应于appdata属性。

参见:setappdata, isappdata, rmappdata, guidata, get, set, getpref, setpref。

: rmappdata (h, name)

: rmappdata (h, name1, name2, …)

从句柄为h的图形对象中删除应用程序数据名称。

H也可以是图形句柄的向量。可以提供多个应用程序数据名来一次删除多个属性。

参见:setappdata, getappdata, isappdata。

: valid = isappdata (h, name)

如果为句柄为h的图形对象存在命名的应用程序数据name，则返回true。

H也可以是图形句柄的向量。

参见:getappdata, setappdata, rmappdata, guidata, get, set, getpref, setpref。

**15.4.6对象组**

许多Octave高级绘图函数返回其他图形对象的组，或者它们返回的图形对象的属性以这样一种方式链接，即对其中一个属性的更改会导致其他属性的更改。将其他对象分组的图形对象称为hggroup

: hggroup ()

: hggroup (hax)

: hggroup (…, property, value, …)

: h = hggroup (…)

创建具有轴父轴的手柄图形组对象。

如果没有指定父组，则在当前轴上创建组。

可以为hg组指定多个属性/值对，但它们必须成对出现。完整的属性列表记录在Axes properties。

可选的返回值h是创建的hggroup对象的图形句柄。

编程注意:hggroup是一种将基本图形对象(如直线对象或补丁对象)分组为一个可以适当反应的单元的方法。例如，等高线的各个线条被收集到单个hg\_group中，这样它们就可以通过一个命令set (hg\_handle， "visible"， "off")设置为可见/不可见。

参见:addproperty, addlistener。

例如，hggroup的一个简单用法可能是

x = 0:0.1:10;

hg = hggroup ();

plot (x, sin (x), "color", [1, 0, 0], "parent", hg);

hold on

plot (x, cos (x), "color", [0, 1, 0], "parent", hg);

set (hg, "visible", "off");

它将两个地块分组为一个对象，并直接控制它们的可见性。hggroup的默认属性与其他图形对象的通用属性集相同。可以使用addproperty函数添加其他属性。

: addproperty (name, h, type)

: addproperty (name, h, type, arg, …)

在图形对象h中创建一个名为name的新属性。

类型确定要创建的属性的类型。Args通常包含属性的默认值，但根据属性的类型可能会给出额外的参数。

支持的属性类型有:

string

字符串属性。Arg包含默认字符串值。

any

未类型化的属性。这种属性可以保存任何八度值。Args包含默认值。

radio

具有一组有限的可接受值的字符串属性。第一个参数必须是一个字符串，所有可接受的值由竖线(' | ')分隔。默认值可以通过用'{' '}'对括起来来标记。默认值也可以作为第二个可选字符串参数给出。

boolean

布尔属性。此属性类型相当于可接受值为“on / off”的单选属性。参数包含默认属性值。

double

一个标量双精度性质。Arg包含默认值。

handle

句柄属性。这种属性包含图形对象的句柄。参数包含默认句柄值。当没有给出默认值时，属性被初始化为空矩阵。

data

数据(矩阵)属性。参数包含默认数据值。当没有给出默认值时，数据被初始化为空矩阵。

color

颜色属性。Arg包含默认颜色值。当没有给出默认颜色时，该属性被设置为黑色。可以给出可选的第二个字符串参数来指定可接受的字符串值的附加集合(如无线电属性)。

Type也可以是核心对象类型和该对象类型的有效属性名的连接。然后创建的属性具有与引用属性相同的特征(类型、可能的值、隐藏状态……)。这允许将现有属性克隆到图形对象h中。

示例：

addproperty ("my\_property", gcf, "string", "a string value");

addproperty ("my\_radio", gcf, "radio", "val\_1|val\_2|{val\_3}");

addproperty ("my\_style", gcf, "linelinestyle", "--");

参见:addlistener, hgroup。

一旦属性被添加到hg组中，它就不会链接到该组的子属性或任何其他图形对象的任何其他属性。为了控制这个新添加的属性的使用方式，addlistener函数用于定义一个回调函数，该函数在属性被更改时执行。

: addlistener (h, prop, fcn)

将fcn注册为图形对象h的属性prop的监听器。

属性侦听器在设置属性时执行(按注册顺序执行)。在执行侦听器时，新值已经可用。

Prop必须是一个字符串，在h中指定一个有效的属性。

FCN可以是函数句柄、字符串或第一个元素是函数句柄的单元格数组。如果fcn是一个函数句柄，对应的函数应该接受至少2个参数，分别设置为对象句柄和空矩阵。如果fcn是一个字符串，它必须是任何有效的八度表达式。如果fcn是一个单元格数组，则第一个元素必须是一个函数句柄，其签名与上面描述的相同。单元格数组的下一个元素作为附加参数传递给函数。

例子:

function my\_listener (h, dummy, p1)

fprintf ("my\_listener called with p1=%s\n", p1);

endfunction

addlistener (gcf, "position", {@my\_listener, "my string"})

参见:dellistener, addproperty, hggroup。

: dellistener (h, prop, fcn)

删除fcn作为图形对象h的属性prop的侦听器的注册。

函数fcn必须是与传递给addlistener的原始调用相同的变量(不仅仅是相同的值)。

如果未定义fcn，则删除prop的所有侦听器函数。

例子:

function my\_listener (h, dummy, p1)

fprintf ("my\_listener called with p1=%s\n", p1);

endfunction

c = {@my\_listener, "my string"};

addlistener (gcf, "position", c);

dellistener (gcf, "position", c);

参见:addlistener。

使用这两个函数的示例如下

x = 0:0.1:10;

hg = hggroup ();

h = plot (x, sin (x), "color", [1, 0, 0], "parent", hg);

addproperty ("linestyle", hg, "linelinestyle", get (h, "linestyle"));

addlistener (hg, "linestyle", @update\_props);

hold on

plot (x, cos (x), "color", [0, 1, 0], "parent", hg);

function update\_props (h, d)

set (get (h, "children"), "linestyle", get (h, "linestyle"));

endfunction

这将向hg组添加一个linestyle属性，并将其值的任何更改传播给该组的子元素。linkprop函数可以用来将上面的简化为

x = 0:0.1:10;

hg = hggroup ();

h1 = plot (x, sin (x), "color", [1, 0, 0], "parent", hg);

addproperty ("linestyle", hg, "linelinestyle", get (h, "linestyle"));

hold on

h2 = plot (x, cos (x), "color", [0, 1, 0], "parent", hg);

hlink = linkprop ([hg, h1, h2], "color");

: hlink = linkprop (h, "prop")

: hlink = linkprop (h, {"prop1", "prop2", …})

链接图形对象属性，以便将其中一个对象的更改传播到其他对象。

输入h是要链接的图形句柄向量。

当链接单个属性时，Prop可以是字符串，或者链接多个属性时，Prop可以是字符串的单元格数组。在链接过程中，prop中的所有属性最初将被设置为列表h中第一个对象上存在的值。

函数返回hlink，它是一个描述链接的特殊对象。只要引用链接存在，图形对象之间的链接就会处于活动状态。这意味着hlink必须保存在工作空间变量、全局变量中，或者使用setappdata或guidata等函数进行存储。要取消链接属性，请执行clear hlink。

使用linkprop的一个例子是

x = 0:0.1:10;

subplot (1,2,1);

h1 = plot (x, sin (x));

subplot (1,2,2);

h2 = plot (x, cos (x));

hlink = linkprop ([h1, h2], {"color","linestyle"});

set (h1, "color", "green");

set (h2, "linestyle", "--");

参见:linkaxes, addlistener。

: linkaxes (hax)

: linkaxes (hax, optstr)

连接2-D图的轴极限，使其中一个的变化传播到其他的。

要链接的轴句柄作为第一个参数hax传递。

可选的第二个参数是一个字符串，它定义将链接哪些轴限制。optstr的可能值有:

“x”

链接x轴

“y”

连接轴

“xy”(默认)

连接两个轴

“off”

关闭链接

如果未指定，默认是链接X轴和Y轴。

链接时，hax中第一个轴的限制应用于列表中的其他轴。对其中任何一个轴的后续更改将传播到其他轴。

参见:linkprop, addproperty。

这些功能在许多基本图形对象中使用。由Octave函数创建的hggroup对象包含一个或多个图形对象，用于:

* 将多个图形对象组合在一起，
* 在不同图形对象之间创建链接属性，和
* 从对象的实际数据中隐藏名义用户数据。

例如，茎函数创建一个茎系列，其中茎系列的每个hgroup包含两个线对象，分别表示茎的主体和头部。干系列的hg组的ydata属性表示干的头部，而干的主体位于基线和该值之间。例如

h = stem (1:4)

get (h, "xdata")

⇒ [ 1 2 3 4]'

get (get (h, "children")(1), "xdata")

⇒ [ 1 1 NaN 2 2 NaN 3 3 NaN 4 4 NaN]'

显示干系列对象的hg组的xdata与底层行之间的差异。

此类组对象的基本属性是它们由一个或多个链接的hgroup组成，并且这些组的某些属性的更改会传播给组的其他成员。然而，组成员的某些属性仅适用于当前成员。

此外，组的成员也可以通过回调函数链接到其他图形对象。例如，条或杆函数的基线是一个线对象，其长度和位置根据相应的hg组元素的变化自动调整。

**15.4.6.1对象组中的数据源**

所有组对象都包含数据源参数。有一些字符串参数包含一个表达式，当调用refreshdata函数时，计算该表达式以更新组的相关数据属性。

: refreshdata ()

: refreshdata (h)

: refreshdata (h, workspace)

计算当前图形的任何“数据源”属性，如果相应的数据发生了变化，则更新绘图。

如果第一个参数h是一个图形句柄列表，则操作这些对象，而不是gcf返回的当前图形。

第二个可选参数workspace可以接受以下值:

"base"

评估基本工作区中的数据源属性。(默认)。

"caller"

在调用refreshdata的函数的工作空间中计算数据源属性。

使用refreshdata的一个例子是:

x = 0:0.1:10;

y = sin (x);

plot (x, y, "ydatasource", "y");

for i = 1 : 100

pause (0.1);

y = sin (x + 0.1\*i);

refreshdata ();

endfor

**15.4.6.2区域系列**

区域系列对象由Area函数创建。每个hg组元素都包含一个patch对象。面积级数的性质是

basevalue

绘制面积图底面的值。

linewidth

linestyle

构成区域的补丁对象边缘的线宽和样式。参见线条样式。

edgecolor

facecolor

构成区域的补丁对象的线条和填充颜色。看到颜色。

xdata

ydata

在area函数中使用的累积求和之前，传递给area的原始数据列的x和y坐标。

xdatasource

ydatasource

数据源变量。

**15.4.6.3 Bar系列**

Bar系列对象由Bar或barh函数创建。每个hggroup元素包含一个patch对象。柱级数的性质是

showbaseline

baseline

basevalue

属性showbaseline标记是否显示柱系列的基线(默认为“on”)。表示基线的图形对象的句柄由baseline属性给出，基线的y值由basevalue属性给出。

对这些属性的任何更改都会传播到柱形图系列的其他成员和基线本身。同样，基线本身属性的变化也会传播到相应柱序列的成员。

barwidth

barlayout

horizontal

属性barwidth是与传递给bar或barh的宽度变量相对应的条的宽度。条形条系列是“分组”还是“堆叠”由barlayout属性决定，条形条是水平的还是垂直的由水平属性决定。

对这些属性的任何更改都将传播到条形图系列的其他成员。

linewidth

linestyle

构成条的补丁对象边缘的线宽和样式。参见线条样式。

edgecolor

facecolor

构成条的补丁对象的线条和填充颜色。看到颜色。

xdata

标称的杆的x位置。这一性质的变化也影响到了柱形级数的其他成员。

ydata

纵轴的y值hggroup

xdatasource

ydatasource

数据源变量。

**15.4.6.4轮廓组**

轮廓组对象由Contour、contf和contour3函数创建。它们也是surfc和meshc函数返回的句柄之一。等高线群的性质是

contourmatrix

一个只读属性，包含用于创建绘图轮廓的contourc返回的数据。

fill

可以具有值“on”或“off”的单选属性，用于标记要绘制的轮廓是否要填充。

zlevelmode

zlevel

无线电属性zlevelmode的值可以是"none"， "auto"或"manual"。当它的值为“none”时，绘制的轮廓没有z分量。当其值为“auto”时，绘制轮廓的z值与轮廓本身的值相同。如果该值为“manual”，则绘制轮廓的z值由zlevel属性决定。

levellistmode

levellist

levelstepmode

levelstep

如果levellistmode是“manual”，那么绘制等高线的水平由levellist决定。如果levellistmode设置为“auto”，那么轮廓之间的距离由levelstep决定。如果levellistmode和levelstepmode都设置为“auto”，那么假定有10个等距轮廓。

textlistmode

textlist

textstepmode

textstep

如果textlistmode为“manual”，则标记的轮廓由textlist确定。如果textlistmode设置为“auto”，则标记轮廓之间的距离由textstep决定。如果textlistmode和textstepmode都设置为“auto”，那么假定有10个等距的标记轮廓。

showtext

标记轮廓标签是否显示。

labelspacing

以点为单位的单个轮廓上标签之间的距离。

linewidth

linestyle

linecolor

等高线的性质。属性linewidth和linestyle类似于线条的相应属性。属性linecolor是一个颜色属性(参见Colors)，它的值也可以是none或auto。如果linecolor为“none”，则不绘制等高线。如果linecolor为“auto”，则线的颜色由颜色映射决定。

xdata

ydata

zdata

等高线的原始x、y、z数据。

xdatasource

ydatasource

zdatasource

数据源变量。

15.4.6.5误差条系列

错误条系列是由errorbar函数创建的。每个hggroup元素包含两个行对象，分别表示数据和错误栏。误差条级数的性质为

color

错误条的线对象的RGB颜色或颜色名称。看到颜色。

linewidth

linestyle

误差条的线对象的线宽和样式。参见线条样式。

marker

markeredgecolor

markerfacecolor

markersize

误差条上标记的线条和填充颜色。看到颜色。

xdata

ydata

ldata

udata

xldata

xudata

原始x, y, l, u, xl, xu数据的误差条。

xdatasource

ydatasource

ldatasource

udatasource

xldatasource

xudatasource

数据源变量。

**15.4.6.6线路系列**

线系列对象由plot和plot3函数创建，类型为Line。具有添加数据源能力的行系列属性。

color

线对象的RGB颜色或颜色名称。看到颜色。

linewidth

linestyle

线对象的线宽和样式。参见线条样式。

marker

markeredgecolor

markerfacecolor

markersize

标记的线条和填充颜色。看到颜色。

xdata

ydata

zdata

原始的x y和z数据。

xdatasource

ydatasource

zdatasource

数据源变量。

**15.4.6.7 Quiver Group**

Quiver系列对象由Quiver或quiver3函数创建。该系列的每个hgroup元素包含三个线对象作为子对象，分别表示箭头的主体和头部，以及一个标记作为箭头的原点。颤振级数的性质是

autoscale

autoscalefactor

标记箭头的长度是缩放还是直接从u, v和w数据定义。如果将箭头长度标记为由autoscale属性缩放，则自动缩放箭头的长度由autoscalefactor控制。

maxheadsize

此属性控制箭筒系列中箭头的大小。默认值为0.2。

showarrowhead

标记箭头是否显示在箭袋图中。

color

箭筒的线条对象的RGB颜色或颜色名称。看到颜色。

linewidth

linestyle

线的宽度和样式的线的对象的颤抖。参见线条样式。

marker

markerfacecolor

markersize

标记对象的线条和填充颜色位于箭头的原始位置。看到颜色。

xdata

ydata

zdata

向量场值的原点。

udata

vdata

wdata

要绘制的向量场的值。

xdatasource

ydatasource

zdatasource

udatasource

vdatasource

wdatasource

数据源变量。

**15.4.6.8楼梯组**

楼梯系列对象由Stair函数创建。该系列的每个hg组元素都包含一个单线对象，作为表示楼梯的子对象。阶梯级数的性质是

color

楼梯的线条对象的RGB颜色或颜色名称。看到颜色。

linewidth

linestyle

楼梯线条对象的线条宽度和样式。参见线条样式。

marker

markeredgecolor

markerfacecolor

markersize

楼梯上标记的线条和填充颜色。看到颜色。

xdata

ydata

楼梯的原始x和y数据。

xdatasource

ydatasource

数据源变量。

**15.4.6.9阀杆系列**

Stem系列对象由Stem或stem3函数创建。每个hg - group元素都包含一个单行对象，作为表示茎的子对象。该级数的性质为

showbaseline

baseline

basevalue

属性showbaseline标记是否显示茎系列的基线(默认为“on”)。表示基线的图形对象的句柄由baseline属性给出，基线的y值(或stem3的z值)由basevalue属性给出。

对这些属性的任何更改都将传播到干系列的其他成员和基线本身。同样地，基线本身性质的变化也会传播到相应的干级数的成员上。

color

茎的行对象的RGB颜色或色名。看到颜色。

linewidth

linestyle

茎的线对象的线宽度和样式。参见线条样式。

marker

markeredgecolor

markerfacecolor

markersize

茎上标记的线条和填充颜色。看到颜色。

xdata

ydata

zdata

茎的原始x, y和z数据。

xdatasource

ydatasource

zdatasource

数据源变量。

**15.4.6.10表面组**

表面组对象是由surf或mesh函数创建的，但同样是由surf或mesh函数返回的句柄之一。表面群属于表面类型。

表面基团的性质为

edgecolor

facecolor

表面的边或面的RGB颜色或色名。看到颜色。

linewidth

linestyle

表面上线条的线宽和样式。参见线条样式。

marker

markeredgecolor

markerfacecolor

markersize

表面上标记的线条和填充颜色。看到颜色。

xdata

ydata

zdata

cdata

原始的x y z和c数据。

xdatasource

ydatasource

zdatasource

cdatasource

数据源变量。

**15.4.7变换组**

: h = hgtransform ()

: h = hgtransform (property, value, …)

: h = hgtransform (hax, …)

创建一个图形转换对象。

修复:需要写文档。修正:添加<makehgtform>来查看also列表，当它被实现。

参见:hggroup。

**15.4.8图形工具箱**

: tkit = graphics\_toolkit ()

: tkit = graphics\_toolkit (hlist)

: graphics\_toolkit (name)

: graphics\_toolkit (hlist, name)

查询或设置分配给新图形的默认图形工具包。

如果没有输入，则返回当前默认图形工具包。如果输入是图形句柄列表hlist，则返回用于每个图形的图形工具包的名称。

当使用单个输入名称调用时，将默认图形工具包设置为name。如果工具包尚未加载，则通过调用\_\_init\_name函数对其进行初始化。如果第一个输入是图形句柄列表hlist，那么图形工具包将被设置为仅为这些图形命名。

参见:available\_graphics\_toolkits。

: toolkits = available\_graphics\_toolkits ()

返回已注册图形工具包的单元数组。

参见:graphics\_toolkit, register\_graphics\_toolkit。

: toolkits = loaded\_graphics\_toolkits ()

返回当前加载的图形工具包的单元格数组。

参见:available\_graphics\_toolkits。

: register\_graphics\_toolkit ("toolkit")

将工具包列为可用的图形工具包。

编程注意:对输入字符串不进行输入验证;它只是添加到可能的图形工具包列表中。

参见:available\_graphics\_toolkits。

**15.4.8.1定制Toolkit行为**

可以使用以下实用程序函数修改后端工具包的特定行为。注意:并非所有函数都适用于每个图形工具包。

: [prog, args] = gnuplot\_binary ()

: [old\_prog, old\_args] = gnuplot\_binary (new\_prog)

: [old\_prog, old\_args] = gnuplot\_binary (new\_prog, arg1, …)

查询或设置图形工具箱设置为“gnuplot”时，plot命令调用的程序名称。

还可以给出传递给外部绘图程序的其他参数。默认值是“gnuplot”，不带其他参数。参见安装Octave。

参见:graphics\_toolkit。

此外，gnuplot程序通常提供许多不同的接口，称为终端。Octave通常会选择一个默认终端，但是您可以使用环境变量GNUTERM来覆盖它。这个变量可以在启动Octave之前在shell中设置，也可以在第一次绘图之前在Octave中设置。例如:

setenv ("GNUTERM", "wxt")

graphics\_toolkit ("gnuplot")

plot (1:10)

**15.4.8.2硬件与软件渲染**

当使用Octave for Windows安装程序时，用户可以选择“系统OpenGL”和“软件OpenGL”渲染器。此选项选择是否对OpenGL图形工具包(“qt”和“fltk”)使用软件渲染。软件渲染可以用来避免由于来自不同厂商的不同图形卡(特别是集成的英特尔图形卡)的不完善的OpenGL驱动实现而导致的渲染和打印问题。缺点是，软件渲染可能比硬件加速渲染慢得多(并且在32位平台或WoW64上可能无法正常工作)。要在显卡驱动的硬件加速渲染和软件渲染之间永久切换，请在Octave关闭时从开始菜单中使用“OpenGL切换器”应用程序。或者，在Octave关闭时重命名以下文件:

octave-home\bin\opengl32.dll

其中Octave -home是OCTAVE＿HOME返回的目录，即安装Octave的目录(默认为C: \Program Files \GNU Octave \Octave\Octave -version \mingw 64)。将文件扩展名更改为。bak(用于硬件呈现)或。dll(用于软件呈现)。

**15.4.8.3精度问题**

OpenGL图形工具包(“qt”和“fltk”)使用单精度进行渲染。这种限制特别适用于datenum、datestr、datestruct和datetick函数使用的时间序列与序列日期的对比图。

序列日期将时间戳编码为从零年开始经过的天数，以小时、分钟、秒为小数部分。在1999年12月31日，序列号日期表示为730485。带有整数部分的双精度变量允许其小数部分的分辨率为1.2e-10，表示大约5微秒。但在单精度情况下，分辨率降低到0.06左右，代表45分钟。任何用更细粒度绘制时间戳数据的尝试都会导致扭曲的图形。

作为一种变通方法，可以使用“gnuplot”图形工具包或减去2000年。， datenum(2000,0,0)或730485 -从时间值。由于日历结构每2000年重复一次，因此年、月、月中的一天和星期中的一天之间的关系将保持不变，datetick函数产生的刻度和ticklabel仍然是正确的。只有年份没有千禧年数字。因此，“2020”将被打印为“20”。例如:

# timestamps of 24 hours in one minute steps

t = datenum (2020, 1, 1):(1/1440):datenum (2020, 1, 2);

# some example time series data

x = -cos (2\*pi\*t) + rand (size (t)) / 10;

subplot (1, 2, 1);

plot (t, x);

datetick ("x");

xlabel ("serial date");

title ("problem");

subplot (1, 2, 2);

plot (t - 730485, x);

datetick ("x");

xlabel ("2000 years off");

title ("workaround");

其结果如图15.8所示。
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图15.8:OpenGL图形工具包的单精度问题

同样，可以翻译或重新缩放其他数据以解决此问题。