# Experiment 4

## Aim:

WAP to design a Lexical analyzer for identifying different types of token used in C language.

## Code:

#include <stdio.h> #include <string.h> #include <stdlib.h>

int isDelimiter(char ch)

{

if (ch == ' ' || ch == '+' || ch == '-' || ch == '\*' || ch == '/' || ch == ',' || ch == ';' || ch == '>' || ch == '<' || ch == '=' || ch == '(' || ch == ')' || ch == '[' || ch == ']' || ch == '{' || ch == '}') return 1;

return 0;

}

int isOperator(char ch)

{

if (ch == '+' || ch == '-' || ch == '\*' ||

ch == '/' || ch == '>' || ch == '<' || ch == ';' ||

ch == '=' || ch == '{' || ch == '}' || ch == '(' || ch == ')') return 1;

return 0;

}

int validIdentifier(char \*str)

{

if (str[0] == '0' || str[0] == '1' || str[0] == '2' ||

str[0] == '3' || str[0] == '4' || str[0] == '5' ||

str[0] == '6' || str[0] == '7' || str[0] == '8' || str[0] == '9' || isDelimiter(str[0]) == 1) return 0;

return 1;

}

int isKeyword(char \*str)

{

if (!strcmp(str, "if") || !strcmp(str, "else") ||

!strcmp(str, "while") || !strcmp(str, "do") ||

!strcmp(str, "break") ||

!strcmp(str, "continue") || !strcmp(str, "int") || !strcmp(str, "double") || !strcmp(str, "float") ||

!strcmp(str, "return") || !strcmp(str, "char") || !strcmp(str, "case") || !strcmp(str, "char") ||

!strcmp(str, "sizeof") || !strcmp(str, "long") || !strcmp(str, "short") || !strcmp(str, "typedef") ||

!strcmp(str, "switch") || !strcmp(str, "unsigned") || !strcmp(str, "void") || !strcmp(str, "static") ||

!strcmp(str, "struct") || !strcmp(str, "goto")) return 1;

return 0;

}

int isInteger(char \*str)

{

int i, len = strlen(str);

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' || (str[i] == '-' && i > 0)) return 0;

}

return 1;

}

int isRealNumber(char \*str)

{

int i, len = strlen(str); int hasDecimal = 0;

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' && str[i] != '.' || (str[i] == '-' && i > 0))

return 0;

if (str[i] == '.') hasDecimal = 1;

}

return hasDecimal;

}

char \*subString(char \*str, int left, int right)

{

int i;

char \*subStr = (char \*)malloc( sizeof(char) \* (right - left + 2));

for (i = left; i <= right; i++) subStr[i - left] = str[i];

subStr[right - left + 1] = '\0'; return (subStr);

}

void parse(char \*str)

{

int left = 0, right = 0; int len = strlen(str);

while (right <= len && left <= right)

{

if (isDelimiter(str[right]) == 0) right++;

if (isDelimiter(str[right]) == 1 && left == right)

{

if (isOperator(str[right]) == 1)

{

printf("'%c' is an OPERATOR\n", str[right]);

}

right++; left = right;

}

else if (isDelimiter(str[right]) == 1 && left != right || (right == len && left != right))

{

char \*subStr = subString(str, left, right - 1); if (isKeyword(subStr) == 1)

{

printf("'%s' is a KEYWORD\n", subStr);

}

else if (isInteger(subStr) == 1)

{

printf("'%s' is a LITERAL (Integer)\n", subStr);

}

else if (isRealNumber(subStr) == 1)

{

printf("'%s' is a LITERAL (Real Number)\n", subStr);

}

else if (validIdentifier(subStr) == 1 && isDelimiter(str[right - 1]) == 0)

{

printf("'%s' is a valid IDENTIFIER\n", subStr);

}

else if (validIdentifier(subStr) == 0 && isDelimiter(str[right - 1]) == 0)

{

printf("'%s' is NOT a valid IDENTIFIER\n", subStr);

}

left = right;

}

}

return;

}

int main()

{

char str[50];

printf("Enter a statement: ");

gets(str);

printf("\n");

parse(str);

return (0);

}
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# Experiment 5

## Aim:

WAP to count the number of tokens in the given code.

## Code:

#include <stdio.h> #include <string.h> #include <stdlib.h>

int isDelimiter(char ch)

{

if (ch == ' ' || ch == '+' || ch == '-' || ch == '\*' || ch == '/' || ch == ',' || ch == ';' || ch == '>' || ch == '<' || ch == '=' || ch == '(' || ch == ')' || ch == '[' || ch == ']' || ch == '{' || ch == '}') return 1;

return 0;

}

int isOperator(char ch)

{

if (ch == '+' || ch == '-' || ch == '\*' ||

ch == '/' || ch == '>' || ch == '<' || ch == ';' ||

ch == '=' || ch == '{' || ch == '}' || ch == '(' || ch == ')') return 1;

return 0;

}

int validIdentifier(char \*str)

{

if (str[0] == '0' || str[0] == '1' || str[0] == '2' ||

str[0] == '3' || str[0] == '4' || str[0] == '5' ||

str[0] == '6' || str[0] == '7' || str[0] == '8' || str[0] == '9' || isDelimiter(str[0]) == 1) return 0;

return 1;

}

int isKeyword(char \*str)

{

if (!strcmp(str, "if") || !strcmp(str, "else") ||

!strcmp(str, "while") || !strcmp(str, "do") ||

!strcmp(str, "break") ||

!strcmp(str, "continue") || !strcmp(str, "int") || !strcmp(str, "double") || !strcmp(str, "float") ||

!strcmp(str, "return") || !strcmp(str, "char") || !strcmp(str, "case") || !strcmp(str, "char") ||

!strcmp(str, "sizeof") || !strcmp(str, "long") || !strcmp(str, "short") || !strcmp(str, "typedef") ||

!strcmp(str, "switch") || !strcmp(str, "unsigned") || !strcmp(str, "void") || !strcmp(str, "static") ||

!strcmp(str, "struct") || !strcmp(str, "goto")) return 1;

return 0;

}

int isInteger(char \*str)

{

int i, len = strlen(str);

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' || (str[i] == '-' && i > 0)) return 0;

}

return 1;

}

int isRealNumber(char \*str)

{

int i, len = strlen(str); int hasDecimal = 0;

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' && str[i] != '.' || (str[i] == '-' && i > 0))

return 0;

if (str[i] == '.') hasDecimal = 1;

}

return hasDecimal;

}

char \*subString(char \*str, int left, int right)

{

int i;

char \*subStr = (char \*)malloc( sizeof(char) \* (right - left + 2));

for (i = left; i <= right; i++) subStr[i - left] = str[i];

subStr[right - left + 1] = '\0'; return (subStr);

}

void parse(char \*str)

{

int left = 0, right = 0; int len = strlen(str); int total\_count = 0;

while (right <= len && left <= right)

{

if (isDelimiter(str[right]) == 0) right++;

if (isDelimiter(str[right]) == 1 && left == right)

{

if (isOperator(str[right]) == 1)

{

total\_count += 1;

}

right++; left = right;

}

else if (isDelimiter(str[right]) == 1 && left != right || (right == len && left != right))

{

char \*subStr = subString(str, left, right - 1); if (isKeyword(subStr) == 1)

{

total\_count += 1;

}

else if (isInteger(subStr) == 1)

{

total\_count += 1;

}

else if (isRealNumber(subStr) == 1)

{

total\_count += 1;

}

else if (validIdentifier(subStr) == 1 && isDelimiter(str[right - 1]) == 0)

{

total\_count += 1;

}

else if (validIdentifier(subStr) == 0 && isDelimiter(str[right - 1]) == 0)

{

total\_count += 1;

}

left = right;

}

}

printf("\nTotal number of tokens: %d", total\_count); return;

}

int main()

{

char str[50];

printf("Enter a statement: "); gets(str);

printf("\n"); parse(str); return (0);

}

**Output:**

![Text

Description automatically generated](data:image/png;base64,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)

# Experiment 6

## Aim:

WAP to identify whether a given line is a comment or not.

## Code:

import re

def main():

statement = input('Enter statement:')

regex1 = re.search("//(.\*)", statement)

regex2 = re.search("/\\\*(.\*?)\\\*/", statement)

if regex1 or regex2:

print("It is a comment!")

else:

print("It is not a comment!")

if \_\_name\_\_== '\_\_main\_\_':

main()

**Output:**

![Text
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# Experiment 7

## Aim:

WAP to create a symbol table for following input strings.

1. int i , j;
2. int k = int i + int j;

## Code:

#include <stdio.h> #include <string.h> #include <stdlib.h>

int isDelimiter(char ch)

{

if (ch == ' ' || ch == '+' || ch == '-' || ch == '\*' || ch == '/' || ch == ',' || ch == ';' || ch == '>' || ch == '<' || ch == '=' || ch == '(' || ch == ')' || ch == '[' || ch == ']' || ch == '{' || ch == '}') return 1;

return 0;

}

int validIdentifier(char \*str)

{

if (str[0] == '0' || str[0] == '1' || str[0] == '2' ||

str[0] == '3' || str[0] == '4' || str[0] == '5' ||

str[0] == '6' || str[0] == '7' || str[0] == '8' || str[0] == '9' || isDelimiter(str[0]) == 1) return 0;

return 1;

}

int isKeyword(char \*str)

{

if (!strcmp(str, "if") || !strcmp(str, "else") ||

!strcmp(str, "while") || !strcmp(str, "do") ||

!strcmp(str, "break") ||

!strcmp(str, "continue") || !strcmp(str, "int") || !strcmp(str, "double") || !strcmp(str, "float") ||

!strcmp(str, "return") || !strcmp(str, "char") || !strcmp(str, "case") || !strcmp(str, "char") ||

!strcmp(str, "sizeof") || !strcmp(str, "long") || !strcmp(str, "short") || !strcmp(str, "typedef") ||

!strcmp(str, "switch") || !strcmp(str, "unsigned") || !strcmp(str, "void") || !strcmp(str, "static") ||

!strcmp(str, "struct") || !strcmp(str, "goto")) return 1;

return 0;

}

char \*subString(char \*str, int left, int right)

{

int i;

char \*subStr = (char \*)malloc( sizeof(char) \* (right - left + 2));

for (i = left; i <= right; i++) subStr[i - left] = str[i];

subStr[right - left + 1] = '\0'; return (subStr);

}

void parse(char \*str)

{

int left = 0, right = 0; int len = strlen(str); int count = 0;

while (right <= len && left <= right)

{

if (isDelimiter(str[right]) == 0) right++;

if (isDelimiter(str[right]) == 1 && left == right)

{

right++; left = right;

}

else if (isDelimiter(str[right]) == 1 && left != right || (right == len && left != right))

{

char \*subStr = subString(str, left, right - 1);

if (isKeyword(subStr) == 0 && validIdentifier(subStr) == 1 && isDelimiter(str[right - 1]) ==

0)

{

count++;

printf("%s id%d\n", subStr,count);

}

left = right;

}

}

return;

}

int main()

{

char str[50];

printf("Enter a statement: "); gets(str);

printf("\n"); printf("Symbol Table\n"); parse(str);

return (0);

}

**Output:**
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# Experiment 8

## Aim:

WAP to create lexeme and token table for:

(a) print(“Hello”);

## Code:

#include <stdio.h> #include <string.h> #include <stdlib.h>

int isDelimiter(char ch)

{

if (ch == ' ' || ch == '+' || ch == '-' || ch == '\*' || ch == '/' || ch == ',' || ch == ';' || ch == '>' || ch == '<' || ch == '=' || ch == '(' || ch == ')' || ch == '[' || ch == ']' || ch == '{' || ch == '}') return 1;

return 0;

}

int isOperator(char ch)

{

if (ch == '+' || ch == '-' || ch == '\*' ||

ch == '/' || ch == '>' || ch == '<' || ch == ';' ||

ch == '=' || ch == '{' || ch == '}' || ch == '(' || ch == ')') return 1;

return 0;

}

int validIdentifier(char \*str)

{

if (str[0] == '0' || str[0] == '1' || str[0] == '2' ||

str[0] == '3' || str[0] == '4' || str[0] == '5' ||

str[0] == '6' || str[0] == '7' || str[0] == '8' || str[0] == '9' || isDelimiter(str[0]) == 1) return 0;

return 1;

}

int isKeyword(char \*str)

{

if (!strcmp(str, "if") || !strcmp(str, "else") ||

!strcmp(str, "while") || !strcmp(str, "do") ||

!strcmp(str, "break") ||

!strcmp(str, "continue") || !strcmp(str, "int") || !strcmp(str, "double") || !strcmp(str, "float") ||

!strcmp(str, "return") || !strcmp(str, "char") || !strcmp(str, "case") || !strcmp(str, "char") ||

!strcmp(str, "sizeof") || !strcmp(str, "long") || !strcmp(str, "short") || !strcmp(str, "typedef") ||

!strcmp(str, "switch") || !strcmp(str, "unsigned") || !strcmp(str, "void") || !strcmp(str, "static") ||

!strcmp(str, "struct") || !strcmp(str, "goto")) return 1;

return 0;

}

int isInteger(char \*str)

{

int i, len = strlen(str);

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' || (str[i] == '-' && i > 0)) return 0;

}

return 1;

}

int isRealNumber(char \*str)

{

int i, len = strlen(str); int hasDecimal = 0;

if (len == 0) return 0;

for (i = 0; i < len; i++)

{

if (str[i] != '0' && str[i] != '1' && str[i] != '2' && str[i] != '3' && str[i] != '4' && str[i] != '5' && str[i]

!= '6' && str[i] != '7' && str[i] != '8' && str[i] != '9' && str[i] != '.' || (str[i] == '-' && i > 0))

return 0;

if (str[i] == '.') hasDecimal = 1;

}

return hasDecimal;

}

char \*subString(char \*str, int left, int right)

{

int i;

char \*subStr = (char \*)malloc( sizeof(char) \* (right - left + 2));

for (i = left; i <= right; i++) subStr[i - left] = str[i];

subStr[right - left + 1] = '\0'; return (subStr);

}

void parse(char \*str)

{

int left = 0, right = 0; int len = strlen(str);

while (right <= len && left <= right)

{

if (isDelimiter(str[right]) == 0) right++;

if (isDelimiter(str[right]) == 1 && left == right)

{

if (isOperator(str[right]) == 1)

{

printf("%c OPERATOR\n", str[right]);

}

right++; left = right;

}

else if (isDelimiter(str[right]) == 1 && left != right || (right == len && left != right))

{

char \*subStr = subString(str, left, right - 1); if (isKeyword(subStr) == 1)

{

printf("%s KEYWORD\n", subStr);

}

else if (isInteger(subStr) == 1)

{

printf("%s LITERAL (Integer)\n", subStr);

}

else if (isRealNumber(subStr) == 1)

{

printf("%s LITERAL (Real Number)\n", subStr);

}

else if (validIdentifier(subStr) == 1 && isDelimiter(str[right - 1]) == 0)

{

printf("%s IDENTIFIER\n", subStr);

}

left = right;

}

}

return;

}

int main()

{

char str[50];

printf("Enter a statement: ");

gets(str);

printf("\n");

printf("Lexeme Token\n");

parse(str);

return (0);

}

**Output:**
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# Experiment 20

## Aim:

WAP to check whether given grammar is operator grammar or not.

## Code:

def main():

n = int(input('Enter number of productions: '))

grammar = []

operator\_grammar = True

for i in range(n):

production = input(f'Enter production {i+1}: ')

grammar.append(production)

for production in grammar:

if '#' in production[3:]:

operator\_grammar = False

for symbol in range(len(production[3:])-1):

if production[3:][symbol].isupper() and production[3:][symbol+1].isupper():

operator\_grammar = False

if operator\_grammar:

print('Given grammar is operator grammar.')

else:

print('Given grammar is not operator grammar.')

if \_\_name\_\_== '\_\_main\_\_':

main()

**Output:**
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