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# Introduction

This package is meant to facilitate the simulation of vowel perception and the creation of related visualizations. First install the package if necessary, and load it. The finalized version of the package will be available on CRAN, it is only on GitHub for now.

# Examples of Usage

## Data setup

We load the STM package and the h95\_data (Hillenbrand et al. 1995, henceforth H95) dataset. This is the complete data asociated with the H95 paper that was once hosted on James Hillenbrand’s academic website, now down (and distributed with his permission). The data loaded below contains: formant data at a ‘stable part’ of the vowel, formant values at different time points, listener classifications for each judgement, and two estimates of : psi\_1 (based on the stable part of the formants) and psi\_2 (based on measurements at 20% and 80%).

library (STM)  
data (h95\_data)  
head (h95\_data)

file dur f0 f1 f2 f3 f1\_1 f2\_1 f3\_1 f1\_2 f2\_2 f3\_2 f1\_3 f2\_3 f3\_3  
1 b01ae 257 238 630 2423 3166 625 2388 3174 651 2413 3115 675 2463 3011  
140 b01ah 212 241 831 1676 2602 820 1688 2511 845 1684 2583 845 1681 2606  
279 b01aw 242 247 725 1384 2642 722 1411 2669 725 1384 2642 733 1384 2662  
418 b01eh 184 214 713 2095 3129 611 2121 3242 643 2071 3078 672 2079 3120  
557 b01ei 222 230 534 2690 3335 582 2454 3223 621 2573 3260 579 2632 3287  
696 b01er 227 240 608 1733 2159 567 1599 2255 566 1664 2180 579 1709 2168  
 f1\_4 f2\_4 f3\_4 f1\_5 f2\_5 f3\_5 f1\_6 f2\_6 f3\_6 f1\_7 f2\_7 f3\_7 f1\_8 f2\_8 f3\_8  
1 687 2391 2926 683 2295 2888 696 2187 2888 793 2074 2866 806 2049 2961  
140 858 1690 2600 863 1696 2576 875 1745 2569 845 1858 2657 807 1980 2893  
279 731 1385 2681 748 1388 2682 758 1458 2690 772 1579 2739 805 1699 2777  
418 700 2109 3162 703 2079 3044 682 2133 3092 687 2124 3119 672 2140 3128  
557 534 2690 3335 498 2797 3299 480 2883 3294 455 2956 NA 440 3012 3318  
696 635 1746 2103 644 1678 2046 634 1672 2054 633 1778 2078 623 1781 2157  
 type speaker vowel ipa correct psi\_1 psi\_2 ae ah aw eh ei er ih iy oa  
1 b b01 ae æ 95 7.317269 7.315179 19 0 0 1 0 0 0 0 0  
140 b b01 ah ɑ 95 7.317269 7.315179 0 19 0 0 0 0 0 0 0  
279 b b01 aw ɔ 10 7.317269 7.315179 0 9 2 0 0 0 0 0 0  
418 b b01 eh ɛ 100 7.317269 7.315179 0 0 0 20 0 0 0 0 0  
557 b b01 ei e 100 7.317269 7.315179 0 0 0 0 20 0 0 0 0  
696 b b01 er ɝ 100 7.317269 7.315179 0 0 0 0 0 20 0 0 0  
 oo uh uw vote  
1 0 0 0 ae  
140 1 0 0 ah  
279 0 9 0 ah  
418 0 0 0 eh  
557 0 0 0 ei  
696 0 0 0 er

We first impute missing values in the formant data using the impute\_NA function. This function uses a linear model to impute, and optionally adds error to estimates (not used here but useful when using resampling methods bootstrapping).

h95\_data[,c(10:12,28:30)] =   
 impute\_NA (log(h95\_data[,c(10:12,28:30)]), h95\_data$speaker, h95\_data$vowel)

We will focus on the 20% and 80% time points, for the first 3 formants. We collect the formants, f0, psis, classification information, and category names.

ffs = log(h95\_data[,c(10:12,28:30)])  
f0s = log(h95\_data[,3])  
psis = h95\_data$psi\_2  
  
data(h95\_classifications)  
classifications = h95\_classifications  
vs = colnames (classifications)

We normalize the log-transformed formant data using the normalize function, which employs the regression-based method of log-mean normalization outlined in Barreda and Nearey (2018).

nffs = normalize (h95\_data[,c(10:12,28:30)],h95\_data$speaker,h95\_data$vowel)

And calculate templates for the dialect based on the available data. Templates contains category means, covariance matrices, and precision matrices.

template = create\_template (ffs-psis, h95\_data$vowel,shared\_covar = FALSE)

## Example Analysis

If is known, formants may be normalized as usual and the STM function may be used. In addition, this function may be used on templates trained on unnormalized data for classification without normalization. The STM function calculates posterior probabilities for each category based on the template and token acoustic properties. It returns a matrix of posterior probabilities, one row for each observation and one column for each candidate category.

STM (nffs[1,1:6], template = template)

This function works by calculating the log density of the formant vector for each category, and then calculating posteriors based on these densities. correctOUflow.internal is a function that changes 0 and 1 to .Machine$double.xmin and .9999999 respectively, in order to avoid problems when calculating the log likelihood.

STM

function (formants, template, vowel\_priors = NULL, correctOUflow = TRUE)   
{  
 n\_samples = nrow(formants)  
 n\_classes = nrow(template$means)  
 log\_vowel\_density = matrix(0, n\_samples, n\_classes)  
 for (j in 1:n\_classes) {  
 log\_vowel\_density[, j] = dmvnorm\_fast(formants, template$means[j,   
 ], template$covariance[[j]], log = TRUE)  
 }  
 log\_vowel\_density = log\_vowel\_density - apply(log\_vowel\_density,   
 1, function(x) mean(x))  
 if (!is.null(vowel\_priors))   
 log\_vowel\_density = sweep(log\_vowel\_density, 2, log(vowel\_priors),   
 `+`)  
 vowel\_densities = exp(log\_vowel\_density)  
 posterior\_probabilities = vowel\_densities/rowSums(vowel\_densities)  
 if (correctOUflow)   
 posterior\_probabilities = correctOUflow\_internal(posterior\_probabilities)  
 colnames(posterior\_probabilities) = rownames(template$means)  
 posterior\_probabilities = STM\_posteriors(posterior\_probabilities)  
 return(posterior\_probabilities)  
}  
<bytecode: 0x000002c761219a48>  
<environment: namespace:STM>

The BSTM function takes in a formant vector, an (optional depending on the method) f0 value, and a dialectal template. It returns information regarding the posterior probabilities for each category, the likelihoods, and the priors.

BSTM (ffs[1,],f0s[1], template = template)

posterior\_mu posterior\_sd posterior\_density posterior\_probability rounded\_pp  
ae 7.296 0.024 2.826 0.996 0.996  
ah 7.395 0.028 -24.474 0.000 0.000  
aw 7.489 0.030 -58.967 0.000 0.000  
eh 7.330 0.024 -2.693 0.004 0.004  
ei 7.354 0.026 -26.650 0.000 0.000  
er 7.541 0.031 -25.733 0.000 0.000  
ih 7.350 0.022 -9.490 0.000 0.000  
iy 7.262 0.030 -63.778 0.000 0.000  
oa 7.464 0.029 -33.754 0.000 0.000  
oo 7.406 0.026 -20.620 0.000 0.000  
uh 7.392 0.024 -21.023 0.000 0.000  
uw 7.457 0.031 -17.017 0.000 0.000  
 likelihood\_mu likelihood\_sd likelihood\_density prior\_mu prior\_sd  
ae 7.287 0.026 11.044 7.338 0.056  
ah 7.415 0.033 -15.894 7.338 0.056  
aw 7.549 0.035 -45.966 7.338 0.056  
eh 7.328 0.027 5.197 7.338 0.056  
ei 7.358 0.029 -18.722 7.338 0.056  
er 7.634 0.038 -8.187 7.338 0.056  
ih 7.352 0.024 -1.587 7.338 0.056  
iy 7.231 0.036 -54.588 7.338 0.056  
oa 7.512 0.035 -22.356 7.338 0.056  
oo 7.425 0.029 -11.789 7.338 0.056  
uh 7.404 0.027 -12.570 7.338 0.056  
uw 7.508 0.037 -5.889 7.338 0.056  
 prior\_density  
ae 1.822  
ah 1.822  
aw 1.822  
eh 1.822  
ei 1.822  
er 1.822  
ih 1.822  
iy 1.822  
oa 1.822  
oo 1.822  
uh 1.822  
uw 1.822

Alternatively, the function can be run on a matrix of formant vectors, and a vector of f0 values. In this case, a list of results is returned as an STM\_output\_list object.

analysis = BSTM (ffs[1:5,],f0s[1:5], template = template)  
  
analysis

STM\_output\_list object with the following elements:  
  
$list: a list of 5 STM\_output objects  
$winners: a data frame of the winning psi and vowel for each token  
$posterior: a data frame of the posterior probabilities for each token

Below, we show the results for the fifth observation in the dataset.

analysis[[5]]

posterior\_mu posterior\_sd posterior\_density posterior\_probability rounded\_pp  
ae 7.311 0.024 -31.228 0.000 0.000  
ah 7.357 0.028 -58.905 0.000 0.000  
aw 7.406 0.030 -75.977 0.000 0.000  
eh 7.290 0.024 -25.085 0.000 0.000  
ei 7.327 0.026 2.728 1.000 1.000  
er 7.489 0.031 -27.010 0.000 0.000  
ih 7.347 0.022 -19.607 0.000 0.000  
iy 7.338 0.030 -15.008 0.000 0.000  
oa 7.420 0.029 -68.827 0.000 0.000  
oo 7.420 0.026 -32.553 0.000 0.000  
uh 7.414 0.024 -35.136 0.000 0.000  
uw 7.460 0.031 -21.367 0.000 0.000  
 likelihood\_mu likelihood\_sd likelihood\_density prior\_mu prior\_sd  
ae 7.307 0.026 -25.799 7.325 0.056  
ah 7.369 0.033 -53.289 7.325 0.056  
aw 7.439 0.035 -69.108 7.325 0.056  
eh 7.282 0.027 -19.458 7.325 0.056  
ei 7.327 0.029 8.116 7.325 0.056  
er 7.563 0.038 -15.366 7.325 0.056  
ih 7.351 0.024 -14.131 7.325 0.056  
iy 7.343 0.036 -9.583 7.325 0.056  
oa 7.456 0.035 -61.450 7.325 0.056  
oo 7.446 0.029 -25.315 7.325 0.056  
uh 7.435 0.027 -28.174 7.325 0.056  
uw 7.519 0.037 -11.774 7.325 0.056  
 prior\_density  
ae 1.918  
ah 1.918  
aw 1.918  
eh 1.918  
ei 1.918  
er 1.918  
ih 1.918  
iy 1.918  
oa 1.918  
oo 1.918  
uh 1.918  
uw 1.918

The get\_winners function returns the category with the highest posterior probability for each observation, and the corresponding estimate of .

get\_winners(analysis)

psi\_hat vowel\_hat  
1 7.296313 ae  
2 7.302488 ah  
3 7.329890 aw  
4 7.284129 eh  
5 7.326943 ei

And the get\_posterior function returns the posterior probability for each category for each observation.

get\_posterior (analysis)

ae ah aw eh ei er ih iy oa oo uh uw  
1 0.996 0.000 0.000 0.004 0 0 0 0 0 0.000 0.000 0  
2 0.000 0.977 0.016 0.000 0 0 0 0 0 0.000 0.007 0  
3 0.000 0.292 0.422 0.000 0 0 0 0 0 0.000 0.286 0  
4 0.008 0.000 0.000 0.991 0 0 0 0 0 0.001 0.000 0  
5 0.000 0.000 0.000 0.000 1 0 0 0 0 0.000 0.000 0

To use a different estimation method we use the method parameter in BSTM as shown below.

BSTM (ffs[1,],f0s[1], template = template, method = method2)

posterior\_mu posterior\_sd posterior\_density posterior\_probability rounded\_pp  
ae 7.287 0.026 2.729 0.997 0.997  
ah 7.415 0.033 -24.208 0.000 0.000  
aw 7.549 0.035 -54.280 0.000 0.000  
eh 7.328 0.027 -3.117 0.003 0.003  
ei 7.358 0.029 -27.036 0.000 0.000  
er 7.634 0.038 -16.502 0.000 0.000  
ih 7.352 0.024 -9.902 0.000 0.000  
iy 7.231 0.036 -62.903 0.000 0.000  
oa 7.512 0.035 -30.671 0.000 0.000  
oo 7.425 0.029 -20.103 0.000 0.000  
uh 7.404 0.027 -20.884 0.000 0.000  
uw 7.508 0.037 -14.204 0.000 0.000  
 likelihood\_mu likelihood\_sd likelihood\_density prior\_mu prior\_sd  
ae 7.287 0.026 11.044 NA NA  
ah 7.415 0.033 -15.894 NA NA  
aw 7.549 0.035 -45.966 NA NA  
eh 7.328 0.027 5.197 NA NA  
ei 7.358 0.029 -18.722 NA NA  
er 7.634 0.038 -8.187 NA NA  
ih 7.352 0.024 -1.587 NA NA  
iy 7.231 0.036 -54.588 NA NA  
oa 7.512 0.035 -22.356 NA NA  
oo 7.425 0.029 -11.789 NA NA  
uh 7.404 0.027 -12.570 NA NA  
uw 7.508 0.037 -5.889 NA NA  
 prior\_density  
ae NA  
ah NA  
aw NA  
eh NA  
ei NA  
er NA  
ih NA  
iy NA  
oa NA  
oo NA  
uh NA  
uw NA

Note that the prior information is set to NA because this method places no a priori constraints on values of .

## Plotting

The package contains plotting functions defined for the STM\_template and STM\_output\_list objects. The plot function for the STM\_template object plots the means of the formant values for each category, and ellipses enclosing one and two standard deviations.

plot (template)
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The plot function for STM\_output objects compares the prior probabilities of , the likelihood of of the formant pattern given different values of and different vowel categories, and the posterior probabilities of for each category.

plot (analysis[[1]])

![](data:image/png;base64,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)

# Walkthrough of the the BSTM function

We will describe the sequence of steps underlying the BSTM function, relying on the steps carried out in section **?@sec-setup**.

The BSTM function takes in a formant vector, an (optional depending on the metho) f0 value, and a template. It returns information regarding the posterior probabilities for each category, the likelihoods, and the priors.

BSTM (ffs[1,],f0s[1], template = template)

I am going to walk through the way this function works. BSTM and PSTM are basically a wrapper for the method functions in the estimation\_methods.R file. The method functions are the ones that actually calculate the likelihoods and priors. method6 implements the method 6 algorithm as seen below:

method6

function (ffs, f0, template, PSI\_prior\_mean = 7.233, PSI\_prior\_sd = 0.1284,   
 f0\_hat\_sd = 0.1327, f0\_hat\_intercept = -10.32, f0\_hat\_slope = 2.145,   
 vowel\_priors = vowel\_priors, correctOUflow = TRUE, type = "BSTM",   
 ...)   
{  
 n\_classes = nrow(template$means)  
 likelihoods = t(sapply(1:n\_classes, function(j) {  
 estimate\_likelihood(ffs, template$means[j, ], template$covariance[[j]],   
 template$precision[[j]])  
 }))  
 rownames(likelihoods) = rownames(template$means)  
 priors = estimate\_f0\_psi\_prior(f0)  
 priors = matrix(priors, n\_classes, 3, byrow = TRUE)  
 colnames(priors) = c("prior\_mu", "prior\_sd", "prior\_density")  
 if (!is.null(vowel\_priors))   
 priors$prior\_density = priors$prior\_density + log(vowel\_priors)  
 posterior = find\_posterior(likelihoods, priors, type = type)  
 if (correctOUflow)   
 posterior[, 4] = correctOUflow\_internal(posterior[, 4])  
 stimulus = c(ffs, f0)  
 parameters = c(PSI\_prior\_mean = PSI\_prior\_mean, PSI\_prior\_sd = PSI\_prior\_sd,   
 f0\_hat\_sd = f0\_hat\_sd, f0\_hat\_intercept = f0\_hat\_intercept,   
 f0\_hat\_slope = f0\_hat\_slope)  
 output = STM\_output(cbind(posterior, likelihoods, priors),   
 stimulus, template, parameters, vowel\_priors)  
 return(output)  
}  
<bytecode: 0x000002c76147e268>  
<environment: namespace:STM>

The other methods (2 and 3) include subsets of the process above, so I will not go through method6. First, the estimate\_likelihood function is called for each category. This function calculates the log likelihood of the formant vector given the category mean and covariance. This is done using the method in Terry’s notes which yields the mean and standard deviation. The density at the mean is calculated using the density function. We will in general collect: the mu, the sd, the peak (log) density.

estimate\_likelihood

function (ffs, means, covariance, precision = solve(covariance))   
{  
 intercept\_template = sum(unlist(ffs - means) %\*% precision)  
 slope\_template = -sum(precision)  
 likelihood\_mu = (-intercept\_template/slope\_template)  
 likelihood\_sd = sqrt(-1/slope\_template)  
 likelihood\_density = dmvnorm\_fast(ffs - likelihood\_mu, means,   
 covariance, log = TRUE)  
 output = c(likelihood\_mu = likelihood\_mu, likelihood\_sd = likelihood\_sd,   
 likelihood\_density = likelihood\_density)  
 return(output)  
}  
<bytecode: 0x000002c761481f58>  
<environment: namespace:STM>

We then calculate the joint prior pf and f0 using the estimate\_f0\_psi\_prior function. This function calculates the prior for the f0 value given the psi value. The mean and sd are calculated the way described by our derivation. The main addition is that we find the value of the density at the prior mean.

estimate\_f0\_psi\_prior

function (f0, PSI\_prior\_mean = 7.233, PSI\_prior\_sd = 0.1284,   
 f0\_hat\_sd = 0.1327, f0\_hat\_intercept = -10.32, f0\_hat\_slope = 2.145,   
 ...)   
{  
 intercept\_f0\_given\_psi = ((f0\_hat\_slope \* f0)/(f0\_hat\_sd^2) -   
 (f0\_hat\_intercept \* f0\_hat\_slope)/(f0\_hat\_sd^2))  
 slope\_f0\_given\_psi = ((-f0\_hat\_slope^2/(f0\_hat\_sd^2)))  
 f0\_given\_psi\_mu = (-intercept\_f0\_given\_psi/slope\_f0\_given\_psi)  
 f0\_given\_psi\_sd = sqrt(-1/slope\_f0\_given\_psi)  
 f0\_hat = f0\_hat\_intercept + f0\_hat\_slope \* f0\_given\_psi\_mu  
 f0\_given\_psi\_density = stats::dnorm(f0, f0\_hat, f0\_hat\_sd,   
 log = TRUE)  
 psi\_prior\_density = stats::dnorm(PSI\_prior\_mean, PSI\_prior\_mean,   
 PSI\_prior\_sd, log = TRUE)  
 prior\_density = f0\_given\_psi\_density + psi\_prior\_density  
 tmp = combine\_gaussians(f0\_given\_psi\_mu, f0\_given\_psi\_sd,   
 PSI\_prior\_mean, PSI\_prior\_sd, f0\_given\_psi\_density, psi\_prior\_density)  
 output = c(prior\_mu = tmp[1], prior\_sd = tmp[2], prior\_density = tmp[3])  
 return(output)  
}  
<bytecode: 0x000002c76155f510>  
<environment: namespace:STM>

We also call the combine\_gaussians function which combines gaussian curves of any given peak density as follows:

combine\_gaussians

function (mu\_1, sd\_1, mu\_2, sd\_2, d\_1 = NULL, d\_2 = NULL)   
{  
 if (is.null(d\_1))   
 d\_1 = 1/(sqrt(2 \* pi \* sd\_1^2))  
 if (is.null(d\_2))   
 d\_2 = 1/(sqrt(2 \* pi \* sd\_2^2))  
 mu = (mu\_1/sd\_1^2 + mu\_2/sd\_2^2)/(1/sd\_1^2 + 1/sd\_2^2)  
 sd = sqrt(1/(1/sd\_1^2 + 1/sd\_2^2))  
 d = dlike(mu, mu\_1, sd\_1, d\_1, log = TRUE) + dlike(mu, mu\_2,   
 sd\_2, d\_2, log = TRUE)  
 return(cbind(mu, sd, d))  
}  
<bytecode: 0x000002c761556b28>  
<environment: namespace:STM>

Finally (in terms of important steps) we call the find\_posterior function to combine our priors and likelihoods. This functions simply combines the priors and likelihoods and then scales the posterior probabilities. by calling scale\_posterior.

find\_posterior

function (likelihoods, priors, type = "BSTM")   
{  
 n\_vs = nrow(likelihoods)  
 posterior = matrix(0, n\_vs, 5, byrow = TRUE)  
 posterior[, 1:3] = combine\_gaussians(likelihoods[, 1], likelihoods[,   
 2], priors[, 1], priors[, 2], likelihoods[, 3], priors[,   
 3])  
 posterior = scale\_posterior(posterior, type = type)  
 colnames(posterior) = c("posterior\_mu", "posterior\_sd", "posterior\_density",   
 "posterior\_probability", "rounded\_pp")  
 rownames(posterior) = rownames(likelihoods)  
 return(posterior)  
}  
<bytecode: 0x000002c761571698>  
<environment: namespace:STM>

The scale\_posterior function scales the posterior probabilities to sum to 1. This is done by integration of the posterior distributions of for each category and summing across all categories (if type=BSTM), or by exponentiating and summing posterior densities (if type=PSTM).

scale\_posterior

function (posterior, type = "BSTM")   
{  
 if (type == "BSTM") {  
 vowel\_integrals = posterior[, 3] + log(posterior[, 2]) +   
 (log(pi) + log(2)) \* (0.5)  
 log\_sum\_vowel\_integrals = log(sum(exp(vowel\_integrals)))  
 posterior[, 3] = posterior[, 3] - log\_sum\_vowel\_integrals  
 posterior[, 4] = exp(vowel\_integrals - log\_sum\_vowel\_integrals)  
 }  
 if (type == "PSTM") {  
 posterior[, 4] = exp(posterior[, 3])/sum(exp(posterior[,   
 3]))  
 }  
 posterior[, 5] = round(posterior[, 4], 4)  
 return(posterior)  
}  
<bytecode: 0x000002c76157a5b0>  
<environment: namespace:STM>

# Comparison to Grid Search parameter estimation

As a sanity check we will compare the output of the BSTM function to the values we can calculate more directly using a grid search method. We use the same parameters as in methods 2, 3 and 6, and use the first observation from our data (any other can be used):

tmp\_ffs = ffs[1,]  
tmp\_f0 = f0s[1]  
  
psis = seq(6.8,7.6,.0001)  
PSI\_prior\_mean = 7.233  
PSI\_prior\_sd = 0.1284  
f0\_hat\_sd = 0.1327  
f0\_hat\_intercept = -10.32  
f0\_hat\_slope = 2.145

To estimate the method 6 prior:

# psi prior normal density  
psiprior = dnorm (psis,PSI\_prior\_mean,PSI\_prior\_sd)  
  
# predicted f0 for each psi  
f0\_hat = f0\_hat\_intercept + f0\_hat\_slope\*psis  
  
# density of f0 given psi  
f0\_given\_psi = dnorm (tmp\_f0, f0\_hat, f0\_hat\_sd)  
  
# joint density of f0|psi and psi  
prior = f0\_given\_psi \* psiprior

And likelihood:

# matrix of formant vector, repeated  
formant\_matrix = matrix (unlist(tmp\_ffs),length(psis),6,byrow=TRUE)  
  
# matrix of candidate psis, repeated across columns  
psi\_matrix = matrix (unlist(psis),length(psis),6)  
  
# for each category, density of pattern - psi candidate  
v\_likelihoods = matrix (0,length(psis),12)  
for (i in 1:12)  
 v\_likelihoods[,i] =   
 dmvnorm\_fast(formant\_matrix - psi\_matrix,   
 unlist(template$means[i,]),  
 template$covariance[[i]])

The posterior (before scaling) is the product of the likelihood and the prior:

posterior = v\_likelihoods \* matrix (prior,length(psis),12)

We numerically estimate the integral of all posteriors and divide the densities by this number to scale the total integral across all categories to 1:

integrals = rep(0,12)  
for (i in 1:12) integrals[i] = integrate\_numerical (psis, posterior[,i])  
  
posterior = posterior / sum(integrals)

And confirm that the total integral across categories is now 1:

integrals\_posterior = rep(0,12)  
for (i in 1:12) integrals\_posterior[i] = integrate\_numerical (psis, posterior[,i])  
sum (integrals\_posterior)

[1] 1

We will compare to the output of the BSTM function:

BSTM\_output = BSTM (tmp\_ffs, tmp\_f0, template = template)$df  
t(BSTM\_output[1,])

ae  
posterior\_mu 7.29631335  
posterior\_sd 0.02353500  
posterior\_density 2.82624049  
posterior\_probability 0.99592058  
rounded\_pp 0.99590000  
likelihood\_mu 7.28726847  
likelihood\_sd 0.02596349  
likelihood\_density 11.04363315  
prior\_mu 7.33799095  
prior\_sd 0.05573306  
prior\_density 1.82247956

The posterior mean corresponds to the MAP psi value:

BSTM\_output[1,'posterior\_mu']

[1] 7.296313

psis[which.max(posterior[,1])]

[1] 7.2963

the posterior probability corresponds well to the numerically estimated integral:

BSTM\_output[1,'posterior\_probability']

[1] 0.9959206

integrate\_numerical(psis, posterior[,1])

[1] 0.9959206

The posterior sd corresponds to what we can estimate using the second derivative of the posterior density:

log\_posterior <- log(posterior[,1])  
log\_posterior\_dx = diff(log\_posterior) / diff(psis)  
log\_posterior\_dx\_dx = mean (diff(log\_posterior\_dx) / diff(psis[-1]))  
  
  
BSTM\_output[1,'posterior\_sd']

[1] 0.023535

sqrt (-1/log\_posterior\_dx\_dx)

[1] 0.023535

and the maximum posterior log density also corresponds to our estimated value:

BSTM\_output[1,'posterior\_density']

[1] 2.82624

log(max(posterior[,1]))

[1] 2.82624

We can do the same estimates for our prior, seeing that these match our function outputs:

unlist(BSTM\_output[1,9:11])

prior\_mu prior\_sd prior\_density   
 7.33799095 0.05573306 1.82247956

psis[which.max(prior)]

[1] 7.338

log\_prior <- log(prior)  
log\_prior\_dx = diff(log\_prior) / diff(psis)  
log\_prior\_dx\_dx = mean (diff(log\_prior\_dx) / diff(psis[-1]))  
sqrt (-1/log\_prior\_dx\_dx)

[1] 0.05573306

log(max(prior))

[1] 1.82248

and for our likelihood:

unlist(BSTM\_output[1,6:8])

likelihood\_mu likelihood\_sd likelihood\_density   
 7.28726847 0.02596349 11.04363315

psis[which.max(v\_likelihoods[,1])]

[1] 7.2873

log\_likelihood <- log(v\_likelihoods[,1])  
log\_likelihood\_dx = diff(log\_likelihood) / diff(psis)  
log\_likelihood\_dx\_dx = mean (diff(log\_likelihood\_dx) / diff(psis[-1]))  
sqrt (-1/log\_likelihood\_dx\_dx)

[1] 0.02596349

log(max(v\_likelihoods[,1]))

[1] 11.04363

Q.E.D.!