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Chapter 2

Getting Started with Python Scripting

This chapter contains a quick and efficient introduction to scripting in Python with the aim of getting you started with real projects as fast as possible. Our pedagogical strategy for achieving this goal is to dive into examples of relevance for computational scientists and dissect the codes line by line.

The present chapter starts with an extension of the obligatory “Hello, World!” program. The next example covers reading and writing data from and to files, implementing functions, storing data in lists, and traversing list structures. Thereafter we create a script for automating the execution of a simulation and a visualization program. This script parses command- line arguments and performs some operating system tasks such as removing and creating directories. The final example concerns converting a data file format and involves programming with a convenient data structure called dictionary. A more thorough description of the various data structures and program constructions encountered in the introductory examples appears in Chapter 3, together with lots of additional Python functionality.

You are strongly encouraged to download and install the software associated with this book and set up your environment as described in Chapter 1.2 before proceeding. All Python scripts referred to in this introductory chapter are found in the directory **src/py/intro** under the root reflected by the scripting environment variable.

In the work with exercises you may need access to reference manuals. The file **$scripting/doc.html** is a good starting point so you should bookmark this page in your favorite browser. Chapter 3.1.1 provides information on recommended Python documentation to acompany the present book.

2.1 A Scientific Hello World Script

It is common to introduce new programming languages by presenting a trivial program writing “Hello, World!” to the screen. We shall follow this tradition when introducing Python, but since we deal with scripting in a computational science context, we have extended the traditional Hello World program a bit: A number is read from the command line, and the program writes the sine of this number along with the text “Hello, World!”. Providing the number 1.4 as the first command-line argument yields this output of the script:

**Hello, World! sin(1.4)=0.985449729988**

This Scientific Hello World script will demonstrate

– how to work with variables,

– how to initialize a variable from the command line,

– how to call a math library for computing the sine of a number, and

– how to print a combination of numbers and plain text.

The complete script can take the following form in Python:

#!/usr/bin/env python

import sys, math # load system and math module

r = float(sys.argv[1]) # extract the 1st command-line argument

s = math.sin(r)

print "Hello, World! sin(" + str(r) + ")=" + str(s)

2.1.1 Executing Python Scripts

Python scripts normally have the extension .py, but this is not required. If the code listed above is stored in a file hw.py, you can execute the script by the command

**python hw.py 1.4**

This command specifies explicitly that a program python is to be used to interpret the contents of the hw.py file. The number 1.4 is a command-line argument to be fetched by the script.

For the python hw.py ... command to work, you need to be in a console window, also known as a terminal window on Unix, and as a command prompt or MS-DOS prompt on Windows. The Windows habit of double-clicking on the file icon does not work for scripts requiring command-line information, unless you have installed PythonWin.

In case the file is given execute permission1 on a Unix system, you can also run the script by just typing the name of the file:

./hw.py 1.4

or

**hw.py 1.4**

if you have a dot (.) in your path2.

On Windows you can write just the filename hw.py instead of python hw.py

if the .py is associated with a Python interpreter (see Appendix A.2). When you do not precede the filename by python on Unix, the first line of the script is taken as a specification of the program to be used for interpreting the script. In our example the first line reads

1 This is achieved by the Unix command chmod a+x hw.py.

2 There are serious security issues related to having a dot, i.e., the current working directory, in your path. Check out the site policy with your system administrator.

**#!/usr/bin/env python**

This particular heading implies interpretation of the script by a program named python. In case there are several python programs (e.g., different Python versions) on your system, the first python program encountered in the directories listed in your PATH environment variable will be used3. Executing ./hw.py with this heading is equivalent to running the script as python hw.py. You can run **src/py/examples/headers.py** to get a text explaining the syntax of headers in Python scripts. For a Python novice there is no need to understand the first line. Simply make it a habit to start all scripts with this particular line.

2.1.2 Dissection of the Scientific Hello World Script

The first real statement in our Hello World script is

**import sys, math**

meaning that we give our script access to the functions and data structures in the system module and in the math module. For example, the system module sys has a list argv that holds all strings on the command line. We can extract the first command-line argument using the syntax

**r = sys.argv[1]**

Like any other Python list (or array), sys.argv starts at 0. The first element, sys.argv[0], contains the name of the script file, whereas the rest of the elements hold the arguments given to the script on the command line.

As in other dynamically typed languages there is no need to explicitly declare variables with a type. Python has, however, data structures of different types, and sometimes you need to do explicit type conversion. Our first script illustrates this point. The data element sys.argv[1] is a string, but r is supposed to be a floating-point number, because the sine function expects a number and not a string. We therefore need to convert the string sys.argv[1] to a floating-point number:

r = float(sys.argv[1])

Thereafter, math.sin(r) will call the sine function in the math module and return a floating-point number, which we store in the variable s.

At the end of the script we invoke Python’s print function:

print "Hello, World! sin(" + str(r) + ")=" + str(s)

The print function automatically appends a newline character to the output string. Observe that text strings are concatenated by the **+** operator and that the floating-point numbers r and s need to be converted to strings, using the **str** function, prior to the concatenation (i.e., addition of numbers and strings is not supported).

We could of course work with r and s as string variables as well, e.g.,

**r = sys.argv[1]**

**s = str(math.sin(float(r)))**

**print "Hello, World! sin(" + r + ")=" + s**

Python will abort the script and report run-time errors if we mix strings and floating-point numbers. For example, running

r = sys.argv[1]

s = math.sin(r) # sine of a string...

results in

Traceback (most recent call last): File "./hw.py", line 4, in ?

s = math.sin(r)

TypeError: illegal argument type for built-in operation

So, despite the fact that we do not declare variables with a specific type, Python performs run-time checks on the type validity and reports inconsistencies.

The **math** module can be imported in an alternative way such that we can avoid prefixing mathematical functions with math:

# import just the sin function from the math module:

from math import sin

# or import all functions in math:

from math import \*

s = sin(r)

Using **import math** avoids name clashes between different modules, e.g., the sin function in math and a sin function in some other module. On the other hand, from math import \* enables writing mathematical expressions in the familiar form used in most other computer languages.

The string to be printed can be constructed in many different ways. A popular syntax employs variable interpolation, also called variable substitution. This means that Python variables are inserted as part of the string. In our original hw.py script we could replace the output statement by

print "Hello, World! sin(%(r)g)=%(s)12.5e" % vars()

The syntax %(r)g indicates that a variable with name r is to be substituted in the string, written in a format described by the character g. The **g** format implies writing a floating-point number as compactly as possible, i.e., the output space is minimized. The text %(s)12.5e means that the value of the variable s is to be inserted, written in the 12.5e format, which means a floating-point number in scientific notation with five decimals in a field of total width 12 characters. The final **% vars()** is an essential part of the string syntax, but there is no need to understand this now4. An example of the output is

**Hello, World! sin(1.4)= 9.85450e-01**

A list of some common format statements is provided on page 80.

Python also supports the output format used in the popular “printf” family of functions in C, Perl, and many other languages. The names of the variables do not appear inside the string but are listed after the string:

print "Hello, World! sin(%g)=%12.5e" % (r,s)

If desired, the output text can be stored in a string prior to printing, e.g.,

output = "Hello, World! sin(%g)=%12.5e" % (r,s)

print output

This demonstrates that the printf-style formatting is a special type of string specification in Python5.

Exercise 2.1. Become familiar with the electronic documentation.

Write a script that prints a uniformly distributed random number between −1 and 1. The number should be written with four decimals as implied by the **%.4f** format.

To create the script file, you can use a standard editor such as Emacs or Vim on Unix-like systems. On Windows you must use an editor for pure text files – Notepad is a possibility, but I prefer to use Emacs or the “IDLE” editor that comes with Python (you usually find IDLE on the start menu, choose File–New Window to open up the editor). IDLE supports standard key bindings from Unix, Windows, or Mac (choose Options–Configure IDLE... and Keys to specify the type of bindings).

The standard Python module for generation of uniform random numbers is called random. To figure out how to use this module, you can look up the description of the module in the Python Library Reference [37]. Load the file $scripting/doc.html into a web browser and click on the link Python Library Reference: Index. You will then see the index of Python functions, modules, data structures, etc. Find the item “random (standard module)” in the index and follow the link. This will bring you to the manual page for the random module. In the bottom part of this page you will find information about functions for drawing random numbers from various distributions (do not use the classes in the module, use plain functions). Also apply pydoc to look up documentation of the random module: just write pydoc random on the command line.

Remark: Do not name the file with this script random.py. This will give a name clash with the Python module random when you try to import that module (your own script will be imported instead). ⋄

2.2 Working with Files and Data

Let us continue our Python encounter with a script that has some relevance for the computational scientist or engineer. We want to do some simple mathematical operations on data in a file. The tasks in such a script include reading numbers from a file, performing numerical operations on them, and then writing the new numbers to a file again. This will demonstrate

– file opening, reading, writing, and closing,

– how to define and call functions,

– loops and if-tests, and

– how to work with lists and arrays.

We shall also show how Python can be used for interactive computing and how this can be combined with a debugger for detecting programming errors.

**2.2.1 Problem Specification**

Suppose you have a data file containing a curve represented as a set of (x, y) points and that you want to transform all the y values using some function f(y). That is, we want to read the data file with (x,y) pairs and write out a new file with (x,f(y)) pairs. Each line in the input file is supposed to contain one x and one y value. Here is an example of such a file format:

0.0 3.2

0.5 4.3

1.0 8.3333

2.5 -0.25

The output file should have the same format, but the f(y) values in the second column are to be written in scientific notation, in a field of width 12 characters, with five decimals (i.e., the number −0.25 is written as -2.50000E-01).

The script, called datatrans1.py, can take the input and output data files as command-line arguments. The usage is hence as follows:

**python datatrans1.py infile outfile**

Inside the script we need to do the following tasks:

1. read the input and output filenames from the command line,

2. open the input and output files,

3. define a function f(y),

4. for each line in the input file:

(a) read the line,

(b) extract the x and y values from the line,

(c) apply the function f to y,

(d) write out x and f(y) in the proper format.

First we present the complete script, and thereafter we explain in detail what is going on in each statement.

2.2.2 The Complete Code

#!/usr/bin/env python import sys, math

try:

infilename = sys.argv[1]; outfilename = sys.argv[2]

except:

print "Usage:",sys.argv[0], "infile outfile"; sys.exit(1)

ifile = open( infilename, ’r’) # open file for reading ofile = open(outfilename, ’w’) # open file for writing

def myfunc(y):

if y >= 0.0:

return y\*\*5\*math.exp(-y)

else:

return 0.0

# read ifile line by line and write out transformed values: for line in ifile:

pair = line.split()

x = float(pair[0]); y = float(pair[1]) fy = myfunc(y) # transform y value ofile.write(’%g %12.5e\n’ % (x,fy))

ifile.close(); ofile.close()

The script is stored in src/py/intro/datatrans1.py. Recall that this path is relative to the scripting environment variable, see Chapter 1.2.

2.2.3 Dissection

The most obvious difference between Python and other programming languages is that the indentation of the statements is significant. Looking, for example, at the for loop, a programmer with background in C, C++, Java, or Perl would expect braces to enclose the block inside the loop. Other languages may have other “begin” and “end” marks for such blocks. However, Python employs just indentation6.

The script needs two modules: sys and math, which we load in the top of the script. Alternatively, one can load a module at the place where it is first needed.

The next statement contains a try-except block, which is the preferred Python style for handling potential errors. We want to load the first two command-line arguments into two strings. However, it might happen that the user of the script failed to provide two command-line arguments. In that case, subscripting the sys.argv list leads to an index out of bounds error, which causes Python to report this error and abort the script. This may not be exactly the behavior we want: if something goes wrong with extracting command-line arguments, we assume that the script is misused. Our recovery from such misuse consists of printing a usage message before terminating the script. In the implementation, we first try to execute some statements in a try block, and then we recover from a potential error in an except block:

try:

infilename = sys.argv[1]; outfilename = sys.argv[2]

except:

print "Usage:",sys.argv[0], "infile outfile"; sys.exit(1)

As soon as any error7 occurs in the try block, the program jumps to the except block. This is recognized as exception handling in Python, a topic which is covered in more detail in Chapter 8.8.

The name of the script being executed is stored in sys.argv[0], and this information is used in the usage message. Calling the function sys.exit aborts the script. Any integer argument to the sys.exit function different from 0 signifies exit due to an error. The value of the integer argument to sys.exit is available in the environment that executes the script and can be used to check if the execution of the script was successful. For example, in a Unix environment, the variable $? contains the value of the argument to sys.exit. If $? is different from 0, the execution of the last command was unsuccessful.

Observe that more than one Python statement can appear at the same line if a semi-colon is used as separator between the statements. You do not need to end a statement with semi-colon if there is only one statement on the line.

* 6 A popular Python slogan reads “life is happier without braces”. I am not com- pletely sure – no braces imply nicely formatted code, but you must be very careful with the indentation when inserting if tests or loops in the middle of a block. Using a Python-aware editor (like Emacs) to adjust indentation of large blocks of code has been essential for me.  
     
  7 We have for simplicity at this introductory stage just tested for any error in the except block. See Exercise 2.7 for comments and how the error testing should be improved.

A file is opened by the open function, taking the filename as first argument and a read/write indication (’r’ or ’w’) as second argument:

**ifile = open( infilename, ’r’) # open file for reading**

**ofile = open(outfilename, ’w’) # open file for writing**

The open function returns a Python file object that we use for reading from or writing to a file.

At this point we should mention that there is no difference between single and double quotes when defining strings. That is, ’r’ is the same as "r". This is true also in printf-style formatted strings and when using variable interpo- lation. There are other ways of specifying strings as well, and an overview is provided on page 95.

The next block of statements regards the implementation of a function

![](data:image/png;base64,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)

Such a function, here called myfunc, can in Python be coded as

def myfunc(y):

if y >= 0.0:

return y\*\*5\*math.exp(-y)

else:

return 0.0

A shorter syntax is also possible:

**def myfunc(y):**

**return (y\*\*5\*math.exp(-y) if y >= 0 else 0.0)**

Any function in Python must be defined before it can be called. The file is read line by line using the following construction:

**for line in ifile:**

**# process line**

Python code written before version 2.2 became available applies another con- struction for reading a file line by line:

**while 1:**

**line = ifile.readline()**

**if not line: break # jump out of the loop # process line**

This construction is still useful in many occasions. Each line is read using the file object’s readline function. When the end of the file is reached, readline returns an empty string, and we need to jump out of the loop using a break statement. The termination condition is hence inside the loop, not in the while test (actually, the while 1 implies a loop that runs forever, unless there is a break statement inside the loop).

The processing of a line consists of splitting the text into an x and y value, modifying the y value by calling myfunc, and finally writing the new pair of values to the output file. The splitting of a string into a list of words is accomplished by the split operation

pair = line.split()

Python string objects have many built-in functions, and split is one of them. The split function returns in our case a list of two strings, containing the x and y values. The variable pair is set equal to this list of two strings. However, we would like to have x and y available as floating-point numbers, not strings, such that we can perform numerical computations. An explicit conversion of the strings in pair to real numbers x and y reads

x = float(pair[0]); y = float(pair[1])

We can then transform y using our mathematical function myfunc: fy = myfunc(y)

Thereafter, we write x and fy to the output file in a specified format: x is written as compactly as possible (%g format), whereas fy is written in scientific notation with 5 decimals in a field of width 12 characters (%12.5e format):

ofile.write(’%g %12.5e\n’ % (x, fy))

One should notice a difference between the print statement (for writing to standard output) and a file object’s write function (for writing to files): print automatically adds a newline at the end of the string, whereas write dumps the string as is. In the present case we want each pair of curve points to appear on separate lines so we need to end each string with newline, i.e., \n.

2.2.4 Working with Files in Memory

Instead of reading and processing lines one by one, scripters often load the whole file into a data structure in memory as this can in many occasions simplify further processing. In our next version of the script, we want to (i) read the file into a list of lines, (ii) extract the x and y numbers from each line and store them in two separate floating-point arrays x and y, and (iii) run through the x and y arrays and write out the transformed data pairs. This version of our data transformation example will hence introduce some basic concepts of array or list processing. In a Python context, array and list often mean the same thing, but we shall stick to the term list. We reserve the term array for data structures that are based on an underlying contiguous memory segment (i.e., a plain C array). Such data structures are available in the Numerical Python package and are well suited for efficient numerical computing. A taste is given in Chapters 2.2.5 and 2.2.6, while Chapter 4.1 contains more comprehensive information.

Loading the file into a list of lines is performed by the statement

**lines = ifile.readlines()**

Storing the x and y values in two separate lists can be realized with the following loop:

**x = []; y = [] # start with empty lists for line in lines:**

**xval, yval = line.split() x.append(float(xval)); y.append(float(yval))**

The first line creates two empty lists x and y. One always has to start with an empty list before filling in entries with the append function (Python will give an error message in case you forget the initialization). The statement for line in lines sets up a loop where, in each pass, line equals the next entry in the lines list. Splitting the line string into its individual words is accomplished as in the first version of the script, i.e., by line.split(). However, this time we illustrate a different syntax: individual variables xval and yval are listed on the left-hand side of = and assigned values from the sequence of elements in the list on the right-hand side. The next line in the loop converts the strings xval and yval to floating-point variables and appends these to the x and y lists.

Running through the x and y lists and transforming the y values can be implemented as a C-style for loop over an index:

**for i in range(0, len(x), 1):**

**fy = myfunc(y[i]) # transform y value**

**ofile.write(’%g %12.5e\n’ % (x[i], fy))**

The **range(from, to, step)** function returns a set of integers, here to be used as loop counters, starting at from and ending in to-1, with steps as indicated by step. Calling range with only one value implies the very frequently en- countered case where from is 0 and step is 1. Utilizing range with a just single argument, we could in the present example write for i in range(len(x)).

The complete alternative version of the script appears in datatrans2.py in the directory src/py/intro.

If your programming experience mainly concerns Fortran and C, you prob- ably see already now that Python programs are much shorter and simpler because each statement is more powerful than what you are used to. You might be concerned with efficiency, and that topic is dealt with in the next paragraph.

2.2.5 Array Computing

Sometimes we want to load file data into arrays in a script and perform nu- merical computing with the arrays. We exemplified this in the datatrans2.py script in Chapter 2.2.4. However, there are Python tools that allows more ef- ficient and convenient “Matlab-style” array computing. These tools are based on an extension to Python, called Numerical Python, or just NumPy, which is presented in Chapter 4. In the present section we shall just indicate how we can load array data in a file into NumPy arrays and compute with them.

In the datatrans2.py script we have the file data in lists x and y. These can be turned into NumPy arrays by the statements

**from numpy import \***

**x = array(x); y = array(y) # convert lists to efficient arrays**

Using the file reading tools from Chapter 4.3.6, available through the module scitools.filetable, we can read tabular numerical data in a file directly into NumPy arrays more compactly than we managed in the datatrans2.py script:

**import scitools.filetable**

**f = open(infilename, ’r’)**

**x, y = scitools.filetable.read\_columns(f) f.close()**

Here, x and y are NumPy arrays holding the first and second column of data in the file, respectively.

We may now compute directly with the x and y arrays, e.g., scale the x coordinates by a factor of 10 and transform the y values according to the formula 2y + 0.1 · sin x:

**x = 10\*x**

**y = 2\*y + 0.1\*sin(x)**

These statements are more compact and much more efficient than writing the equivalent loops with indexing:

for i in range(len(x)):

x[i] = 10\*x[i]

for i in range(len(x)):

y[i] = 2\*y[i] + 0.1\*sin(x[i])

We can also compute y with the aid of a function:

**def transform(x, y):**

**return 2\*y + 0.1\*sin(x) y = transform(x, y)**

This **transform** function works with both scalar and array arguments. With Numerical Python available, (most) arithmetic expressions work with scalars and arrays. However, our myfunc function from the datatrans1.py script in Chapter 2.2.2 does unfortunately not work with array arguments because of the if test. The cause of this problem and a remedy is explained in detail in Chapter 4.2.

Writing the x and new y back to a file again can also utilize the tools from from Chapter 4.3.6:

**f = open(outfilename, ’w’) scitools.filetable.write\_columns(f, x, y) f.close()**

Here is another typical action, where we generate a coordinate array in the script and compute curves:

**x = linspace(0, 1, 1001) # 0.0, 0.001, 0.002, ..., 1.0 y1 = sin(2\*pi\*x)**

**y2 = y1 + 0.2\*sin(30\*2\*pi\*x)**

Many more details about such array computing are found in Chapter 4. We can also quickly plot the data:

**from scitools.easyviz import \***

**plot(x, y1, ’b-’, x, y2, ’r-’, legend=(’sine’, ’sine w/noise’),**

**title=’plotting arrays’, xlabel=’x’, ylabel=’y’) hardcopy(’tmp1.ps’) # dump plot to file**

You can type pydoc scitools.easyviz to get more information about Easyviz, a unified interface to various popular plotting packages. Easyviz offers a sim- ple Matlab-like interface to curve plotting, see Chapter 4.3.3.

The statements above are collected in a script called datatrans3.py. A modified script, where the arrays can be sent to a version of the myfunc function from datatrans1.py, is realized as datatrans3a.py.

2.2.6 Interactive Computing and Debugging

**IPython**. Instead of collecting Python statements in scripts and executing the scripts, you can run commands interactively in a Python shell. There are many types of Python shells, and all of them make Python behave much like interactive computing environments such as IDL, Maple, Mathematica, Matlab, Octave, Scilab, and S-PLUS/R. I recommend to use a particularly powerful Python shell called IPython. Just write ipython on the command line to invoke this shell. After the In [1]: prompt you can execute any valid Python statement or get the result of any valid Python expression. Here are some examples on using the shell as calculator:

In [1]:3\*4-1

Out[1]:11

In [2]:from math import \* In [3]:x = 1.2

In [4]:y = sin(x)

In [5]:x

Out[5]:1.2

**In [6]:y Out[6]:0.93203908596722629**

**In [7]:\_ + 1 Out[7]:1.93203908596722629**

Observe that just writing the name of a variable dumps its value to the screen. The \_ variable holds the last output, \_\_ holds the next last output, and \_X holds the output from input command no. X.

Help on Python functionality is available as

**In [8]:help math.floor In [9]:help str.split**

With the arrows you can recall previous commands. In the session above, we can hit the up arrow four times to recall the assignment to x, edit this command to x=0.001, hit the up arrow four times to recall the computation of y and press return to re-run this command, and then write y to see the result (sin 0.001).

**Invoking a Debugger**. With the run command you can also execute script files inside IPython:

**In [1]:run datatrans3.py .datatrans\_infile tmp1**

This is very useful if errors arise because IPython can automatically in- voke Python’s standard debugger pdb when an exception is raised. Let us demonstrate the principle by inserting a possibly erroneous statement in the datatrans3.py file (the file with the error is named datatrans3\_err.py):

**def f(x):**

**p = x+1**

**p[10] = 0**

**return p**

**x = f(x)**

If the array x has length less than 11, the assignment to p[10] will raise an exception (IndexError). Write

**In [1]:%pdb on**

to make IPython invoke the debugger automatically after an exception is raised. When we run the script and an exception occurs, we get a nice printout that illustrates clearly the call sequence leading to the exception. In the present case we see that the exception arises at the line p[10] = 0, and we can thereafter dump the contents of p and check its length. The session looks like this:

I**n [23]:run datatrans3\_err.py .datatrans\_infile tmp1 /some/path/src/py/intro/datatrans3\_err.py**

**19**

**20 ---> 21 22**

**p[10] = 0**

**return p**

**f(x) # leads to an exception**

**if len(x) < 11**

**in f(x)**

**if len(x) < 11**

**IndexError:**

**> /some/path/src/py/intro/datatrans3\_err.py(19)f() -> p[10] = 0**

**(Pdb) print p**

**[ 2. 3. 4. 5.1]**

**(Pdb) len(p)**

**4**

After the debugger’s (Pdb) prompt, writing print var or just p var prints the contents of the variable var. This is often enough to uncover bugs, but pdb is a full-fledged debugger that allows you to execute the code statement by statement, or set break points, view source code files, examine variables, execute alternative statements, etc. You use run -d to start the pdb debugger in IPython:

**In [24]:run -d datatrans3.py .datatrans\_infile tmp1 ...**

**(Pdb)**

At the (Pdb) prompt you can run pdb commands, say s or step for executing one statement at a time, or the alternative n or next command which does the same as s except that pdb does not step into functions (just the call is performed). Here is a sample session for illustration:

**(Pdb) s**

**> /home/work/scripting/src/py/intro/datatrans3.py(11)?() -> import sys**

**(Pdb) s**

**> /home/work/scripting/src/py/intro/datatrans3.py(12)?() -> try:**

**(Pdb) s**

**> /home/work/scripting/src/py/intro/datatrans3.py(13)?() -> infilename = sys.argv[1]; outfilename = sys.argv[2] ...**

**(Pdb) s**

**> /home/work/scripting/src/py/intro/datatrans3.py(20)?() -> x, y = scitools.filetable.read\_columns(f)**

**(Pdb) n**

**> /home/work/scripting/src/py/intro/datatrans3.py(21)?()**

**x =**

**23 x = 10\*x**

/some/path/src/py/intro/datatrans3\_err.py 17 def f(x):

18 ---> 19 20

21 x =

p=x+1

p[10] = 0

return p

-> f.close()

(Pdb) x

Out[25]:array([ 0.1, 0.2, 0.3, 0.4])

A nice introduction to pdb is found in Chapter 9 of the Python Library Ref- erence (you may follow the link from the pdb item in the index). I encourage you to learn some basic pdb commands and use pdb on or run -d as illustrated above – this makes debugging Python scripts fast and effective.

A script can also invoke an interactive mode at the end of the code such that you can examine variables defined, etc. This is done with the -i option to run (or python -i on the command line):

In [26]:run -i datatrans2.py .datatrans\_infile tmp1

In [27]:y

Out[27]:[1.1000000000000001, 1.8, 2.2222200000000001, 1.8]

This technique is useful if you need an initialization script before you start with interactive work.

IPython can do much more than what we have outlined here. I therefore recommend you to browse through the documentation (comes with the source code, or you can follow the link in doc.html) to see the capabilities of this very useful tool for Python programmers.

**IDLE**. The core Python source code comes with a tool called IDLE (Inte- grated DeveLopment Environment) containing an interactive shell, an editor, a debugger, as well as class and module browsers. The interactive shell works much like IPython, but is less sophisticated. One feature of the IDLE shell and editor is very nice: when you write a function call, a small window pops up with the sequence of function arguments and a help line. The IDLE debug- ger and editor are graphically coupled such that you can watch a step-by-step execution in the editor window. This may look more graphically appealing than using IPython/pdb when showing live demos. More information about the capabilities and usage of IDLE can be obtained by following the “Intro- duction to IDLE” link in doc.html.

There are several other IDEs (Integrated Development Environments) for Python offering editors, debuggers, class browsers, etc. The doc.html file contains a link to a web page with an overview of Python IDEs.

2.2.7 Efficiency Measurements

You may wonder how slow interpreted languages, such as Python, are in comparison with compiled languages like Fortran, C, or C++. I created an input file with 100,000 data points8 and compared small datatrans1.py-like programs in the dynamically typed languages Python, Perl, and Tcl with

8 The script described in Exercise 8.7 on page 356 is convenient for this purpose.

similar programs in the compiled languages C and C++. Setting the execu- tion time of the fastest program (0.9 s) to one time unit, the time units for the various language implementations were as follows9.

C, I/O with fscanf/fprintf: 1.0; Python: 4.3; C++, I/O with fstream: 4.0; C++, I/O with ostringstream: 2.6; Perl: 3.1; Tcl: 10.7. These timings re- flect reality in a relevant way: Perl is somewhat faster than Python, and com- piled languages are not dramatically faster for this type of program. A spe- cial Python version (datatrans3b.py) utilizing Numerical Python and TableIO runs faster than the best C++ implementation (see Chapter 4.3.6 for details of implementations and timings).

One can question whether the comparison here is fair as the scripts make use of the general split functions while the C and C++ codes read the num- bers consecutively from file. Another issue is that the large data set used in the test is likely to be stored in binary format in a real application. Working with binary files would make the differences in execution speed much smaller.

The efficiency tests are automated in datatrans-eff.sh (Bourne shell script) or datatrans-eff.py (Python version) so you can repeat them on other computers.

2.2.8 Exercises

**Exercise 2.2**. Extend Exercise 2.1 with a loop.

Extend the script from Exercise 2.1 such that you draw n random uni- formly distributed numbers, where n is given on the command line, and compute the average of these numbers. ⋄

**Exercise 2.3**. Find five errors in a script.

The file src/misc/averagerandom2.py contains the following Python code:

#!/usr/bin/ env python import sys, random

def compute(n):

i = 0; s = 0

while i <= n:

s += random.random()

i += 1

return s/n

n = sys.argv[1]

print ’average of %d random numbers is %g" % (n, compute(n))

There are five errors in this file – find them! ⋄

9 These and other timing tests in the book were mostly performed with an IBM X30 laptop, 1.2 GHz and 512 Mb RAM, running Debian Linux, Python 2.3, and gcc 3.3.

**Exercise 2.4**. Basic use of control structures.

To get some hands-on experience with writing basic control structures and functions in Python, we consider an extension of the Scientific Hello World script hw.py from Chapter 2.1. The script is now supposed to read an arbitrary number of command-line arguments and write the natural logarithm of each number to the screen. For example, if we provide the command-line arguments

1.0 -0.9 2.1

the script writes out

ln(1) = 0

ln(-0.9) is illegal ln(2.1) = 0.741937

Implement four types of loops over the command-line entries:

– a for r in sys.argv[1:] loop (i.e., a loop over the entries in sys.argv, starting with index 1 and ending with the last valid index),  
   
– a for loop with an integer counter i running over the relevant indices in sys.argv (use the range function to generate the indices),  
   
– a while loop with an integer counter running over the relevant indices in sys.argv,  
   
– an “infinite” while 1: loop of the type shown on page 35, with an integer counter and a try-except block where we break out of the loop when sys.argv[i] is an illegal operation.  
   
Look up the documentation of the math module in the Python Library Ref- erence (index “math”) to see how to compute the natural logarithm of a number. Since the bodies of the loops are quite similar, you should collect the common statement in a function (say print\_ln(r), which converts r to a float object, tests on r>0 and prints the appropriate strings). ⋄  
   
**Exercise 2.5**. Use standard input/output instead of files.  
   
Modify the datatrans1.py script such that it reads its numbers from stan- dard input, sys.stdin, and writes the results to standard output, sys.stdout. You can work with sys.stdin and sys.stdout as the ordinary file objects you already have in datatrans1.py, except that you do not need to open and close them.  
   
You can feed data into the script directly from the terminal window (after you have started the script, of course) and terminate input with Ctrl-D. Alternatively, you can send a file into the script using a pipe, and if desired, redirect output to a file:  
   
**cat inputfile | datatrans1stdio.py > res**   
(datatrans1stdio.py is the name of the modified script.) A suitable input file for testing the script is src/py/intro/.datatrans\_infile. ⋄

**Exercise 2.6**. Read streams of (x, y) pairs from the command line.

Modify the datatrans1.py script such that it reads a stream of (x, y) pairs from the command line and writes the modified pairs (x,f(y)) to a file. The usage of the new script, here called datatrans1b.py, should be like this:

python datatrans1b.py tmp.out 1.1 3 2.6 8.3 7 -0.1675

resulting in an output file tmp.out:

1.1 2.6 7

1.20983e+01

9.78918e+00

0.00000e+00

Hint: Run through the sys.argv array in a for loop and use the range function with appropriate start index and increment. ⋄

**Exercise 2.7**. Test for specific exceptions.

Consider the datatrans1.py script with a typo (sys.arg) in the try block:

**try:**

**infilename = sys.arg[1]; outfilename = sys.argv[2]**

**except:**

**print "Usage:",sys.argv[0], "infile outfile"; sys.exit(1)**

Run this script and observe that whatever you write as filenames, the script aborts with the usage message. The reason is that we test for any exception in the except block. We should rather test for specific exceptions, i.e., the type of errors that we want to recover from in the try block. In the present case we are worried about too few command-line arguments. Read about exceptions in Chapter 8.8 and figure out how the except block is to be modified. Run the modified script and observe the impact of the typo.

Extend the script with an appropriate try-except block around the first open statement. You should test for a specific exception caused by a non- existing input file.

Finally, it is a good habit to write error messages to standard error (sys.stderr) and not standard output (where the print statements go). Make the corresponding modifications of the print statements.

**Exercise 2.8**. Sum columns in a file.

Extend the datatrans1.py script such that you can read a file with an arbitrary number of columns of real numbers. Find the average of the numbers on each line and write to a new file the original columns plus a final column with the averages. All numbers in the output file should have the format 12.6f. ⋄

**Exercise 2.9**. Estimate the chance of an event in a dice game.

What is the probability of getting at least one 6 when throwing two dice? This question can be analyzed theoretically by methods from probability theory (see the last paragraph of this exercise). However, a much simpler and much more general alternative is to let a computer program “throw” two dice a large number of times and count how many times a 6 shows up. Such type of computer experiments, involving uncertain events, is often called Monte Carlo simulation (see also Exercise 4.14).

Create a script that in a loop from 1 to n draws two uniform random numbers between 1 and 6 and counts how many times p a 6 shows up. Write out the estimated probability p/float(n) together with the exact result 11/36. Run the script a few times with different n values (preferably read from the command line) and determine from the experiments how large n must be to get the first three decimals (0.306) of the probability correct.

Use the **random** module to draw random uniformly distributed integers in a specified interval.

The exact probability of getting at least one 6 when throwing two dice can be analyzed as follows. Let A be the event that die 1 shows 6 and let B be the event that die 2 shows 6. We seek P (A ∪ B), which from probability theory equals P(A) + P(B) − P(A ∩ B) = P(A) + P(B) − P(A)P(B) (A and B are independent events). Since P(A) = P(B) = 1/6, the probability becomes 11/36 ≈ 0.306. ⋄

**Exercise 2.10**. Determine if you win or loose a hazard game.

Somebody suggests the following game. You pay 1 unit of money and are allowed to throw four dice. If the sum of the eyes on the dice is less than 9, you win 10 units of money, otherwise you loose your investment. Should you play this game?

Hint: Use the simulation method from Exercise 2.9. ⋄ 2.3 Gluing Stand-Alone Applications

2.3 ​​Gluing Stand-Alone Applications

One of the simplest yet most useful applications of scripting is automation of manual interaction with the computer. Basically, this means running stand- alone programs and operating system commands with some glue in between. The next example concerns automating the execution of a simulation code and visualization of the results. Such an example is of particular value to a computational scientist or engineer. The simulation code used here in- volves an oscillating system, i.e., solution of an ordinary differential equation, whereas the visualization is a matter of plotting a time series. The mathe- matical simplicity of this application allows us to keep the technical details of the simulation code and the visualization process at a minimum.

2.3.1 The Simulation Code

**Problem Specification**. We consider an oscillating system, say a pendu- lum, a moored ship, or a jumping washing machine. The one-dimensional back-and-forth movement of a reference point in the system is supposed to be adequately described by a function y(t) solving the ordinary differential equation
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This equation usually arises from Newton’s second law (or a variant of it: the equation of angular momentum). The first term reflects the mass times the acceleration of the system, the bdy/dt term denotes damping forces, cf(y) is a spring-like force, while Acosωt is an external oscillating force applied to the system. The parameters m, b, c, A, and ω are prescribed constants. Engineers prefer to make a sketch of such a generic oscillating system using graphical elements as shown in Figure 2.1.
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Fig. 2.1. Sketch of an oscillating system. The goal is to compute how the vertical position y(t) of the mass changes in time. The symbols correspond to the names of the variables in and the options to the script performing simulation and visualiza- tion of this system.

Along with the differential equation we need two initial conditions:

![](data:image/png;base64,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)

This means that the system starts from rest with an initial displacement y0. For simple choices of f(y), in particular f(y) = y, mathematical solution techniques for (2.1) result in simple analytical formulas for y(t), but in general a numerical solution procedure must be applied for solving (2.1). Here we assume that there exists a program oscillator which solves (2.1) using appro- priate numerical methods10. This program computes y(t) when 0 ≤ t ≤ tstop, and the solution is produced at discrete times 0, Δt, 2Δt, 3Δt, and so forth. The Δt parameter controls the numerical accuracy. A smaller value results in a more accurate numerical approximation to the exact solution of (2.1).

**Installing the Simulation Code**. A Fortran 77 version of the oscillator code is found in the directory src/app/oscillator/F77. Try to write oscillator and see if the cursor is hanging (waiting for input). If not, you need to compile, link, and install the program. The Bourne shell script make.sh, in the same di- rectory as the source code, automates the process on Unix system. Neverthe- less, be prepared for platform- or compiler-specific edits of make.sh. The exe- cutable file oscillator is placed in a directory $scripting/$MACHINE\_TYPE/bin, which must be in your PATH variable. Of course, you can place the executable file in any other directory in PATH.

If you do not have an F77 compiler, you can look for implementations of the simulator in other languages in subdirectories of src/app/oscillator. For example, there is a subdirectory C-f2c with a C version of the F77 code automatically generated by the f2c program (an F77 to C source code trans- lator). Since most numerical codes are written in compiled high-performance languages, like Fortran or C, we think it is a point to work with such type of simulation programs in the present section. However, there is also a directory src/app/oscillator/Python containing a Python version, oscillator.py, of the simulator. Copy this file to $scripting/$MACHINE\_TYPE/bin/oscillator if you work on a Unix system and do not get the compiled versions to work properly. Note that the name of the executable file must be oscillator, not oscillator.py, exactly as in the Fortran case, otherwise our forthcoming script will not work. On Windows there is no need to move oscillator.py, see Appendix A.2.

**Simulation Code Usage**. Our simulation code oscillator reads the following parameters from standard input, in the listed order: m, b, c, name of f(y) function, A, ω, y0, tstop, and Δt. The valid names of the implemented f(y) functions are y for f(y) = y, siny for f(y) = siny, and y3 for f(y) = y−y3/6 (the first two terms of a Taylor series for sin y).

The values of the input parameters can be conveniently placed in a file (say) prms:

1.0

0.7

5.0

y

5.0

6.28

0.2

10 Our implementations of oscillator employ a two-stage Runge-Kutta scheme.

30.0 0.05

The program can then be run as

**oscillator < prms**

One may argue that the program is not very user friendly: missing the correct order of the numbers makes the input corrupt. However, the purpose of our script is to add a more user-friendly handling of the input data and avoid the user’s direct interaction with the oscillator code.

The output from the oscillator program is a file sim.dat containing data points (ti, y(ti)), i = 0, 1, 2, . . ., on the solution curve. Here is an extract from such a file:

0.0500 0.2047

0.1000 0.2167

0.1500 0.2328

0.2000 0.2493

0.2500 0.2621

0.3000 0.2674

0.3500 0.2621

0.4000 0.2437

2.3.2 Using Gnuplot to Visualize Curves

The data are easily visualized using a standard program for displaying curves. We shall apply the freely available Gnuplot11 program, which runs on most platforms. One writes gnuplot to invoke the program, and thereafter one can issue the command

**plot ’sim.dat’ title ’y(t)’ with lines**

A separate window with the plot will now appear on the screen, containing the (x, y) data in the file sim.dat visualized as a curve with label y(t).

A PostScript file with the plot is easily produced in Gnuplot:

**set term postscript eps monochrome dashed ’Times-Roman’ 28**

**set output ’myplot.ps’**

followed by the plot command. The plot is then available in the file myplot.ps and ready for inclusion in a report. If you want the output in the PNG format with colored lines, the following commands do the job:

**set term png small**

**set output ’myplot.png’**

11 Exercise2.14explainshoweasyitistoreplaceGnuplotbyMatlabintheresulting script. Exercise 11.1 applies the BLT graph widget from Chapter 11.1.1 instead.

The resulting file **myplot.png** is suited for inclusion in a web page. The vi- sualization of the time series in hardcopy plots is normally improved when reducing the aspect ratio of the plot. To this end, one can try

**set size ratio 0.3 1.5, 1.0**

prior to the plot command. This command should not be used for screen plots. We refer to the Gnuplot manual (see link in doc.html) for more infor- mation on what the listed Gnuplot commands mean and the various available options.

Instead of operating Gnuplot interactively one can collect all the com- mands in a file, hereafter called Gnuplot script. For example,

gnuplot cmd

runs Gnuplot with the commands in the file cmd in a Unix environment. The Gnuplot option -persist is required if we want the plot window(s) on the screen to be visible after the commands in cmd are executed. A standard X11 option -geometry can be used to set the geometry of the window. In the present application with time series it is convenient to have a wide window, e.g., 800 × 200 pixels as specified by the option -geometry 800x200.

Gnuplot behaves differently on Windows and Unix. For example, the name of the Gnuplot script file must be GNUPLOT.INI on Windows, and the existence of such a file implies that Gnuplot reads its commands from this file. I have made two small scripts (see page 687) that comes with this book’s software and makes the gnuplot command behave in almost the same way on Win- dows and Unix. The major difference is that some of the command-line argu- ments on Unix have no effect on Windows. The previously shown examples on running Gnuplot can therefore be run in Windows environments without modifications. This allows us to make a cross-platform script for simulation and visualization.

**2.3.3 Functionality of the Script**

Our goal now is to simplify the user’s interaction with the oscillator and gnuplot programs. With a script simviz1.py it should be possible to adjust the m, b, Δt, and other mathematical parameters through command-line options, e.g.,

**-m 2.3 -b 0.9 -dt 0.05**

The result should be PostScript and PNG plots as well as an optional plot on the screen. Since running the script will produce some files, it is convenient to create a subdirectory and store the files there. The name of the subdirectory and the corresponding files should be adjustable as a command-line option to the script.

Let us list the complete functionality of the script:

1. Set appropriate default values for all input variables.
2. Run through the command-line arguments and set script variables ac- cordingly. The following options should be available: -m for m, -b for b, -c for c, -func for the name of the f(y) function, -A for A, -w for ω, -dt for Δt, -tstop for tstop, -noscreenplot for turning off the plot on the screen12, and -case for the name of the subdirectory and the stem of the filenames of all generated files.
3. Remove the subdirectory if it exists. Create the subdirectory and change the current working directory to the new subdirectory.
4. Make an appropriate input file for the oscillator code.
5. Run the oscillator code.
6. Make a file with the Gnuplot script, containing the Gnuplot commands for making hardcopy plots in the PostScript and PNG formats, and (op- tionally) a plot on the screen.

7. Run Gnuplot.

2.3.4 The Complete Code

#!/usr/bin/env python import sys, math

# default values of input parameters:

m = 1.0; b = 0.7; c = 5.0; func = ’y’; A = 5.0; w = y0 = 0.2; tstop = 30.0; dt = 0.05; case = ’tmp1’ screenplot = True

# read variables from the command line, one by one: while len(sys.argv) > 1:

2\*math.pi

option = sys.argv[1]; if option == ’-m’:

m = float(sys.argv[1]); elif option == ’-b’:

b = float(sys.argv[1]); elif option == ’-c’:

c = float(sys.argv[1]); elif option == ’-func’: func = sys.argv[1];

elif option == ’-A’:

A = float(sys.argv[1]);

elif option == ’-w’:

w = float(sys.argv[1]);

elif option == ’-y0’:

y0 = float(sys.argv[1]);

elif option == ’-tstop’:

tstop = float(sys.argv[1]);

elif option == ’-dt’:

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

12 Avoiding lots of graphics on the screen is useful when running large sets of ex- periments as we exemplify in Chapter 2.4.

dt = float(sys.argv[1]); elif option == ’-noscreenplot’:

screenplot = False elif option == ’-case’: case = sys.argv[1];

del sys.argv[1]

del sys.argv[1]

else:

print sys.argv[0],’: invalid option’,option sys.exit(1)

# create a subdirectory:

d = case

import os, shutil

if os.path.isdir(d):

shutil.rmtree(d)

os.mkdir(d)

os.chdir(d)

# name of subdirectory

# does d exist?

# yes, remove old directory # make new directory d

# move to new directory d

# make input file to the program:

f = open(’%s.i’ % case, ’w’)

# write a multi-line (triple-quoted) string with # variable interpolation:

f.write("""

%(m)g

%(b)g

%(c)g

%(func)s

%(A)g

%(w)g

%(y0)g

%(tstop)g

%(dt)g

""" % vars())

f.close()

# run simulator:

cmd = ’oscillator < %s.i’ % case # command to run failure = os.system(cmd)

if failure:

print ’running the oscillator code failed\n%s\n%s’ % \ (cmd, output); sys.exit(1)

# make file with gnuplot commands:

f = open(case + ’.gnuplot’, ’w’)

f.write("""

set title ’%s: m=%g b=%g c=%g f(y)=%s A=%g w=%g y0=%g dt=%g’; """ % (case, m, b, c, func, A, w, y0, dt))

if screenplot:

f.write("plot ’sim.dat’ title ’y(t)’ with lines;\n")

f.write("""

set size ratio 0.3 1.5, 1.0;

# define the postscript output format:

set term postscript eps monochrome dashed ’Times-Roman’ 28; # output file containing the plot:

set output ’%s.ps’;

# basic plot command:

plot ’sim.dat’ title ’y(t)’ with lines;

# make a plot in PNG format:

set term png small;

set output ’%s.png’;

plot ’sim.dat’ title ’y(t)’ with lines;

""" % (case, case))

f.close()

# make plot:

cmd = ’gnuplot -geometry 800x200 -persist ’ + case + ’.gnuplot’ failure = os.system(cmd)

if failure:

print ’running gnuplot failed\n%s\n%s’ % \ (cmd, output); sys.exit(1)

You can find the script in **src/py/intro/simviz1.py**.

2.3.5 Dissection

After a standard opening of Python scripts, we start with assigning ap- propriate default values to all variables that can be adjusted through the script’s command-line options. The next task is to parse the command-line arguments. This is done in a while loop where we look for the option in sys.argv[1], remove this list element by a del sys.argv[1] statement, and thereafter assign a value, the new sys.argv[1] entry, to the associated vari- able:

# read variables from the command line, one by one: while len(sys.argv) > 1:

option = sys.argv[1]; if option == ’-m’:

m = float(sys.argv[1]); elif option == ’-b’:

b = float(sys.argv[1]);

... else:

del sys.argv[1]

del sys.argv[1]

del sys.argv[1]

print sys.argv[0],’: invalid option’,option sys.exit(1)

The loop is executed until there are less than two entries left in sys.argv (recall that the first entry is the name of the script, and we need at least one option to continue parsing).

We remark that Python has built-in alternatives to our manual parsing of command-line options: the getopt and optparse modules, see Chapter 8.1.1. Exercise 8.1 asks you to use getopt or optparse in simviz1.py. An alternative tool is developed in Exercise 8.2.

The next step is to remove the working directory d if it exists (to avoid mixing old and new files), create the directory, and move to d. These operating system tasks are offered by Python’s os, os.path, and shutil modules:

d = case

import os, shutil

if os.path.isdir(d):

shutil.rmtree(d)

os.mkdir(d)

os.chdir(d)

# name of subdirectory

# does d exist?

# yes, remove old directory # make new directory d

# move to new directory d

Then we are ready to execute the simulator by running the command

**oscillator < case.i**

where case.i is an input file to oscillator. The filestem case is set by the -case option to the script. Creating the input file is here accomplished by a multi-line Python string with variable interpolation:

f = open(’%s.i’ % case, ’w’) f.write("""

%(m)g

%(b)g

%(c)g

%(func)s

%(A)g

%(w)g

%(y0)g

%(tstop)g

%(dt)g

""" % vars())

f.close()

Triple quoted strings """...""" can span several lines, and newlines are pre- served in the output.

Running an application like oscillator is conveniently done by the func- tion os.system:

cmd = ’oscillator < %s.i’ % case # command to run failure = os.system(cmd)

if failure:

print ’running %s failed’ % cmd; sys.exit(1)

Something went wrong with the command if the function returns a value different from zero13. There are several alternative ways to run a program from a Python script, see Chapter 3.1.3.

Having run the simulator, we are ready for producing plots of the solu- tion. This requires running Gnuplot with a file containing all the relevant commands. First we write the file, this time using a multi-line (triple double quoted) string with standard printf-style formatting:

f.write("""

set title ’%s: m=%g b=%g c=%g f(y)=%s A=%g w=%g y0=%g dt=%g’; """ % (case, m, b, c, func, A, w, y0, dt))

if screenplot:

f.write("plot ’sim.dat’ title ’y(t)’ with lines;\n") f.write("""

set size ratio 0.3 1.5, 1.0;

# define the postscript output format:

set term postscript eps monochrome dashed ’Times-Roman’ 28; # output file containing the plot:

set output ’%s.ps’;

13 Note that if failure is equivalent to if failure != 0.

# basic plot command plot ’sim.dat’ title # make a plot in PNG set term png small; set output ’%s.png’; plot ’sim.dat’ title """ % (case, case)) f.close()

’y(t)’ with lines; format:

’y(t)’ with lines;

Gnuplot accepts comments starting with #, which we here use to make the file more readable. In the next step we run Gnuplot and check if something went wrong:

cmd = ’gnuplot -geometry 800x200 -persist ’ + case + ’.gnuplot’ failure = os.system(cmd)

if failure:

print ’running gnuplot failed’; sys.exit(1)

Let us test the script:

**python simviz1.py -m 2 -case tmp2**

The results are in a new subdirectory tmp2 containing, among other files, the plot tmp2.ps, which is displayed in Figure 2.2. To kill a Gnuplot window on the screen, you can type ’q’ when window is in focus.

With the simviz1.py script at our disposal, we can effectively perform numerical experiments with the oscillating system model since the interface is so much simpler than running the simulator and plotting program manually. Chapter 2.4 shows how to run large sets of experiments using the simviz1.py script inside a loop in another script.

Fig. 2.2. A plot of the solution y(t) of (2.1) as produced by the simviz1.py script.

2.3.6 Exercises

**Exercise 2.11**. Generate an HTML report from the simviz1.py script. Extend the simviz1.py script such that it writes an HTML file containing the values of the physical and numerical parameters, a sketch of the system (src/py/misc/figs/simviz2.xfig.t.gif is a suitable file), and a PNG plot of the solution. In case you are not familiar with writing HTML code, I have made a quick introduction, particularly relevant for this exercise, in the file

src/misc/html-intro/oscillator.html

In Python, you can conveniently generate HTML pages by using multi-line (triple quoted) strings, combined with variable interpolation, as outlined be- low:

htmlfile.write("""

<html>

...

The following equation was solved: <center>

%(m)gDDy + %(b)gDy + %(c)g%(func)s = %(A)gcos(%(w)g\*t), y(0)=%(y0)g, Dy(0)=0

</center>

with time step %(dt)g for times in the interval [0,%(tstop)g].

...

<img src="%(case)s.png">

...

</html>

""" % vars())

It is recommended to design and write the HTML page manually in a separate file, insert the HTML text from the file inside a triple-quoted Python string, and replace relevant parts of the HTML text by variables in the script.

**Exercise 2.12**. Generate a LATEX report from the simviz1.py script.

Extend the simviz1.py script so that it writes a LATEX file containing the values of the physical and numerical parameters, a sketch of the system (src/misc/figs/simviz.xfig.eps is a suitable file), and a PostScript plot of the solution. LATEX files are conveniently written by Python scripts using triple quoted raw strings (to preserve the meaning of backslash). Here is an example:

latexfile.write(r"""

%% Automatically generated LaTeX file \documentclass[11pt]{article}

...

The following equation was solved:

\[ %(m)g\frac{d 2 y}{dt 2} + %(b)\frac{dy}{dt} + %(c)g%(lfunc)s

= %(A)g\cos (%(w)gt), \quad

y(0)=%(y0)g, \frac{dy(0)}{dt}=0\]

with time step $\Delta t = %(dt)g$ for times in the interval $[0,%(tstop)g]$.

...

\end{document}

""" % vars())

The lfunc variable holds the typesetting of func in LATEX (e.g., lfunc is r’\sin y’ if func is siny).

It is smart to write the LATEX page manually in a separate file, insert the LATEX text from the file inside a triple-quoted Python string, and replace parts of the LATEX text by variables in the script.

Comments in LATEX start with %, but this character is normally used for formatting in the write statements, so a double % is needed to achieve the correct formatting (see the first line in the output statement above – only a single % appears in the generated file).

Note that this exercise is very similar to Exercise 2.11. ⋄

**Exercise 2.13**. Compute time step values in the simviz1.py script.

The value of Δt, unless set by the -dt command-line option, could be chosen as a fraction of T , where T is the typical period of the oscillations. T will be dominated by the period of free vibrations in the system, 2π/ c/m, or the period of the forcing term, 2π/ω. Let T be the smallest of these two values and set Δt = T/40 if the user of the script did not apply the -dt option. (Hint: use 0 as default value of dt to detect whether the user has given dt or not.) ⋄

**Exercise 2.14**. Use Matlab for curve plotting in the simviz1.py script.

The plots in the simviz1.py script can easily be generated by another plotting program than Gnuplot. For example, you can use Matlab. Some possible Matlab statements for generating a plot on the screen, as well as hardcopies in PostScript and PNG format, are listed next.

load sim.dat % read sim.dat into a matrix sim plot(sim(:,1),sim(:,2)) % plot 1st column of sim as x, 2nd as y legend(’y(t)’)

title(’test1: m=5 b=0.5 c=2 f(y)=y A=1 w=1 y0=1 dt=0.2’)

outfile = ’test1.ps’; print(’-dps’, outfile) outfile = ’test1.png’; print(’-dpng’, outfile)

The name of the case is in this example taken as test1. The plot statements can be placed in an M-file (Matlab script) with extension .m. At the end of the M-file one can issue the command pause(30) to make the plot live for 30 seconds on the screen. Thereafter, it is appropriate to shut down Matlab by the exit command. The pause command should be omitted when no screen plot is desired.

Running Matlab in the background without any graphics on the screen can be accomplished by the command

matlab -nodisplay -nojvm -r test1

if the name of the M-file is test1.m. To get a plot on the screen, run

matlab -nodesktop -r test1 > /dev/null &

Here, we direct the output from the interactive Matlab terminal session to the “trash can” /dev/null on Unix systems. We also place the Matlab exe- cution in the background (&) since screen plots are associated with a pause command (otherwise the Python script would not terminate before Matlab has terminated).

Modify a copy of the simviz1.py script and replace the use of Gnuplot by Matlab. Hint: In printf-like strings, the character % must be written as %%, because % has a special meaning as start of a format specification. Hence, Matlab comments must start with %% if you employ printf-like strings or variable interpolation when writing the M-file.

2.4 Conducting Numerical Experiments

Suppose we want to run a series of different m values, where m is a physical parameter, the mass of the oscillator, in Equation (2.1). We can of course just execute the simviz1.py script from Chapter 2.3 manually with different values for the -m option, but here we want to automate the process by cre- ating another script loop4simviz1.py, which calls simiviz1.py inside a loop over the desired m values. The loop4simviz1.py script can have the following command-line options:

**m\_min m\_max dm [ options as for simviz1.py ]**

The first three command-line arguments define a sequence of m values, start- ing with m\_min and stepping dm at a time until the maximum value m\_max is reached. The rest of the command-line arguments are supposed to be valid options for simviz1.py and are simply passed on to that script.

Besides just running a loop over m values, we shall also let the script

– generate an HTML report with plots of the solution for each m value and a movie reflecting how the solution varies with increasing m,  
   
– collect PostScript plots of all the solutions in a compact file suitable for printing, and  
   
– run a loop over any input parameter to the oscillator code, not just m.

**2.4.1 Wrapping a Loop Around Another Script**

We start the loop4simviz1.py script by grabbing the first three command-line arguments:

try:

m\_min = float(sys.argv[1])

m\_max = float(sys.argv[2])

dm = float(sys.argv[3])

except IndexError:

print ’Usage:’,sys.argv[0],\

’m\_min m\_max m\_increment [ simviz1.py options ]’ sys.exit(1)

The next command-line arguments are extracted as sys.argv[4:]. The sub- script [4:] means index 4, 5, 6, and so on until the end of the list. These list items must be concatenated to a string before we can use them in the execution command for the simviz1.py script. For example, if sys.argv[4:] is the list [’-c’,’3.2’,’-A’,’10’], the list items must be combined to the string ’-c 3.2 -A 10’. Joining elements in a list into a string, with a specified delimiter, here space, is accomplished by

**simviz1\_options = ’ ’.join(sys.argv[4:])**

We are now ready to make a loop over the m values. Unfortunately, the range function can only generate a sequence of integers, so a for loop over real-valued m values, like for m in range(...), will not work. A while loop is a more appropriate choice:

m = m\_min

while m <= m\_max:

case = ’tmp\_m\_%g’ % m

cmd = ’python simviz1.py %s -m %g -case %s’ % \

(simviz1\_options, m, case) failure = os.system(cmd)

m += dm

Inside the loop, we let the case name of each experiment reflect the value of m. Using this name in the -case option after the user-given options ensures that our automatically generated case name overrides any value of -case provided by the user.

Notice that we run the simviz1.py script by writing python simviz1.py. This construction works safely on all platforms. The simviz1.py file must in this case be located in the same directory as the loop4simviz1.py script, otherwise we need to write the complete filepath of simviz1.py, or drop the python “prefix” and put the simviz1.py script in a directory contained in the PATH variable.

2.4.2 Generating an HTML Report

To make the script even more useful, we could collect the various plots in a common document. For example, all the PNG plots could appear in an HTML14 file for browsing. This is achieved by opening the HTML file, writing a header and footer before and after the while loop, and writing an IMG tag with the associated image file inside the loop:

html = open(’tmp\_mruns.html’, ’w’) html.write(’<HTML><BODY BGCOLOR="white">\n’)

m = m\_min

while m <= m\_max:

case = ’tmp\_m\_%g’ % m

cmd = ’python simviz1.py %s -m %g -case %s’ % \

(simviz1\_options, m, case) failure = os.system(cmd)

html.write(’<H1>m=%g</H1> <IMG SRC="%s">\n’ \

% (m, os.path.join(case, case+’.png’)))

m += dm html.write(’</BODY></HTML>\n’)

One can in this way browse through all the figures in tmp\_mruns.html using a standard web browser.

The previous code segment employs a construction

**os.path.join(case, case+’.png’)**

for creating the correct path to the PNG file in the case subdirectory. The os.path.join function joins its arguments with the appropriate directory sep- arator for the operating system in question (the separator is / on Unix, : on Macintosh, and \ on DOS/Windows, although / works well in paths inside Python on newer Windows systems).

We can also make a PostScript file containing the various PostScript plots. Such a file is convenient for compact printing and viewing of the experi- ments. A Perl script epsmerge (see doc.html for a link) merges Encapsulated PostScript files into a single file. For example,

**epsmerge -o figs.ps -x 2 -y 3 -par file1.ps file2.ps ...**

fills up a file figs.ps with plots file1.ps, file2.ps, and so on, such that each page in figs.ps has three rows with two plots in each row, as specified by the -x 2 -y 3 options. The -par option preserves the aspect ratio of the plots.

In the loop4simviz1.py script we need to collect the names of all the PostScript files and at the end execute the epsmerge command:

14 Check out src/misc/html-intro/oscillator.html and Exercise 2.11 if you are not fa- miliar with basic HTML coding.

psfiles = [] # plot files in PostScript format ...

m = m\_min

while m <= m\_max:

case = ’tmp\_m\_%g’ % m

... psfiles.append(os.path.join(case,case+’.ps’))

...

cmd = ’epsmerge -o tmp\_mruns.ps -x 2 -y 3 -par ’+’ ’.join(psfiles) failure = os.system(cmd)

To make the tmp\_mruns.ps file more widely accessible, we can convert the document to PDF format. A simple tool is the ps2pdf script that comes with Ghostview (gs):

**failure = os.system(’ps2pdf tmp\_mruns.ps’)**

The reader is encouraged to try the loop4simviz1.py script and view the resulting documents. It is quite amazing how much we have accomplished with just a few lines: any number of m values can be tried, each run is archived in a separate directory, and all the plots are compactly collected in documents for convenient browsing. Automating numerical experiments in this way increases the reliability of your work as larger sets of experiments are encouraged and there are no questions about which input parameters that produced a particular plot.

Exercise 2.15. Combine curves from two simulations in one plot.

Modify the simviz1.py script such that when func is different from y, the plot contains two curves, one based on computations with the func function and one based on computations with the linear counterpart (func equals y). It is hence easy to see the effect of a nonlinear spring force. The following one-line plot command in Gnuplot combines two curves in the same plot:

plot ’run1/sim.dat’ title ’nonlinear spring’ with lines, \ ’run2/sim.dat’ title ’linear spring’ with lines

The script in this exercise can be realized in two different ways. For example, you can stay within a copy of simviz1.py and run oscillator twice, with two different input files, and rename the data file sim.dat from the first run to another name (os.rename is an appropriate command for this purpose, cf. Chapter 3.4.4 on page 121). You can alternatively create a script on top of simviz1.py, that is, call simviz1.py twice, with different options, and then create a plot of the curves from the two runs. In this latter case you need to propagate the command-line arguments to the simviz1.py script.

2.4.3 Making Animations

Making Animated GIF Pictures. As an alternative to collecting all the plots from a series of experiments in a common document, as we did in the previous example, we can make an animation. For the present case, where we run through a sequence of m values, it means that m is a kind of time dimension. The resulting movie will show how the solution y(t) develops as m increases.

With the convert utility, which is a part of the ImageMagick package (see doc.html for links), we can easily create an animated GIF file from the collection of PNG plots15:

convert -delay 50 -loop 1000 -crop 0x0 \

plot1.png plot2.png plot3.png plot4.png ... movie.gif

One can view the resulting file movie.gif with the ImageMagick utilities display or animate:

display movie.gif

animate movie.gif

With display, you need to type return to move to the next frame in the animation. You can also display the movie in an HTML file by loading the animated GIF image as an ordinary image:

**<IMG SRC="movie.gif">**

When creating the animated GIF file in our script we need to be careful with the sequence of PNG plots. This implies that the script must make a list of all generated PNG files, in the correct order.

A more complicated problem is that the scale on the y axis in the plots must be fixed in the movie. Gnuplot automatically scales the axis to fit the maximum and minimum values of the current curve. Fixing the scale forces us to make modifications of simviz1.py. To distinguish the new from the old ver- sions, we call the new versions of the scripts simviz2.py and loop4simviz2.py. The reader should realize that the modifications we are going to make are small and very easily accomplished. This is a typical feature of scripting: just edit and run until you have an effective working environment.

The **simviz2.py** script has an additional command-line option -yaxis fol- lowed by two numbers, the minimum and maximum y values on the axis. The relevant new statements in simviz2.py are listed next.

# no specification of y axis in plots by default: ymin = None; ymax = None

...

elif option == ’-yaxis’:

ymin = float(sys.argv[1]); ymax = float(sys.argv[2]) del sys.argv[1]; del sys.argv[1]

...

# make gnuplot script:

...

if ymin is not None and ymax is not None:

f.write(’set yrange [%g:%g];\n’ % (ymin, ymax))

15 The -delay option controls the “speed” of the resulting movie. In this example -delay 50 means 50 · 0.1s = 0.5s between each frame.

The None value is frequently used in Python scripts to bring a variable into play, but indicate that its value is “undefined”. We can then use constructs like if ymin is None or if ymin is not None to test whether a variable is “undefined” or not.

The loop4simviz2.py script calls simviz2.py and produces the animated GIF file. A list pngfiles of PNG files can be built as we did with the PostScript files in loop4simviz1.py. Running convert to make an animated GIF image can then be accomplished as follows:

cmd = ’convert -delay 50 -loop 1000 -crop 0x0 %s tmp\_m.gif’\ % ’ ’.join(pngfiles)

failure = os.system(cmd)

**Making an MPEG Movie**. As an alternative to the animated GIF file, we can make a movie in the MPEG format. The script ps2mpeg.py (in src/tools) converts a set of uniformly sized PostScript files, listed on the command line, into an MPEG movie file named movie.mpeg. Inside our script we can write

failure = os.system(’ps2mpeg.py %s’ % ’ ’.join(psfiles))

We can easily create a link to the MPEG movie in the HTML file, e.g.,

html.write(’<H1><A HREF="movie.mpeg">MPEG Movie</A></H1>\n’)

2.4.4 Varying Any Parameter

Another useful feature of loop4simviz2.py is that we actually allow a loop over any of the real-valued input parameters to simviz1.py and simviz2.py, not just m! This is accomplished by specifying the option name (without the leading hyphen), the minimum value, the maximum value, and the increment as command-line arguments:

option\_name min max incr [ options as for simviz2.py ]

An example might be

b 0 2 0.25 -yaxis -0.5 0.5 -A 4

This implies executing a set of experiments where the b parameter is varied. All the hardcoding of m as variable and part of filenames etc. in loop4simviz1.py must be parameterized using a variable holding the option name. This vari- able has the name option\_name and the associated numerical value is stored in value in the loop4simviz2.py script. For example, the value parameter runs from 0 to 2 in steps of 0.25 and option\_name equals b in the previous exam- ple on a specific loop4simviz2.py command. The complete loop4simviz2.py script appears next.

#!/usr/bin/env python

"""

As loop4simviz1.py, but here we call simviz2.py, make movies, and also allow any simviz2.py option to be varied in a loop. """

import sys, os

usage = ’Usage: %s parameter min max increment ’\

’[ simviz2.py options

try:

option\_name = sys.argv[1] min = float(sys.argv[2]) max = float(sys.argv[3]) incr = float(sys.argv[4])

except:

print usage; sys.exit(1)

]’ % sys.argv[0]

simviz2\_options = ’ ’.join(sys.argv[5:])

html = open(’tmp\_%s\_runs.html’ % option\_name, ’w’) html.write(’<HTML><BODY BGCOLOR="white">\n’) psfiles = [] # plot files in PostScript format pngfiles = [] # plot files in PNG format

value = min

while value <= max:

case = ’tmp\_%s\_%g’ % (option\_name, value)

cmd = ’python simviz2.py %s -%s %g -case %s’ % \

(simviz2\_options, option\_name, value, case) print ’running’, cmd

failure = os.system(cmd)

psfile = os.path.join(case,case+’.ps’)

pngfile = os.path.join(case,case+’.png’) html.write(’<H1>%s=%g</H1> <IMG SRC="%s">\n’ \

% (option\_name, value, pngfile)) psfiles.append(psfile)

pngfiles.append(pngfile)

value += incr

cmd = ’convert -delay 50 -loop 1000 %s tmp\_%s.gif’ \

% (’ ’.join(pngfiles), option\_name)

print ’converting PNG files to animated GIF:\n’, cmd failure = os.system(cmd)

html.write(’<H1>Movie</H1> <IMG SRC="tmp\_%s.gif">\n’ % \

option\_name)

cmd = ’ps2mpeg.py %s’ % ’ ’.join(psfiles)

print ’converting PostScript files to an MPEG movie:\n’, cmd failure = os.system(cmd)

os.rename(’movie.mpeg’, ’tmp\_%s.mpeg’ % option\_name) html.write(’<H1><A HREF="tmp\_%s.mpeg">MPEG Movie</A></H1>\n’ \

% option\_name) html.write(’</BODY></HTML>\n’)

html.close()

cmd = ’epsmerge -o tmp\_%s\_runs.ps -x 2 -y 3 -par %s’ \

% (option\_name, ’ ’.join(psfiles)) print cmd

failure = os.system(cmd)

failure = os.system(’ps2pdf tmp\_%s\_runs.ps’ % option\_name)

Note that all file and directory names generated by this script start with tmp\_ so it becomes easy to clean up all files from a sequence of experiments (in Unix you can just write rm -rf tmp\_\*).

With this script we can perform many different types of numerical exper- iments. Some examples on command-line arguments to loop4simviz2.py are given below.

– study the impact of increasing the mass:

m 0.1 6.1 0.5 -yaxis -0.5 0.5 -noscreenplot

– study the impact of increasing the damping:

b 0 2 0.25 -yaxis -0.5 0.5 -A 4 -noscreenplot

– study the impact of increasing a nonlinear spring force:

c 5 30 2 -yaxis -0.7 0.7 -b 0.5 -func siny -noscreenplot

For example, in the experiment involving the spring parameter c you get the following files, which can help you in understanding how this parameter affects the y(t) solution:

tmp\_c.gif

tmp\_c.mpeg

tmp\_c\_runs.html

tmp\_c\_runs.ps

tmp\_c\_runs.pdf

# animated GIF movie

# MPEG movie

# browsable HTML document with plots and movies # printable PostScript document with plots

# PDF version of tmp\_c\_runs.ps

The reader is strongly encouraged to run, e.g., one of the three suggested experiments just shown and look at the generated HTML and PostScript files as this will illustrate the details explained in the text. Do not forget to clean up all the tmp\* files after having played around with the loop4simviz2.py script.

A more general and advanced tool for running series of numerical exper- iments, where several parameters may have multiple values, is presented in Chapter 12.1.

**Other Applications**. From the example with the oscillator simulations in this section you should have some ideas of how scripting makes it easy to run, archive, and browse series of numerical experiments in your application areas of interest. More complicated applications may involve large directory trees and many nested HTML files, all automatically generated by a steering script. Those who prefer reports in LATEX format can easily adapt our example on writing HTML files (see Exercise 2.12 for useful hints). With Numerical Python (Chapter 4) you can also conveniently load simulation results into the Python script for analysis and further processing.

You may well stop reading at this point and start exploring Python script- ing in your own projects. Since the book is thick, there is much more to learn and take advantage of in computational science projects, but the philosophy of the simviz1.py and loop4simviz2.py examples has the potential of making a significant impact on how you conduct your investigations with a computer.

2.5 File Format Conversion

The next application is related to the file writing and reading example in Chapter 2.2. The aim now is to read a data file with several time series stored column-wise and write the time series to individual files. Through this project we shall learn more about list and file processing and meet a useful data structure called dictionary (referred to as hash, HashMap, or associative array in other languages). We shall also collect parts of the script in reusable functions, which can be called when the script file is imported as a module in other scripts.

Here is an example of the format of the input file with several time series:

some comment line

1.5

measurements model1 model2

* 0.0 0.1 1.0
* 0.1 0.1 0.188
* 0.2 0.2 0.25

The first line is a comment line. The second line contains the time lag Δt in the forthcoming data. Names of the time series appear in the third line, and thereafter the time series are listed in columns. We can denote the i-th time series by yi(kΔt), where k is a counter in time, k = 0,1,2,...,m. The script is supposed to store the i-th time series in a file with the same name as the i-th word in the headings in the third line, appended with a extension .dat. That file contains two columns, one with the time points kΔt and the other with the yi(kΔt) values, k = 0, 1, . . . , m. For example, when the script acts on the file listed above, three new files measurements.dat, model1.dat, and model2.dat are created. The file model1.dat contains the data

0 0.1

1.5 0.1

3 0.2

Most plotting programs can read and visualize time series stored in this simple two-column format.

**2.5.1 A Simple Read/Write Script**

The program flow of the script is listed below.

1. Open the input file, whose name is given as the first command-line argu- ment. Provide a usage message if the command-line argument is missing.

2. Read and skip the first (comment) line in the input file.

3. Extract Δt from the second line.

1. Read the names of the output files by splitting the third line into words. Make a list of file objects for the different files.
2. Read the rest of the file, line by line, split the lines into the yi values and write each value to the corresponding file together with the current time value.

The resulting script can be built of constructions met earlier in this book. The reader is encouraged to examine the script code as a kind of summary of the material so far.

#!/usr/bin/env python

import sys, math, string

usage = ’Usage: %s infile’ % sys.argv[0]

try:

infilename = sys.argv[1]

except:

print usage; sys.exit(1)

ifile = open(infilename, ’r’) # open file for reading

# read first comment line (no further use of it here): line = ifile.readline()

# next line contains the increment in t values: dt = float(ifile.readline())

# next line contains the name of the curves: ynames = ifile.readline().split()

# list of output files: outfiles = []

for name in ynames:

outfiles.append(open(name + ’.dat’, ’w’))

t = 0.0 # t value

# read the rest of the file line by line: for line in ifile:

yvalues = line.split()

if len(yvalues) == 0: continue # skip blank lines for i in range(len(outfiles)):

outfiles[i].write(’%12g %12.5e\n’ % \

(t, float(yvalues[i])))

t += dt

for file in outfiles: file.close()

The source is found in src/py/intro/convert1.py. You can test it with the input file .convert\_infile1 located in the same directory as the script.

**2.5.2 Storing Data in Dictionaries and Lists**

We shall make a slightly different version of the script in order to demonstrate some other widely used programming techniques and data structures. First we load all the lines of the input file into a list of lines:

f = open(infilename, ’r’); lines = f.readlines(); f.close()

The Δt value is found from lines[1] (the second line). The yi(kΔt) values are now to be stored in a data structure y with two indices: one is the name of the time series, as found from the third line in the input file, and the other is the k counter. The Python syntax for looking up the 3rd value in a time series having the name model1 reads y[’model1’][2]. Technically, y is a dictionary of lists of floats. One can think of a dictionary as a list indexed by a string. The index is called a key. Each entry in our dictionary y is a list of floating-point values. The following code segment reads the names of the time series curves and initializes the data structure y:

# the third line contains the name of the time series: ynames = lines[2].split()

# store y data in a dictionary of lists of floats: y = {} # declare empty dictionary

for name in ynames:

y[name] = [] # empty list (of y values of a time series)

# load data from the rest of the lines: for line in lines[3:]:

yvalues = [float(x) for x in line.split()]

if len(yvalues) == 0: continue # skip blank lines i = 0 # counter for yvalues

for name in ynames:

y[name].append(yvalues[i]); i += 1

The syntax lines[3:] means the sublist of lines starting with index 3 and continuing to the end, making it very convenient to iterate over a part of a list. The statement

yvalues = [float(x) for x in line.split()]

splits line into words, i.e. list of strings, and then converts this list to a list of floating-point numbers by applying the function float to each word. More information about this compact element-by-element manipulation of lists appears on page 88. The continue statement, here executed if the line is blank (i.e., the yvalues list is empty), drops the rest of the loop and continues with the next iteration.

The final loop above needs a counter i for indexing yvalues. A nicer syntax is

for name, yvalue in zip(ynames, yvalues): y[name].append(yvalue)

The zip construction allows iterating over multiple lists simultaneously with- out using explicit integer indices (see also page 87).

At the end of the script we write the t and y values to file:

for name in y: # run through all keys in y ofile = open(name+’.dat’, ’w’)

for k in range(len(y[name])):

ofile.write(’%12g %12.5e\n’ % (k\*dt, y[name][k])) ofile.close()

We remark that we have no control of the order of the keys when we iter- ate through them in the first for loop. This modified version of convert1.py is called convert2.py and found in the directory src/py/intro. A more ef- ficient version, utilizing NumPy arrays, is suggested in Exercise 4.10. More information on dictionary operations is listed in Chapter 3.2.5.

**2.5.3 Making a Module with Functions**

The previous script, convert2.py, reads a file, stores the data in the file in a convenient data structure, and then dumps these data to a set of files. It could be convenient to increase the flexibility such that we can read the file into data structures, then optionally compute with these data structures, and finally dump the data structures to new files. Such flexibility requires us to do two things. First, we need to structure the script code in two functions performing the principal actions: loading data and dumping data. Second, we need to enable these functions to be called from another script. In this other script, we must import the functions from a module.

Collecting Statements in Functions. The statements in convert2.py associ- ated with loading the file data into a dictionary of lists can be collected in a function load\_data. We let the name of the file to read be an argument to the function, and at the end we return the y dictionary of lists, plus the time increment dt, to the calling code:

def load\_data(filename):

f = open(filename, ’r’); lines = f.readlines(); f.close() dt = float(lines[1])

ynames = lines[2].split()

y = {}

for name in ynames: # make y a dictionary of (empty) lists

y[name] = []

for line in lines[3:]:

yvalues = [float(yi) for yi in line.split()]

if len(yvalues) == 0: continue # skip blank lines for name, value in zip(ynames, yvalues):

y[name].append(value)

return y, dt

The **load\_data** function returns two variables. This might look strange for programmers coming from Fortran, C/C++, and Java. In those languages multiple output variables from functions are transferred via function argu- ments, while in Python all output variables are (usually) returned as shown above. The calling code will typically assign the result of the function call to two variables:

y, dt = load\_data(filename)

Chapter 3.3 contains more information on Python functions and how to han- dle input and output arguments.

The function for dumping the dictionary of lists to files simply contains the last for loop in convert2.py:

def dump\_data(y, dt):

# write out 2-column files with t and y[name] for each name: for name in y.keys():

ofile = open(name+’.dat’, ’w’) for k in range(len(y[name])):

ofile.write(’%12g %12.5e\n’ % (k\*dt, y[name][k])) ofile.close()

**Making a Module**. To use these functions in other scripts, we should make a module containing the two functions. This is easy: we just put the two functions in a file, say convert3.py. We can then use this module convert3 as follows in another script:

import convert3

y, timestep = convert3.load\_data(’.convert\_infile1’) convert3.dump\_data(y, timestep)

Having split the load and dump phases, we may add operations on the y data in this script. For small computations we may well iterate over the list, but for more heavy computations with large amounts of data, we should convert each list in y to a NumPy array and use NumPy functions for efficient computations (see Chapters 2.2.5 and 4).

Instead of writing a script that applies the convert3 module, we may use the module in an interactive Python shell, such as IPython or the IDLE shell (see Chapter 2.2.6). Typically, we would call load\_data as an interactive statement and then interactively inspect y and compute with its entries.

**Extending the Module with a Script**. We showed above how to write a short script for calling up the main functionality in the convert3 module. This script is just an alternative implementation of the convert2.py script. However, the application script is tightly connected to the convert3 module, and Python therefore offers the possibility to let a file act as either a module or a script: if it is imported it is a module, and if the file is executed it is a script. The convention is to add the application script in an if block at the end of the module file:

f \_\_name\_\_ == ’\_\_main\_\_’:

usage = ’Usage: %s infile’ % sys.argv[0] import sys

try:

infilename = sys.argv[1] except:

print usage; sys.exit(1) y, dt = load\_data(infilename) dump\_data(y, dt)

The \_\_name\_\_ variable is always present in a Python program or module. If the file is executed as a script, \_\_name\_\_ has the value ’\_\_main\_\_’. Otherwise, the file is imported as a module, and the if test evaluates to false. With this if block we both show how the module functions can be used and we provide a working script which performs the same steps as the “flat” script convert2.py. The reader is referred to Appendix B.1 for more information on building and using Python modules.

2.5.4 Exercises

**Exercise 2.16**. Combine two-column data files to a multi-column file.

Write a script inverseconvert1.py that performs the “inverse process” of convert1.py (or convert2.py). For example, if we first apply convert1.py to the specific test file .convert\_infile1 in src/py/intro, which looks like

some comment line

1.5

tmp-measurements tmp-model1 tmp-model2

* 0.0 0.1 1.0
* 0.1 0.1 0.188
* 0.2 0.2 0.25

we get three two-column files tmp-measurements.dat, tmp-model1.dat, and tmp-model2.dat. Running

python inverseconvert1.py outfile 1.5 \

tmp-measurements.dat tmp-model1.dat tmp-model2.dat

should in this case create a file outfile, almost identical to .convert\_infile1; only the first line should differ (inverseconvert1.py can write anything on the first line). For simplicity, we give the time step parameter explicitly as a command-line argument (it could also be found from the data in the files).

Hint: When parsing the command-line arguments, one needs to extract the name model1 from a filename model1.dat stored in a string (say) s. This can be done by s[:-4] (all characters in s except the last four ones). Chapter 3.4.5 describes some tools that allow for a more general solution to extracting the name of the time series from a filename. ⋄

**Exercise 2.17**. Read/write Excel data files in Python.

Spreadsheet programs, such as Microsoft Excel, can store their data in a file using the so-called CSV (Comma Separated Values) data format. The row in the spreadsheet is written as one line in the file with all column values separated by commas. Here is an example, found as src/misc/excel\_data.csv:

"E=10 Gpa, nu=0.3, eps=0.001",,,, "run 2",,,,

,,,,

,,,,

"x","model 1","model 2",,"measurements" ,,,,

0,1.1,1,,1.1

2,1.3,1.2,,1.3

3,1.7,1.5,,1.8

One could think of reading such comma-separated files in Python simply by applying line.split(’,’) constructions. Explain why that will fail in the present case. Fortunately, Python has a module csv that can be used to read and write files in the CSV format and hence enable data exchange with spreadsheet programs. The construction

import csv

f = open(filename, ’r’) reader = csv.reader(f) for row in reader:

gives access to each row in the spreadsheet as a list row, where the elements contain the data in the corresponding columns. Read the excel\_data.csv file and print out the row list to see how the data are represented in Python. Then extract the data in the columns in separate lists, subtract the model1 and measurements data to form a new list, say errors. We want to write a new file in the CSV format containing the x and errors data in the first two columns of a spreadsheet. The cvs module enables data writing by

f = open(filename, ’w’) writer = csv.writer(f) writer.writerows(rows)

where rows is a list of list such that rows[i][j] holds the data in row i and column j. Load the new CVS file into a spreadsheet program like Openoffice or Excel and examine the data. ⋄