**ASSIGNMENT NO.B18**

**TITLE:** To generate a Square wave of programmable frequency and generate Pole-ZeroDiagram using multi core programming.

**PROBLEM STATEMENT:**

Write a C++/ Python program to generate a Square wave of programmable frequency. Write a function to generate Pole-Zero Diagram using multi core programming.

**OBJECTIVE:**

1. To learn the basic concept of how to plot pole and zero.

2. To learn the about basic concept of multi core programming.

**PRIREQUISITES:**

**Software**: Linux, open MP

**Hardware:** Quad coreprocessor/ Dual core processor.

**THEORY:**

A square wave is a [non-sinusoidal periodic waveform](http://en.wikipedia.org/wiki/Non-sinusoidal_waveform) (which can be represented as an infinite summation of sinusoidal waves), in which the amplitude alternates at a steady [frequency](http://en.wikipedia.org/wiki/Frequency) between fixed minimum and maximum values, with the same duration at minimum and maximum.

Square waves are often encountered in [electronics](http://en.wikipedia.org/wiki/Electronics) and [signal processing](http://en.wikipedia.org/wiki/Signal_processing). Square waves are universally encountered in [digital](http://en.wikipedia.org/wiki/Digital_data) switching circuits and are naturally generated by binary (two-level) logic devices. They are used as timing references or "[clock signals](http://en.wikipedia.org/wiki/Clock_signal)", because their fast transitions are suitable for triggering [synchronous logic](http://en.wikipedia.org/wiki/Synchronous_logic) circuits at precisely determined intervals.
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![2.png](data:image/png;base64,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)

If the sampling frequency is '', then for a wave of amplitude 'a' the number of samples is given by 2a/

For square wave the only one thing require is the implement counter then switch the sign and reset the counter every time the half period is passed

Where n is the number of half period time that is passed

**Algorithm:**

|  |
| --- |
| Step 1: Enter frequency F and Sampling Frequency Fs.  Step 2:  k=0;  do  {  for(n=(k\*Fs)/(2\*F);n<((k+1)\*Fs)/(2\*F);n++)  { // positive half cycle of square wave  x[n]=A;  if(n>MAX)break;  }  for(n=((k+1)\*Fs)/(2\*F);n<((k+2)\*Fs)/(2\*F);n++)  { // negative half cycle of square wave  x[n] = -A;  if(n>MAX) break;  }  k = k+2; // this count is modified for next cycle  } while(n<MAX);  break;  Step 3: Plotting this wave by using Graphics function. |

**Draw a pole-zero plot for a given system H(Z) expressed as rational function.**

Consider a LTI system with input X(n) and output Y(n).

In terms of z-Transform we can define system transfer function H(z) as the ratio of o/p & i/p

H(Z) = Y(Z)/X(Z)

We can express z-Transform as the ratio of 2 polynomials called as rational z-transform.

X(Z ) = N(Z)/D(Z)

* Poles are the values of Z for which X(Z) is infinity.
* Zeros are the values of Z for which X(Z) is 0.

The equation can be written as,

Rearranging the equation,

Where Z1, Z2 ………………. Zm are zeros.

& b1, b2 …………….... bn are poles.

**EXAMPLE:**

Determine pole-zero plot for the system.

Multiply &divide by Z^2.

Therefore,

Here, X(Z) is 0 for Z=0 & Z=-3.

X(Z) is ∞ for Z=-1,-2.

Therefore,

Poles = -1,-2.

Zeros = 0,-3.

**Algorithm:-**

|  |
| --- |
| Step1:  Accept equation from users.  Step2:  Accept second equation from user.  Step3:  Create thread and run on independent core for to calculate poles.  Step4:  Calculate poles.  Step5:  Create other thread and run on other core for to calculate zero.  Step6:  Calculate zeroes.  Step7:  Display pole and zero. |

**OpenMP**

OpenMP (Open Multi-Processing) is an [API](http://en.wikipedia.org/wiki/Application_programming_interface) that supports multi-platform [shared memory](http://en.wikipedia.org/wiki/Shared_memory_architecture) [multiprocessing](http://en.wikipedia.org/wiki/Multiprocessing) programming. OpenMP is an implementation of [multithreading](http://en.wikipedia.org/wiki/Thread_%28computer_science%29), a method of parallelizing whereby a master thread (a series of instructions executed consecutively) forks a specified number of slave threads and the system divides a task among them. The threads then run concurrently, with the [runtime environment](http://en.wikipedia.org/wiki/Runtime_environment) allocating threads to different processors. OpenMP uses a [portable](http://en.wikipedia.org/wiki/Software_portability), scalable model that gives [programmers](http://en.wikipedia.org/wiki/Programmer) a simple and flexible interface for developing parallel applications for platforms. An application built with the hybrid model of [parallel programming](http://en.wikipedia.org/wiki/Parallel_programming) can run on a [computer cluster](http://en.wikipedia.org/wiki/Computer_cluster) using both OpenMP and [Message Passing Interface](http://en.wikipedia.org/wiki/Message_Passing_Interface) (MPI), or more transparently through the use of OpenMP extensionsfor non-shared memory systems. OpenMP is an implementation of multithreading, a method of parallelizing whereby a master thread (a series of instructions executed consecutively) forks a specified number of slave threads and the system divides a task among them. The threads then run concurrently, with the runtime environment allocating threads to different processors.

The section of code that is meant to run in parallel is marked accordingly, with a preprocessor directive that will cause the threads to form before the section is executed. Each thread has an id attached to it which can be obtained using a function (called omp\_get\_thread\_num()). The thread id is an integer, and the master thread has an id of 0. After the execution of the parallelized code, the threads join back into the master thread, which continues onward to the end of the program.

By default, each thread executes the parallelized section of code independently. Work-sharing constructs can be used to divide a task among the threads so that each thread executes its allocated part of the code. Both task parallelism and data parallelism can be achieved using OpenMP in this way.

The runtime environment allocates threads to processors depending on usage, machine load and other factors. The runtime environment can assign the number of threads based on environment variables, or the code can do so using functions.

**Thread Based Parallelism:**

1. OpenMP programs accomplish parallelism exclusively through the use of threads.
2. A thread of execution is the smallest unit of processing that can be scheduled by an operating system. The idea of a subroutine that can be scheduled to run autonomously might help explain what a thread is.
3. Threads exist within the resources of a single process. Without the process, they cease to exist.
4. Typically, the number of threads matches the number of machine processors/cores. However, the actual use of threads is up to the application.

**Explicit Parallelism:**

1. OpenMP is an explicit (not automatic) programming model, offering the programmer full control over parallelization.
2. Parallelization can be as simple as taking a serial program and inserting compiler directives.
3. Or as complex as inserting subroutines to set multiple levels of parallelism, locks and even nested locks.

**Threads**:-The number of threads in a parallel region is determined by the following factors, in order of precedence:

* 1. Evaluation of the **IF** clause
  2. Setting of the **NUM\_THREADS** clause
  3. Use of the **omp\_set\_num\_threads()** library function
  4. Setting of the **OMP\_NUM\_THREADS** environment variable
  5. Implementation default - usually the number of CPUs on a node, though it could be dynamic (see next bullet).
* Threads are numbered from 0 (master thread) to N-1

**Dynamic Threads:**

* Use the **omp\_get\_dynamic()** library function to determine if dynamic threads are enabled.
* If supported, the two methods available for enabling dynamic threads are:
  1. The **omp\_set\_dynamic()** library routine
  2. Setting of the **OMP\_DYNAMIC** environment variable to TRUE

**Conclusion: -** In this way we generate a Square wave of programmable frequency and calculate Pole-Zerousing multi core programming.

#include<iostream>

#include<omp.h>

#include<math.h>

//#include<libgraph.h>

using namespace std;

int neg1=0,neg2=0,a=-1,b=-1;

int main(){

float A1,B1,C1;

float A2,B2,C2;

double pole1,zero1,pole2,zero2;

cout<<"\n Enter First Equation :";

cout<<"\n Enter 'a' :";

cin>>A1;

cout<<"\n Enter 'b' :";

cin>>B1;

cout<<"\n Enter 'c' :";

cin>>C1;

cout<<"\n Enter Second Equation :";

cout<<"\n Enter 'a' :";

cin>>A2;

cout<<"\n Enter 'b' :";

cin>>B2;

cout<<"\n Enter 'c' :";

cin>>C2;

float temp1,temp2,numerator1,numerator2;

#pragma omp parallel

{

int threads= omp\_get\_num\_threads();

// Zero calculation

if(omp\_get\_thread\_num()==0 && a<0)

{

a++;

cout<<"\n Thread A is Caculating Zero. (TID: "<<omp\_get\_thread\_num()<<" )";

temp1=(B1\*B1)-(4\*A1\*C1);

if(temp1<0)

{

neg1=1;

temp1=-temp1;

}

temp1=sqrt(temp1);

numerator1=temp1;

if(!neg1){

zero1=(-B1+ numerator1)/2\*A1;

zero2=(-B1- numerator1)/2\*A1;

}

else

{

temp1=2\*A1;

}

}

// Pole calculation

if(omp\_get\_thread\_num()==1 && b<0)

{

b++;

cout<<"\n Thread B is Caculating Pole. (TID: "<<omp\_get\_thread\_num()<<" )";

temp2=(B2\*B2)-(4\*A2\*C2);

if(temp2<0)

{

neg2=1;

temp2=-temp2;

}

temp2=sqrt(temp2);

numerator2=temp2;

if(!neg2){

pole1=(-B2+ numerator2)/2\*A2;

pole2=(-B2- numerator2)/2\*A2;

}

else

{

temp2=2\*A2;

}

}

}

if(!neg1){

cout<<"\n Zero 1 is :"<<zero1;

cout<<"\n Zero 2 is :"<<zero2;

}

else{

cout<<"\n Zero 1 is : "<<-B1/temp1<<" +i "<<numerator1/temp1;

cout<<"\n Zero 2 is : "<<-B1/temp1<<" -i "<<numerator1/temp1<<endl;

}

if(!neg2){

cout<<"\n Pole 1 is :"<<pole1;

cout<<"\n Pole 2 is :"<<pole2<<endl;

}

else

{

cout<<"\n Pole 1 is : "<<-B2/temp2<<" +i "<<numerator2/temp2;

cout<<"\n Pole 2 is : "<<-B2/temp2<<" -i "<<numerator2/temp2<<endl;

}

return 0;

}

g++ -fopenmp pz.cpp -o pz

./pz

#include<stdio.h>

#include<conio.h>

#include<math.h>

#include<stdlib.h>

#include<graphics.h>

#define MAX 500

#define A 1.0

void main()

{

float x[700],F,Fs,n,Y;

int gd,gm,X,option,k;

char ch,ch1;

clrscr();

l1:

do

{

clrscr();

printf("Generation of discrete time signals \n");

printf("\nEnter the frequency of analog signal F = ");

scanf("%f",&F); //frequency of the signal

printf("Enter the sampling frequency Fs = ");

scanf("%f",&Fs); //sampling frequency

printf("\nEnter your choice");

printf("\nsine wave (Enter 1)"); //sine wave

printf("\nsquare wave (Enter 2)"); //square wave

printf("\n Exit (Enter 3)");

scanf("%d",&option);

// i = 640; //640 samples of the signal will be generated

// A = 1.0; //maximum amplitude of the signals is 1

switch(option)

{

case 1 : for(n = 0; n < MAX; n++) // sine wave

x[n] =A\*sin(2\*M\_PI\*F\*(n/Fs));

break;

case 2 :

k=0; // square wave

do

{

for(n=(k\*Fs)/(2\*F);n<((k+1)\*Fs)/(2\*F);n++)

{ // positive half cycle of aquare wave

x[n]=A;

if(n>MAX)break;

}

for(n=((k+1)\*Fs)/(2\*F);n<((k+2)\*Fs)/(2\*F);n++)

{ // negative half cycle of aquare wave

x[n] = -A;

if(n>MAX) break;

}

k = k+2; // this count is modified for next cycle

} while(n<MAX);

break;

case 3:exit(0);

break;

deault:printf("\n oops .. wrong option");

}

//----- next part of the program displays the generated Signal

Y = X = 0;

gd =gm= DETECT;

// initialize screen in graphics mode

initgraph(&gd,&gm,"c:\\tc\\bgi");

outtextxy(130,20,"Standard signals");

line(1,50,1,350);

line(1,200,550,200);

for(n = 0; n < MAX; n++)

{

// this loop displays 640 samples of discrete time signal

Y = 200 - x[n]\*100; //scaling of x(n) for proper display

putpixel(X,Y,WHITE); //x(n) is displayed as putting pixels

X++;

}

getch();

closegraph();

fflush(stdin);

printf("\n \n do u want to continue...");

printf("\n press y if yes, otherwise press any other key..");

scanf("%c",&ch);

}

while(ch=='y');

}