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Embedded Programming

Chapter 9

Assignment 2

I will be using the Breakout code for Processing. See Ch7:Assg1 “Arduinoid: the Saga” if you have questions.

It took a little massaging of code to get the joystick to map properly.

![](data:image/png;base64,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)

<https://youtu.be/ABW4ghmdCOE> contains a 30 second video of the program working.

Arduino Code

WiiChuckDemo4Processing

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

#include "Wire.h"

//#include "WiiChuckClass.h" //most likely its WiiChuck.h for the rest of us.

#include "WiiChuck.h" //"WiiChuck.h" is the alternate -- ACCELEROMETER based

//#include "WiiChuck1.h" //joystick based

WiiChuck chuck = WiiChuck();

void setup() {

//nunchuck\_init();

Serial.begin(115200);

chuck.begin();

chuck.update();

//chuck.calibrateJoy();

}

void loop() {

delay(20);

chuck.update();

Serial.print(chuck.readJoyX());

Serial.print(" ");

Serial.print(chuck.readJoyY());

Serial.print(" ");

if (chuck.buttonZ) {

Serial.print("1");

} else {

Serial.print("0");

}

Serial.println();

}

WiiChuck.h

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

/\*

\* This is a version with declared POWER and GND pins.

\*

\* Nunchuck -- Use a Wii Nunchuck

\* Tim Hirzel http://www.growdown.com

\*

notes on Wii Nunchuck Behavior.

This library provides an improved derivation of rotation angles from the nunchuck accelerometer data.

The biggest different over existing libraries (that I know of ) is the full 360 degrees of Roll data

from teh combination of the x and z axis accelerometer data using the math library atan2.

It is accurate with 360 degrees of roll (rotation around axis coming out of the c button, the front of the wii),

and about 180 degrees of pitch (rotation about the axis coming out of the side of the wii). (read more below)

In terms of mapping the wii position to angles, its important to note that while the Nunchuck

sense Pitch, and Roll, it does not sense Yaw, or the compass direction. This creates an important

disparity where the nunchuck only works within one hemisphere. At a result, when the pitch values are

less than about 10, and greater than about 170, the Roll data gets very unstable. essentially, the roll

data flips over 180 degrees very quickly. To understand this property better, rotate the wii around the

axis of the joystick. You see the sensor data stays constant (with noise). Because of this, it cant know

the difference between arriving upside via 180 degree Roll, or 180 degree pitch. It just assumes its always

180 roll.

\*

\* This file is an adaptation of the code by these authors:

\* Tod E. Kurt, http://todbot.com/blog/

\*

\* The Wii Nunchuck reading code is taken from Windmeadow Labs

\* http://www.windmeadow.com/node/42

\*

\* Conversion to Arduino 1.0 by Danjovic

\* http://hotbit.blogspot.com

\*

\* Included the Fix from Martin Peris by Leopold Klimesch

\* http://blog.martinperis.com/2011/04/arduino-wiichuck.html

\*

\*

\*/

#ifndef WiiChuck\_h

#define WiiChuck\_h

#include "Arduino.h"

#include <Wire.h>

#include <math.h>

// these may need to be adjusted for each nunchuck for calibration

#define ZEROX 510

#define ZEROY 490

#define ZEROZ 460

#define RADIUS 210 // probably pretty universal

#define DEFAULT\_ZERO\_JOY\_X 124

#define DEFAULT\_ZERO\_JOY\_Y 132

//Set the power pins for the wiichuck, otherwise it will not be powered up

#define pwrpin PORTC3

#define gndpin PORTC2

class WiiChuck {

private:

uint8\_t cnt;

uint8\_t status[6]; // array to store wiichuck output

uint8\_t averageCounter;

//int accelArray[3][AVERAGE\_N]; // X,Y,Z

int i;

int total;

uint8\_t zeroJoyX; // these are about where mine are

uint8\_t zeroJoyY; // use calibrateJoy when the stick is at zero to correct

int lastJoyX;

int lastJoyY;

int angles[3];

bool lastZ, lastC;

public:

uint8\_t joyX;

uint8\_t joyY;

bool buttonZ;

bool buttonC;

void begin()

{

//Set power pinds

DDRC |= \_BV(pwrpin) | \_BV(gndpin);

PORTC &=~ \_BV(gndpin);

PORTC |= \_BV(pwrpin);

delay(100); // wait for things to stabilize

//send initialization handshake

Wire.begin();

cnt = 0;

averageCounter = 0;

// instead of the common 0x40 -> 0x00 initialization, we

// use 0xF0 -> 0x55 followed by 0xFB -> 0x00.

// this lets us use 3rd party nunchucks (like cheap $4 ebay ones)

// while still letting us use official oness.

// only side effect is that we no longer need to decode bytes in \_nunchuk\_decode\_byte

// seehttp://forum.arduino.cc/index.php?topic=45924#msg333160

//

Wire.beginTransmission(0x52); // device address

Wire.write(0xF0);

Wire.write(0x55);

Wire.endTransmission();

delay(1);

Wire.beginTransmission(0x52);

Wire.write(0xFB);

Wire.write((uint8\_t)0x00);

Wire.endTransmission();

update();

for (i = 0; i<3;i++) {

angles[i] = 0;

}

zeroJoyX = DEFAULT\_ZERO\_JOY\_X;

zeroJoyY = DEFAULT\_ZERO\_JOY\_Y;

}

void calibrateJoy() {

zeroJoyX = joyX;

zeroJoyY = joyY;

}

void update() {

Wire.requestFrom (0x52, 6); // request data from nunchuck

while (Wire.available ()) {

// receive byte as an integer

status[cnt] = \_nunchuk\_decode\_byte (Wire.read()); //

cnt++;

}

if (cnt > 5) {

lastZ = buttonZ;

lastC = buttonC;

lastJoyX = readJoyX();

lastJoyY = readJoyY();

//averageCounter ++;

//if (averageCounter >= AVERAGE\_N)

// averageCounter = 0;

cnt = 0;

joyX = (status[0]);

joyY = (status[1]);

for (i = 0; i < 3; i++)

//accelArray[i][averageCounter] = ((int)status[i+2] << 2) + ((status[5] & (B00000011 << ((i+1)\*2) ) >> ((i+1)\*2)));

angles[i] = (status[i+2] << 2) + ((status[5] & (B00000011 << ((i+1)\*2) ) >> ((i+1)\*2)));

//accelYArray[averageCounter] = ((int)status[3] << 2) + ((status[5] & B00110000) >> 4);

//accelZArray[averageCounter] = ((int)status[4] << 2) + ((status[5] & B11000000) >> 6);

buttonZ = !( status[5] & B00000001);

buttonC = !((status[5] & B00000010) >> 1);

\_send\_zero(); // send the request for next bytes

}

}

// UNCOMMENT FOR DEBUGGING

//byte \* getStatus() {

// return status;

//}

float readAccelX() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[0] - ZEROX;

}

float readAccelY() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[1] - ZEROY;

}

float readAccelZ() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[2] - ZEROZ;

}

bool zPressed() {

return (buttonZ && ! lastZ);

}

bool cPressed() {

return (buttonC && ! lastC);

}

// for using the joystick like a directional button

bool rightJoy(int thresh=60) {

return (readJoyX() > thresh and lastJoyX <= thresh);

}

// for using the joystick like a directional button

bool leftJoy(int thresh=60) {

return (readJoyX() < -thresh and lastJoyX >= -thresh);

}

int readJoyX() {

return (int) joyX - zeroJoyX;

}

int readJoyY() {

return (int)joyY - zeroJoyY;

}

// R, the radius, generally hovers around 210 (at least it does with mine)

// int R() {

// return sqrt(readAccelX() \* readAccelX() +readAccelY() \* readAccelY() + readAccelZ() \* readAccelZ());

// }

// returns roll degrees

int readRoll() {

return (int)(atan2(readAccelX(),readAccelZ())/ M\_PI \* 180.0);

}

// returns pitch in degrees

int readPitch() {

return (int) (acos(readAccelY()/RADIUS)/ M\_PI \* 180.0); // optionally swap 'RADIUS' for 'R()'

}

private:

uint8\_t \_nunchuk\_decode\_byte (uint8\_t x)

{

//decode is only necessary with certain initializations

//x = (x ^ 0x17) + 0x17;

return x;

}

void \_send\_zero()

{

Wire.beginTransmission (0x52); // transmit to device 0x52

Wire.write ((uint8\_t)0x00); // sends one byte

Wire.endTransmission (); // stop transmitting

}

};

#endif

WiiChuck1.h

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

/\*

\* This is a version converted to Arduino 1.0

\*

\*

\* Nunchuck -- Use a Wii Nunchuck

\* Tim Hirzel http://www.growdown.com

\*

notes on Wii Nunchuck Behavior.

This library provides an improved derivation of rotation angles from the Nunchuck accelerometer data.

The biggest different over existing libraries (that I know of ) is the full 360 degrees of Roll data

from teh combination of the x and z axis accelerometer data using the math library atan2.

It is accurate with 360 degrees of roll (rotation around axis coming out of the c button, the front of the wii),

and about 180 degrees of pitch (rotation about the axis coming out of the side of the wii). (read more below)

In terms of mapping the wii position to angles, its important to note that while the Nunchuck

sense Pitch, and Roll, it does not sense Yaw, or the compass direction. This creates an important

disparity where the Nunchuck only works within one hemisphere. At a result, when the pitch values are

less than about 10, and greater than about 170, the Roll data gets very unstable. essentially, the roll

data flips over 180 degrees very quickly. To understand this property better, rotate the wii around the

axis of the joystick. You see the sensor data stays constant (with noise). Because of this, it cant know

the difference between arriving upside via 180 degree Roll, or 180 degree pitch. It just assumes its always

180 roll.

\*

\* This file is an adaptation of the code by these authors:

\* Tod E. Kurt, http://todbot.com/blog/

\*

\* The Wii Nunchuck reading code is taken from Windmeadow Labs

\* http://www.windmeadow.com/node/42

\*

\* Conversion to Arduino 1.0 by Danjovic

\* http://hotbit.blogspot.com

\*

\*/

#ifndef WiiChuck1\_h

#define WiiChuck1\_h

#include "Arduino.h"

#include <Wire.h>

#include <math.h>

// these may need to be adjusted for each nunchuck for calibration

#define ZEROX 510

#define ZEROY 490

#define ZEROZ 460

#define RADIUS 210 // probably pretty universal

#define DEFAULT\_ZERO\_JOY\_X 124

#define DEFAULT\_ZERO\_JOY\_Y 132

class WiiChuck {

private:

uint8\_t cnt;

uint8\_t status[6]; // array to store wiichuck output

uint8\_t averageCounter;

//int accelArray[3][AVERAGE\_N]; // X,Y,Z

int i;

int total;

uint8\_t zeroJoyX; // these are about where mine are

uint8\_t zeroJoyY; // use calibrateJoy when the stick is at zero to correct

int lastJoyX;

int lastJoyY;

int angles[3];

bool lastZ, lastC;

public:

uint8\_t joyX;

uint8\_t joyY;

bool buttonZ;

bool buttonC;

void begin()

{

Wire.begin();

cnt = 0;

averageCounter = 0;

// instead of the common 0x40 -> 0x00 initialization, we

// use 0xF0 -> 0x55 followed by 0xFB -> 0x00.

// this lets us use 3rd party nunchucks (like cheap $4 ebay ones)

// while still letting us use official oness.

// only side effect is that we no longer need to decode bytes in \_nunchuk\_decode\_byte

// see http://forum.arduino.cc/index.php?topic=45924#msg333160

//

Wire.beginTransmission(0x52); // device address

Wire.write(0xF0);

Wire.write(0x55);

Wire.endTransmission();

delay(1);

Wire.beginTransmission(0x52);

Wire.write(0xFB);

Wire.write((uint8\_t)0x00);

Wire.endTransmission();

update();

for (i = 0; i<3;i++) {

angles[i] = 0;

}

zeroJoyX = DEFAULT\_ZERO\_JOY\_X;

zeroJoyY = DEFAULT\_ZERO\_JOY\_Y;

}

void calibrateJoy() {

zeroJoyX = joyX;

zeroJoyY = joyY;

}

void update() {

Wire.requestFrom (0x52, 6); // request data from nunchuck

while (Wire.available ()) {

// receive byte as an integer

status[cnt] = \_nunchuk\_decode\_byte (Wire.read()); //

cnt++;

}

if (cnt > 5) {

lastZ = buttonZ;

lastC = buttonC;

lastJoyX = readJoyX();

lastJoyY = readJoyY();

//averageCounter ++;

//if (averageCounter >= AVERAGE\_N)

// averageCounter = 0;

cnt = 0;

joyX = (status[0]);

joyY = (status[1]);

for (i = 0; i < 3; i++)

//accelArray[i][averageCounter] = ((int)status[i+2] << 2) + ((status[5] & (B00000011 << ((i+1)\*2) ) >> ((i+1)\*2)));

angles[i] = (status[i+2] << 2) + ((status[5] & (B00000011 << ((i+1)\*2) ) >> ((i+1)\*2)));

//accelYArray[averageCounter] = ((int)status[3] << 2) + ((status[5] & B00110000) >> 4);

//accelZArray[averageCounter] = ((int)status[4] << 2) + ((status[5] & B11000000) >> 6);

buttonZ = !( status[5] & B00000001);

buttonC = !((status[5] & B00000010) >> 1);

\_send\_zero(); // send the request for next bytes

}

}

// UNCOMMENT FOR DEBUGGING

//byte \* getStatus() {

// return status;

//}

float readAccelX() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[0] - ZEROX;

}

float readAccelY() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[1] - ZEROY;

}

float readAccelZ() {

// total = 0; // accelArray[xyz][averageCounter] \* FAST\_WEIGHT;

return (float)angles[2] - ZEROZ;

}

bool zPressed() {

return (buttonZ && ! lastZ);

}

bool cPressed() {

return (buttonC && ! lastC);

}

// for using the joystick like a directional button

bool rightJoy(int thresh=60) {

return (readJoyX() > thresh and lastJoyX <= thresh);

}

// for using the joystick like a directional button

bool leftJoy(int thresh=60) {

return (readJoyX() < -thresh and lastJoyX >= -thresh);

}

int readJoyX() {

return (int) joyX - zeroJoyX;

}

int readJoyY() {

return (int)joyY - zeroJoyY;

}

// R, the radius, generally hovers around 210 (at least it does with mine)

// int R() {

// return sqrt(readAccelX() \* readAccelX() +readAccelY() \* readAccelY() + readAccelZ() \* readAccelZ());

// }

// returns roll degrees

int readRoll() {

return (int)(atan2(readAccelX(),readAccelZ())/ M\_PI \* 180.0);

}

// returns pitch in degrees

int readPitch() {

return (int) (acos(readAccelY()/RADIUS)/ M\_PI \* 180.0); // optionally swap 'RADIUS' for 'R()'

}

private:

uint8\_t \_nunchuk\_decode\_byte (uint8\_t x)

{

//decode is only necessary with certain initializations

//x = (x ^ 0x17) + 0x17;

return x;

}

void \_send\_zero()

{

Wire.beginTransmission (0x52); // transmit to device 0x52

Wire.write ((uint8\_t)0x00); // sends one byte

Wire.endTransmission (); // stop transmitting

}

};

#endif