# Python features

Simple | Dynamic | Robust | High Level | Interpreted | Scripting | General purpose | Object oriented | Popular | Powerful | platform independent | garbage-collected

# Founder

It was created by Guido van Rossum, and released in 1991

# Internal working of Python

Python is an interpreted language and not a compiled one, although compilation is a step.
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Code with error, halts execution (exit)

PVM

Syntax checker &

Translator

* **Step 1:** The python compiler reads a python source code/ instruction. Then it verifies that the instruction is well-formatted, i.e., it checks the syntax of each line. If it encounters an error, it immediately halts the translation and shows an error message.
* **Step 2:**If there is no error, i.e., if the python instruction or source code is well-formatted then the compiler translates it into its equivalent form in an intermediate language called “Byte code”/ “Intermediate code”.
* **Step 3:**Byte code is then sent to the Python Virtual Machine (PVM) which is the python interpreter. PVM converts the python byte code into machine-executable code. If an error occurs during this interpretation, then the conversion is halted with an error message.

Reference <https://www.geeksforgeeks.org/internal-working-of-python/>

# Difference between python 2.x and 3.x

* ***Print***- Keyword (2.x) print … & Function (3.x) print(…)
* ***Input***- input (3.x), raw\_input (2.x)

x = input() # saranj

print(x, type(x)) # saranj <class ‘str’>

y = input() # 1

print(y, type(y)) # 1 <class ‘str’> #by default input type is str no matter what is given to it

input(2.x)

x = input() # saranj

print(x, type(x)) # saranj <class ‘str’>

y = input() # 1

print(y, type(y)) # 1 <class ‘int’>

* ***Integer division-***Python 2 treats numbers that you type without any digits after the decimal point as integers, which can lead to some unexpected results during division.

print 7 / 5

print -7 / 5

'''

Output in Python 2.x

1

-2

Output in Python 3.x :

1.4

-1.4

'''

* ***Unicode****-* In Python 2, an implicit str type is ASCII.

But in Python 3.x implicit str type is Unicode.

* ***Xrange****-* Does not supported in 3.x

xrange(1, 5) # 1, 2, 3, 4, 1, 2, 3, 4

* ***Error handling***- There is a small change in error handling in both versions. In python 3.x, ‘as’ keyword is required.

# Comments

* Single line Comment - #
* String - ‘…’, “…” and Multiline String - ‘’’ ….’’’, “”” ….””” without assigning to a variable can be used as single line comment and multiline Comments.
* Comments can be used to explain Python code, make the code more readable and it can be used to prevent execution when testing code.

# Variables

Variables are containers for storing data values.

*Rules for Python variables:*

* A variable name must start with a letter or the underscore character
* A variable name *cannot* start with a number
* A variable name can only contain alpha-numeric characters and underscores (A-z, 0-9, and \_ )
* Variable names are case-sensitive (age, Age and AGE are three different variables)

**Legal variable names:**

myvar = "John" / my\_var = "John" / \_my\_var = "John" / myVar = "John" / MYVAR = "John" / myvar2 = "John"

**Illegal variable names:**

2myvar = "John" / my-var = "John" / my var = "John"

**Camel Case -** myVariableName = "John"

**Pascal Case -** MyVariableName = "John"

**Snake Case -** my\_variable\_name = "John"

Scope

*Global variables* can be used by everyone, both inside of functions and outside.

*Local variables* can only be used inside the function.

i = 200 #created a global variable

print(i) # 200

for i in range(3): #creates a global scope, altered the global variable as the name are same

    print(i) # 0, 1, 2 (for each loop)

print(i) # 2 #now the value of global variable is 2

No, there is no language support for creating block scope. (If, If Else), {}

The following constructs create scope:

Module | class | function (incl. lambda) | generator expression | comprehensions (dict, set, list (in Python 3.x))

x = 'hero'

def myfunc():

  global x // global x = “fantastic” Invalid syntax

  x = "fantastic"

print(x) # hero //initial global value

myfunc()

print(x) # fantastic //newly altered global value from function

x = "awesome"

print(x) # awesome //again newly altered global value

# Package, module and library

**Module**: The module is a simple Python file that contains collections of functions and global variables and with having a .py extension file. It is an executable file and to organize all the modules we have the concept called Package in Python.

**Package**: The package is a simple directory having collections of modules. This directory contains Python modules and also having \_\_init\_\_.py file by which the interpreter interprets it as a Package. The package is simply a namespace. The package also contains sub-packages inside it. *More reference:* [*https://www.geeksforgeeks.org/python-packages/*](https://www.geeksforgeeks.org/python-packages/)

**Library**: The library is having a collection of related functionalities of codes that allows you to perform many tasks without writing your code. It is a reusable chunk of code that we can use by importing it in our program, we can just use it by importing that library and calling the method of that library with period(.).

# Casting

* Conversion one data type to another
* to specify the data type of a variable.
* Performed using constructor functions - int(), str(), float(), list() etc

a = list(10) # error: ‘int’ object in not iterable

b = print(list({'a': 1, 'b': 2})) #[‘a’, ‘b’]

c = list('mango' ) # [‘m’, ‘a’, ‘n’, ‘g’, ‘o’]

# Escape Character

To insert characters that are illegal in a string, use an escape character.

An escape character is a backslash \ followed by the character you want to insert.

example of an illegal character is a double quote inside a string that is surrounded by double quotes.

\’ (Single Quote), \\ ( Backslash), \n (New Line), \t (Tab), \’’ (Double Quote)

# False Values

# (), [], {}, "", the number 0, and the value None. And the value False evaluates to False.

# Build-in function

* The id() function (unique identifier) returns a unique id for the specified object.
* All objects in Python have its own unique id.
* The id is assigned to the object when it is created.
* The id is the object's memory address and will be different for each time you run the program. (except for some object that has a constant unique id, like integers from -5 to 256)

x = 'saranj'

print(type(x)) #<class 'str'> • Get the data type of any object

print(id(x)) #25823232

print(isinstance(x, str)) #True #determine if an object is of a certain data type

print(chr(65)) # A

print(ord('a')) # 97

print(bin(5)) # 0b101 decimal to binary

print(oct(10)) # 0o12 decimal to octal

print(hex(10)) # 0xa decimal to hexadecimal

'''print(int(101, 2)) #TypeError can't convert non-string with explicit base'''

print(int('101', 2)) # 5 binary to decimal

print(int('12', 8)) # 10 octal to decimal

print(int('a', 16)) # 10 hexadecimal to decimal

# Datatypes

|  |  |  |  |
| --- | --- | --- | --- |
| Text Type: |  |  | str |
| Numeric Types: |  |  | int, float, complex |
| Sequence Types: |  |  | list, tuple, range |
| Mapping Type: |  |  | dict |
| Set Types: |  |  | set, frozenset |
| Boolean Type: |  |  | bool |
| Binary Types: |  |  | bytes, bytearray, memoryview |

x = 'hero'

print(id(x)) # 18066240

print(memoryview(bytes(id(x)))) # <memory at 0x010B4E00>

# Numeric

* Scientific numbers with an "e" to indicate the power of 10 are belong to Float (\_.\_) class.
* Complex numbers are written with a "j" as the imaginary part.
* Cannot convert complex numbers into another number type.

y, x = 0j, 1 + 0j

print(type(y), type(x)) # <class ‘complex’> <class ‘complex’>

# Strings

* Strings in Python are arrays of bytes representing Unicode characters.
* Python does not have a character data type, a single character is simply a string with a length of 1.
* we can combine strings and numbers by using the format() method!
* While using multistring, the line breaks are inserted at the same position as in the code.
* The format() method takes the passed arguments, formats them, and places them in the string where the placeholders {} are, and creates a string.

# Operators

* **Arithmetic operators** : + (Addition), - (Subtraction) , \* (Multiplication), / (Division), % (Modulus) , \*\* (Exponentiation) , // (Floor division)
* **Assignment operators** : = , +=, -=, \*=, /= , %=, \*\*= , //=, &= , |= , ^=, >>=, <<=
* **Comparison operators** : ==, !=, > , < , >= , <=
* **Logical operators** : and, or, not
* **Identity operators** : is, is not
* **Membership operators :** in, not in
* **Bitwise operators :** & (AND), | (OR), ^ (XOR), ~ (NOT), << (Zero fill left shift), >> (Signed right shift)

*Right shift is calculated by /2 & Left shift is calculated by \*2*

x = 100

print(x>>3) # 100 / (2\*2\*2) = 12

print(x>>4) # 100 / (2\*2\*2\*2) = 6

print(x<<3) # 100 \* (2\*2\*2) = 800

print(x<<4) # 100 \* (2\*2\*2\*2) = 1600

500/100 => 5.0 (float)

500//100 => 5 (int) (floor division)

‘s’\*3 => ‘sss’

‘s’\*’3’ => TypeError: can't multiply sequence by non-int of type 'str'

‘s’ + 3 => TypeError: can't concatenate by int with type 'str'

‘s’ + ‘3’ => s3

# Python Collections (Arrays)

* **List** is a collection which is **ordered** and **changeable**. Allows **duplicate** members.
* **Tuple** is a collection which is **ordered** and **unchangeable**. Allows **duplicate** members.(**immutable**)
* **Set** is a collection which is **unordered**, **unchangeable**, and **unindexed**. **No duplicate** members.
* **Dictionary** is a collection which is **ordered**\* and **changeable**. **No duplicate members.**
* *\*As of Python version 3.7, dictionaries are ordered. In Python 3.6 and earlier, dictionaries are unordered.*
* Set items are unchangeable, but you can remove items and add new items.

# Slicing

Included Excluded

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 2 | 3 |
| ‘Mango’ | ‘Banana’ | ‘kiwi’ | ‘cherry’ |
| -4 | -3 | -2 | -1 |

l = ['Mango','banana', 'kiwi', 'cherry']

print(l[0: 2]) # ['Mango', 'banana']

print(l[3:2]) # []

print(l[-2: -3]) # []

print(l[-3: -2]) # ['banana']

print(l[3:]) # ['cherry']

print(l[2:2]) # [] \*

print(l[:0]) # []

print(l[:1]) # ['mango']

print(l[::-2]) # ['cherry', 'banana']

print(l[::-1]) # ['cherry', 'kiwi', 'banana', 'mango']

print(l[::2]) # ['mango', 'kiwi']

print(l[:-1]) # [‘Mango’, ‘banana’, ‘kiwi’]

print(l[:-2]) # [‘Mango’, ‘banana’]

print(l[-2:]) # [‘kiwi’, ‘cherry’]

# Operation between mutable and immutable

Accessing or unpacking is possible in immutable as well as in mutable.

But modifying is not possible with immutable.

Immutable datatypes used same storage location to store the similar data for memory utilization and to reduce memory fragmentation.

* Some of the **mutable** data types in Python are **list, dictionary, set** and **user-defined classes**.
* Some of the **immutable** data types are **int, float, decimal, bool, string, tuple, and range**.

a = (1, 2, 3)

b = (1, 2, 3)

print(a is b) # True

print(a == b) # True

print(id(a), id(b)) # 23403616 23403616

a = 'saranj'

b = 'saranj'

print(a is b) # True

print(a == b) # True

print(id(a), id(b)) # 30714688 30714688

Integers are also immutable, above operation is same for integers(i.e., immutable data type).

a = [1, 2, 3]

b = [1, 2, 3]

print(a is b) # False

print(a == b) # True

print(id(a), id(b)) # 30426616 30427776

# Range

range(start, stop, step)

start: Optional. An integer number specifying at which position to start. Default is 0 (Included)

stop: An integer number specifying at which position to end. (Excluded)

step: Optional. An integer number specifying the incrementation. Default is 1

# List

The extend() method does not have to append *lists*, you can add any iterable object (tuples, sets, dictionaries etc.).

List objects have a sort() method that will sort the list alphanumerically, ascending, by default. By default the sort() method is case sensitive, resulting in all capital letters being sorted before lower case letters:

You cannot copy a list simply by typing list2 = list1, because: list2 will only be a *reference* to list1, and changes made in list1 will automatically also be made in list2.

There are ways to make a copy, one way is to use the built-in List method copy(). (A new duplicate list is created at different location.) Another way to make a copy is to use the built-in method list()

|  |  |
| --- | --- |
| Method | Description |
| [append()](https://www.w3schools.com/python/ref_list_append.asp) | Adds an element at the end of the list |
| [clear()](https://www.w3schools.com/python/ref_list_clear.asp) | Removes all the elements from the list |
| [copy()](https://www.w3schools.com/python/ref_list_copy.asp) | Returns a copy of the list |
| [count()](https://www.w3schools.com/python/ref_list_count.asp) | Returns the number of elements with the specified value |
| [extend()](https://www.w3schools.com/python/ref_list_extend.asp) | Add the elements of a list (or any iterable), to the end of the current list |
| [index()](https://www.w3schools.com/python/ref_list_index.asp) | Returns the index of the first element with the specified value |
| [insert()](https://www.w3schools.com/python/ref_list_insert.asp) | Adds an element at the specified position |
| [pop()](https://www.w3schools.com/python/ref_list_pop.asp) | Removes the element at the specified position |
| [remove()](https://www.w3schools.com/python/ref_list_remove.asp) | Removes the item with the specified value |
| [reverse()](https://www.w3schools.com/python/ref_list_reverse.asp) | Reverses the order of the list |
| [sort()](https://www.w3schools.com/python/ref_list_sort.asp) | Sorts the list |

Insert(>length of given list, val) = always insert at last position

#list comprehension

x = [1, 2, 3, 4, 5, 6, 7]

a = [i for i in x if i%2 == 0]

print(a) # [2, 4, 6]

y = ['mango', 'banana', 'kiwi', 'orange']

b = [i.upper() for i in y] #[‘MANGO’, ‘BANANA’, ‘KIWI’,’ ORANGE’]

c = ['B' if i == 'banana' else 'Fruit' for i in y] #[‘Fruit’, ‘B’, ‘Fruit’, ‘Fruit’]

d = ['B' if i == 'banana' 'k' elif i == 'kiwi' else 'Fruit' for i in y] # error elif not supported in list comprehension

# Tuple

**Updating a Tuple**

* **Convert into a list**: Just like the workaround for*changing*a tuple, you can convert it into a list, add/remove your item(s), and convert it back into a tuple.
* **Add tuple to a tuple**: You are allowed to add tuples to tuples, so if you want to add one item, (or many), create a new tuple with the item(s), and add it to the existing tuple

x = (1, 2, 3)

y = (4, 5, 6)

x += y

print(x) #(1, 2, 3, 4, 5, 6)

**Note:** When creating a tuple with only one item, remember to include a comma after the item, otherwise it will not be identified as a tuple, ie it will consider as respective datatype.

(‘s’,) => tuple | (‘s’, 10 )=> tuple | (‘s’) => str | (1) => int

Use tuple when returning collection from function as there would be no change during the transition.

**Unpacking a tuple**

## Using Asterisk\*

If the number of variables is less than the number of values, you can add an \* to the variable name and the values will be assigned to the variable as a list.

# Set

* Once a set is created, you cannot change its items, but you can add new items.
* If the item to remove does not exist, discard() will NOT raise an error whereas remove() will raise an error.
* Sets are unordered, so when using the pop() method, you do not know which item that gets removed.
* Both union() and update() will exclude any duplicate items.

x = {1, 2, 3, 4, 5}

y = {5, 6, 7, 8, 9}

print(x | y) #union {1, 2, 3, 4, 5, 6, 7, 8, 9}

print(x & y) #intersection {5}

print(x - y) #difference {1, 2, 3, 4}

# Dictionary

|  |  |
| --- | --- |
| Method | Description |
| [clear()](https://www.w3schools.com/python/ref_dictionary_clear.asp) | Removes all the elements from the dictionary |
| [copy()](https://www.w3schools.com/python/ref_dictionary_copy.asp) | Returns a copy of the dictionary |
| [fromkeys()](https://www.w3schools.com/python/ref_dictionary_fromkeys.asp) | Returns a dictionary with the specified keys and value |
| [get()](https://www.w3schools.com/python/ref_dictionary_get.asp) | Returns the value of the specified key |
| [items()](https://www.w3schools.com/python/ref_dictionary_items.asp) | Returns a list containing a tuple for each key value pair |
| [keys()](https://www.w3schools.com/python/ref_dictionary_keys.asp) | Returns a list containing the dictionary's keys |
| [pop()](https://www.w3schools.com/python/ref_dictionary_pop.asp) | Removes the element with the specified key |
| [popitem()](https://www.w3schools.com/python/ref_dictionary_popitem.asp) | Removes the last inserted key-value pair |
| [setdefault()](https://www.w3schools.com/python/ref_dictionary_setdefault.asp) | Returns the value of the specified key. If the key does not exist: insert the key,  with the specified value |
| [update()](https://www.w3schools.com/python/ref_dictionary_update.asp) | Updates the dictionary with the specified key-value pairs |
| [values()](https://www.w3schools.com/python/ref_dictionary_values.asp) | Returns a list of all the values in the dictionary |

d = {1:'a', 2:'b'}

d0 = d # d0 pointing to the same memory address of d i.e, id(d) is id(d0)

d.popitem()

print(d0, d) #{1: 'a'} {1: 'a'}

# Ternary operator/ Conditional expressions

a = 2  
b = 330  
print("A") if a > b else print("B") # B

a = 330  
b = 330  
print("A") if a > b else print("=") if a == b else print("B") # =

# For loop

Python’s **for** loop are as a **foreach**

So, it does not matter if you modify **item** inside the loop as it will be given its new value at the start of the next iteration

>>> **for** i in range(5):

... **if** i == 2:

... i = 4

... **print**(i)

...

0

1

4

3

4

**Solution:** Use while loop.

for x in range(6):

print(x, end=” ”)

else:

print("Finally finished!")

#0 1 2 3 4 5

# Finally finished!

The else block will NOT be executed if the loop is stopped by a break statement.

# Lambda

A lambda function is a small anonymous function.

A lambda function can take any number of arguments but can only have one expression.

The power of lambda is better shown when you use them as an anonymous function inside another function.

*def myfunc(n):  
  return lambda a : a \* n  
  
mydoubler = myfunc(2)  
mytripler = myfunc(3)  
  
print(mydoubler(11)) # 22  
print(mytripler(11)) # 33*

λ(x) => function(black box) => λ(x). x + 1

x => x+1

5 => 5+1 = 6

λ(x).λ(y) => λ(x). λ(y). x + y

x, y => x+y

l = (lambda x, y: x+y)(5, 10)

print(l) #15

l1 = (lambda x: x+1)(5)

print(l1) #6

# Use lambda functions when an anonymous function is required for a short period of time.

### Function

## Arbitrary Arguments, \*args

If you do not know how many arguments that will be passed into your function, add a \* before the parameter name in the function definition.

This way the function will receive a tuple of arguments, and can access the items accordingly:

def my\_function(\*kids):  
  print("The youngest child is " + kids[2])#Linus  
  
my\_function("Emil", "Tobias", "Linus")

## Arbitrary Keyword Arguments, \*\*kwargs

If you do not know how many keyword arguments that will be passed into your function, add two asterisk: \*\* before the parameter name in the function definition.

This way the function will receive a dictionary of arguments, and can access the items accordingly:

def my\_function(\*\*kid):  
  print("His last name is " + kid["lname"])# Refsnes  
  
my\_function(fname = "Tobias", lname = "Refsnes")

# JSON

JSON is a syntax for storing and exchanging data.

JSON is text, written with JavaScript object notation.

json.loads()

PYTHON OBJECT

JSON STRING

json.dumps()

# RegEx Functions

A RegEx, or Regular Expression, is a sequence of characters that forms a search pattern.

The re module offers a set of functions that allows us to search a string for a match:

|  |  |
| --- | --- |
| Function | Description |
| [findall](https://www.w3schools.com/python/python_regex.asp#findall) | Returns a list containing all matches |
| [search](https://www.w3schools.com/python/python_regex.asp#search) | Returns a [Match object](https://www.w3schools.com/python/python_regex.asp#matchobject) if there is a match anywhere in the string |
| [split](https://www.w3schools.com/python/python_regex.asp#split) | Returns a list where the string has been split at each match |
| [sub](https://www.w3schools.com/python/python_regex.asp#sub) | Replaces one or many matches with a string |

PIP

PIP is a package manager for Python packages, or modules

# Exception Handling

*try*:

# The try block lets you test a block of code for errors.

*except*:

# optional block

# Handling of exception (if required)

*else*:

# execute if no exception

*finally*:

# The finally block lets you execute code, regardless of the result of the try- and except blocks.

## Raising Exception

The [raise statement](https://www.geeksforgeeks.org/python-raising-an-exception-to-another-exception/) allows the programmer to force a specific exception to occur. The exception should be an instance or an exception class (a class that derives from Exception).

|  |
| --- |
| *try*:  *raise* NameError("Hi there")  # Raise Error  *except* NameError:  *print* ("An exception")  *raise*  # To determine whether the exception was raised or not |

The output of the above code will simply line printed as “An exception” but a Runtime error will also occur in the last due to the raise statement in the last line. So, the output on your command line will look like

Traceback (most recent call last):

File "/home/d6ec14ca595b97bff8d8034bbf212a9f.py", line 5, in <module>

raise NameError("Hi there") # Raise Error

NameError: Hi there

# None

This is a special constant used to denote a null value or a void. It’s important to remember, 0, any empty container(e.g empty list) does not compute to None.

It is an object of its datatype – NoneType. It is not possible to create multiple None objects and can assign them to variables.

# Return Keywords – Return, Yield

* [**return**:](https://www.geeksforgeeks.org/python-return-statement/) This keyword is used to return from the function.
* **Return** sends a specified value back to its caller whereas **Yield** can produce a sequence of values. We should use yield when we want to iterate over a sequence, but don’t want to store the entire sequence in memory.

*def* fun():

    s = 0

    for i in range(10):

        s += 1

    return s

print(fun()) #10

* [**yield**:](https://www.geeksforgeeks.org/python-yield-keyword/) This keyword is used like return statement but is used to return a generator.
* The yield statement suspends function’s execution and sends a value back to the caller but retains enough state to enable function to resume where it is left off. When resumed, the function continues execution immediately after the last yield run. This allows its code to produce a series of values over time, rather than computing them at once and sending them back like a list.

*def* fun():

    s = 0

    for i in range(10):

        s += 1

    yield s

print(fun()) #<generator object fun at 0x000001C212529A10>

for i in fun():

    print(i) #1, 2, 3, 4, 5 … 10

### Decorator

[**Decorators**](https://www.geeksforgeeks.org/function-decorators-in-python-set-1-introduction/) are a very powerful and useful tool in Python since it allows programmers to modify the behaviour of function or class. Decorators allow us to wrap another function in order to extend the behaviour of the wrapped function, without permanently modifying it.

### First Class Objects

### In Python, functions are [**first class objects**](https://www.geeksforgeeks.org/first-class-functions-python/) that mean that functions in Python can be used or passed as arguments.

### **Properties of first class functions:**

* A function is an instance of the Object type.
* You can store the function in a variable.
* You can pass the function as a parameter to another function.
* You can return the function from a function.
* You can store them in data structures such as hash tables, lists, …

In Decorators, functions are taken as the argument into another function and then called inside the wrapper function.

**Syntax for Decorator:**

@gfg\_decorator

def hello\_decorator():

print("Gfg")

'''Above code is equivalent to -

def hello\_decorator():

print("Gfg")

hello\_decorator = gfg\_decorator(hello\_decorator)'''

## File Handling

The key function for working with files in Python is the open() function.

The open() function takes two parameters; filename, and mode.

There are four different methods (modes) for opening a file:

"r" - Read - Default value. Opens a file for reading, error if the file does not exist

"a" - Append - Opens a file for appending, creates the file if it does not exist

"w" - Write - Opens a file for writing, creates the file if it does not exist

"x" - Create - Creates the specified file, returns an error if the file exists

Note- write (w) delete the whole content of the file and then start writing.

In addition, you can specify if the file should be handled as binary or text mode (Optional)

"t" - Text - Default value. Text mode

"b" - Binary - Binary mode (e.g. images)

Shebang Line | Pound bang | hash bang

The #! syntax used in scripts to indicate an interpreter for execution under UNIX / Linux operating systems. Most Linux shell and [perl](https://bash.cyberciti.biz/guide/Perl" \o "Perl) / [python](https://bash.cyberciti.biz/guide/Python) script starts with the following line:

*#!/bin/bash*

*#!/usr/bin/python3*

It is nothing but the absolute path to the [Bash](https://bash.cyberciti.biz/guide/Bash) [interpreter](https://bash.cyberciti.biz/wiki/index.php?title=Interpreter&action=edit&redlink=1).

It consists of a number sign and an exclamation point character (#!), followed by the full path to the interpreter such as /bin/bash.

All scripts under Linux execute using the interpreter specified on a first line.

Almost all bash scripts often begin with #!/bin/bash (assuming that Bash has been installed in /bin)

This ensures that Bash will be used to interpret the script, even if it is executed under another shell.

### Map, Filter, Reduce

import functools as ft

x = [1,2,3,4,5,6,7,8,9]

a = list(map(lambda i : i\*10, x))

print(a) #[10, 20, 30, 40, 50, 60, 70, 80, 90]

b = list(filter(lambda i: i%2 == 0, x))

print(b) #[2, 4, 6, 8]

c = ft.reduce(lambda i, j: i+j, x)

print(c) #45

# Logging

Logging is a means of tracking events that happen when some software runs. Logging is important for software developing, debugging, and running. If you don’t have any logging record and your program crashes, there are very few chances that you detect the cause of the problem. And if you detect the cause, it will consume a lot of time. With logging, you can leave a trail of breadcrumbs so that if something goes wrong, we can determine the cause of the problem.

**Why Printing is not a good option?**

Some developers use the concept of printing the statements to validate if the statements are executed correctly or some error has occurred. But printing is not a good idea. It may solve your issues for simple scripts but for complex scripts, the printing approach will fail.  
Python has a built-in module logging which allows writing status messages to a file or any other output streams. The file can contain the information on which part of the code is executed and what problems have been arisen.

**Levels of Log Message**

* Debug : These are used to give Detailed information, typically of interest only when diagnosing problems.
* Info : These are used to confirm that things are working as expected
* Warning : These are used an indication that something unexpected happened, or is indicative of some problem in the near future
* Error : This tells that due to a more serious problem, the software has not been able to perform some function
* Critical : This tells serious error, indicating that the program itself may be unable to continue running

![](data:image/png;base64,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)

Debug and info won’t come at console