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# Введение

Обнаружение ошибок в технике связи — действие, направленное на контроль целостности данных при записи/воспроизведении информации или при её передаче по линиям связи. Исправление ошибок (коррекция ошибок) — процедура восстановления информации после чтения её из устройства хранения или канала связи.

Для обнаружения ошибок используют коды обнаружения ошибок, для исправления — корректирующие коды (коды, исправляющие ошибки, коды с коррекцией ошибок, помехоустойчивые коды).

# 1. Способы борьбы с ошибками

В процессе хранения данных и передачи информации по сетям связи неизбежно возникают ошибки. Контроль целостности данных и исправление ошибок — важные задачи на многих уровнях работы с информацией (в частности, физическом, канальном, транспортном уровнях сетевой модели OSI).

В системах связи возможны несколько стратегий борьбы с ошибками:

* обнаружение ошибок в блоках данных и *автоматический запрос повторной передачи* повреждённых блоков — этот подход применяется в основном на канальном и транспортном уровнях;
* обнаружение ошибок в блоках данных и отбрасывание повреждённых блоков — такой подход иногда применяется в системах потокового мультимедиа, где важна задержка передачи и нет времени на повторную передачу;
* *исправление ошибок* (англ. *forward error correction*) применяется на физическом уровне.

# 2. Коды обнаружения и исправления ошибок

*Корректирующие коды* — коды, служащие для обнаружения или исправления ошибок, возникающих при передаче информации под влиянием помех, а также при её хранении.

Для этого при записи (передаче) в полезные данные добавляют специальным образом структурированную *избыточную* информацию (контрольное число), а при чтении (приёме) её используют для того, чтобы обнаружить или исправить ошибки. Естественно, что число ошибок, которое можно исправить, ограничено и зависит от конкретного применяемого кода.

С *кодами, исправляющими ошибки*, тесно связаны *коды обнаружения ошибок*. В отличие от первых, последние могут только установить факт наличия ошибки в переданных данных, но не исправить её.

В действительности, используемые коды обнаружения ошибок принадлежат к тем же классам кодов, что и коды, исправляющие ошибки. Фактически, любой код, исправляющий ошибки, может быть также использован для обнаружения ошибок (при этом он будет способен обнаружить большее число ошибок, чем был способен исправить).

По способу работы с данными коды, исправляющие ошибки делятся на *блоковые*, делящие информацию на фрагменты постоянной длины и обрабатывающие каждый из них в отдельности, и *свёрточные*, работающие с данными как с непрерывным потоком.

2.1. Блоковые коды

Пусть кодируемая информация делится на фрагменты длиной *k* бит, которые преобразуются в *кодовые слова* длиной *n* бит. Тогда соответствующий блоковый код обычно обозначают ![(n,\;k)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAVBAMAAAAdjxsPAAAAMFBMVEX///8AAADm5uZQUFDMzMxiYmKenp4wMDAiIiIWFhaKiooEBAQMDAy2trZ0dHRAQEBQ/9tlAAABJ0lEQVQoFWWRP0vDYBDGf0mNiU2TSsCli8HFLXRw6ZaCoOASnBwE4yewg5sgHVzc/AhBcBU313wCiZtjNichi26Cd69NoekNd/c8z/17E8Bm3WJDHawLfCnn5KvK8a7gYSzuaFWAkRD2TNxdRwkiJX5g46GjOKUSH7Jm3FG8RgkfvAKeZs9nsWI1q0guhM7xU6hf0+Gy9X2vvpHjMqyYfjrCNTOkhfOEQ+iNseTEzW38Wlm1+0y906hCb840lmhsZ1JJVCWGrYxJ+/WCKCwll2kDqbAq3hwpVHPK8CWUC2rcAi4hSjgxC7wmnD/KmIqwgU/4zpiW2jPIuZViealtsHLUxv+7Kwm/S1wsM7iWfL/Fdt5mEMgO+vWCaK9T6BrO/NmF2oZT+AMWSTM6dx4dYQAAAABJRU5ErkJggg==). При этом число

![R=\frac{k}{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAApBAMAAABjKayeAAAAMFBMVEX///8AAABiYmIiIiIMDAxAQEDm5ua2traenp4EBAQWFhaKiop0dHTMzMwwMDBQUFAJ+D7uAAABJElEQVQ4EWNgwA4ui2IXh4hK45FkF8MjyeSAR5I5AI8k44YcVZzShWkHXuKUVMlhuItT0koBpxQDg9CvApyy7GI8Dmy4ZJkceCbw4JJkDuAx2IZLkqWB4c0GkKSySGhwGC5V7BIMDJEJOGSZBBgYChVwSDIvYGDYeACHJKcCA8MqHHIMFwsY8gJwSR48o2wLlotaBQIGKOoeMzCsRxFA5sxnYFBE5gPZjIIgAPQFL9CbgWiScC4PMJ25gHlY7ORzYGAQZkiAK0ZhcAK9IcdwAEUMxmE1dE1g6DoE4w5WetODPcoJuBx3YN4F1g84JLkvSDPwAf2PFbBxCDBwHsAqBRTkN2C4mIBLkkuB4RfO7MBYwODDhEtnIwODWA4uyXMMDEEKDADRjDQy5sUEBwAAAABJRU5ErkJggg==)

называется *скоростью кода*.

Если исходные *k* бит код оставляет неизменными, и добавляет *n* − *k* *проверочных*, такой код называется *систематическим*, иначе *несистематическим*.

Задать блоковый код можно по-разному, в том числе таблицей, где каждой совокупности из *k* информационных бит сопоставляется *n* бит кодового слова. Однако, хороший код должен удовлетворять, как минимум, следующим критериям:

* способность исправлять как можно большее число ошибок,
* как можно меньшая избыточность,
* простота кодирования и декодирования.

Нетрудно видеть, что приведённые требования противоречат друг другу. Именно поэтому существует большое количество кодов, каждый из которых пригоден для своего круга задач.

Практически все используемые коды являются линейными. Это связано с тем, что нелинейные коды значительно сложнее исследовать, и для них трудно обеспечить приемлемую лёгкость кодирования и декодирования.

2.1.1. Линейные коды общего вида

*Линейный блоковый код* — такой код, что множество его *кодовых слов* образует *k*-мерное линейное подпространство (назовём его *C*) в *n*-мерном линейном пространстве, изоморфное пространству *k*-битных векторов.

Это значит, что операция кодирования соответствует умножению исходного *k*-битного вектора на невырожденную матрицу *G*, называемую *порождающей матрицей*.

Пусть ![C^{\perp}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAATBAMAAACXXLs2AAAAMFBMVEX///8AAAC2trZAQEAwMDBQUFDm5uYiIiLMzMwEBASenp5iYmIMDAx0dHQWFhaKiooryL9EAAAAeUlEQVQYGWNggAE2GANMM5PKYzIxDgNqguhjc29gSHaF8ToDGBiYpKA8tskgkwWgPPYJIJ5DsrGNsXECg+IGEE8BRACBYwKYghJzkDkM4iAe3MUiIF4uiACBOhCxDUSAwMcGBgauBSAWCLCeYGC4BWGCyOXO0QkwHgDZPA/KHzSPZQAAAABJRU5ErkJggg==) — ортогональное подпространство по отношению к *C*, а *H* — матрица, задающая базис этого подпространства. Тогда для любого вектора ![\overrightarrow{v}\in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAARCAMAAAC7Dk/vAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQEBAQWFhaKioq2trYMDAxWOpXiAAAA/UlEQVQoFZVSSYLEIAhEQHt0xiXm/38dTdwwuTQXraKgCAZABAr0FeCv1EJstIBvIDt2zhI4oM+MH0Tr6E0/OGJfP4ocW3C/M/6YvQpD9nLBaG82K7OnWSzq4FSiqYuUousFql/6addKTC73xH36OHBfKAYu/iHCuiU6t0LIauZ7ToMtXYwSK+JjWLQLS0FlDUKq/XyT3McpUAXxSRHg1W+OU3TZY4sxi5q9Bwc21a6y9OQW47lU3w3Q4O55y9xrTIvO+sugIj1dY31gYQrAfYm9Eg7Vmpvlf0hlgEOaAqWNALDnRYWlEpB1eJhg0nux8ezsMu0Y6HHZf0Qh+AdzRQanf65zBwAAAABJRU5ErkJggg==)справедливо:

![\overrightarrow{v}H^T=\overrightarrow{0}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAVCAMAAACKXMtFAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQEBAQWFhaKioq2trYMDAxWOpXiAAABeElEQVRIDbVV3ZqEIAgFf9qVXbXG93/XJbXBbdSvLuKisYQDnIMOwFOmngIWXCPLp1aLvYe8knVorUuzMP0l9q2UIz3zPu29NoBth59WRj9iv8Z4DCeY/DrQaPcl4kc3qAfE30wfbKJR4k7umOtngLdG1mOkBRQl9Hv5oPEis4pYMw4QTkcavbBUbWIpPUtRltOnTlzK5lufkUa2Vh0rd1mKNnCwdtk/LoNt/vzWyJf5VMdYXJUiZYIKud00ohFmBSBgVi04pGvTVPg16xleBcOdhSganaU4R4zeVUlBVUFxs7BTuDRDE9DQbvhPOImgVax1GaVYFKw7hY1v7VShzJ7gT1ajFBpUbqCBi4cUrwleZ2uUAsBleSRF9QSDHZjppzKBn3IXnpivw0KVJTXcHXv5d6QFlKFdCwltSD4q0gTUM63vSsF8jI7eykO/SRNQz/SGN6XguywxjFwgOh6FK2ODoJHHxP8nC0X0h0fb83StKORrsDhxij+VCgxar3XChwAAAABJRU5ErkJggg==)

2.1.1.1. Минимальное расстояние и корректирующая способность

*Расстоянием Хемминга* (*метрикой Хемминга*) между двумя кодовыми словами ![\overrightarrow{u}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAQCAMAAAAs2N9uAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHSKiooWFha2trYMDAwEBATJ9onhAAAAd0lEQVQYGWWO7RaDIAxD0y9m2SY43/9dLW4T1PzgkEvTAJzEJ7cbvaNkweTRNTF7FuRn10v1TfM1q7cC/xM2TTGuhrZ9l8FbO5WfBxKjxvNCciABU+ywz0Hi4jUOzSNqOawFPYk1CplEhm/W6HJCGaYWnY3VvkMbmwwC54lIrgIAAAAASUVORK5CYII=)и ![\overrightarrow{v}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAAAPFBMVEX////o6OimpqbR0dFaWlqSkpIsLCw6Ojqrq6ttbW1sbGwgICBoaGhKSkoLCwu7u7sAAAAUFBR+fn4EBAS3RRMOAAAAdUlEQVQYGWVP7RKAIAibgFla0cf7v2viZWXuB9x2c0OggW9YIYPrNA5ZGqcPiGJizOkDkWWl31MXurDAt8fJooDmuucIgQyA394YJSQrD9l6Q8GbsVgF23G3KTYqdmN8VGq7BDcmnLlcnwOK+UhemnBT6f3IBQ+YAwI2a0YRAAAAAElFTkSuQmCC)называется количество отличных бит на соответствующих позициях:

![d_H(\overrightarrow{u},\;\overrightarrow{v})=\sum_s{|u^{(s)}-v^{(s)}|}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAAAmCAMAAAD0i1fJAAAAPFBMVEX///8AAABAQEAEBARQUFAWFhaenp50dHRiYmIiIiLMzMy2trbm5uYMDAwwMDCKioqjo6O4uLgJCQkSEhKbwNTZAAAEHklEQVRoBe1ZWZLjIAwFvIAxsWe5/10HiU0g4iVVPdNTCR9pjKWnpw3sthD/x1gjTWdv8H1J6Qb+l4kal6DNdX9fUkp2/uXffS/WtzI9nr2kdAz5+l0p5ZTHY/CXUqbiY6gLWdHEdbLMp/eVcgklsPNKChJMMQHkv0ZKnS/8xOpJPkvcqoiko26Q9XZ6X2lk3j0jVGwFCf00UVlykbKB34cYpdauwYRqP0D7kSEOJx2lgqsGyZTNzJZmw5aahSihTvPrBtkSXyP61sRBARG3CYuJnU6hkVJHieCOU8NbWEyU+1HGT2tH7kdXwpM7G7OUtEhBPMaX0EIQBbXihmnEq6vuciWCG7EQMPwsGGP1q4zf27bUHQeSfQkMLkHrTEcpef2AHKGFaiOKuX3B7Lc10UGGpY4SwWWWLUs3gBANuOyMKLFe2FEmmbq1xmmNQM+ugxD7nd7tKBXcmbWuCaVTEynNXq+Xqyzh6Z0N6w+jnkyhFe5CZ7hRa0xuteP2tONaRyngzkob3rpLOd+s2aCcNiOe7lRWg4geisTSL9SK4C5lL6hIqxj1lsnupJp9rALMNIAuU0Jc7cvOcrNDgTVihJ1HlgBUNuAiiMyymFA5NCo/TkxTU+Kq275Iixq1JSg2wzIODQ2uBLgrHn+sdUVhPlsxeSNrWWGWoogg3oyFIhMvC49e+wKt2uiaI33obU2DKQHuAhRj6xrpN9R5egBmaWbnk+8FzcGWCCKQWELGtKdM8ZHMVn4ahf3wglFhywhV1aFBbOE+K4FibN3AecG8FHfj7e2Qf0C47a4YO5szFnPgdGTUbmUkw4xG467FB3N/6kJ8NCZwwE2Gli7Ushh2lKH6ZI4ivpjyKMV80LvCPTqPm8HdC0azsTxhNPIdP/G4mFDnWxfONIylDXmlPCAAXtDhuUcByhxjlGIMy+pAuKhNuSnLWjzcLxglOnHKaFARCCO4NUq3QpQHZYzZwn6zESJAapRij/uuHahfAXDy3u0kuWLqpI3axnl4TmqXY3Zro61Q/5rRoGKAu/pT140jOBBa1x+vMDRp1XXTxm4m5cuyh3uv629XDl54zBCK2ECj4Se42xgl9w+mjAaVDbh5xeAzzhBYu4ONGCs/q3Unc9+TShZO/N5oaPVEXlprcHFLXtOWjO8hT2BJoT+RaKB7UvMjNke+GXvkgm5WuTOpcK2R2yr2JTXmwTucO31AvPBkax+01YF26paK1h1/TmSPccMLSA+C71St1PnrLjuC7JLOvmNaranr1ye49d5zHdbnqS1TrjypNY951+oh8/+qDt8CONLlla/CvUBgw/891j+nLXIB95uK5MySyTel+qH1icAnAp8IvF0E0seQ93DcP6uGjyFv4m76GPIe7or0MeQt3C0fQ97C3fwx5K94+wczfiAHnW1k8QAAAABJRU5ErkJggg==).

*Минимальное расстояние Хемминга* ![d_\min=\min_{u\ne v}d_H(\overrightarrow{u},\;\overrightarrow{v})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAAAfCAMAAABqH1fZAAAAQlBMVEX///8AAABAQEAEBARQUFAWFhaenp50dHRiYmIiIiLMzMy2trbm5uYMDAwwMDCKiootLS0YGBgJCQmjo6O4uLgSEhKNG+PQAAADW0lEQVRYCdVXi3bbIAwFDOZpvHXb///qJB4GDMRJ2vTBOY0tWbpchCQoIV863Hl2c1Z0crToHDu7lyt4x9VfzhktpK0M2UIr6enXla5j3yG+6o1XNfYv2mTB6thzUb4//7YuPZ+INsA3IYjuTxl/jeENq+A7tHD1Hgn+POV7PAf4OiQNeyvjn/eayjPc2IJVYZrt9xnpWbnHN8O99l0ZnGdMFlYfH9YPSXli1sncA3w12uu+hA+K6eWwWIJiZVINUvLsNZCtXvZdKm2MlBq22zDY9EOZHSb4es8GxCiPSeAVmdarkWgil2Kh0UVC/A0dheEAxxcmyig7tjAINQvEKdb/hhkblbmiZvhL2SRFOFrTshyQ2hFN1jBJ/MJgoZYiSJ+Sre9M2nBSFXIuQATyUblFnyl+4QG5JgKTuv21MyYTUsJGOMRbo9ylJILdMza0UyH9KvJBmcjX+IpCj1hFcCKlyhzsPERQJY/RvGiCS6toKQYxR7lL+b3s6Qjr0EXyYdYJ+Ro/EtAxRQv5NL8HNvMRKbbkDcWDFrrwfMsi4DjnL8k3+DKsMh1kJW1gfiS17LdIBJO6mUHahGA4iJq0gkPPsPAHhaAVifLFmu4gDwgBH+iF2JoU8q26nuB6gInrDqgYOPwNS64CTxgYIwanzlqi4NRgUIAeih6bcJBvwCHkJfkKH9uQUsqnosNp8hDwzinZY6jMUpNMNgKYNMksgLiFLu84B3OsAHx6MAvkk5xn6J+W0Y0TvlFmV0+FRFlVSvQo+KnmoJuHIasUt14q41WKlKGD0sXP1V5BJCJM+n2cfON+LeBWwqSJghswzBgX+41ma7V2EF9OPrQZe3QZ1gQy8w7PKqMafSW0lyCrhbVC23Xzxmhhslw53PGKZ/Z4GEW9Jbs+Erq51TY+bo6S7Wwb+Kx+19M9grnPsmNQr2dW+fJx1r9HPu58d4G0FXiXSzJSFy38Eaxsay7vd9nyezwVJPLROOL/cKjCO9+3H9KxHaqQOAbj12/4cdLB+WN/wh44PCxymGMVBZW7o9t9/c6scNoLG+ondw9UpZP+6/ndZCDhQkoJZI/3bx4GpD2oyKwL3sT69I/OS+kVXv9lPlpA9RPKtQnVK86NZoIXCnx+VXnhrB8E/fm98T9DARrh7wNdMgAAAABJRU5ErkJggg==)является важной характеристикой линейного блокового кода. Она показывает насколько «далеко» расположены коды друг от друга. Она определяет другую, не менее важную характеристику — *корректирующую способность*:

![t=\left\lfloor\frac{d_\min-1}{2}\right\rfloor](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAAAzBAMAAABF4mpNAAAAMFBMVEX///8AAAC2trYMDAxQUFAWFhaenp5AQEAiIiJiYmLm5uZ0dHQwMDDMzMwEBASKioopaFeBAAAB5klEQVRIDeWWPU/CQBjHH2p5KbaBJgaUxEhMSDAufACHDjqoSzUYJyPGRNc6EAYWNH6ADjrgYmfiwMjoriYymDjowObIR/DuLKHtXb2Wc/MZ+tzz5373P+4FCkCFZlBSiJBh6VKNpbK0BEv8Izw9Yg3+o2UtnH933wrH3zp8vB6KPzQj4IVQHFQ+nsoL4Kn2jSmAD2BozI5Ly5BozI5nOnDi0knbbWifOBxc8ZYuYcNk23OvLv7xjIMMxsOHZahnXYyRuLiTLcxXdgfrA6jaKDv+MXj4XFkurSpm+lEdKwbK/Xi41L7btBVLttU+wlH24fJFcQcJ+MpQ93MqhOLuWBiXTbeYpHh40phwbp7i1f3K1enL+xHOgU6kxO7U4ZriLMSrIfz8slX2SozF8H/sqbD7LambBzg6uB3LHa4J7nnEw6nfFILr3MiTfZdKHmPSjOWumORmzPrdM5YSsI/lnuyfieCpp4YIHmBRyZp8qnXo0D3xsaGCha9BpkZ15PzHefpboC15SrcZ2b0IsCiAbwB8CeAA2oIQLlOHm/d64LMbNnwlKSIvHcAxTUffOFDHQvg9SDQfefK5PgQvJhotMl7pdrcF3Ee6viKA0yhWIk/+3+C6jq43P/Z0ndmp13OYekDM9nrwDUcWXz1IOR/wAAAAAElFTkSuQmCC).

Корректирующая способность определяет, сколько ошибок передачи кода (типа ![1\leftrightarrow 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAPBAMAAAC/wjryAAAAMFBMVEX///8AAADm5uZAQEDMzMwWFhYiIiIwMDBQUFCenp5iYmJ0dHS2trYMDAyKiooEBAS73GtAAAAAnElEQVQYGWNgYDJgwADOqxqAYq4JGBJMlxieMTCom2LKcBQw8E9gYGDHlOFdwMAGtAOLDOMDBvYAhAwL2DoHEOn4gIH5A0KGHSxTgEXGBCwzC1NGfYsLCHgYAaVQTWssB4MyaaAM4wZkF/CAbWBgdwDKAF3NaoBwAdgGhhagBAOaT7lAYgwLQATTFVDocBgKN4F4KMB5VwMKH5UDAJapJeTsPOxDAAAAAElFTkSuQmCC)) можно *гарантированно* исправить. То есть вокруг каждого кодового слова *A* имеем *t*-окрестность *At*, которая состоит из всех возможных вариантов передачи кодового слова *A* с числом ошибок (![1\leftrightarrow 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAPBAMAAAC/wjryAAAAMFBMVEX///8AAADm5uZAQEDMzMwWFhYiIiIwMDBQUFCenp5iYmJ0dHS2trYMDAyKiooEBAS73GtAAAAAnElEQVQYGWNgYDJgwADOqxqAYq4JGBJMlxieMTCom2LKcBQw8E9gYGDHlOFdwMAGtAOLDOMDBvYAhAwL2DoHEOn4gIH5A0KGHSxTgEXGBCwzC1NGfYsLCHgYAaVQTWssB4MyaaAM4wZkF/CAbWBgdwDKAF3NaoBwAdgGhhagBAOaT7lAYgwLQATTFVDocBgKN4F4KMB5VwMKH5UDAJapJeTsPOxDAAAAAElFTkSuQmCC)) не более *t*. Никакие две окрестности двух любых кодовых слов не пересекаются друг с другом, так как расстояние между кодовыми словами(то есть центрами этих окрестностей) всегда больше двух их *радиусов* ![d_H(A,\;B)\geqslant d_\min>2t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAAAVBAMAAAAOdJm+AAAAMFBMVEX///8AAABAQEAEBARQUFAWFhaenp50dHRiYmIiIiLMzMy2trbm5uYMDAwwMDCKioqL8mKTAAADGUlEQVQ4EZ1US2gTURQ9+TgzeTOdpKXUX1rHSGmLIi24UBTMokERFyEUKnbhuHCpRBdicDOKxS4Uq4hQBUl2iiBRLLaIMoK4lCxdiNRFwbqKS3fe95tJxGDxQu4599zPm7x5b4Auc7qiOOilxxWbYid6VJnNHolNyMkpXWT5gmU6htWGC/tngX26JMa4LdY0MwqVUHOUNHsuyU9fCwAbAl5U8UkoK2GcQNzWKUq+gkwLeCuDGZ1/KMnuqhYAMwf0lZH0uWTOhByURW0qduo6Aw9sW7Q+PaAwVhZgvi/KmHuXtMQa7EUhZSt1gcLpNq2wx01NB4DtgFzfyCnVKgryLOEJFC5VBK7VgUkpGfGIqE1myLMNPf8rcAjg6xtjN8qqINMWxO9bVAJBw0d6jvCBkuwlOaKjLS5mE74O2KAxMbAXqKFRVFqqzomNjF6Poos3r1S4Os4dN7bhc+ho46EypySfEEjnYdEYewcSvkomQk4Y3EklEKxT5RfC6Ui6HRDtbIsynMxXZUj/OlMEMos4C1gD/rnPSIjMpcJoTpZwfwBwBgmvK8kR01Wb0LYEKiUge1RGZ+hE+PQL+Plleb6WGM9CmPmogR97jNBPjXdK8ulkmyjL1gVIl1VH123TdQnp1TUx48BsIeVDbI4BZHfKWvJ8JZuOsNocNtqG41Mo24h0m3kqlMIdeoXzCNEInSETrocGXZ8m5WhZOz7RyRbt3xGSx3ibTa/VoRVoPG9bPlZ7XcNqQBjyNCz6fAjLVmHhHgIamc6/QWp8YYOuEDWyIv22gh2UdX0esKdJnB9OvGuCrfPpss0qJ9fctlUkrHLxA224tOWFheOYNXzYY7emA3oYfKed8MC+0aspDXtsWNQl71YK6yc5nRQx7CVfENFmeenArdJ4QtB/03cDmOrv34ULl0kUNg8cpiPS0jEtFVPODE/EHZeW4j/Gi4q/uvuwc5SgW6Ytq4lEt86x65Oz+fFPRpq/+GbLzy4fhI/CR+6lYK/CSOBkdW750fkfT09z7Er0COiFaws0kbjWHf5ndLVHnxX2SPxD/g0fbaCwLgWNxQAAAABJRU5ErkJggg==).

Таким образом получив искажённую кодовую комбинацию из *At*, декодер принимает решение, что исходной была кодовая комбинация *A*, исправляя тем самым не более *t* ошибок.

Поясним на примере. Предположим, что есть два кодовых слова *A* и *B*, расстояние Хемминга между ними равно 3. Если было передано слово *A*, и канал внёс ошибку в одном бите, она может быть исправлена, так как даже в этом случае принятое слово ближе к кодовому слову *A*, чем к любому другому, и в частности к *B*. Но если каналом были внесены ошибки в двух битах (в которых *A* отличалось от *B*) то результат ошибочной передачи *A* окажется ближе к *B*, чем *A*, и декодер примет решение что передавалось слово *B*.

2.1.1.2. Коды Хемминга

*Коды Хемминга* — простейшие линейные коды с минимальным расстоянием 3, то есть способные исправить одну ошибку. Код Хемминга может быть представлен в таком виде, что *синдром*

![\overrightarrow{s}=\overrightarrow{r}H^T](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF0AAAASCAMAAAAOoSJIAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQWFhaKioq2trYEBAQMDAx3zEHMAAABUElEQVQ4EbVU2XbFIAgEt1ZbiTH//691SYzoNW0fLg85gMMEJxCAN9jmtEWt7fEGbtgDQMjMemAXQ/wcLtCUqpxLj+z0pvrgV/8BfaT+JzPjZSZEn2ho7TE6A8Id6HPTIFEWoPy47VMI62q6J+n8FXrH2quKFVxkT677uu1bKY+jWB33Gq3PXuMpVpGdVZZALb7UjMyZhvZ1+MTV20vZwf6L/EZjURsISz1ZdFwCYYlomtDXLQetgEjtbQRG2aeyLX9o1rnbbvMMTxC9bCqkI0LlsiHHtaKQ83sLH50gAA1Dq9RbMoHtNpzAoNesc37MIgkGWQLiJfuqP9owN/Q3s1wBcU378NKLTOS+Fa9Z6w4bV4DOaT84wUUOZQtCvV9Lrh3kCpwbKleyq7z/bTfWtPVkkr1uaBhe2mh2TXTvRksvHGI/R+fxSH8n42KaDF7xAxh4CucQDabMAAAAAElFTkSuQmCC), где ![\overrightarrow{r}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAWCAAAAAAQ1GhqAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAAAZAAAAFgAtk1uNAAAAaklEQVQoz8WRQQ3AMAwDTaEURmEUSiEUSiFYQmEUQiFYQiHba9LWWtpv/p4iXWwUC34jSslIRlzX5DowvYngmS2ImyVzexsYRmmThfUoSFSbPz0iYVX7TLwcSdrRznrrygicEAdbQeXzcid69/yJLwlYEgAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==) — принятый вектор, будет равен номеру позиции, в которой произошла ошибка. Это свойство позволяет сделать декодирование очень простым.

2.1.1.3. Общий метод декодирования линейных кодов

Любой код (в том числе нелинейный) можно декодировать с помощью обычной таблицы, где каждому значению принятого слова ![\overrightarrow{r}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHSKioq2trYEBAQWFhYMDAzTJqCPAAAAhklEQVQYGXVQ0RLDIAiLgm66ibb7/39tdxYt7pYXSNCEAzDwht0I33rTxjAoPSae3qdM1yi/Jt7Mxcn4Yxr+E58WvQaGCDfM7O4j2Ar5X/vq4SLQTNqXEKIzYvsoTUW7XscO+5qq75zxD+d+HTZCiOs1EHNVwqZOS5W8CEr3VvXGKvWaQ8UBJQsDPjZn0rkAAAAASUVORK5CYII=)соответствует наиболее вероятное переданное слово ![\overrightarrow{u}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHSKiooWFha2trYMDAwEBATJ9onhAAAAmUlEQVQYGXVP2xbCIAwLvUxB5SL//692CmP1nPUpTUgaADfkttMiJ+zgpsfKtzV3oph4SOmx5inyCvnwOCAX56PnSWUznyjW7W+OIu49Q3GpwEao9rSFWWjqDAqWre9JoE0Yq3GSDgGzw56EXvCfhW6lKDCPz6m0Ya7WJwaUnyOzzH5NspLoMDD6uuZQPtVwQm0j1LG2JC34AEmKA8kcxH/FAAAAAElFTkSuQmCC). Однако, данный метод требует применения огромных таблиц уже для кодовых слов сравнительно небольшой длины.

Для линейных кодов этот метод можно существенно упростить. При этом для каждого принятого вектора ![\overrightarrow{r}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHSKioq2trYEBAQWFhYMDAzTJqCPAAAAhklEQVQYGXVQ0RLDIAiLgm66ibb7/39tdxYt7pYXSNCEAzDwht0I33rTxjAoPSae3qdM1yi/Jt7Mxcn4Yxr+E58WvQaGCDfM7O4j2Ar5X/vq4SLQTNqXEKIzYvsoTUW7XscO+5qq75zxD+d+HTZCiOs1EHNVwqZOS5W8CEr3VvXGKvWaQ8UBJQsDPjZn0rkAAAAASUVORK5CYII=)вычисляется *синдром* ![\overrightarrow{s}_i=\overrightarrow{r}_i H^T](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAAAVCAMAAACdfluMAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQWFhaKioq2trYEBAQMDAx3zEHMAAABiklEQVRIDbWUWZKEIAxAExZ7YIYIev+7DqsI4tJd1flQCDyyQQC+K7OWCqVU63fNgLMANhiRnSHWzR9MLxHyB2jtP2GwF7GfPBvfIquP6iBTH+Jhx0HRIdLgoidgekUTQgGOPDL8VeWHMaWT+nDeTnGNOEwRiCUhsUR+qH+r/AlhsM/mzkIeXiMyR7DknMYSHQ8Rl7U97veaDjHpJrPi8bBEoN630yMYKwOE8ShSqJscMUXkFW/cBSsFEAnXIX2J+iTM4XoMwtFzFdNABIvhW4K2JUKhg2C7u6zboHZl9uRvGeA0YIR32QvDLtJ85oRG1njcg87EYcIMx19hllKiE7dpxuBglmqzaAZ/1SYnMay8osaLjWZhl2jBtHheI5hHyaH8itbRYQDxcdkUtL964iTszbE4wP2uwuR+wE9KJELfKQ+PuBi1wdYKtCXamNwPbONFRZ0k2h4eh9yl6vpoRPu2nRltcPXNctKLv1wjqNVRyWGrvpx9wsDs7H0L78x+woCWT2rUWrpl/gFHRgyvKc+pUgAAAABJRU5ErkJggg==). Поскольку ![\overrightarrow{r}_i=\overrightarrow{v}_i+\overrightarrow{e}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH0AAAATCAMAAACKoPI9AAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHSKioq2trYEBAQWFhYMDAzTJqCPAAABcUlEQVRIDZ2V65rEEAyGU4fOsttU7f3f66JTGmLK5sc8Ql6fSGoAiAnijTnTTBdQY4IkaprpAqsmGw8508wNkK9iX0IYK58lp5kuYL+L/Si1LfisPsKQJEaAKKu6LdE/FMts/fiuiPmHOM98UK+BXStAVA4mmk6gWgHw6DCsujOodQMgHJsUXMmtL0Y31GDCp7MupMDlumnwOR9yBLAl5hztApaQh6vnP/mrAB9vilOJHDO/HmHembh6NxlSuPvgfonLORJESjvXqmIYdb8h4p43K4Cpgkeaz/i4UVaHi1GpVkf6JdsuRTkd4QLOS8ynug36dT+ZUADeiG4KkUuvtHRBh+5/tiO0Skm9Zlr11Fuh8O/zFoCWHaWq7og9ig+vYujX0xqGUbexSuv7Lb0BSP52JMTmfDShNOY7ahhGHaxGfRENkPWw+SbzUndQM5w6gWsgL3q3d96QHNIMaobcZhMdJmogx1g9UvccngbTTAT+AHIcDV5mGr6JAAAAAElFTkSuQmCC), где ![\overrightarrow{v}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQEBAQWFhaKioq2trYMDAxWOpXiAAAAj0lEQVQYGXVPURbDIAhLEd10K1V3/7vOtgOrfeOHQEIAYAgaqkvBFzzA4K10jx5Popjcj0qvHm/mdRGbGQD/WR+nPgkHQDb03aePR2yHhkUXq3sg5F27akOzAx1iM6ofpWLekRGwGw6n5niLrR3VBzxXVeT2b9EBcVyUIPZiKodN+1OWNDW0zLXMr55U8gVfHnQDce5jocUAAAAASUVORK5CYII=) — кодовое слово, а ![\overrightarrow{e}_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHS2trYEBAQWFhaKiooMDAyWiOG5AAAAi0lEQVQYGXVQWxLDIAhUAVtpA425/10THV9MUn7cXV6LzpkIhi0EF2xgpEHhNeMdQmJoKf7M+CJuXkaPAfhnfbrpmoSuxXN3m0PFJ5uhlcTf9Wi6J/ZNRPLU9WjYL2KVmgfwOqsN8rFQ7V4JeyEXm7HfLIBjNJNQr3LgismnkIeLat2uuf+x7WPK7gQ6IAOOYdNwwQAAAABJRU5ErkJggg==) — вектор ошибки, то ![\overrightarrow{s}_i=\overrightarrow{e}_i H^T](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAAAVCAMAAACdfluMAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQWFhaKioq2trYEBAQMDAx3zEHMAAABjElEQVRIDbVU23KEIAxNgNiSFhT9/38tCAgCq+7ONA9OiJzcDgnA/8rMpJFIb/8bBtwCsIQg1AQSzfnB8RJivQNm/wlKLao+PNNvIZuvqpOpLbG70RkaCBlceQLBG5pQCkiUO0Z+FfkWQnM0d/4qwzXEYaxArRGyU+RV/inyq5TBtptVhKReQyhVsKae7hT1TtQlt/19b2kgJr5kkTMeUgT6/TgtBHdmwOLuymrkU4+EttYb3noLTluiFtJS1DZhDs9jUA7PRcwZRIGEmH71w6LiINjcTleWYHbV/Xt1Cq/K6fai8il7EThuzoSGSj3uyWaajW92mcWMWTNFL9K2M+J0ZFdiHqZOSeNy2CNG5CnC40etiHBLjbr6kiOJw5RtmqJt5AxgH64lE0tq6KPOzOuxAS4VnzFpH8gXFKmwd/LgWalK6xvv1ZED21OakQOT9sEyrhccWXsMnoS0pSqvI5XJUi49Ydjg5pflxKt/XCPM2WZzD8/my9MnGJjdcr/Cm7CfYIDpCUfnSLeYP51cDP6HeOeHAAAAAElFTkSuQmCC). Затем с помощью таблицы по синдрому определяется вектор ошибки, с помощью которого определяется переданное кодовое слово. При этом таблица получается гораздо меньше, чем при использовании предыдущего метода.

2.1.2. Линейные циклические коды

Несмотря на то, что декодирование линейных кодов значительно проще декодирования большинства нелинейных, для большинства кодов этот процесс всё ещё достаточно сложен. Циклические коды, кроме более простого декодирования, обладают и другими важными свойствами.

Циклическим кодом является линейный код, обладающий следующим свойством: если ![\overrightarrow{v}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAAAPFBMVEX////o6OimpqbR0dFaWlqSkpIsLCw6Ojqrq6ttbW1sbGwgICBoaGhKSkoLCwu7u7sAAAAUFBR+fn4EBAS3RRMOAAAAdUlEQVQYGWVP7RKAIAibgFla0cf7v2viZWXuB9x2c0OggW9YIYPrNA5ZGqcPiGJizOkDkWWl31MXurDAt8fJooDmuucIgQyA394YJSQrD9l6Q8GbsVgF23G3KTYqdmN8VGq7BDcmnLlcnwOK+UhemnBT6f3IBQ+YAwI2a0YRAAAAAElFTkSuQmCC)является кодовым словом, то его циклическая перестановка также является кодовым словом.

Слова циклического кода удобно представлять в виде многочленов. Например, кодовое слово ![\overrightarrow{v}=(v_0,\;v_1,\;\ldots,\;v_{n-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMcAAAAVCAMAAADFLQrQAAAAPFBMVEX///8AAADMzMzm5uYwMDBiYmKenp6jo6O4uLhQUFBAQEAJCQkSEhIiIiJ0dHQEBAQWFhaKioq2trYMDAxWOpXiAAACQElEQVRYCc1Xh3LDIAzFYNya1nj9/7+WISGzDE2bS7jLGTSeJCQBYSwaPFpVFqJCfxG55M7Y4cvcFWwH0D+J6CMHmmROSyhySggvXyqbEfFB45Pz2RFvXOM9KbvRfwJLWJfUF43vcVwGfW9pebOqst6qvETGhpt8uw/zJdxjSc02e1jOqco7rFfvBNejyYw2q2abL7tTIY1iGA12UadE7MVZfGFJNptWmYboJFYbDcrb6uuuqEGeNNgk2Jj14ii3/xNnm52Qt3V4H2tDo8GuoyecbpzZVbtg3LnXLCpjZnCmSIPPes7uIWIz1jo4Etej5RUnYsAiYEvlKbM7hfrjYAw1TgNgf8lA9i6hEBN+7xJxSvIXbIzDlZXJ4nWU+wN7CDQmuwFbfnwT4N/iIJyrazgP2L6uGFutJz3pYCcUEWho21NLrkmAwRYa/9UXcIRcDo2bTgABW8HlvZnvHqeDpKPZ6M9dBhoS4+BrFAwBelsJW4A0flmYJIKAo9lp4H1vXtwJcWywu3yUpVfjRQWnGjoKNEI++BB1CQFCHDEb3cbvJY5YEHCEMHcbtxak8sMlIMQB9yA62fEVkbvM94fLUeVdhrYq7NxkUXA3ec+fEog9webmYHWKik/Z09ydPjQouFQTbVXYqbip75xkXoKmrE6ehojY4fwtqVZo7pFMvEPB/SHyQ8tITXJQzrEym3DCrCxoX9mjjk0E7OOBdJj9SnfFuxC1efAqTBrsINd3apK4nT34j6jzRIhtPXEl7bPwB7A/EKH34U7aAAAAAElFTkSuQmCC)представляется в виде полинома ![v(x)=v_0+v_1 x+\ldots+v_{n-1}x^{n-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARUAAAAXBAMAAADXf8ZuAAAAMFBMVEX///8AAADMzMx0dHQwMDCenp4EBARiYmJQUFDm5uYWFhYiIiKKioq2trYMDAxAQEALBPTmAAAC0UlEQVRIDc1VPYgTQRT+Lrm7zSYmsU1l/KksJOKhhRyGiAhikbtGsFEEEawWRFCuuAOtDoQF5exEEDxZm2BtcWphYXNwpZ2NlXBwiGV8b+bNzMvdbsQi4Qay8+33vW/e23mbHeCwjN5hKQT4eifUklooU+CnhkItlbZNuji13JwoXtlZdQlDLQ+Fak51Y8qNZOZALaWuULEDcj/ZKd7AGUTD4XAP8PtSa7ukvx3InYt3rUCJc5fx5Dc8ctjXctox+O5RHhjkkYYrUGqFBiP8wY+ORPhafHWYH2suyEieAuUftXzA5b5NeOPYFkoL/fJtfCRiZ/XlAlATzUYAJ6/gvMMuo/Uwaz2MxtcSHBxrRrA6BlGlO9fiF6fUqQ3OttFMSGpmPN5zUPIUS6mPthmth0jxsGwVH+iA7It3OF5bPbdcTWidFhChulYHKmteYjDX3oTaZ5vRekgVDweOr8U7ONQMZXUU0uMpEhyl7w5m+sRGu15iEJdaiEpPnglpM1pPz3tYtIqEhUmewzoC3XPpAsVonfrAtQBLfNlXCyqvETXQYOlalt3PMk7KHnuAGI9SOM6P2Sx7K602WbxgvNbqOQab1AfuEWegr4HpkXpfqIXLN1Htc4B/euMxf0LjUYqJUhfXX+MIPHu9NdB3qev4BdTxDs/pte0EidF8H8lF1BLL8qbQMB5aTzxMicJQD1cLOUYPH2UN8W/wGbgOfDrxk5qF6naQGFU7R9or+2sxHqpFPBwntWzQEvyL7zFJnwg7gRyjh4+ySghNpx5Q9ks0n3txIaV9CIpBpauLOLAvxkO1iIcDB9ZXVAs5Rg8fZbVOf33l0S2PAqD3ZcveSUZzQ7WooRVFu31hKu/wUaEONrcd6jmg5kZq/kfEdBU7WotWVNCswnmHj5IdjLuC6ruOUnN9z31fFMkHyP+N0cOn2PtFJP0cxdGTVcrSpMeTTTN29b8bg62xyAnycwAAAABJRU5ErkJggg==). При этом циклический сдвиг кодового слова эквивалентен умножению многочлена на *x* по модулю *xn* − 1.

В дальнейшем, если не указано иное, мы будем считать, что циклический код является *двоичным*, то есть ![v_0,\;v_1,\;\ldots](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAANBAMAAADFxFTNAAAAMFBMVEX///8AAADMzMx0dHQwMDCenp4EBARiYmJQUFDm5uYWFhYiIiKKioq2trYMDAxAQEALBPTmAAAA60lEQVQoFXWQPQrCMACFH60xVnsBF4n4g2MHERfBRVxrT+AirhHBEzg5ddG5IOLi4OYqnsAb2NU7OJhUYxLFQJr3fXktSeG0Q3cMPWoDdDRZiRb6pGwYvsQoNtiIUZHjqJmwPUoarRRXY/BW9/qWnlMGRY5ZHQUrgKdIFRYSUH/BFFrrHqSRYKecOE+EPFNorRNQ94iTcvkQ/F91iwuV1SbP2sXAZ7LqTF8vb4SW0xNcn1+zr1bTbM8Z9pBVK79VYUiCAxC89uRTntXVaKY7UuCsjaz6Gs10E//VCz+GzB7A+oM/gX4ZcRV7PAGeICo5R4O/5QAAAABJRU5ErkJggg==)могут принимать значения *0* или *1*.

2.1.2.1. Порождающий (генераторный) полином

Можно показать, что все кодовые слова конкретного циклического кода кратны определённому *порождающему полиному* *g*(*x*). Порождающий полином является делителем *xn* − 1.

С помощью порождающего полинома осуществляется кодирование циклическим кодом. В частности:

* *несистематическое кодирование* осуществляется путём умножения кодируемого вектора на *g*(*x*): *v*(*x*) = *u*(*x*)*g*(*x*);
* *систематическое кодирование* осуществляется путём «дописывания» к кодируемому слову остатка от деления *xn* − *ku*(*x*) на *g*(*x*), то есть ![v(x)=x^{n-k}u(x)+[x^{n-k}u(x)\,\bmod\,g(x)]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUwAAAAXBAMAAACSfmvsAAAAMFBMVEX///8AAADMzMx0dHQwMDCenp4EBARiYmJQUFDm5uYWFhYiIiKKioq2trYMDAxAQEALBPTmAAAEZ0lEQVRIDaVXT2gcVRj/7c7uzs7+yS4BD0HRSRs8KMYtqUQDtas5lAUPG++li+BBENwSpUrRrAqiPciIxdKDcaBoJVVYGnpSYWvBg4KsREXtIYt/CDmIi0VKDxq/N+97b+btzMY2vkO+773fn/nNezPDBri14fxza/yA/d5gD6L/Jzm8B7k13IMoWeLJZS7JHLH6aQg5suUSrse6Yi9cumlRIjHvSqdDoWGkO/PZvNqQpzZ8BbwiG6uvFmStXAiqc3JjhYHcuwuaMkYk8fsiVhHiwraSP8dNJXE7a1uoSkL5/R/rTLWb3NzgyqUoqzXRTvHKT0dPK8o4kcRf8xUPBrHBy+k6N45qeC7L2VZ6gJWdnZ2a/Ye+jxlF0RnkAsd03sEsbNJcw0vhjYwTSWneV54wiCpm0VX4X6qJ1lLX7sh58WhL5byoGBXeVocpvP4Vnufu0vcMATGRMglqJKZBVDHv0eyruos0lfbEfjnNoVqTXdpXhHJXdryNXHAdPzO1lbKYGxcpk6CGMU2iiqnuG8gZOp4U3cwDsr0XR/qyU/tLs5ZcGYl5EYvNAEh3My9KBuIiBmQJY5rEBtIHm1Yr+MxsrJw5CBSltVaX528s1/UsaNLPNnEExR7A4CWJhzGllaFKFF19+srJfXPrwA/zbwD3Lz/oC4194su+6d6Ana9np/AEkK4VuwdcVNpErKyJcUFo9uMTa1I04SAJ7kDO1eB1iemYbBUqqEsWPeNW1jHtZX2seuVtFHyhWcdxz3Rv4PFCG11MkQ8KnTKQ7whmONr4EP1wKjqSlKeQ8gAGX5e4jslWhipZ9CvsKlLNXA+V+kQbwaHbPr4ecW/Am/boalXAIToZ20PDHR5uMxdAEtceQHwUGeTPuI7JVoYuWbQFu0XXXXJhVaebMmaqhp0Rd3qFTkHGBJaE72hMZOkWRsYpZIaBEYMiZmZt7QP5nIi0gZWpShKBYtINNw94sCaX+jLmZRe/jLhTzPPIuuLQRWCHDz3ybAqpJ9DIOI9czxOHzuDoobNVREFtoohjBrv5De/mcTiTwaGH7hTzSXoq8Tu9tfQQvk1vT8107xc6zsgSSabP1ib6AIPXpEQfOluZRokijpmjZ7NLz2bFJ83DKLVgulPMc/gceAy4vG+LTh8FunpklCZn23Qb5vgIL5e8TA8K/FjCOiZb3YSIY5Z8zLrZAVZ90tyN1TpMd4o5s0zB6FfkzNzpeS/2eU8vPrT4gnk94Nv5mWVYQyiwJQk6JluZsiTR5p2dN+/67pFzOHbiT2Bz7vDtLmC9ulAbcaeYwVjlChzT3X80zkARskPZ6ZgKiNe4KM4B3urDJKqYFX3UjybpEtf+VqsZV3YZWTitQs0aE5mwmHn4gv4aRBXTqQsCjTLvjJzt+lf/fts0abvGHCcKLfJV5zeaGUQVE1eYxzsSqsZ3pRpjdZOza8xxotCitLgijtYg6pgWn3rsdQn1se6QXLE9E+F/MsxFPRsj0rhuIsSF7X8BQ6Y87DzhIYwAAAAASUVORK5CYII=).

2.1.2.2. Коды CRC

Коды *CRC* (англ. *cyclic redundancy check* — циклическая избыточная проверка) являются *систематическими* кодами, предназначенными не для исправления ошибок, а для их обнаружения. Они используют способ систематического кодирования, изложенный выше: «контрольная сумма» вычисляется путем деления *xn* − *ku*(*x*) на *g*(*x*). Ввиду того, что исправление ошибок не требуется, проверка правильности передачи может производиться точно так же.

Таким образом, вид полинома *g*(*x*) задаёт конкретный код CRC. Примеры наиболее популярных полиномов:

|  |  |  |
| --- | --- | --- |
| название кода | степень | полином |
| CRC-12 | 12 | *x*12 + *x*11 + *x*3 + *x*2 + *x* + 1 |
| CRC-16 | 16 | *x*16 + *x*15 + *x*2 + 1 |
| CRC-CCITT | 16 | *x*16 + *x*12 + *x*5 + 1 |
| CRC-32 | 32 | *x*32 + *x*26 + *x*23 + *x*22 + *x*16 + *x*12 + *x*11 + *x*10 + *x*8 + *x*7 + *x*5 + *x*4 + *x*2 + *x* + 1 |

2.1.2.3. Коды БЧХ

Коды *Боуза — Чоудхури — Хоквингема* (БЧХ) являются подклассом циклических кодов. Их отличительное свойство — возможность построения кода БЧХ с минимальным расстоянием не меньше заданного. Это важно, потому что, вообще говоря, определение минимального расстояния кода есть очень сложная задача.

Математически полинома *g*(*x*) на множители в поле Галуа.

2.1.2.4. Коды коррекции ошибок Рида — Соломона

Коды *Рида — Соломона* — недвоичные циклические коды, позволяющие исправлять ошибки в блоках данных. Элементами кодового вектора являются не биты, а группы битов (блоки). Очень распространены коды Рида-Соломона, работающие с байтами (октетами).

Математически коды Рида — Соломона являются кодами БЧХ.

2.1.3. Преимущества и недостатки блоковых кодов

Хотя блоковые коды, как правило, хорошо справляются с редкими, но большими *пачками ошибок*, их эффективность при частых, но небольших ошибках (например, в канале с АБГШ), менее высока.

2.2. Свёрточные коды
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*Свёрточные коды*, в отличие от блоковых, не делят информацию на фрагменты и работают с ней как со сплошным потоком данных.

Свёрточные коды, как правило, порождаются дискретной линейной инвариантной во времени системой. Поэтому, в отличие от большинства блоковых кодов, свёрточное кодирование — очень простая операция, чего нельзя сказать о декодировании.

Кодирование свёрточным кодом производится с помощью регистра сдвига, отводы от которого суммируются по модулю два. Таких сумм может быть две (чаще всего) или больше.

Декодирование свёрточных кодов, как правило, производится по алгоритму Витерби, который пытается восстановить переданную последовательность согласно критерию максимального правдоподобия.

2.2.1. Преимущества и недостатки свёрточных кодов

Свёрточные коды эффективно работают в канале с белым шумом, но плохо справляются с пакетами ошибок. Более того, если декодер ошибается, на его выходе всегда возникает пакет ошибок.

2.3. Каскадное кодирование. Итеративное декодирование

Преимущества разных способов кодирования можно объединить, применив *каскадное кодирование*. При этом информация сначала кодируется одним кодом, а затем другим, в результате получается *код-произведение*.

Например, популярной является следующая конструкция: данные кодируются кодом Рида-Соломона, затем *перемежаются* (при этом символы, расположенные близко, помещаются далеко друг от друга) и кодируются свёрточным кодом. На приёмнике сначала декодируется свёрточный код, затем осуществляется обратное перемежение (при этом *пачки ошибок* на выходе свёрточного декодера попадают в разные кодовые слова кода Рида — Соломона), и затем осуществляется декодирование кода Рида — Соломона.

Некоторые коды-произведения специально сконструированы для *итеративного декодирования*, при котором декодирование осуществляется в несколько проходов, каждый из которых использует информацию от предыдущего. Это позволяет добиться большой эффективности, однако, декодирование требует больших ресурсов. К таким кодам относят *турбо-коды* и LDPC-коды (коды Галлагера).

2.4. Оценка эффективности кодов

Эффективность кодов определяется количеством ошибок, которые тот может исправить, количеством избыточной информации, добавление которой требуется, а также сложностью реализации кодирования и декодирования (как аппаратной, так и в виде программы для ЭВМ).

2.4.1. Граница Хемминга и совершенные коды

Пусть имеется двоичный блоковый (*n*,*k*) код с корректирующей способностью *t*. Тогда справедливо неравенство (называемое *границей Хемминга*):
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Коды, удовлетворяющие этой границе с равенством, называются *совершенными*. К совершенным кодам относятся, например, коды Хемминга. Часто применяемые на практике коды с большой корректирующей способностью (такие, как коды Рида — Соломона) не являются совершенными.

2.4.2. Энергетический выигрыш

При передаче информации по каналу связи вероятность ошибки зависит от отношения сигнал/шум на входе демодулятора, таким образом при постоянном уровне шума решающее значение имеет мощность передатчика. В системах спутниковой и мобильной, а также других типов связи остро стоит вопрос экономии энергии. Кроме того, в определённых системах связи (например, телефонной) неограниченно повышать мощность сигнала не дают технические ограничения.

Поскольку помехоустойчивое кодирование позволяет исправлять ошибки, при его применении мощность передатчика можно снизить, оставляя скорость передачи информации неизменной. Энергетический выигрыш определяется как разница отношений с/ш при наличии и отсутствии кодирования.

2.5. Применение кодов, исправляющих ошибки

Коды, исправляющие ошибки, применяются:

* в системах цифровой связи, в том числе: спутниковой, радиорелейной, сотовой, передаче данных по телефонным каналам.
* в системах хранения информации, в том числе магнитных и оптических.

Коды, обнаруживающие ошибки, применяются в сетевых протоколах различных уровней.

# 3. Автоматический запрос повторной передачи

Системы с автоматическим запросом повторной передачи (ARQ — Automatic Repeat reQuest) основаны на технологии обнаружения ошибок. Распространены следующие методы автоматического запроса:

3.1. Запрос ARQ с остановками (stop-and-wait ARQ)

Идея этого метода заключается в том, что передатчик ожидает от приемника подтверждения успешного приема предыдущего блока данных перед тем как начать передачу следующего. В случае, если блок данных был принят с ошибкой, приемник передает отрицательное подтверждение (negative acknowledgement, NAK), и передатчик повторяет передачу блока. Данный метод подходит для полудуплексного канала связи. Его недостатком является низкая скорость из-за высоких накладных расходов на ожидание.

3.2. Непрерывный запрос ARQ с возвратом (continuous ARQ with pullback)

Для этого метода необходим полнодуплексный канал. Передача данных от передатчика к приемнику производится одновременно. В случае ошибки передача возобновляется, начиная с ошибочного блока (то есть, передается ошибочный блок и все последующие).

3.3. Непрерывный запрос ARQ с выборочным повторением (continuous ARQ with selective repeat)

При этом подходе осуществляется передача только ошибочно принятых блоков данных.
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