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1. Цель работы

Исследовать способы реализации и использования параметризованных классов и функторов в языке Scala, получить практические навыки их применения.

1. Постановка задачи

2.1. Написать типизированный класс Box[T] который позволяет сохранять в себя значение типа Т (метод save) и получать сохранённое значение (метод get).

2.2. Преобразовать класс Box из п.1 в ковариативный функтор. Доказать, что он является ковариативным функтором.

2.3. Преобразовать класс Box в контравариативный функтор. Доказать, что он является контравариативным функтором.

2.4. Преобразовать класс Box в инвариативный функтор. Доказать, что он является инвариативным функтором.

3. Ход работы

trait Function[T] {

def get: T

}

trait CovarFunctor[T] {

def map[R](f: T => R): CovarFunctor[R]

}

trait Presentater[T] extends Function[T] with CovarFunctor[T] { outer =>

def source: Presentater[\_] = this

def map[R](f: T => R) = new Presentater[R] {

override def source = outer

def get = f(source.get)

}

}

object Presentater {

def apply[T](value: T) = new Presentater[T] {

def get = value

}

}

trait Setter[T] {

def set: T => Unit

}

trait ContraFunctor[T] {

def contramap[R](f: R => T): ContraFunctor[R]

}

trait Consumer[T] extends Setter[T] with ContraFunctor[T] { outer =>

def storage: Consumer[\_] = this

def contramap[R](f: R => T) = new Consumer[R] {

override def storage = outer

override def set = (newValue: R) => storage.set(f(newValue))

}

}

object Consumer {

def apply[T] = new Consumer[T] {

def set = (newValue: T) => println("Consumed this: " + newValue)

}

}

trait InvariantFunctor[T] {

def xmap[R](in: R => T, out: T => R): InvariantFunctor[R]

}

trait Box[T] extends Function[T] with Setter[T] with InvariantFunctor[T] { outer =>

def xmap[R](in: R => T, out: T => R) = new Box[R] {

def get = out(outer.get)

def set = (newValue: R) => outer.set(in(newValue))

}

}

Выводы:

В ходе выполнения данной лабораторной работы были изучены такие концепции функционального программирования, как ковариативный, контравариативный и инвариативный функторы. Также были получены навыки обращения с trait и анонимными классами, заменяя обычное объявление класса и конструктора на объявления trait и реализации функции конструктора в методе apply объекта компаньона. Помимо этого, была получена практика общения с Scala разработчиками на английском языке и получена рекомендация книги для освоения Scala и основ функционального программирования в разрезе языка Scala.