## Reference: https://github.com/airbnb/javascript

## DataTypes

[1.1](https://github.com/airbnb/javascript" \l "types--primitives) **Primitives**: When you access a primitive type you work directly on its value.

* string
* number
* boolean
* null
* undefined
* symbol

[1.2](https://github.com/airbnb/javascript) **Complex**: When you access a complex type you work on a reference to its value.

* object
* array
* function

# What is the difference between VAR and LET keywords in JS

* VAR has been in JS from beginning whereas let has been introduced in latest version of JS i.e. ES6
* LET has block scope, VAR has function scope
* VAR are gets hoisted at the top of function (only variable not its value) whereas let doesn’t.

# What is the difference between LET and CONST keywords in JS

* LET can be assigned or reassigned in terms of value and type as may times as required.
* CONST is constant, CONST can only be assigned first time and cannot change its type or values we can only modify its value when is a reference type like array, object, function.

# What is the difference between NULL and UNDEFINED in JS

* Both represent an empty value
* When we declare variable without value , JS automatically sets an placeholder to it as undefined whereas when we wanted to clear any variable we manually sets its value to null which is an empty.
* (typeof undefined ) is undefined whereas( typeof null) is an object.

# What is the use of Arrow functions

* Arrow function doesn’t hold its own lexical scope as normal function does, its gets its environment from its parent in which it has declared.
* We don’t have to pass parent this in FAT ARROW functions.

# What is the difference between == & === operators

* both are comparism operators
* == Just compare the value || == convert second parameter to the type of first parameter and check
* === compares value as well as type

# Prototype Inheritance:

In JavaScript everything is an object, and every object has one private property called **prototype**. Through which object hold a link to another object and so until an object reaches to null as its prototype.

**With constructor**:  
A "constructor" in JavaScript is "just" a function that happens to be called with the [new operator](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/new).

function Graph() {

this.vertices = [];

this.edges = [];

}

Graph.prototype = {

addVertex: function(v) {

this.vertices.push(v);

}

};

var g = new Graph();

// g is an object with own properties 'vertices' and 'edges'.

// g.[[Prototype]] is the value of Graph.prototype when new Graph() is executed.

**With Object.create:**ECMAScript 5 introduced a new method: [Object.create()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/create). Calling this method creates a new object. The prototype of this object is the first argument of the function:

var a = {a: 1};

// a ---> Object.prototype ---> null

var b = Object.create(a);

// b ---> a ---> Object.prototype ---> null

console.log(b.a); // 1 (inherited)

var c = Object.create(b);

// c ---> b ---> a ---> Object.prototype ---> null

var d = Object.create(null);

// d ---> null

console.log(d.hasOwnProperty);

// undefined, because d doesn't inherit from Object.prototype

**With Class Keyword:**

ECMAScript 2015 introduced a new set of keywords implementing [classes](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Classes). Although these constructs look like those familiar to developers of class-based languages, they are not the same. JavaScript remains prototype-based. The new keywords include [class](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/class), [constructor](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Classes/constructor), [static](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Classes/static), [extends](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Classes/extends), and [super](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/super).

'use strict';

class Polygon {

constructor(height, width) {

this.height = height;

this.width = width;

}

}

class Square extends Polygon {

constructor(sideLength) {

super(sideLength, sideLength);

}

get area() {

return this.height \* this.width;

}

set sideLength(newLength) {

this.height = newLength;

this.width = newLength;

}

}

var square = new Square(2);

Classical Inheritance in JavaScript:

JavaScript is a class-free, object-oriented language, and as such, it uses prototypal inheritance instead of classical inheritance. JavaScript's prototypal inheritance has more expressive power than classical inheritance.

|  |  |
| --- | --- |
| **Java** | **JavaScript** |
| Strong-typed Language | Loosely-typed Language |
| Static | Dynamic |
| Classical Inheritance | Prototypal Inheritance |
| Classes | Functions |
| Constructors | Functions |
| Methods | Functions |

Difference between function declaration and function expression.

Function Declaration Example:

function functionName(){  
 console.log()  
}

Function Expression Example:

var variableName = function (){  
 console.log()  
}

* Function declaration is the function with functionName, we can use/access it before declaration in the document.
* Function expression is the anonymous function assigned to a variable. So cannot use/access it before its declaration and we get all the benefits of variable to the function expressions.   
  Like:   
  - Passing it to another function.  
  - Variable scope  
  ~~- Closure benefits~~

What are the Promises and its benefits?

Difference between bind call and apply in JavaScript

You can use call()/apply() to invoke the function immediately. bind() returns a bound function that, when executed later, will have the correct context (**"this"**) for calling the original function. So bind() can be used when the function needs to be called later in certain events when it's useful.

* Call invokes the function and allows you to pass in arguments one by one.
* Apply invokes the function and allows you to pass in arguments as an array.
* Bind returns a new function, allowing you to pass in a **this** array and any number of arguments.

# What is strict mode in JavaScript?

Strict mode is a way to introduce better error-checking into your code. When you use strict mode, you cannot use implicitly declared variables, or assign a value to a read-only property, or add a property to an object that is not extensible.

Not allowed in strict mode:

* Using a variable without declaring it.
* Writing to a read-only property.
* Adding a property to an object whose extensible attribute is set to false.
* Deleting a variable, a function, or an argument.
* Deleting a property whose configurable attribute is set to false.
* Defining a property more than once in an object literal.
* Using a parameter name more than once in a function.
* Using a future reserved keyword as a variable or function name.

# What is Closure’s in JavaScript A closure is an inner function that has access to the outer (enclosing) function's variables—scope chain. The closure has three scope chains: it has access to its own scope (variables defined between its curly brackets), it has access to the outer function's variables, and it has access to the global variables. The inner function has access not only to the outer function’s variables, but also to the outer function’s parameters. Note that the inner function cannot call the outer function’s *arguments* object, however, even though it can call the outer function’s parameters directly.

![](data:image/png;base64,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)

# What is the eval function in JavaScript?

The eval() function evaluates or executes an argument. If the argument is an expression, eval() evaluates the expression. If the argument is one or more JavaScript statements, eval() executes the statements.

What is callback functions Or High Order Functions in JavaScript  
  
A callback function, also known as a higher-order function, is a function that is passed to another function (let's call this other function “otherFunction”) as a parameter, and the callback function is called (or executed) inside the otherFunction.  
  
In JavaScript, functions are first-class objects; that is, functions are of the type Object and they can be used in a first-class manner like any other object (String, Array, Number, etc.) since they are in fact objects themselves. They can be “stored in variables, passed as arguments to functions, created within functions, and returned from functions”

What are pure functions in JS?  
A pure function is a function where the return value is only determined by its input values, without observable side effects. This is how functions in math work: Math.cos(x) will, for the same value of x , always return the same result. ... A given invocation of a pure function can always be replaced by its result

# What is a first class function in JavaScript? Like the program itself, a function is composed of a sequence of statements called the function body. Values can be passed to a function, and the function will return a value. In JavaScript, functions are first-class objects, because they can have properties and methods just like any other object.

# What is an impure function? An impure function is a function that mutates variables/state/data outside of its lexical scope, thus deeming it “impure” for this reason. There are many ways to write JavaScript, and thinking in terms of impure/pure functions we can write code that is much easier to reason with.

# What is event bubbling/propagation in JavaScript?

# Event bubbling directs an event to its intended target, it works like this: A button is clicked and the event is directed to the button. If an event handler is set for that object, the event is triggered. If no event handler is set for that object, the event bubbles up (like a bubble in water) to the objects parent. With bubbling, the event is first captured and handled by the innermost element and then propagated to outer elements. With capturing, the event is first captured by the outermost element and propagated to the inner elements. Capturing is also called "trickling", which helps remember the propagation order: trickle down, bubble up

What is Immediately Invoked Function Expression (IIFE)  
  
An **immediately**-**invoked function expression** (**IIFE**) is a JavaScript programming language idiom which produces a lexical scope using JavaScript's **function** scoping.  
IIFE (**Immediately Invoked Function Expression**) is a JavaScript **function** that runs as soon as it is defined

**When To Use Immediately Invoked Function Expressions?**

1. To Avoid Polluting the Global Scope. The most popular use of the IIFE is to avoid declaring variables in the global scope. ...
2. Use With the Conditional Operator. ...
3. Use it in Closures to Prevent Fold Over.

# What is hoisting in JavaScript?

**Hoisting** is the **JavaScript** interpreter's action of moving all variable and function declarations to the top of the current scope. However, only the actual declarations are **hoisted**. Any assignments are left where they are

What is meant by lexical scope?  
**Lexical scoping** (sometimes known as static **scoping**) is a convention used with many programming languages that sets the **scope** (range of functionality) of a variable so that it may only be called (referenced) from within the block of code in which it is defined.

What difference between for in & for of loops?  
**for in** loops over **enumerable property** names of an object.

**for of** (new in ES6) does use an object-specific iterator and loops over the **values generated by that**.

let list = [4, 5, 6];

for (let i in list) {

console.log(i); // "0", "1", "2",

}

for (let i of list) {

console.log(i); // "4", "5", "6"

}
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# What is the difference between filter, map, reduce, foreach

**foreach** : Foreach takes a callback function and run that callback function on each element of array one by one.

**filter**: By taking a callback function returns new array with matched element

**map**: Map is like a filter & foreach takes a callback and run it against every element on the array but what's makes it unique is it generate a new array based on your existing array.

**reduce**: As the name already suggest reduce method of the array object is used to reduce the array to one single value.  
E.g. accumulative result

Thunk is the middleware which allow to do API or asynechrouns call in action-Creator functions.

# why JavaScript is called dynamic language?

JavaScript is called a dynamic language because it doesn't just have a few dynamic aspects,

pretty much everything is dynamic.

All variables are dynamic (both in type and existance), and even the code is dynamic.

You can create new variables at runtime, and the type of variables is determined at runtime.

You can create new functions at any time, or replace existing functions.

When used in a browser, code is added when more script files are loaded,

and you can load more files any time you like.

Nowadays JavaScript is compiled in many implementations,

and static code and static types are generated in the background.

However, the behaviour is still dynamic,

the compiler only generates static types when it finds that the dynamic aspects are not used for a specific object.

Major javascript feature so fes6 used in react? [Ref : <http://es6-features.org/#Constants>]

1 - Constants

Constants

2 - Scoping

Block-Scoped Variables

Block-Scoped Functions

3 - Arrow Functions

Expression Bodies

Statement Bodies

Lexical this

4 - Extended Parameter Handling

Default Parameter Values

Rest Parameter

Spread Operator

5 - Template Literals

String Interpolation

Custom Interpolation

Raw String Access

6 - Extended Literals

Binary & Octal Literal

Unicode String & RegExp Literal

7 - Enhanced Regular Expression

Regular Expression Sticky Matching

8 - Enhanced Object Properties

Property Shorthand

Computed Property Names

Method Properties

9 - Destructuring Assignment

Array Matching

Object Matching, Shorthand Notation

Object Matching, Deep Matching

Object And Array Matching, Default Values

Parameter Context Matching

Fail-Soft Destructuring

10 - Modules

Value Export/Import

Default & Wildcard

11 - Classes

Class Definition

Class Inheritance

Class Inheritance, From Expressions

Base Class Access

Static Members

Getter/Setter

12- Symbol Type

Symbol Type

Global Symbols

13 - Iterators

Iterator & For-Of Operator

14 - Generators

Generator Function, Iterator Protocol

Generator Function, Direct Use

Generator Matching

Generator Control-Flow

Generator Methods

15 - Map/Set & WeakMap/WeakSet

Set Data-Structure

Map Data-Structure

Weak-Link Data-Structures

16 - Typed Arrays

Typed Arrays

17 - New Built-In Methods

Object Property Assignment

Array Element Finding

String Repeating

String Searching

Number Type Checking

Number Safety Checking

Number Comparison

Number Truncation

Number Sign Determination

18 - Promises

Promise Usage

Promise Combination

19 - Meta-Programming

Proxying

Reflection

20 - Internationalization & Localization

Collation

Number Formatting

Currency Formatting

Date/Time Formatting

<https://codeburst.io/array-methods-explained-filter-vs-map-vs-reduce-vs-foreach-ea3127c6d319>