**VYDEHI SCHOOL OF EXCELLENCE**

Affiliated to CBSE, Delhi

Vydehi campus, Whitefield, Bengaluru

Karnataka
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**INTRODUCTION**

This project is a terminal-based net-banking app, in which users can:

1. Create and log into a password protected account
2. Deposit money
3. Make transactions with other users
4. Create fixed deposits and gain interest

All user-data is stored in and retrieved from a MySQL database. For the application itself, Python is used.

One of the main features of this project in terms of development is its state machine architecture, which is discussed in detail later in this document.

**WHY PYTHON?**

* **Cross-platform Language**: Python can run equally well on variety of platforms – Windows, Linus/UNIX, smartphones, etc.
* **Simple and expressive syntax:** Python has a simple syntax similar to the English language. It is thus very expressive with fewer lines of code and simplicity compared to other popular languages like C++, Java etc.
* **Quick prototyping:** Python runs on an interpreter system, so the code can be executed as soon as it is written. This, along with its simplicity, means that prototyping can be very quick.
* **Multi-paradigm:** Python can be written in a procedural way, an object-oriented way or a functional way.

**SYSTEM SPECS**

|  |  |
| --- | --- |
| **Operating System** | Windows 10 |
| **Processor** | AMD Ryzen 7 5700U with Radeon Graphics 1.80 GHz |
| **RAM** | 32 GB |
| **Hard disk** | 1 TB SSD |

**AIM**

To create a net-banking client application with terminal-based UI.

**Some Background**

As mentioned before, the state machine architecture of this application is a highlight of this project.

Based on what functionality the user wants to access, different kinds of processing have to be done. The idea of a state arises from this situation naturally. Based on user input, we will set a certain “state”, and based on the current state, some processing will be done. Each state can also change the current state to a different one, allowing navigation between different states.

A naïve implementation would declare constants that represent different states, and would check in an if-elif chain what state is currently set, and run code based on that, like this :

1 | STATE0 = 0

2 | STATE1 = 1

3 | currentState = 0

4 | ​

5 | while True: *# main process-loop*

6 |  if currentState == STATE0:

7 |  *# STATE0'S processing*

8 |

9 |  inp = userInput()

10|

11|  if inp == "change\_state":

12|             *# some user-input condition*

13|  currentState = STATE1

14|

15|  continue

16|

17|  elif currentState == STATE1:

18|  *# STATE1'S processing*

19|

20|  inp = userInput()

21|

22|  if inp == "change\_state":

23|  currentState = STATE0

24|

25|  continue

However, this if-elif chain can quickly grow very large. Since the states are being set by the code itself explicitly, there shouldn’t be any need to check for the state in each process-loop. Moreover, the implementation for different states cannot be separated and thus modularization cannot be achieved, which would be desirable from a code-design standpoint.

The problem is that the state in the above code is represented by an integer object, which does not contain any information about what kind of processing it needs. Thus, the current state needs to be checked and its implementation has to be provided by the main process-loop itself. However, if the state was represented by an object that itself contained information about the required processing, then we could just use that information without caring what the current state exactly is. This state-object can be a class that contains a process() function, which is called by the main process-loop. This eliminates the need of if-checks altogether. Also, since the class definitions can be written separately, it improves code-design by allowing modularization. This design is exemplified by the application code following this page.

Of note : We have made the program so that many in-program days pass in just a few real-life seconds, so that we can demostrate fixed deposit interests.

**PROGRAM CODE**

1 | DROP DATABASE IF EXISTS Bank;

2 | CREATE DATABASE Bank;

3 | USE Bank;

4 | ​

5 | CREATE TABLE Users (

6 |    password VARCHAR(10) NOT NULL,

7 |    username VARCHAR(50),

8 |    firstname VARCHAR(50) NOT NULL,

9 |    lastname VARCHAR(50) NOT NULL,

10|    age INT NOT NULL,

11|    phone VARCHAR(15) NOT NULL,

12|    inactive TINYINT(1) NOT NULL DEFAULT 0,

13| ​

14|    PRIMARY KEY(username),

15|    CHECK(age > 0)

16| );

17| ​

18| CREATE TABLE Account (

19|    balance INT NOT NULL,

20|    created DATE NOT NULL,

21|    frozen TINYINT(1) NOT NULL DEFAULT 0,

22|    username VARCHAR(50),

23| ​

24|    PRIMARY KEY(username),

25|    CHECK(balance >= 0),

26|    FOREIGN KEY(username) REFERENCES Users(username)

27|     ON DELETE CASCADE

28|     ON UPDATE CASCADE

29| );

30| ​

31| CREATE TABLE FixedDepo (

32|    fdName VARCHAR(30),

33|    username VARCHAR(50),

34|    principal INT NOT NULL,

35|    interest INT NOT NULL,

36|    creationdate DATE NOT NULL,

37|    timeperiod INT NOT NULL,

38|    maturedate DATE NOT NULL,

39|    withdrawn INT NOT NULL DEFAULT 0,

40| ​

41|    PRIMARY KEY(fdName, username),

42|    CHECK(principal > 0),

43|    CHECK(interest > 0),

44|    CHECK(timeperiod BETWEEN 0 AND 10),

45|    CHECK(maturedate = DATE\_ADD(creationdate, INTERVAL timeperiod

YEAR)),

46|    FOREIGN KEY(username) REFERENCES Users(username)

47|     ON DELETE CASCADE

48|     ON UPDATE CASCADE

49| );

50| ​

51| CREATE TABLE Transactions (

52|    transID INT AUTO\_INCREMENT,

53|    payerID VARCHAR(50) NOT NULL,

54|    receiverID VARCHAR(50) NOT NULL,

55|    transDate DATE NOT NULL,

56|    amount INT NOT NULL,

57|    comment TINYTEXT,

58| ​

59|    PRIMARY KEY(transID),

60|    CHECK(amount > 0),

61|    FOREIGN KEY(payerID) REFERENCES Users(username)

62|     ON DELETE RESTRICT

63|     ON UPDATE CASCADE,

64|    FOREIGN KEY(payerID) REFERENCES Users(username)

65|     ON DELETE RESTRICT

66|     ON UPDATE CASCADE

67| );

68| ​

69| CREATE TABLE Updates (

70|    username VARCHAR(50) NOT NULL,

71|    baseContent TINYTEXT NOT NULL,

72|    extraContent TEXT NOT NULL,

73|    updateDate DATE,

74| ​

75|    FOREIGN KEY(username) REFERENCES Users(username)

76| );

77| ​

78| CREATE TABLE EnvInfo (

79|    DBCreationDateTime TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

80| );

81| ​

82| INSERT INTO EnvInfo

83| VALUES ();

1 | import time

2 | from getpass import getpass

3 | import datetime as dt

4 | from dateutil.relativedelta import relativedelta

5 | import mysql.connector as sqlconn

6 | from mysql.connector import DataError, DatabaseError, OperationalError,

NotSupportedError, IntegrityError, ProgrammingError, InternalError

7 | ​

8 | try:

9 | ​

10|     currentState = None

11|     TIMEDELTA = 0.5

12|     currentDate = None

13| ​

14|     db = sqlconn.connect(host="localhost", user="root",

password="VSE@2022", database="bank", charset="utf8")

15|     crsr = db.cursor(buffered=True)

16|

17|     def EXIT(code=0):

18|         db.close()

19|         exit(code)

20| ​

21|     def execute(query : str, args : tuple) -> None:

22|         crsr.execute(query.format(\*args))

23| ​

24|     def resultExists(result):

25|         if len(result):

26|             return True

27|         else:

28|             return False

29| ​

30|     def getBalance(username : str) -> int:

31|         Q\_GET\_BALANCE = ("SELECT balance "

32|                          "FROM account "

33|                          "WHERE username = '{}';")

34| ​

35|         execute(Q\_GET\_BALANCE, (username,))

36|         return crsr.fetchone()[0]

37| ​

38|     def c\_changeBalance(username : str, change : int) -> None:

39|         QC\_CHANGE\_BALANCE = ("UPDATE Account "

40|                              "SET balance = balance + {1} "

41|                              "WHERE username = '{0}'; ")

42|

43|         execute(QC\_CHANGE\_BALANCE, (username, change))

44| ​

45|     def userExists(username : str) -> bool:

46|         Q\_CHECK\_USERNAME = ("SELECT username "

47|                             "FROM Users "

48|                             "WHERE username = '{}';")

49| ​

50|         execute(Q\_CHECK\_USERNAME, (username,))

51| ​

52|         if len(crsr.fetchall()) != 0:

53|             return True

54|         else:

55|             return False

56| ​

57|     def checkFDExists(username : str, fdName : str) -> bool:

58|         Q\_CHECK\_FD\_EXISTS = ("SELECT \* FROM FixedDepo "

59|                              "WHERE username = '{}' AND fdName = '{}';

")

60| ​

61|         execute(Q\_CHECK\_FD\_EXISTS, (username, fdName))

62| ​

63|         if len(crsr.fetchall()) != 0:

64|             return True

65|         else:

66|             return False

67| ​

68|     def intInput(prompt : str, failMsg : str = "Invalid input.") ->

int:

69|         while True:

70|             inpStr = input(prompt).strip()

71| ​

72|             if not inpStr.isdigit():

73|                 print(failMsg)

74|             else:

75|                 return int(inpStr)

76|

77|     def getUpdates(username, date=None):

78|         \_Q\_GET\_UPDATES\_ALL = ("SELECT baseContent, extraContent,

updateDate "

79|                               "FROM Updates "

80|                               "WHERE username = '{}';")

81| ​

82|         \_Q\_GET\_UPDATES\_DAY = ("SELECT baseContent, extraContent,

updateDate "

83|                               "FROM Updates "

84|                               "WHERE username = '{}' "

85|                               "AND updateDate = '{}'")

86| ​

87|         if date:

88|             execute(\_Q\_GET\_UPDATES\_DAY, (username, date))

89|             return crsr.fetchall()

90|         else:

91|             execute(\_Q\_GET\_UPDATES\_ALL, (username, ))

92|             return crsr.fetchall()

93| ​

94|     def c\_createUpdate(username, baseContent,

extraContent="No comment", \_date=None):

95|         \_QC\_CREATE\_UPDATE = ("INSERT INTO Updates "

96|                              "VALUES "

97|                              "('{}', '{}', '{}', '{}')")

98| ​

99|         if \_date:

100|             execute(\_QC\_CREATE\_UPDATE, (username, baseContent,

extraContent, \_date))

101|        else:

102|             execute(\_QC\_CREATE\_UPDATE, (username, baseContent,

extraContent, currentDate))

103| ​

104|     def getUserInfo(username):

105|         \_Q\_GET\_USER = ("SELECT firstname, lastname, age, phone,

inactive "

106|                        "FROM Users "

107|                        "WHERE username = '{}' ;")

108| ​

109|         execute(\_Q\_GET\_USER, (username,))

110|         return crsr.fetchone()

111| ​

112|     class LockedState:

113|         def \_\_init\_\_(self):

114|             pass

115| ​

116|         def process(self):

117|             global currentState

118| ​

119|             print("===================================================

===================")

120|             print("Enter username and password to view details or

create a new account")

121|             print("(1) Login")

122|             print("(2) Create an account")

123|             print("(3) Quit")

124|             print()

125| ​

126|             option = intInput("(Option) -> ")

127| ​

128|             if option == 1:

129|                 currentState = LoginState()

130| ​

131|             elif option == 2:

132|                 currentState = CreateAccountState()

133| ​

134|             elif option == 3:

135|                 EXIT()

136| ​

137|             else:

138|                 print()

139|                 print("Please choose a valid option.")

140| ​

141|     class LoginState:

142|         \_Q\_LOGIN\_USER = ("SELECT username, password "

143|                          "FROM Users "

144|                          "WHERE username = '{}'; ")

145| ​

146|         def \_\_init\_\_(self):

147|             pass

148| ​

149|         def \_login(self, username : str, password : str) -> int:

150|             global currentState

151| ​

152|             execute(self.\_Q\_LOGIN\_USER, (username,))

153|             record = crsr.fetchone()

154| ​

155|             if record == None:

156|                 print("Username not found.")

157|                 currentState = LockedState()

158|                 return

159|

160|             if record[1] != password:

161|                 print("Incorrect password.")

162|                 currentState = LockedState()

163|                 return

164| ​

165|             print("Logged in successfully.")

166| ​

167|             currentState = UnlockedState(username)

168| ​

169|         def process(self):

170|             print("=======================================")

171|             username = input("(Enter Username) -> ").strip()

172|             password = getpass("(Enter Password) -> ").strip()

173|             print()

174| ​

175|             self.\_login(username, password)

176| ​

177|     class CreateAccountState:

178|         \_QC\_CREATE\_USER = ("INSERT INTO Users VALUES "

179|                            "('{}', '{}', '{}', '{}', {}, '{}', {}); ")

180| ​

181|         \_QC\_CREATE\_ACCOUNT = ("INSERT INTO account "

182|                               "VALUES "

183|                               "({}, '{}', {}, '{}'); ")

184| ​

185|         def \_\_init\_\_(self):

186|             pass

187|

188|         def \_createNewUser(self, username : str, password : str,

firstname : str, lastname : str,

189|                          age : int, phone : int) -> int:

190|             execute(self.\_QC\_CREATE\_USER, (password, username,

firstname, lastname, age, phone, 0))

191|             execute(self.\_QC\_CREATE\_ACCOUNT, (0, str(currentDate), 0,

username))

192|             db.commit()

193| ​

194|         def process(self):

195|             global currentState

196| ​

197|             print("========================================")

198|             print("(0) Create account")

199|             print("(1) Abort")

200|             print()

201| ​

202|             option = intInput("(Option) -> ")

203| ​

204|             if option == 0:

205|                 print()

206|                 username = input("(Enter NEW Username) -> ").strip()

207| ​

208|                 if userExists(username):

209|                     print()

210|                     print("Username not unique.")

211|                     return

212| ​

213|                 while True:

214|                     password = input("(Enter NEW Password) ->

").strip()

215|                     confirmPassword = getpass("(Enter password for

confirmation) -> ").strip()

216| ​

217|                     if password == confirmPassword:

218|                         break

219| ​

220|                     print("Passwords do not match. Enter again.")

221| ​

222|                 firstname = input("(Enter first name) -> ").strip()

223|                 lastname = input("(Enter last name) -> ").strip()

224|                 age = intInput("(Enter age) -> ")

225|                 phone = intInput("(Enter phone no.) -> ")

226|                 print()

227| ​

228|                 self.\_createNewUser(username, password, firstname,

lastname, age, phone)

229| ​

230|                 currentState = UnlockedState(username)

231| ​

232|             elif option == 1:

233|                 currentState = LockedState()

234| ​

235|             else:

236|                 print()

237|                 print("Please choose a valid option")

238| ​

239|     class UnlockedState:

240|         def \_\_init\_\_(self, username : str):

241|             self.\_username = username

242| ​

243|         def process(self):

244|             global currentState

245|             global currentDate

246| ​

247|             # print and remove updates

248|             balance = getBalance(self.\_username)

249|             updates = getUpdates(self.\_username, currentDate)

250| ​

251|             print("===================================")

252|             print(currentDate)

253|             print(f"BALANCE: {balance}")

254|             if resultExists(updates):

255|                 print("TODAY'S UPDATES:", end=" ")

256|                 for content, \_, \_\_ in updates:

257|                     print(f"{content}", end=", ")

258|             print()

259|             print("(0) Logout")

260|             print("(1) Pay")

261|             print("(2) Deposit")

262|             print("(3) Create a fixed deposit")

263|             print("(4) Modify/View fixed deposits")

264|             print("(5) View all updates for your account")

265|             print()

266| ​

267|             option = intInput("(Option) -> ")

268| ​

269|             if option == 1:

270|                 currentState = PayState(self.\_username)

271| ​

272|             elif option == 2:

273|                 currentState = DepositState(self.\_username)

274| ​

275|             elif option == 3:

276|                 currentState = CreateFDState(self.\_username)

277| ​

278|             elif option == 0:

279|                 currentState = LockedState()

280| ​

281|             elif option == 4:

282|                 currentState = ViewFDState(self.\_username)

283|

284|             elif option == 5:

285|                 currentState = ViewUpdatesState(self.\_username)

286| ​

287|             else:

288|                 print()

289|                 print("Please choose a valid option.")

290| ​

291|     class PayState:

292|         \_QC\_PAY\_USER = ("INSERT INTO transactions "

293|                         "(payerID, receiverID, transDate, amount,

comment) "

294|                         "VALUES "

295|                         "('{}', '{}', '{}', {}, '{}'); ")

296|

297|         \_Q\_GETUSERPASSWORD = ("SELECT password "

298|                               "FROM Users "

299|                               "WHERE username = '{}'; ")

300| ​

301|         def \_\_init\_\_(self, username : str):

302|             self.\_username = username

303| ​

304|         def \_pay(self, receiverName : str, amount : float,

comment: str) -> int:

305|             global currentState

306| ​

307|             global currentState

308|             balance = getBalance(self.\_username)

309| ​

310|             if receiverName == self.\_username:

311|                 print("You cannot pay yourself.")

312|                 return

313| ​

314|             if not userExists(receiverName):

315|                 print("This receiver does not exist.")

316|                 return

317| ​

318|             if amount == 0:

319|                 print("Enter a valid amount to pay.")

320|                 return

321| ​

322|             if amount > balance:

323|                 print("You do not have sufficient balance.")

324|                 return

325| ​

326|             inpPwd = getpass("(Enter password to proceed with payment)

-> ")

327|             execute(self.\_Q\_GETUSERPASSWORD, (self.\_username, ))

328|             userPwd = crsr.fetchone()[0]

329| ​

330|             if inpPwd != userPwd:

331|                 print("Incorrect password, aborting payment.")

332|                 return

333| ​

334|             c\_changeBalance(self.\_username, -amount)

335|             execute(self.\_QC\_PAY\_USER, (self.\_username, receiverName,

str(currentDate), amount, comment))

336|             c\_changeBalance(receiverName, amount)

337| ​

338|             recFirstName = getUserInfo(receiverName)[0]

339|             userFirstName = getUserInfo(self.\_username)[0]

340|             c\_createUpdate(receiverName, f"{userFirstName} paid

{amount}", f"{comment}")

341|             c\_createUpdate(self.\_username, f"Paid {amount} to

{recFirstName}", f"{comment}")

342| ​

343|             db.commit()

344| ​

345|             print("Transaction made successfully.")

346| ​

347|         def process(self):

348|             global currentState

349| ​

350|             print("===========================")

351|             print("(0) Pay to another user")

352|             print("(1) Abort")

353|             print()

354| ​

355|             option = intInput("(Option) -> ")

356| ​

357|             if option == 0:

358|                 print()

359|                 receiverName = input("(Enter username of receiver) ->

").strip()

360|                 amount = intInput("(Enter amount to pay) -> ")

361|                 comment =  input("Enter comment (optional)) ->

").strip()

362|                 print()

363| ​

364|                 if not comment:

365|                     comment = "No comment"

366| ​

367|                 self.\_pay(receiverName, amount, comment)

368| ​

369|             elif option == 1:

370|                 currentState = UnlockedState(self.\_username)

371| ​

372|             else:

373|                 print()

374|                 print("Please choose a valid option.")

375| ​

376|     class DepositState:

377|         def \_\_init\_\_(self, username : str):

378|             self.\_username = username

379| ​

380|         def \_deposit(self, amount : int) -> None:

381|             c\_changeBalance(self.\_username, amount)

382|             c\_createUpdate(self.\_username, f"Deposit {amount}")

383|             db.commit()

384| ​

385|         def process(self):

386|             global currentState

387| ​

388|             print("===================================================

===================")

389|             amount = intInput("(Enter amount to deposit (cash to

digital money)) -> ")

390|             self.\_deposit(amount)

391| ​

392|             currentState = UnlockedState(self.\_username)

393| ​

394|     class CreateFDState:

395|         \_QC\_CREATE\_FD = ("INSERT INTO FixedDepo "

396|                          "(fdName, username, principal, interest,

creationdate, timeperiod, maturedate) "

397|                          "VALUES('{}', '{}', {}, {}, '{}', {}, '{}');

")

398| ​

399|         def \_\_init\_\_(self, username : str):

400|             self.\_username = username

401| ​

402|         def \_createFD(self, name : str, amount : int, period : int)

-> None:

403|             if checkFDExists(self.\_username, name):

404|                 print("FD with this name already exists")

405|                 return

406| ​

407|             if getBalance(self.\_username) < amount:

408|                 print("You do not have sufficient balance.")

409|                 return

410| ​

411|             c\_changeBalance(self.\_username, -amount)

412|             execute(self.\_QC\_CREATE\_FD, (name, self.\_username, amount,

2, str(currentDate), period,

413|                     currentDate + relativedelta(years=period)))

414|             c\_createUpdate(self.\_username, f"Create {name} FD")

415|             db.commit()

416|             print("FD created successfully.")

417| ​

418|         def process(self):

419|             global currentState

420| ​

421|             print("======================")

422|             print("(0) Create new FD")

423|             print("(1) Return")

424|             print()

425| ​

426|             option = intInput("(Option) -> ")

427| ​

428|             if option == 0:

429|                 print()

430|                 name = input("(Enter FD name) -> ")

431|                 amount = intInput("(Enter amount) -> ")

432|                 period = intInput("(Enter time period in years (under

10)) -> ")

433|                 print()

434| ​

435|                 self.\_createFD(name, amount, period)

436| ​

437|             elif option == 1:

438|                 currentState = UnlockedState(self.\_username)

439| ​

440|             else:

441|                 print()

442|                 print("Please choose a valid option.")

443| ​

444|     class ViewFDState:

445|         \_Q\_GET\_FD\_DETAILS = ("SELECT \* FROM FixedDepo "

446|                              "WHERE username = '{}' AND fdName = '{}';

")

447|         \_QC\_WITHDRAW\_FD = ("UPDATE FixedDepo "

448|                            "SET withdrawn = 1 "

449|                            "WHERE username = '{}' AND fdName = '{}';

")

450|         \_Q\_GET\_ALL\_FDS = ("SELECT fdName FROM FixedDepo "

451|                           "WHERE username = '{}'; ")

452| ​

453|         def \_\_init\_\_(self, username : str):

454|             self.\_username = username

455| ​

456|         def \_getFDComputedDetails(self, record : tuple):

457|                 passedTimeDelta = relativedelta(currentDate,

record[4])

458|                 yearsPassed = int(passedTimeDelta.years +

(passedTimeDelta.months / 12) +

(passedTimeDelta.days / 365.25))

459|                 matured = False if yearsPassed < record[5] else True

460|                 value = (record[2] \* record[3] \* (record[5]

if matured else yearsPassed) / 100) +

record[2]

461| ​

462|                 return (yearsPassed, matured, value)

463| ​

464|         def \_printFD(self, fdName : str) -> None:

465|             if not checkFDExists(self.\_username, fdName):

466|                 print("FD with this name does not exist.")

467|                 return

468|

469|             execute(self.\_Q\_GET\_FD\_DETAILS, (self.\_username, fdName))

470|             record = crsr.fetchone()

471|             computedDetails = self.\_getFDComputedDetails(record)

472| ​

473|             print(f"Principal : {record[2]}")

474|             print(f"Interest : {record[3]}")

475|             print(f"Created : {record[4]}")

476|             print(f"Total time period (years) : {record[5]}")

477|             print(f"Time passed (years) : {computedDetails[0]}")

478|             print(f"Current value : {computedDetails[2]}")

479|             print(f"Mature date : {record[6]}")

480|             print(f"Matured? : {'Yes' if computedDetails[1] else

'No'}")

481|             print(f"Widthdrawn? : {'Yes' if record[7] else 'No'}")

482| ​

483|         def \_withdrawFD(self, fdName : str) -> None:

484|             if not checkFDExists(self.\_username, fdName):

485|                 print("FD with this name does not exist.")

486|                 return

487| ​

488|             execute(self.\_Q\_GET\_FD\_DETAILS, (self.\_username, fdName))

489|             record = crsr.fetchone()

490| ​

491|             if record[7]:

492|                 print("You have already withdrawn this FD.")

493|                 return

494|

495|             computedDetails = self.\_getFDComputedDetails(record)

496|             execute(self.\_QC\_WITHDRAW\_FD, (self.\_username, fdName))

497|             c\_changeBalance(self.\_username, computedDetails[2])

498|             c\_createUpdate(self.\_username, f"Withdrew amount

{computedDetails[2]} from FD {fdName}.")

499| ​

500|             db.commit()

501| ​

502|             print(f"Withdrew amount {computedDetails[2]} from FD

{fdName}.")

503|

504|         def process(self):

505|             global currentState

506| ​

507|             # display FDs

508| ​

509|             print("=============================")

510|             print("(0) Show all FDs")

511|             print("(1) View details of a particular FD")

512|             print("(2) Withdraw an FD")

513|             print("(3) Return")

514|             print()

515| ​

516|             option = intInput("(Option) -> ")

517| ​

518|             if option == 0:

519|                 execute(self.\_Q\_GET\_ALL\_FDS, (self.\_username,))

520|                 fdNames = crsr.fetchall()

521| ​

522|                 if not resultExists(fdNames):

523|                     print("You don't have any FDs yet.")

524|                     return

525|

526|                 for fdName in fdNames:

527|                     print(fdName[0])

528| ​

529|             elif option == 1:

530|                 print()

531|                 fdName = input("(Enter FD name) -> ").strip()

532|                 print()

533|                 self.\_printFD(fdName)

534| ​

535|             elif option == 2:

536|                 print()

537|                 fdName = input("(Enter FD name) -> ").strip()

538|                 print()

539|                 self.\_withdrawFD(fdName)

540| ​

541|             elif option == 3:

542|                 currentState = UnlockedState(self.\_username)

543| ​

544|             else:

545|                 print()

546|                 print("Please choose a valid option.")

547| ​

548|     class ViewUpdatesState:

549|         def \_\_init\_\_(self, username):

550|             self.\_username = username

551| ​

552|         def \_displayUpdates(self, updates):

553|             if not resultExists(updates) :

554|                 print("You have no updates for the requested query.")

555|                 return

556| ​

557|             # sort updates from most recent to last

558|             updates.sort(key = lambda x: x[2])

559|             for index, update in enumerate(updates):

560|                 baseContent, extraContent, updateDate = update

561|                 print()

562|                 print(f"({index}): {baseContent}")

563|                 print(f"Date: {updateDate}")

564|                 print(f"Comment: {extraContent}")

565| ​

566|         def process(self):

567|             global currentState

568| ​

569|             print("=============================")

570|             print("(0) View all updates")

571|             print("(1) View all updates for a day")

572|             print("(2) Return")

573|             print()

574| ​

575|             option = intInput("(Option) -> ")

576| ​

577|             if option == 0:

578|                 updates = getUpdates(self.\_username)

579|                 self.\_displayUpdates(updates)

580| ​

581|             elif option == 1:

582|                 inp = input("(Required date, in YYYY-MM-DD format) ->

")

583| ​

584|                 try:

585|                     date = dt.date.fromisoformat(inp)

586|                     updates = getUpdates(self.\_username, date)

587|                     self.\_displayUpdates(updates)

588| ​

589|                 except ValueError:

590|                     print("Invalid date.")

591| ​

592|             elif option == 2:

593|                 currentState = UnlockedState(self.\_username)

594| ​

595|             else:

596|                 print("Please choose a valid option.")

597| ​

598|     if \_\_name\_\_ == '\_\_main\_\_':

599|         currentState = LockedState()

600| ​

601|         \_Q\_GETDBCREATIONDATETIME = ("SELECT DBCreationDateTime "

602|                                     "FROM EnvInfo ;")

603| ​

604|         # Get the date and time when we created the database

605|         execute(\_Q\_GETDBCREATIONDATETIME, ())

606| ​

607|         creationDateTime = crsr.fetchone()[0]

608|         creationTime = creationDateTime.timestamp()

609|         creationDate = creationDateTime.date()

610| ​

611|         previousTime = creationTime

612|         currentDate = creationDate

613| ​

614|         while True:

615|             currentTime = time.time()

616|             elapsedDays = (currentTime - previousTime) // TIMEDELTA

617|             currentDate += dt.timedelta(days=elapsedDays)

618| ​

619|             currentState.process()

620|             previousTime = currentTime

621| ​

622| except (DataError, DatabaseError, OperationalError, NotSupportedError,

IntegrityError, ProgrammingError, InternalError) as e:

623|     print("DB Error!", e)

624| ​

625| except KeyboardInterrupt:

626|     EXIT(0)

627| ​

628| except Exception as e:

629|     print("ERROR: ", e)

630|     EXIT(1)

**FLOWCHART**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXoAAAKDCAYAAAAU1cHcAAAAAXNSR0IArs4c6QAAIABJREFUeF7snQm8T9X6/x/HTMhwCQ2Se3FVUshYqZu6JaJBMnUvaVauocGPaFSUkgZFJVTqRlS36DbKUDSoW3IrSaG6pJQpnPP/f5bWt32+5zus/f3ueX/W6+WFc9Ze61mf59nvvfaz1167VFFRUZGwREaB3bt3y4YNG+T777+XTZs2yZYtW+Tnn3+Wbdu2ya5duwS/h8tLlSolZcuWlfLly0vlypWlSpUqUr16dalVq5bUrl1b6tWrp37PQgXCpkBUkYZzNtdSiqDPVTp/j/viiy/ko48+klWrVsnq1avl888/ly+//FJB3qkC2B966KHSqFEjady4sTRt2lSOOOIIOeyww5zqgu1QgbwUSIZ6VCGvRUqGvSn8Cfq8wsybg3fs2CGLFi2SxYsXy9tvvy3Lly+XH374IWXnpUuXVrPxOnXqqNk5ZulVq1ZVs3bM3jFLLygokMLCQjW7xywfs/2tW7eq2T/uAr777jt1wdi7d2/KPmrUqCGtWrWSY489Vtq3by8dO3aUihUreiMGe4m9AlaY49/6/4WFSE78/v+gCwVr7czR90G9lOiJPc5jDfpswPce9HZHF3RvuWTfypUr5cUXX5SXX35ZXn311RK9HHzwwWp23axZMzXbxqy7YcOGcuCBBzpm0TfffCNr1qxRdwu4a/j444/VXcS6detK9HHiiSfKySefLH/961+lefPmjtnAhqiAVQENdfyNyYoGvfXfqK/rZQNg0NVNHgfGU6pUgRQU4O99f0yA7z3og66sj/Z98MEH8s9//lPmzJmjUjLWgllzhw4dpE2bNtK6dWs54IADfLP022+/lXfeeUeWLVsmb731lrrbsBakeHr06CFnn322HHXUUb7ZyY6jpQBgriGOf+s/uPPUz500/KI18n2j0Rc1PVYAHnfw+m/USTd+gt7niEDaZPr06TJjxgwFTl0aNGggp512mpxyyinyl7/8RSpVquSzpem73759u/z73/+WBQsWyL/+9S9Zu3ZtojIuTH379pX+/fur9BFLDBRw4a7dOnMH4Pfs2ZOYtZcpU0bKlSuXSGNEXWFo8euvv8qePUitFiVAX1AA6P8+07fqEAvQuxB3eccSUiH333+/PPjgg4IcPArSLuecc46cddZZKvcd1oJnCc8884w8/fTTgvQPCnL4gwYNkksuuUSlmliogKkCVshj9q4Bh+dNAHycC56x4aKHmXzp0mWkdGmkdfb9iR3ogxQIyHHfeeed8uijjybMOvPMM9WMF39HrTz77LPqjgV/63LBBRfIP/7xD/WMgYUKZFLAmq4A0DTUAHjM5HUpLCqSnb/ull279wj+XaagQCqWKyvlyv5eJ6pKQxO9bBqa6HQOxpt4WOvr8sogTrVdigbMbG+++WZ54IEHVA9wyGWXXRabGa6+g7n33nvVyYpy8cUXy8iRIx19gOyS+9isDwr8vpqmUK0A03GD1WOAGQrqfPfjVvlgzdeyc/du2b9yJSlXpoxs27lLftq2Q+rWqCYtDjtYKpUvPvNHezqfjX8Xu2j89iwgeVas+0PqCP3rZwap6nktF8aA2b1mi4Z9MEDvtRp+9Fckcvv422XUqFEqr4agGD58uJrR4sWkuBW8yIU7mvHjx6sTBTOzG2+8UUaMGBE3KTjeLApo0ANiesZqncnj94tXfSFfbPyfVKtRS77bXVoOrl5FDtyvrGzetlPW/vCz1Ksgsmb9euncopk0POAPiR4/++wztewY5yNiEivWUJAOwtJlxGa1atXU//UFQT8XwDMp/B524W8sY7ZeKPxyLOwD7DEm2K0vhsp+X2f0finiUb/IVQ8dOlStfUdBjvr//u//5KCDDvLIguB28/XXX8tNN92knlGgYE3+HXfcEepnE8FVO5yW6bQNIK9n3Tonj/f5n1++Un7avkukVgNZL1XkgEqlpUa5AkGioEpZke92FMnXv/wqTQq2yLdffyntmhwmzQ6pp8T473//KwA2IIhnZHhuhKXEeEcEgNy4caPsv//+st9++6nnSz/++KN63gSowxa8SY5j//e//6kXCFHX76Wcvz+k3aNAj4uPvkgR9C6dA7fccotKS6C0a9dO8P/jjz/epd7C2+wbb7wh1113nSxZskQNAukt/N+8xCj/Zy6KpzXd8ID1Aezu3Uj1FakX/nSa5N3PvpJ3P18rNZu0lPe3lpb9yog0qVpavtpWKLUrFMh3Owrl2FqlZcmmvbJ9T5G0LL9VvvrsEzm7Y0upVXU/9S4IlgljNdu+FSx7FPBxl40+8NJg3bp11YuHqIP3WbCkGb9DXYAdFx3M/vGCYs2aNUs8APXUCb91plM4sBOg12vsCXqHvYG3SwcMGCBz585VLd9www0qbcOSWQGkb0aPHq0qde/eXaZNm6be6mXJRQE30JuLHbkfo0GvHzQCWgA9yp69hXLDE8/J4O5/lYIyZdXbpWULcCkQ2VMoUm5f+l7K/vKT7P7mGynd9HDZtrtQvvjmG1n99Qbp06mNrTdScx+FP0cifaPvgBKzeqZunHMGXng6//zz1ctOuBXEg9cTTjjBuQ4i3tLrr7+uHtDiwS1eunr88cf5wlXEfZ5uePrN130rbfZK+fK/r7J58z//le179spiOUR+3F1K9itTSo6pWVo+3LJXfi0UOaZGgRz163eya+x1suu/q+XAceNldu2WUrB3h9Tf8bW0POwQKbNnl0rJIA+P2X2N6tWl/C+/SLm6dbFUxVh15Pcxs8dFCKkd2I1ZNO4M8AzATvnll18Ef2pUriyldu2SsrVq2Tk8URepLvxBCioxqyfoc9KyxEHYpgBvg/7000/SrVs3taQQQcRiTwHoh6Wm8+bNU/rhLWFsr8ASLwUATL3SBn8DyjptM3XhIjmkUTN5cUtF2V0osn+5UtK2Vml5ccMeOaBCKTm9cL1UmnKHbP/4YykoX172/PKLVBs5VlY0ai1Vdn4vVUoXySeLX1MgxguJV111lVw7dKismzxZOtxxh3yzcaPs3LlT6tevr/4GxNE/nishH4/8Ph7CIrWD+MTf+Dnu3rElCfL7hx9+uPTq1UtdRHAs0j7YRwrtHXLIIeqlQowLFwQ8B8BF4sMPP1R9nPzHP8qv//2vHHXVVfLpp5+qiwfOBUAbFwK0AdtxriCFhJcrreX39E1pKVv2t/QNQZ//CbRw4UI5/fTTVe4OLwTdd999+Tca8xYuvfRS9UIZgvuFF16Qzp07x1yReA1fg16vtgEs9cPOaQsWSc2Gh8unv1aSvUVFUrVsKTly/9Ly3g975cgf18oBs6fI7g8/kJqnnioVGzWSjY88IoW7dkmtwUPk04P/KHv3/irlt/5PsJ/Un//8ZzWpuO222+Tvf/+7Wv31yCOPKPjijfT//Oc/Csz4c/fdd6sFBFOmTFEzZtx1ArxYXAHQjxs3Ti666CJZsWKF+jleesTb4gAv9oF66aWX1MNepCZnzpypYhvAxvsk2EYEbaLfP/7xj+rBMPaNmjp1qsr/42KDv3FBwNv0eBiMGTueEUyaNKlYcOAihIsB9sQB6FGPOfo8zx88RDzppJOUsMOGDVPLBlmcUQDLUCdMmCAVKlSQV155RT3UZomHAnofGw166xYgDy98S6of2kzW7QXoscJm34x+95drpNKsB2Xb4rek+kknyYFDhkjZmjVl83PPyVe33KJSIQU9z5fyxx0nVSuUVRMJ9ANgd+3aVYEeCyjmz5+v7h6aNGmi0oj4G5sIAqhXXHGF2mQQz4/wnQcUQB5/sJAA25ZgwodZ9ubNmxWIMXtv0aKFvPnmm3L55Zerh77oAxcZxDVm/5jZ4yLw/vvvq4e7AD3AjrTQ0UcfrbYWQZ8APv7GBehvf/uburBgImQtuEhiRRHGgOPVA1nO6G2eOJbnXLgtw0ZjuN268sor5a677rLZGKtnUwC31ZhJYdaEDdRwwrFEX4HkGb0V9FMXLJIqDQ6Xt3+poB6+Vi9fSvofKFLmpWdl8+RJUvjrr1L5yCPl4BEjpOJhh8nXd94pm+bOlSIsi2zdWg66+mopf+CBgpf3li5dqgCN1TUAJyZrgDBgDOBiRQ4uBliuiN1b8fY6ZulIxWD2DYhq0GNSMnnyZAVjLMpA+hZ/A/aYDGKZNdrHNuN4UxwXmK+++krt9ooVQOgDD1KxEy1Aj+d8uDgghQRwo0/sFwXQ4zlgv3791MKPZNBzRu/w+YFbO1yRkYvDg0MWdxTAA+4nnnhCnSzYPC3YJfwrXoKgrzVHD3Dhrk7n6B97dakceMhh8vyPVRI5+jPqlpaK33whFWdMkZ+wm2qpUlKpcWNpMGaMfD5kiPy6caOUq1NHDhg4UKp37ixlKldWM21M0vAOB9oGVJFjR64cgMesHBcYzOqRYsFMHR/iwTYmNarXkEqV9200iDw5Uin4OXaZRYoJwAaMMavHrBp5fPz7yCOPVLl1QL9e/fpS9NsLV8j7I5WDWT3y8bhbwDGffPKJWuqJjwp16tQpkcbBun6keGAznjNYC1JFyDDoh7FM3eQR0bjFw9p4bMOLK3QQ3ozLYziBPhQnGD50glVNWGOPGRhLtBWwrroBuKxvxL7/xTr5/NtN8lW1JvLVjlJSoXQpObZmaTl67/+k+per5H///Kf8vHy5gj1m7gcNHy7f3HGH1DjtNNmvdWup3KyZArvuQ79BijjDv/G37hPQ1itYUB+/x/+T94BHveStFPB//NGbjOkVOfpCoAD8257yeg8f3S7q4gKDWMdMH/l+zOD15z11W8l9Iipg36+/7pYyZfAw9rc3e5m6sX/C4I1XpGxQkKNv27at/UZ4hC0FcIutc/RI4QR5d0/O6W25NmVl6zp6DWC9jh6/u+nJF+TC006QnaUrqfXzFQuKpPTrC2XTk09Ijc6d5YeFC2X7J5+otsv94Q/SaNIk+f7xx2Xvtm1y8HXXSeFvL0rpr65ls9gNnwLSuHPAg2akigD+5N04deoIdpq+eat3tCz2dixBn83FJX+vUzZ4wWfs2DE2Pwhmvz8esU+B66+/Xi1hC0cKh17LRwG9z43esRJtIX2jYbfxh5/kgRdfl+OPO1Fe3lRWCkqJnFCjUBq/+azsWLxI9m/fXja/8IL8umGD1D7vPNn788+y65tv5KBrr5Xydeuqr6YBhEiVrF+/XuXoAVuAFv0gZ44UCnLj+D/sQeoF+XOkklAXK2twJ48ZNECM1TCoi7QJUj6ogxk6QI50DfpCSga/w//xABZ/A+ZoAzbAJrSB1AyOx/jRNi4KeE6VbQM12LZvc7NSvy+t5F439kMR+6zjy0nYBAkf6GbxVgE8+MKDKnyJC/v2B6W4MeMLytj8siM5fQMI6tQFbPp43Xp56d1PpGnTZvKfXftJvaoV5JjKu6X8/Kek8D8rZb8WLaRw+3bZs22b7PrqKzl4+HAp/9vDfKxP37cEsZTavwa5ekAeqVgAHTlx9IX8Ox6o6pU02NsGQEfOHn/wrWXAGiDGMknk1GE3cvZYNYPnAIAz+gLA0Q4e4v7hD39QM3j0g/ZgB/L3+tsUWEaJiwwevMIetPenP/0p69viejsHtG3dkI2rbmxGMR6I4A1OrJXHmnkWDxSwUBRL4rDGHm8cv/baax50zi78UkCnb/TulbDDukUx/r/ufz/Iwvc+lnq1a8nPhWWkXEEpqS27pOzCF6XaN19J+Vq1ZM/mzXLQ0KFS/pBDEkPBy0t6nxvM6NEu/mDWjJm6foiql1DiIoAZN34H+GLGD3jDNgAZ8MaDWrSFn6EtXCTw5ixm/aiDFTMAPe4UUA8zfMzc8TvYghVlGDMuOvolMfSHOwJcJPBwNtOHVvSLUrhocPfKPKIWL0LgoSBuufAknMUfBXDC4QTCQ/CWLVu6YgRn6K7IaqtRnb7B33rPG53HtqYwtu/6VT7f8L2s+e5/+74+VaqUNKq2n9Rc+qbs+fJLqTtokFRIensUbeo0ENIdiX3bf9v+QP8+1e8wCH0RsubN8W9tM+ro/+Pv5Has/9d9JdtjtVE/fE0noE7ZoF6qj49wRm8j9K655hr1Bt2QIUPUnuos/iiAvfwnTpwoV199tXobkSXaCiSncAD5VA8n8WWp3Xv2Jr4wVbBzh8rNq/1rIlw05PG3FfLWD4UT9CYB8Nv0Djk0rJXF1rrHHXecyZGe1bHu/ohOrStT8Ds8U+jdu7cte3I9zlYnOVTG2mFs+YycKNY8s0Rbgd9TOPjYx57E7BhpDL00MtoKpB+d3sAseSZvhby6u+CqG7MQQaoAKQPk4nTezuxI92sByMj5YZaLfB7W3/bs2VO9+YdliLkCO9fj3B+xqIdTyF8ihebll7qY0vHCuyX70LDXX3bSX3fSr/nH7T0WpLL00kvr3vOJ/eeTduAk6A3jFm/AYlklZvKY0Qel4Ck9Ukl4I886YwekUTCT79Onj/o3NlJCnVmzZiV+htevZ8+erR4EoR08HML/sXQUSxmtxwVlzLADM3rM7PGmLJZbskRfAQ3731M5+z7lV1i47/uvBQWlf3s5yXyb4TCppvf/wd/7cvb7xosXo6yAT7XenqA39PRDDz2kPgWIjY/wUYwgFQ3udB85sc7M8bIX/o9jsPxLXxCwBwdAj3019IdSgjyjxx4fDz/8sPoU4YUXXhgkd9AWFxWwwl4DX4NP/87avfXhqItmudZ0MrR1SkaDPRnw6V6qIugNXXTrrbeq1+/xQBb/DlrBcjDM1rHhEooV+pmADeBjXboGvfXOIMigv/baa9WDWGxDgX+zxEcB62qc5H9bwR52yGuPJq/sKfaQ9bctFFA305uzBL3h+TF27FgZM2aM+oM3NINcktM5VmDr32FPbV1wUdCg79u3b2J7gSCDPkz+CHKshNm2ZJCnmtGHeXxW25Nhn+536cZL0BtGQlBn9JjJY4M1bH6EVIwueqaONIwV2Pg5PnKgH9wmz+jDAnrO6A0DN0bVojKDz+Yy0z1vil0MuOomm6z7fh/kHL3Os+vcuk7jANpI56QDPd7Iw++xMidsM3rm6M3ilrWogErrEPRmgRDUVTfa+uR19HqFDX6vH9biZ6eeemoil499rLGNw4svvqhy3XgGYZ3RW4+zuwb/d1XdWZDIVTdmcctaVMAZ0LtzHgfOO0FeRx84sZw2KEWM+bWO3umhsT0q4IUCnNHbUDnIb8baGEboq/LN2NC7MHQDcG0+61rDxSUOL+g9EsgqF/e6Ccb5yb1uguEHZ63w4YR2dgCBbi28oPdBVu5e6YPoKbr0YvfKYIyUVlABZxQg6G3qyP3obQrmcHXuR++woGwuFgoQ9DbdzC9M2RTM4epB/cKUw8Nkc1TAUQWiAXqP03vFvxk71lGHsLH0CvCbsSGPDo/P05Cr5aj50QC9o5Jkbwwbg3Xo0EFVXLJkibRt2zb7QayRQYHsBFi6dKm0a9dOtWHda5+yUgEqkF0Bgj67RilrYNsBvGSEjwnjk3Zx2w87R9lyOgx7b+MTjh988IF6qQvbPbBQASpgrgBBb65ViZo6hdOrVy95/PHH82iJh2ZS4Pzzz5cnnnhC7TuP/edZqAAVsKcAQW9Pr2K1161bp1I4+Gr7lVdeKXfddVcerfHQVApcddVVcvfdd8tBBx2kUjb4QAoLFaAC9hQg6O3pVaI2cvSYae7cuVNtDDZ+/Pg8W+ThWoHhw4fLhAkTpEKFCoK9hnSOngpRASpgTwGC3p5eKWsvXLhQTj/9dEEuGZuE3XfffQ60Gu8mLr30UsGaeTz7eOGFF6Rz587xFoSj906B7GsDvLPFoZ4IeoeEfPXVV6VHjx7y008/Sbdu3WT69OlSrVo1h1qPTzPQr3///jJv3jyl35w5c+TEE0+MjwAcKRVwQQGC3kFRsSoEDw5XrVoljRs3lgceeEBOOOEEB3uIdlOvv/66XHzxxbJ69Wpp2rSpesCNVU2OlQjO1BzThg1FWgGC3mH3btmyRfBRjLlz56qW032w2+FuQ9+cdT/97t27qw+wV69ePfTj4gCoQBAUIOhd8gLW2GOtPQoeIuL/+FgGS3EF3njjDbU2Hg+1UbBGHv9noQJUwDkFCHrntCzREt6gHTp0qLz99tvqd4MGDZL/+7//U0sFo1jsZEawJPWmm26SBx98UElx7LHHyh133JH4MHkU9eGYqIBfChD0Hih/++23C77n+uuvv0pBQYFg2SD2VK9du7YHvQerC3yp684771TLUAsLC6VcuXLqm7YjRowIlqG0hgpESAGC3iNnfvPNNyotgQe0KFg2eNlll6nlmHhwG/WCB6xYLnnvvfeqZagoePCK9NaBBx4Y9eFzfFTAVwUIeo/l/+ijj9SM9tFHH030fOaZZ6olhfg7auXZZ59VS03xty4XXHCBuqM54ogjnBuunbyRc72yJSoQCgUIep/cpGe4yFHv2LFDWYGZ7TnnnCNnnXVWqHPVeDaBffuffvppwZ0MSsWKFdUzirjcwfgUVtHqlhdvx/xJ0DsmZW4Nbdu2Tc14Z8yYIcuWLUs00qBBAznttNPklFNOEWyeVqlSpdw68OCo7du3q83GFixYIP/6179k7dq1iV7btGkjffv2VXcslStX9sAadkEFqECyAgR9gGICL1z985//VG+D4qUra+nYsaPaQA3gbN26tRxwwAG+Wf7tt9/KO++8oy5M2Ghs0aJFxWzBy054S/jss8929oUn30bMjqlAuBUg6APqv5UrV8qLL74oL7/8smB7heSCXRyR427WrJl6mNuoUSNp2LChow82kXZZs2aNfP755+pt1Y8//ljwjAG7diYXbFNw8skny1//+ldp3rx5QFWlWVQgngoQ9CHwO3L4mDUj9401+fjQyQ8//JDS8tKlS0u9evWkTp06UqtWLfV2adWqVVXapHz58lK2bFm1xBNLG3fv3i27du0SpI+2bt0qeKt306ZN8t1338mGDRtk7969KfuoUaOG+hAI1r63b99ecLeBHDwLFaACwVSAoA+mX7Ja9cUXX6jZNVI8mG1j1v3ll18qQDtVcME49NBD1d0C7hqQksFdBD7QzUIFqEB4FCDow+MrI0sxSwfs8WISZueYpf/8889q1o7ZO37/yCOPqLawCgazfMz2q1Spomb/uAvAi1yAPGb/LFSACoRfAYI+/D60PYJOnTqpY1577TXbx/IAKkAFwqcAQR8+n+VtMUGft4RsgAqESgGCPlTucsZYgt4ZHdkKFQiLAgR9WDzloJ0EvYNisikqEAIFCPoQOMlpEwl6pxVle1Qg2AoQ9MH2jyvWeQ16blniihvZKBUwVoCgN5YqOhW9Bn10lONIqEA4FSDow+m3vKwm6POSjwdTgdApQNCHzmX5G0zQ568hW6ACYVLAN9Azb+tNmKTSmaD3Rnv2QgWCooBvoA+KAHG0g6CPo9c5ZnsKRGsqStDb874Dtf0PIILeATeyCSoQIgUI+hA5yylTCfpclfT/Ip2r5VE/jp7J7GGCPupnQIrxEfQxdDqHHGsFCPoYup+gj6HTOeRYK0DQx9D9BH0Mnc4hx1oBgj6G7ifoY+h0DjnWChD0MXQ/Qe+V0yPyiDAiw/DK60Hsh6D3wSt+nDfvvvuuHHPMMWq0yaC3/s4HOdglFaACLitA0LsscBCa37hxozRo0EB9F3b8+PHy2GOPKbP69esnw4YNk19++UXWrl0rdevWdc9cP65u7o2GLVOBUClA0IfKXbkb265dO1m6dKmUKlVKSpcurRrau3evFBUVSdu2bWXJkiW5N84jqQAVCLQCBH2g3eOccZjV16tXL2WDGzZscHc279ww2BIVoAI5KEDQ5yBaWA/Rs3qr/ZzN5+pN5qJyVY7Hea8AQe+95r71mGpWv379+rQzfd8MZcdUgAo4qgBB76icwW/MOqvnbD74/qKFVMAJBQh6J1QMURvIx9evX19ZzNl8iBxHU6lAHgoQ9DmKN3/+fFm5cqUUFhbm2IJ/h02ePFl1fvnll/tnRB49FxQUSPPmzaVr1655tMJDqUB8FCDobfp6zZo10qdPH7VUkcVfBZB6mjlzphzasKGU8tcU9k4FAq0AQW/TPTrH3aRJE+nRo4eULVvWZgusnq8Cu3fvljlz5sinn37KdwDyFZPHx0IBgt6Gm5Gu6datmwDy2DagUqVKNo5mVScV2L59u9rSAbCfN28e0zhOisu2IqcAQW/DpTfeeKOMHj1arrvuOrn55pttHMmqbigwcuRIueWWW+SGG26QUaNGudEF26QCkVCAoLfhxrFjx8qYMWPk+uuvV3+z+KsAfGD1ib/WsHcqEFwFCHobviHobYjlQdVioB99vfCJrAeis4tQKkDQ23AbQW9DLA+qejOj51YHHriSXbisAEFvQ2CC3oZYHlT1BvQeDIRdUAGXFSDobQhM0NsQy4OqBL0HIrOLSChA0NtwI0FvQywPqhL0HojMLiKhAEFvw40EvQ2xPKhK0HsgMruIhAIEvQ03EvQlxfLzUSVBbyN4WTXWChD0NtxP0NsQy4OqBL0HIrOLSChA0NtwI0FvQywPqhL0HojMLiKhAEFvw40EvQ2xPKhK0HsgMruIhAIEvQ03EvQ2xPKgKkHvgcjsIhIKEPQ23Bh20GNTtoYNG0rv3r3VqGfNmqX21tcFe7tbf4e997NtFoY2TOrZkNm4KkFvLBUrxlwBgt5GAEQJ9AD0jBkzFOxr1qwpmzdvVpDv27ev+tsU4Kb1bMhsXDV2oPdziZOxV1gxiAoQ9Da8kg/o9RbH6O6tt96So48+WoYMGaLA2r59ewVafNoP8Nq0aZPaeve7776TNm3ayLnnniu33XZb4v8TJ06U9957Tzp06KCsv+iiiwQ/q1ixoqCfn3/+WRYuXKg+dah/hw916Nk7Zu6YhaNYZ+yA9qJFi1R/J510kvq93gLYOvvHZ/xmz56t7NQ26HqLFy9OaZcNmY2rxg70xsqwIhUorgBBbyMicgW9dda7evVqBfMJEyYoKKfnZAKhAAAgAElEQVQD/WWXXaZg2rhxYwE8rf9HG4MHD5ZJkybJwQcfrC4Y+OA3oI02UR99AsQ9e/aUe++9V11MrKkbDWTrRcIqhdVm1MWxevaPf+uLRPLY0tmV3LY1ZYTf6YsHxmtaCHpTpVgv7goQ9DYiIBfQ79ixo9jMXXeX/PPkGb0VrMmg1TNvPYvH75GGwf9xAdEQTu4jOUevfz9lypQSdwaZUjLW3yX/G3cEqezC3YbThaB3WlG2578C7uTnCHobns0F9Dr3jdk2ZtWmoNfgBiCtIMf/kx+ios1TTjlF/fy+++5LPHDNBvrkoaebqSdfEHCcNaWjH8ZmsgvPAZwuBL3TirK9qCpA0NvwbC6gN53RW9MxSLlkA326lS7WWXs60OOj5vhK1oABA1RqSBfrBQU5fSvArTP1TDN6kxU4qS4ITN3YCERWpQI2FSDobQiWC+jRvHWmrIF+++23y/3335/IrQN+48ePTzzkzAR660UBoEb769evT6Ru9BLKTDP65PSPrqtz/elSMvgoN1bl4O4EdynpcvTJdsUndePOrbeNMGVVKlBCAYLeRlDkCvrk1AdW3QCUADYelmJ1zJ133invvPNOYtVNJtDDZOvqFp22QXok04xez6T1evnkmbX1I9u6ffzs0ksvVXBfsGCBShFdcskl8uKLL6oLi179k2rVjdUuGzIbV2XqxlgqVoy5AgS9jQDIFfQ2umBVGwoQ9DbEYtVYK0DQ23A/QW9DLA+qEvQeiMwuIqFAeEHvQyqUoA9WzBP0wfIHrQmuAuEFvQ+aEvQ+iJ6hS4I+WP6gNcFVgKC34RuC3oZYHlQl6D0QmV1EQgGC3oYbCXobYnlQlaD3QGQPu/AhG+vh6PztiqC3oX+uoE9e926jyxJV9V45kydPVrtOZi6pT53kNfTWDdfQnl7+iX8nb5uQrj/TejgeY5g2bZpcc801Mm7cuBIvbpnqQ9CbKsV6cVeAoLcRAeEDferBWUGPvXH0y1Z4qUmv7U+1EVomqUxBj3cKrG/lauhDW7svVRH0NoKXVWOtAEFvw/1ugD7dy1QwS++To19U0jtSAnB6Rm99K3bdunWJF7CSX1bSL0Bhq4HOnTvL1q1b5ZZbbpHrrrtOOnbsmPjgiJ7F42+8YWvd2ljvU69/prctWLFiRYl66bYrxs9fffXVYtsjYwwnnnhisb2ATNxC0JuoxDpUQISgtxEFboDeCmq8Zaq3I9bbD+ttjPVWA9grXoPeuoFZ8uZpqS4AmKXrffAxbLzZqvept74Va5UkeWvjdNsVW+tl20Y5Geqp4G/iFoLeRKUg14lSVj7YYyHobZwHToM+eS8a/X/MsFu2bJkAujUXr3P0rVu3ll9++SUxM07eytiay//0008zbpJmvXOAHFboZ0rJWPe5sdZLt40y7iBS5eRzTd8Q9DaCl1VjrQBBb8P9ToM+1RbGGpgNGjQo9rEPbabOoffv31/l02+++Wb1UNaaKtF1rakV033irRcbpGpS7Z2j96+3XhSSQZ/8YRGkku655x4ZPXq0uoBZd80k6G0EIatSgRwUIOhtiOY06POZ0SNH/9JLLyW2Ek7es946rOTf6f/rL1Lpi4U+xnSmnqlequ2Kkx/EWi9eWIVj94FseGf0wb7Nt3FKsGpIFCDobTjKadCj63Q5+lq1aqkHpPqDJTodgp0jkf4A6FH0d2ZT1dcf/0Y93VZyjt76RSrUS/5IeLqUTPJ2xely9Km2UWaO3kbQsSoVcEABgt6GiPmAXm9HnJxW0Q9ddTrEuobduo2xXkWDj5JYV91YZ+vWVTfJH/KwpnbQ1+eff56YQSevo9fbGMNW69bGp556atrtivVDXX1sum2UuerGRsCxKhVwSAGC3oaQuYLeRheRr8p19JF3MQcYQAUIehtOiT3oHUot881YG0HHqlTAAQVcAH1+NMjvaAcUydBE7EHvrry2Ww/vw1jbQ+UBVCAvBVwAfV72BPpggj5Y7gkS6IM8QQmW12iNHwoQ9DZUJ+htiOVB1SCB3oPhsgsqkLMCHoI+/HMegj7nOHPlQILeFVnZaAQV8BD04VePoA+WDwn6YPnDd2vCP5d0TUKC3oa0BL0NsTyoStB7IDK7iIQCBL0NNxL0NsTyoCpB74HI7CISChD0NtxI0NsQy4OqBL0HIoekC2ZtMjuKoLcRyAS9DbE8qErQeyAyu4iEAgS9DTcS9DbE8qAqQe+ByOwiEgoQ9DbcqDf/wuf3sLUvi78KjBw5Un0OMd3Xsfy1jr1TgeAoQNDb8MX8+fOlW7du0qRJE3n33XelUqVKNo5mVScVwDbJxxxzjODrWfPmzZOuXbs62TzbogLBV8DGg4l4gt6GQMnebteunSxdulTBvkePHlK2bNngB0TELNy9e7f61i0g37ZtW1myZEnERsjhUAFnFYgn6PPQEF9OwmfyAHsWfxUA5LH/fcOGDf01hL1TATcVyGNiqs0i6HN0ENI4K1eulMLCwhxb8O+whx9+WMqUKSP9+vXzz4g8ei4oKBB8WMX1dI0DJ1gew+ShVMAxBQh6x6QMZkOpWIX0U9WqVdU3Z1mogHMK8MronJbOtkTQO6tnKFo79thjBd+YfeGFF0Jhb/5GEkD5a8gWwqwAQR9m7+Voe8uWLaV+/fpqtQoLFaAC0VeAoI++j0uMsEWLFuoB5jPPPBPD0XPIVCB+ChD08fO5HHnkkdK0aVOZPXt2OEbPzEs4/EQrA6sAQR9Y17hnWLNmzeSoo46SWbNmudcJW6YCVCAwChD0gXGFd4bgZS88kJ0+fbp3nbInKkAFfFOAoP9N+jhlB/70pz9Jx44dZdq0ab4FHjumAlTAOwUIeu+0DkxPhx12mPzlL3+RKVOmBMYmGkIFqIB7ChD07mkb2JYPPfRQOf3002Xy5MmBtZGGUQEq4JwCBL1zWoampUMOOUS6d+8ud911V2hspqFUgArkrgBBn7t2oT3ywAMPlF69esn48eNDOwYaTgWogLkCBL25VpGpWa9ePenfv7/ceuutkRkTB0IFqEB6BQj6GEbHAQccIIMGDVJfZmKhAlQg+goQ9NH3cYkR1q5dW6644goZNWpUDEfPIVOB+ClA0MfP52rnymHDhsk111wTw9FzyIFTIE4vsfgkPkHvk/B+dlujRg3Bh7WHDh3qpxnsmwpQAY8UIOg9EjpI3VSvXl3Gjh0rgwcPDpJZtIUKOKIAbxBKykjQOxJa4WqkWrVqMm7cOLnkkkvCZTitpQJUICcFCPqcZEt3UDjmElWqVJGJEyfKwIEDHR09G6MCVCCYChD0wfSLq1btt99+ct9994X24+CuisPGqUAEFSDoI+jUbEOqVKmS2rkSb8eyUAEqEH0FCPro+7jECCtWrCgzZ86Us846K4aj55CpQPwUIOjj53OpUKGCPP3003LGGWfEcPQcMhWInwIEffx8LuXLl5d58+bJqaeeGsPRc8hUIH4KEPTx87mUK1dOFixYIJ06dYrh6DnkqCvgxto3N9r00g8EvZdq+9jX559/Lo0aNVIWlC1bVl577TXp0KGDjxaxaypABbxSgKD3Smkf++nbt696+Nq2bVuZM2eOYD/6pUuXysMPPywPPvigHH/88fLqq6/6aCG7pgJUwE0FCHo31Q1Q22XKlJG9e/cqi0qVKiWlS5eWwsJC9ee5556TLl26lLA27LerAZKfplABXxUg6H2V37vOsWZ+9uzZUlRUpECPv1EaNmwoX3zxhXeGsCcqQAU8V4Cg91xy/zrUs3irBa+//rpK3bBQASoQXQUI+uj6tsTIunXrJvPnz0/8vEmTJrJq1aoYKcChUoF4KkDQx8zvBQUFibTNu+++K0cffXTMFOBwqUD8FCDoY+bzk08+Wf7973/LUUcdJe+//37MRs/hUgFTBVIsRXBqdYJT7ZgOBQswivRTORsHhbEqlhMuXLgwjKY7avOuXbvk3nvvlf79+0vNmjUdbTuMjXXu3FktO2WhAlFWIBagb9Omjbz99ttR9iPHlocCxx57rCxbtiyPFngoFQi2AqUKi4qKSgXbxrysw0y+Xbt2cvDBB0v37t0Fn9FjoQJQYMuWLTJ37lxZt26dLFmyhDN7hkVkFYj8jB7fRh0zZoxceeWVctddd0XWkRxYbgpcddVVcvfdd6sYuf7663NrhEdRgYArEBvQ80QOeCT6ZJ6eCDA+fHIAu/VEAYLeE5nZSVAVIOiD6hna5aQCBL2TarKt4CmQZSkbQR88l9Ei5xUg6J3XlC2GSAGCPkTOoqk5K+Av6D14cSDliexBvzl7JJYH+ucQgj6IAedfPARRDSds8hf0TowgSxs8kT0QOcRdMD5C7LxImu7ORY6gj2SwcFCmChD0pkqxXjAVMLswEPTB9B6t8kgBgt4jodmNrwoQ9L7Kz879VoCg99sD7N8LBQh6L1S20cfq1avVW5qTJ09Wm45t3rxZevfuLQsWLFCtnHLKKTJr1qzE7y6//HJVv3Hjxml7QRsm9WyYGbiq0G3atGlyzTXXyLhx42TAgAEZNdEDIOgD50oa5IICkQB9165dZcqUKVK3bt0SEoXtRLaCHoMB5PFxb/yNAsjPmDFD/Y1iAvCog37Hjh1q+wINdw19+L5ixYoZT5ts8bFx40a56KKLin2wxYXzkE1SAVcViATo8Q1UlA4dOshTTz1VDPjZTmSrugBEz549ZeXKlerknjhxorz33nsKrPg3oAHArlmzRoYNGyZDhgyRH3/8UX2L9ZVXXlF96/+/9dZb6qMeqIOLEAp+1r59e9Ewr1atWrHf4YtPevaOmTtsHz16tEyaNCkxO9Uz/BEjRqj+0Hbz5s2VDbVq1So2+7/hhhsSdlrrYYO3VHZZtQA8UQdjuO+++5QmM2fOVO3D/sGDB6vq0B6abNq0KaGd9a4DdVLpCi0XL16sfIai9U7+ubUta/3kn7/66qsyatSoxBBuvPFGOfHEE5XemUq6+ADgzz33XOUzlJjs5u0qbNi4fwpEAvRnnnmmzJs3L6Ei4AHw1atXT8ESqY1se5kkz3oBCnw4u0GDBhlBX79+fQUYDUb9fxiDNlDwe0DqsssuU3ah4IIyfPhwBU7UW79+vbqYYCdFnbqpVKlSAsj6ImENFavNGt4dO3YsBmNcJHABsM7809llTf/o8axduzYBcsAd7Wn7sa89QKovPvrOwzqe7du3l+gburZs2VJdLNCeth3aXXrppcXq6zuXU089NeXPtX7JUIfeyfBPdZolx8eGDRuUbzTgcQziC7tcslCBsCoQCdBDfOsn8rQzAHzsNX7HHXdkBT3AYJ256zaSf548o9dg1WDU/9fwA+QBQ/17wBDg1ZADXK19WEGvPwxincnCLg39TCkZ6++soNez/lR2WWe/yePRF65kSMP+5OcKesYPiGOmn0pX6Lho0aLEnZLWAHbhbin5uUO6sSanbbTfTNM3GvRDhw5V3yywAh5t4Y6lsLAwrOc37Q6xAr/88ovst99+jozANuinT58uU6dOlY8//li2bt0qe/fulRNOOEFef/11RwxyuhGkR3766aesoE8GjynoAe5kkFtnufohqm4P6Q/MZq0PXLOB3qqJFaLJM/XkC4I1paNn9MnpHatd+jkAfma9MOkLgL7LSWU/fpfqIfGKFSuKAV33h7p9+vQp5m6djrGmgawpnVQpoOQ7hlxBr+PE6fhje1QgXwVKly4tVatWlWbNmsnAgQPV1+HsFmPQIzVy8cUXqxlaq1atBA9AcWIeccQRUqZMGbv9Ol7fqxm9TnvoHH0m0Kd7UJo8A04H+k8//bRE+sEKYOT0kwGuZ+qZZvQmD3CTZ/TW/yeDPtcZPZ51WPPqqYJC30El17PeWVkfxOYKes7oHT8l2aADCuzZs0c++ugjtepu/vz5snz5cpUReOCBB6Rbt27GPRiBHrNP3OIC7tZcuHEvLlfEl6OeffbZRC+55OitM2WkIzTQkfvVuXU9G8YMNxvoYYw1F65no8hrox2TGT3awCxbwxv/t+b6M6VkAMLx48cnHtKmy9Fb7UqVukGf+tmBNUefagloqhw9UlHWNJXWBA86k3+O5xSXXHKJWh6pl5fqHH3yxUX/3IscPU4oa3y5HM5sngpkVADxCOhjgoPz0KRkBT3AjodRdho16djJOk6tukm3CgRwwuoX3MHgD3JnJqDXs2C96sa6aiUd6JGKsC6l1LDXKSCdjsHFSLeP753iIS/SJDodgj6xYgjw1at/dL3kVTfarlQPd/GAFGNHSV41pGGM31nTKsmrbuyurrGmdaypm3Q/T/XglatunDzD2FbQFNCTb0xATGb2WUGPtemtW7cO5Exeix+ldfRBCahUOfqg2JZsB9fRB9UztMtNBQD4d955R7AUOFvJCHo8eEXyf/fu3dnaCezvTZdXBnYAPhkWJtDrOwq+GetTsLBb3xQoW7asWhyT7QFtRtBjqSBW1SxZssS3geTbMUGfr4LRPp7xEW3/Rn107dq1E6zKwVLlTCUj6GvUqCF4AxP7h4S18EQOq+e8sZvx4Y3O7MUdBbBw4fbbb5cffvghd9Bj2SSW87Ro0cIdKz1olSeyByKHuAvGR4idR9Pl/fffV8vdsQwz5xk9VrMgPx+EdfK5+pQncq7KxeM4xkc8/BzVUQLwyNNn24spY+qmU6dO8tprr4VaI57IoXaf68YzPlyXmB24rIAJpzOCHjP6bFeKvMZg9hWsvLrgiZyXfJE/mPEReRdHfoAmnPYX9FYXuAR9nsgRiHOXYgPKMD4iEB8xH0K4QO+Ss3giuyRsRJplfETEkTEeBkHPGVuMw99s6AS9mU6sFVwFPAS9i/fWeeqrT+Qrr7xS7rrrrjxb4+FRU+Cqq66Su+++O+s21lEbN8cTHQU8BH1wRVu6dKng7TFs5IVdLqtXrx5cY2mZpwps2bJFfTkKO2zi7e+2bdt62j87owJOKEDQ/6ZimzZt1NeDWKhAKgXwFTLs7MlCBcKoAEFv8Rpm9gsXLgyjHx23WX9D1/GGQ9hg586dOZMPod9o8u8KEPSMhpQKmAQGpaMCVCAcCpicz8FZRx8OTSNhpUlgRGKgHAQViIECJuczQR+DQEgeoklgxFAWDpkKhFIBk/OZoA+la/Mz2iQw8uuBR1MBKuCVAibnM0HvlTcC1I9JYATIXJpCBahABgVMzmeCPoYhZBIYMZSFQ6YCoVTA5Hwm6EPp2vyMNgmM/HqI6tHBfQM8qopzXNkVMDmfCfrsOkauhklgRG7QHBAViKgCJuczQR9R52calklgxFAWDpkKhFIBk/M52qDnnXbKwDUJjFBGPI2mAjFUwOR8jjboY+h0kyGbBIZJO6xDBaiA/wqYnM8Evf9+8twCk8Dw3Ch2GHAFeHscVAeZnM8EfVC956JdJoHhYvdsmgpQAQcVMDmfCXoHBQ9LUyaBEZax0E4qEHcFTM5ngj6GUWISGDGUhUOmAqFUwOR8JuhD6dr8jDYJjPx64NFUgAp4pYDJ+UzQe+WNAPVjEhgBMpemUIHIK5DPo26T85mgj3wIlRygSWDEUBYOmQqEUgGT85mgD6Vr8zPaJDDy64FHUwEq4JUCJuczQe+VNwLUj0lgBMhcmkIFqEAGBUzOZ4I+hiFkEhgxlIVDpgKhUcCa0zc5nwn60LjWOUNNAsO53tgSFaACbipgcj4T9G56IKBtmwRGQE2nWVSACiQpYHI+E/QxDBuTwIihLBwyFQilAibnM0EfStfmZ7RJYOTXA4+mAlTAKwVMzmeC3itvBKgfk8AIkLnRMiWfN2OipQRH45ACJuczQe+Q2GFqxiQwwjQe2koF4qyAyflM0McwQkwCI4aycMhUIJQKmJzPBH0oXZuf0SaBkV8PPDr0CjDFFBoXmpzPBH1o3OmcoSaB4VxvbIkKUAE3FTA5n70BPWcHbvrZdtsmgWG7UR5ABaiALwqo87mwSKRU+u69Ab0vw2en6RQg6BkbVCA6CpiczwR9dPxtPBKTwDBujBWpABXwVQGT85mg99VF/nRuEhj+WIZemefzT3v2HEYFTM5ngj6Mns3TZpPAyLMLHk4FqIBHCpiczwS9R84IUjcmgREke2lLvBXgPV5m/5uczwR9DM8hk8CIoSwcMhUIpQIm5zNBH0rX5me0SWDk1wOPpgJUwCsFTM5ngt4rbwSoH5PACJC5NIUKUIEMCpicz8EEvUdJOY+6CVyQmgRG4IymQVSACqRUwOR8Dibo6VBXFTAJDFcNYONUgAqUVCDHmafJ+UzQxzDgTAIjhrJwyFQglAqYnM8EfShdm5/RJoGRXw88mgoESIEcZ8oBGkFGU0zOZ4I+LN500E6TwHCwOzZFBaiAiwqYnM8EvYsOCGrTJoERVNtpFxWgAsUVMDmfCfoYRo1JYMRQFg6ZCoRSAZPzmaAPpWvzM9okMPLrgUdTASrglQIm5zNB75U3AtSPSWAEyFyaQgWoQAYFTM5ngj6GIWQSGDGUhUMOsgIRXzmTj/Qm5zNBn4/CIT3WJDBCOjSaTQVip4DJ+UzQxy4sREwCIz9ZOP3KTz8eTQXMFTA5n30CPUFg7kbna5oEhvO9skUqQAXcUMDkfPYJ9G4M97c2eQ3JKq5JYGRthBWoABUIhAIm53P0QB8I6YNthElgBHsEtI4KUAGtgMn5TNDHMF5MAiOGsnDIVCCUCpiczwR9KF2bn9EmgZFfDzyaClABrxQwOZ8Jeq+8EaB+TAIjQObSFCpABTIoYHI+E/QxCKGuXbvKc889J927d5c5c+Ykllf26NFD5s6dK2eccYbMnz8/BkpwiNFXIH6rMQj66Ee10Qg3btwo9erVU4DHn8LCIikoKCVFRUXqz4YNG6Ru3bpGbbESFaACwVKAoA+WP3y1pm3btrJs2TJlgzUw2rRpI0uXLvXVNnZOBahA7goQ9Llrl/XIsN0g6ll98sA4m8/qalagAoFWgKB3wD1hA3qmIbdr167Y7B2z/CVLljigEpugAlTALwUIer+U96vfLFclzN7r16+fsG79+vUqd89CBahAeBUg6MPrO9cs17N6zuZdk5gNUwFPFSDoPZU7HJ19+OGH0rJlS1mxYoUceeSRSUZHKVEVDn/QSiqQrwIEfb4KRuz47777Trp06aIgD9g///zzUqdOnYiNksOhAvFSgKCPl78zjtYK+VatWsny5csJe8YHFYiAAgR9BJzoxBCSIY+ZPGb2hL0T6rINKuCvAgS9v/oHovdUkK9du7Z8//33hH0gPEQjqEB+ChD0+ekX+qPTQV4PjLAPvYsNBsAH7AYiBaqKXY8R9IFyn7fGZIM8Ye+tP9gbFXBLAYLeLWUD3q4p5An7gDuS5lEBAwUIegORolbFLuQJ+6hFAMcTNwUI+ph5PFfIE/YxCxQON1IK5AZ6y5MAkwYipViIB5Mv5An7EDufpsdaARNO8wtTEQgRpyBP2EcgGDiE2ClA0MfA5U5DnrAPYdDYXY8XwiHS5PQKEPQRjw63IE/YuxM45LE7usa9VYI+whHgNuQJ+wgHD4cWKQUI+ki58/fBeAV5wj6iAcRhRUoBgj5S7tw3GK8hT9inCCLmYCJ4ZoV3SAR9eH2X0nK/IE/YRyyQOJxIKUDQR8idfkOesI9QMHEokVKAoE/nzpDdegcF8oR9pPjAwUREAYI+Ao4MGuSDAfuQXalDEIc///yzbNy4sdifrVu3BtbyqlWrSt26dYv9qVKliq/2+hWVBL2vbs+/86BCPhiwz1/fOLeA7wb/61//khdeeEE+/fRTCTLUTf0E+Ddp0kROP/10Oe2009SnMuNQCPoQeznokCfswxdcALv+8+WXXxYbQOXKlUvMkKtXrx7YQW7ZsqXEHci2bduK2XvooYcq4Os/gR1MnoYR9HkK6NfhYYF8UGC/Z88euf7662Xp0qUyY8YMqV+/fgnXYcZ6xRVXqJ/fc889gtlfXMq0adNk3Lhx8vnnnyeGfMghhyQA2LFjR6lWrVro5fjpp59k0aJFiYvZV199lRhTo0aN5JprrpEBAwaEfpzJAyDoQ+jSsEE+KLBfvXq19OzZU/72t7/J4MGDBcFvLfPmzZMrr7xSHnvsMTnuuONCGBn2TX766afltttuk3fffVcdjFSGnt0ee+yx9hsM2RFvv/12AvpIVaEcffTRCvjnnHNOyEaT3lyCPmSuDCvkgwD7oqIimTRpkjzyyCMye/Zsady4ccL7uM2/6KKL5OCDD5abb75ZypcvH7LIsGfuwoUL1Qz+tddeUwdCC8DtggsusNdQhGo/+uijShNMCFA6deqkNOncuXPoR0nQh8iFYYd8EGC/fv166du3r3To0EGlckqXLq3MmjVrlgL8k08+KUceeWSxqFi7dq26QMyZM0d++OEHOemkk+Sqq65Ss37rXQHqIeWDh5eABVIfmBVfeOGFChq6L79D7vbbb5err75amYFVKfg37mRY9ikAXwP4WGGEgjueESNGhFoegj4k7osK5IMA+2Soa/iffPLJ6oS2Annx4sUqZ4vb+d69e0uFChXkpZdeUumdiRMnSq9evRTsAfk+ffqoOwLUw4NLPPhbsGCBtGrVSl1cglAGDhwoyMej4EI3cuRIKVu2bBBMC5QNu3fvVhf+sWPHKrsQA1OnTg2UjXaMIejtqOVT3ahB3m/YW9M0N910k0yZMkWQq545c6Y0aNAg4WVdb//991dQB7xR8GAXM7433nhDAR+zYqSCUOeJJ54QrOQIWsEKmv79+6sHkQA70hTnn39+0MwMnD2PP/64SmcB/HggPX369ED6N5twBH02hXz+fVQh7zfskaMeNGiQjBo1SuXsAUHMdq2pGDygPOOMM9TJjdm+tSxbtkzlbp955hn1u1deeSUx60NqJ/lBr59hhDw87jwQS3/+85/VeOKyftwJ3fGQFvHxySefSJ06ddTFHKk4FL9egLI7LoLermIe1o865P2EvV5KiRl5165d5aGHHpLatWsX8z0eEugAACAASURBVC5SPMjPItXRsGHDYr9bs2aNAjvy20jVIE2DNMjDDz8s3bt3VxcR5OfLlCnjYcTorn7HD+zETHTDhg1y5plnKsjHadmoU+IjXgD7Z599VurVq6fujJJjwqm+3GiHoHdDVQfajAvk/YT9m2++Keedd55Kw/Tr16+E1wB65N0zFaR7AHqUwsJCwXK9Bx54QObOnavSQNdee6306NHDl1U8e/fuVZDHuwO4mGH5KEt+CnTr1k3mz58vbdu2VbA3fsDu89SfoM/P764cHUTIexGn33//vXTp0kWWL1+uUgvPP/+8ulV2q+h19cOHD0/A2toXQD9+/PgSSzFN7MFYMHvGRQSz+zFjxngOe6RrsIqoefPmCkp+7/NiolvQ62C/H1w8V65cqSYJSOOEoRD0AfNSECHvpURewj4b6JPz8HZ1wLp9zO6R+gFw8ealVwXrv5F2woNkQP7www/3quvI9/Pxxx+r5bk//vijSt3hYh70QtAHyENxh7zXaZxsoNerbvDq/5133plxRow0SarbeKzowXMArN7AunovCvLIeE6AgjX9eNOVxVkFsB8QNkZDQZoOzz+CXAj6gHiHkC/uCC9m9tlAD4s++OADufjii6VcuXLq4StgDah/9NFH6vZ9woQJUrNmTXUL/9xzz6nX5vVGX++//75auoktF4YOHerZg1mkvbBiCLahXxZ3FLjjjjtk2LBhcswxx4jePsGdnvJvlaDPX8O8WyDkU0voNuxNQA/LsGIFq2nw4BXH1KhRQ9q1a6fy+pg5Y7uEVatWqTQNXpBCHeTD27dvr5Zs4rmDV1sqwIZLLrlEbcULm1jcVaBp06ZqC+f7779fTQiCWgh6nz1DyGd2gNuw99n9jnaPl3rwshbe9LWuBnK0EzZWTAG9Mgu7oeKltKC+ZUzQ+xi4hLyZ+IS9mU7Y0uCGG25QL/O8+uqrZgexVt4KnHjiiWpzuNGjRye2TMi7UYcbIOgdFtS0OULeVKl99Qj7zHphBUitWrXU8wO8pQv4sHijAPT+y1/+oh7Gb9q0Sa10Cloh6H3wCCGfm+iEfXrd8DEVvPSF7RiwvQNLSQXcfBcE22G8/PLLaoVVUDawsypA0Ht8RhDy+QlO2KfW79xzz1Ubs2GLXf2VrPyUjsHRDpIf21PjYzZYdfXUU08FTjyC3kOXEPLOiE3YF9cRu2lilc/OnTvVA0HrDpzOKM5WsimAbarxIBzbWOPtWX/2OEpvJUGfzYMO/Z6Qd0jI35oJMuwdnCgaiYYXdrCfDvZfWbJkidExrOS8Alhyi32F8IEa/cKa873k1iJBn5tuto4i5G3JZVw5yLA3HoQDFf/+97+rrZZvueUWtYkaiz8K3HrrrXLdddepF+Tw3kWQCkHvsjcIeXcFJuxFfdXq66+/Vm/rck8bd+MtU+v/+c9/5IgjjpCDDjpI1q1b558hKXom6F10h1uQ37x5s3orE29hWgt2KUz+6LX193hjE7soTp48WS0D0//GK/xulmR733rrLfXWqFMlDrDPlA5CPhjLKnft2qW2aghaCVu85qrfr7/+qt6AxjJLPDcJUiHoXfKGW5CHufrEwdeRcgWmFfpug/7GG29UH2nAxQn9YnUCVoc0btzYMfWjDHvsJY89c/DJwuSCD1jjQxj4aApiLoglbPGaj4bYVhuxiG0zUvkrn7bzOZagz0e9NMe6CXkT0FvBumPHDhkyZIha24sXajCLx9uTWIKHO4JTTjlF8Bq3FfbJMzDUx0VFXxxat24t//jHP9Q+5/oOAh/RxlpufL0Ie7jrdmEvvryEDy3rPqz2OSl/VGGvP0uIrXGxdM8KEGxehk3MjjrqKMEmakEs2UCfb7wGacwtWrRQG+FhkzNsdhaUQtA77Am3IW8CesAdr8Njt0WkaLD0S8+ms6Vu9IUBH1dInoGj7549e8pZZ52lwI8LBPY6x0ex33vvPbVHt95jBScvCupZi/XCk+vdSCaXRRH22ALX+nUo6IwLLGby2DETM35sRYwtiYNYsoE+n3gN2nixdTG2MMZXqPC9YSdLPqu5CHoHPeEF5K2gT87RX3TRRQq6FStWVLNvwB4ORk4es+lccvQ4SS+//HJ1J4BiTbtYf4cLCuCu7w5SpYaSLyIOSl+sqX2wP12WL1/hyZeq3BqHtd2CggLBh0ysBcAHTPDxC+ySie/eBrGky9G7Ea9+j//CCy+UqVOnqp1MMb6gFILeIU9YZ5KtWrVSn8FL/ti0Q10Z5+iTUySmoEcaBhDRRado8H/rA9xk0CN1Y73QJD/sdStlk0pXqz+c0j2I7eCjKD/99FOgN9TKNqPXuuYar0Hyi95YDrGPfwelEPQOesLrGX2mh7GAtb7dRwoHDz5NQJ98Umaa0VsfrCbP6NG/dYZvbcfJh7DZIO/Ft2cdDKG0TZUqKBAJ+YzejXj1Qns7ffgxozdJ6RD0drxoUNcL2GebIeH3+gEoAIxvlo4dO1at7c2Wo09u2/qBbAwfOXr9Me1UOXq9dDJdjt5AwryqRDFHj7cs8XlAXaKWo88nXvMKFhcOdjNHn4+5BH0+6qU51m3Yp8t5whxsmYqVGVhlox92Ashr1qwRbHylQY+6eNiKkrzqRn9MAb/Dsj48aLWu2kG6AD+3rtjBDB7PAlDwIWxr/hU/82JGH0XIQ7uorLpJfqbkVLy6cArn3CRX3eQsXTgPdBv2fqiSae29Xl6pc/Re2xdVyEPHsK+j9zoW/OyP6+j9VN+nvqMG+6CCPsqQNwndoL8ZazKGKNThm7FR8GKOY4ga7HOUwbXD4g55CMu9blwLL1sNc68bW3JFrzJh745PCfl9unL3Snfiy26r3L3SrmIRrE/YO+tUQv53PbkfvbOxlWtr3I8+V+UCfJzJ2tVk8wl7ZxxKyBfXkV+Yciau8mmFX5jKR70IHkvY5+dUQj61fvxmbH5xle/R/GZsvgpG8HjCPjenEvLpdcP2E/369ZOTTz5ZFi5cmJvAPCpnBTp37iwvv/yyPPbYY+qdk6AVvjDlk0cIe3vCE/KZ9frxxx/VNtT4AMm///1vOemkk+wJzNo5K/Dqq68qvfHBEbyJvv/+++fcllsHEvRuKWvQLmFvIJKI+pBDly5dZPny5ZHZjdJs5PZq6Q21OnXqJIAPizcKnHjiifLaa68FemM5gt6bWEjbC2Gf2QGEvHmA7t69Ww499FBZv3594rsA5kezZi4K6O1C6tevL19++aWULVs2l2ZcP4agd13i7B0Q9qk1IuSzx05yDeyDfskll0iTJk1k1apV9hvgEbYUaNq0qXz66ady//33y8UXX2zrWC8rE/Reqp2hL8K+uDiEfO6Bia2Z8YnBCRMmyNChQ3NviEdmVOCOO+6QYcOGqU8G4tOBQS4EfYC8Q9jvcwYhn19QYktjbG2Mgs8L4jODLM4qgM8FYktiFLywhs89BrkQ9AHzTtxhT8g7E5BXX3ON3H7bbWoFCL4R0KxZM2caZiuCPW3wTWWsdMJnHMeNGxd4VQj6ALoorrAn5J0Nxl69eqlvA+BTkPiIe5UqVZztIIat/fzzzwryK1eulPPOO0+eeOKJUKhA0AfUTXGDPSHvfCBiTT2gtHTpUrWnvf60pPM9xafFbt26yfz586Vt27bq4om182EoBH2AvRQX2BPy7gUhviwG2G/YsEHlkadPny5Vq1Z1r8OItrx161bp37+/+qRjvXr1FOQbNmwYmtES9AF3VdRhT8i7H4B4mQdpHMTSn//8ZwV7rMxhMVMAK2oA+U8++UTwBSmka/BSWpgKQR8Cb0UV9oS8d8GHl3kAK8xE8VLPo48+Kueff753BoS0p8cff1wuuOACwctouDPCRRIvpYWtEPQh8VjUYE/I+xN4AwcOlGnTpqnOsWXCyJEjA/s2pz8K7esVYL/55ptl7Nix6v8DBgyQqVOn+mlSXn0T9HnJ5+3BUYE9Ie9t3CT3dvttt8vV11ytfly3bl255pprZPDgwf4aFaDe7777brnttttk48aNyir8e8SIEQGy0L4pBL19zXw9IuywJ+R9DZ9E59jKGOu/kb9Hady4sQI+0hRxLUhnQZPVq1crCZCHhybYgjjsJQagz+VbUMF2a1hhT8gHL66efvppBbf33ntPGYeHtHiTFn+OPfbY4BnssEVvv/224C1X/NHbGGBLA7wIdc455zjcm3/NxQD0/onrZs9hgz0h72Y05N828vYA/ueff55o7JBDDklAHw8iq1Wrln9HPrfw008/qQfSGu5fffVVwqJGjRqpGTzy8ckl7NNFgt7nwMun+7DAnpDPx8veHqsBiL+xUsdaKleurHL61j/Vq1f31kAbvW3ZskXl2a1/tm3bVqwFrKDRdzBR3hOIoLcROEGsmg32fs9ECPkgRo2ZTUhlAPjYGA1b8eKloSCVUv9/5RDi207By2LYwhkbkgHscXmfgKC3EyUBrZsN9n6ZTcj7pbw7/WKfl+QZctDgbx05oJ58BxLX/X4IenfOCc9bDRrsCXnPQ4AdUoG0ChiBvrCoqAi3SamKSQPUP50CziZWSsL+Oaldu47n8hPynkvODqlARgVMOF2qqKgobSrMpAH6wDsF/J7ZE/Le+Zo9UQFTBUw4TdCbqhmQen7BnpAPSADQDCqQpABBH9GQ8Br2hHxEA4nDioQCBH0k3Jh6EF7BnpCPcBBxaJFQgKCPhBvTD8Jt2BPyEQ8gDi8SChD0kXBj5kG4BXtCPgbBwyFGQgGCPhJuzD4Ip2FPyGfXnDWoQFAUIOiD4gkP7HAK9oS8B85iF1TAQQUIegfFzKUpk1emTOqY9p0v7Al5U6VZjwoERwGCPji+8MySXGFPyNt1kZOXaLt9sz4V+F0Bgj6m0WAX9oR8TAOFw/ZfAQfmCwR9Rjc6oLD/YZLWAlPYE/IBdiJNowIGChD0BiJFuUo22BPyUfY+xxYXBQj6AHnar/uHdLAn5AMUHDSFCuShAEGfh3hROjQV7Lt06SLLly9XX+F5/vnnpU4d77c8jpLGHEvMFPBr5pZCZoI+ZrGXabjJsCfkGRxUIBoKEPTR8KNjo7DCnjN5x2RlQ1TAVwUIel/lT9F5AG73APsDDjhAvv32W6ZrghYftIcK5KCAEej5KcEclA35ISaBEfIh0nwqEBsFTM5nfmEqNuHw20CLREoVlJIMX5A0UyQAdydmhrIWFYi2AgR9Pv6NMMhMAiMf6XgsFaAC3ilgcj5zRu+dPwLTk0lgBMZYGhJSBSI8UwqYR0zOZ4I+YE7zwhyTwPDCDvZBBahA/gqYnM8Eff46h64Fk8AI3aDCYjAnumHxVGjsNDmfCfrQuNM5Q00Cw7ne2BIVoAJuKmByPhP0bnogoG2bBEZATadZVIAKJClgcj4T9DEMG5PAiKEs5kNm+sVcK9Z0XQGT85mgd90NwevAJDCCZzUtogJUIJUCJudz7EDPyZiISWDwlKICVCAcCpicz7EDfThc566VJoHhrgVsnQpQAacUMDmfCXqn1A5ROyaBEaLh0FQqEGsFTM5ngj6GIWISGDGUxdMhM4XoqdyR7szkfCboIx0CqQdnEhgxlIVDDrICvDKm9Y7J+UzQBzm4XbLNJDBc6prNUgEq4LACJudzZEHPCUD6aDIJDIdjkc1RASrgkgIm53NkQe+SppFo1iQwIjFQDoIKxEABk/OZoI9BICQP0SQwvJaFd2BeK87+oqKAyflM0EfF2zbGYRIYNppjVVcU4KXPFVkj2KjJ+UzQR9Dx2YZkEhjZ2kj3+82bN0vv3r3Vx8efeOIJadq0acqqs2bNkvHjx8vs2bOlcePGuXbH46hA7BUwOZ8J+hiGiUlg5CqLBv2CBQvkwgsvlIkTJ0rlypVLNBds0HM2nav/eZz3CpiczwS9937xvUeTwMjVSA36ww8/XGbMmKFA36tXL7W/jrUEG/S5jp7HUQHvFTA5nwl67/3ie48mgZGrkRr0mM2/99578sorr8gjjzxSIoWTDvSFhYXyxhtvyKRJk9SxKCeddJIMHjxYjj/+eCkoKMjVNB5HBSKpgMn5TNBH0vWZB2USGLnKokHft29fOeGEEwR/I09/++23F0vhpAL9nj171B3AhAkT5Nxzz5WuXbsqM+bPny9PPfWUDBs2TIYMGSJlypTJ1TweRwUip4DJ+ewv6JkK9SXoTAIjV8OsoMdD2Xnz5smgQYNKpHBSgX7FihVy9tlny8iRI2XgwIGJdE9RUZGg/ogRI+TZZ5+V1q1b52oej6MCkVPA5Hz2F/SRkzwcAzIJjFxHkgz6Xbt2KXC/9dZbxVI4qUB/6623ysKFCxXU69WrV8yETZs2qbuD9u3bq/aSc/652svjqEDYFTA5n0uC3jLLNmkg7CLF0X43/ZoMeui7du1a6dOnjzRv3jyRwkkG/Y4dO1RaBgXpm4oVKxZzjf793r175e6775ZKlSrF0XUcMxUooYDJ+cwZfQwDxyQwcpUlFejRlk7hANLnnXeemrVb19FnAz3auPHGG2Xx4sXq2Jo1a+ZqIo+jApFSwOR8Jugj5XKzwZgEhllLJWulA701hYNll6tWrZLRo0cnXpjKNmPP9vtc7eVxVCDsCpiczwR9WLxs/OA6e0WTwMhVlnSgt6ZwWrRooVbUDB8+vNibsUjZYIUNc/S5qs/j4qiAyfnsG+iz4yiOLvNmzCaBkaslmUBvTeF07txZPvroo2Kg//DDD1VaB7l6rrrJ1QM8Lm4KmJzPvoE+bs4I0nhNAiNXe7OBHikYLJOcPHmyejhr3esGyyixPw5A369fPzn11FOVGcjLP/DAA+rnXEefq2d4XFQVMDmfCXqfve/HnY1JYOQqSzbQo93PPvtMLZXcuXNniU3NAPs333xT7r33XvVm7O7du/lmbK7O4HGxUMDkfCboYxEKxQdpEhgxlIVDpgKhVMDkfPYe9H5MYUPpPveMNgkM93pny1SACjipgMn57D3onRwh28pJAZPAyKlhHkQFqIDnCpiczwS9527xv0OTwPDfSlpABaiAiQIm5zNBb6JkxOqYBEbEhszhBEYB5m6ddoXJ+UzQO616CNozCYwQDIMmUgEqIKI2+MNqtUyFoI9hqJgERgxl4ZCpQCgVMDmfCfpQujY/o00Cw1YPvBu3JRcrUwEnFTA5nwl6JxUPSVsmgRGSodBMKhB7BUzOZ4I+hmFiEhgxlIVDpgKhVMDkfI4Z6JljQCSbBEYoI55GU4EYKmByPscM9DGMghRDNgkMKkUFqEA4FDA5nwn6cPjSUStNAsPRDtkYFaACrilgcj4T9K7JH9yGTQIjuNbTMipABawKmJzPBH0MY8YkMGIoC4fsqwJ8fpar/CbnM0Gfq7ohPs4kMEI8PJpOBWKlgMn5TNDHKiT2DdYkMGIoC4dMBUKpgMn5TNCH0rX5GW0SGPn1wKOpABXwSgGT85mg98obAerHJDACZG6wTWFqOdj+iYF1JudzNEDPk81WOJsEhq0GWZkKUAHfFDA5n6MBet8kDmfHJoERzpHRaioQPwVMzmeCPn5xwYexMfQ5hxxdBQj66PrW1si6du0qzz33nHTv3l3mzJmTAH2PHj1k7ty5csYZZ8j8+fNttcnKVIAKBEMBgj4YfvDdio0bN0q9evUU4PGnsLBQCgoK1Fdp8GfDhg1St25d3+2kAVSACthXgKC3r1lkj2jbtq0sW7ZMjc8aGG3atJGlS5dGdtwcGBWIugIEfdQ9bGN8elaffAhn8zZEZFUqEEAFCPoAOsVPk9q1a1ds9o5Z/pIlS/w0iX1TASqQVgGzdeMEPUOomAKYvdevXz/xs/Xr16vcPQsVoALhVYCgD6/vXLNcz+o5m3dN4mA2bDY5DKbttCqjAgQ9A6SEAh9++KG0bNlSli9fLs2bN6dCVIAKhFwBgj7kDnTa/O+++066dOkiK1asULB//vnnpU6dOk53w/aoABXwUAGC3kOxg96VFfKtWrVSM3rCPuhe+90+Zl7C4yuvLSXovVY8oP0lQx4zeczsCfuAOoxmRUoBty/SBH2kwiW3waSCfO3ateX7778n7HOTlEdRgUApQNAHyh3eG5MO8toSwt57n7DHeCjg9izeqiJBH4+YSjnKbJAn7GMcHBx6pBQg6CPlTvPBmEKesDfXlDWpQFAVIOiD6hkX7bILecLeRWewaSrggQIEvQciB6mLXCFP2AfJi7SFCthTgKC3p1eoa+cLecI+1O6n8TFWgKCPifOdgryrsPdyGUJM/M5hUgEoQNDHIA6chryrsI+BPzhEKmCmgHMzH4LeTPHQ1nIL8oR9aEMiYbhzGAm/FlEfAUEfYQ+7DXnCPsLBw6FFSgGCPlLu/H0wXkE+0rDnlDeiZ0f8hkXQu+Zz/yjhNeQjDXvX4oMNUwHvFCDovdPak578gjxh74l72QkVyEkBgj4n2YJ5kN+QJ+yDGRe0igoQ9BGJgSBA3pqsCtqul/4l0iISYGEeBp3PdfRhjl9texAgn0rHoME+zL4mq8LsPf9t54zefx/kZUFQIc80Tl5u5cFUwFEFCHpH5fS2saBDnrD3Nh7YGxVIpwBBH9LYCAvkCfuQBlgKszdv3iy9e/eWb7/9Vp544glp2rRpysHNmjVLxo8fL7Nnz5bGjRtHR4AQj4SgD6HzwgZ5Y9gzER3oaNSgX7BggVx44YUyceJEqVy5cgmbYwf6EMSt96APgShBPtvCCnlj2AdZ/JjbpkF/+OGHy4wZMxToe/XqpVZ0WEvsQB+CuPAe9CEQJagmhh3yhH1QI8vMLg16zObfe+89eeWVV+SRRx4pkcJJB/rCwkJ54403ZNKkSepYlJNOOkkGDx4sxx9/vBQUFJgZwlq2FSDobUvmzwFRgTxh70/8ONGrBn3fvn3lhBNOEPyNPP3tt99eLIWTCvR79uxRdwATJkyQc889V7p27apMmj9/vjz11FMybNgwGTJkiJQpU8YJU9lGkgIEfQhCImqQJ+xDEHQpTLSCHg9l582bJ4MGDSqRwkkF+hUrVsjZZ58tI0eOlIEDBybSPUVFRYL6I0aMkGeffVZat24dTnECbjVBH3AHRRXyhH3AA88A9Lt27VLgfuutt4qlcFKB/tZbb5WFCxcqqNerV69Y65s2bVJ3B+3bt1ftJef8HVUqps8ICXpHo8jZxqIOeadgH9Nz19lgS24thajJM3ocsnbtWunTp480b948kcJJBv2OHTtUWgYF6ZuKFSsW603/fu/evXL33XdLpUqVbI6NEZBNMII+m0I+/T4ukHcK9j65KVbdpgI9BNApHED6vPPOU7N26zr6bKBHGzfeeKMsXrxYHVuzZs1Y6erFYAl6pXKwZgRxgzxh78Wpnn8f6UBvTeFg2eWqVatk9OjRiRemss3Ys/0+f8stLQTrVHd0aJkaI+g9k9qso7hCnrA3iw8/a6UDvTWF06JFC7WiZvjw4cXejEXKBitsfM/R+ymgj30T9D6Kn9x13CFP2AcoGFOYkgn01hRO586d5aOPPioG+g8//FCldZCr56ob7/1M0HuvecoeCfnisnCL44AEpsWMbKBHCgbLJCdPnqwezlr3usEySuyPA9D369dPTj31VNUy8vIPPPCA+jnX0bvnc4LePW2NWybkU0tF2BuHkCcVs4EeRnz22WdqqeTOnTtLbGoG2L/55pty7733qjdjd+/ezTdjPfGc8MMjHumcthtCPlma4k/LCHu/I5T9R0EBzuh99GJsIW9z5QNh72OQsutIKEDQ++TGdJBfvXq19OzZU1auXKksu+iiixIvmeB3Y8aMUTnQTGuNTeuZDN3JttCfTcYnTCTsTbzFOlQgtQIEvQ+RkQ3yyGHidXAUvEiyfv16Bft169aFHvT5yE3Y56NezI7NdUYRUZkIeo8dmyldgxUIALv17UDMqLGN6w033CDXX3+94KMPp5xyiqrz6aefSocOHRIjwJ4jTZo0UV8BstbDXiL6LkEfm+qOwPphCV0Px+IuAptN/eMf/yixmgJ24BV4FL3S4uCDD1YrKOrXr69enEGB/aNGjVL/xji13fi5vpDh1Xjr76x3M3qQhL3HAcvuIqEAQe+hG7Pl5K2fakv1GTZrGgUAxgUAe3vjc20A7qJFi0rM/DE8gB+QxV2C9Q7BuueIfjtRby6F9tasWaO2lMVFAi/AoB3r8diT3Hphwr9R9Jaz+DfuRFDvsssuU6swatWqlbDn6KOPLrYHCu5Y9JisFwt9gSDsPQxWdhUZBbBFdNmyZQWrnjKVUkUZaphcKSKjWB4DyQZ5a9OpZsmAeaZ8OWbC+qs/1hQPZv1WGKdrI9PPrRcUaz/Jm1Ppi4MGfceOHRXUcQG7/PLL1Z0BLlDaTj2D1/+fM2dO4mKV/LvkvjizzyMYeWisFHj//felVatWAuAT9C663g7kk82wpnN0GkU/jAXAdWoEx+lURzLorekda4rF+uHmVGkj1E2+AFhBj98jRTNlypSE2UjFaNDruwMr6LEvub7zSAV6nQbSDWZKNRH2LgYtm46MAuPGjVM7i/7www8EvVtetQN5zIh1qkXbY4UkfqZX3STP1DPN6K0z6HTjNJ3pW/tJnoEnz+hTgT7bjB7pouRUTSbfEPZuRS7bjYoC7dq1k9KlS6sJFmf0LnjVDuT17NmaJsHPAE+AGn9bZ/RW0GP/but+39YZvbpwnN9bRo3el6O3tmd9IKufD+hcvs75X3LJJYIZgb6LSAf67du3qzQN+sg0ozfN0eNuI93zhGRXEfYuBC+bjIwCyM9PnTpV+vfvT9A77VW7kNf9J6+jt6YuNIxRd9q0aQqESJtgtcvYsWPlySefVEC23hXoC4RedZO8B4l13Na+k1fdpAK9hrte4YOLwosvvii33HKLXHfddYmvBlnvSgBwvbIGtlx66aXqYa3+IIV11U2mtA1h73TEsr0oKtCtWzd55513ZOPGjVmHF6GHsd4srs0V8lk9EcEKeqWOnXRNOhk4s49ggHBIMwKHVwAAFYVJREFUOSuANC8mgPgWL4CfrUQI9NmGmv/vCfnMGmZ68zd/9UUIeydUZBthVwBgx/7/ePcGwDcpBL2JSiJCyBsK5XI1wt5lgdl8oBTAskns/48UKuC+fPly9b4Ktn82mcnrwRD0Bm61wgVrVp9//nmpXbu2wZGs4oYCVn+40T7bpAJBUgCraqpWrSrNmjVTH3bJ9uA1le0EvaFHOaM3FMrlapzRuyywj81785TNxwH62DVBb0N8wt6GWC5UJeRdEJVNxkIBgt6mm8MO+0zbHJhKkfymrXVbh1SblZm2m6keIe+EimwjrgoQ9Dl4Puywz2HIxQ7JtnUDKjuxpFJ3Ssjn6zEeH3cFCPocI8At2AOi2FMG7bdp0yaxQ6Te08Y6Y7ZuPYwdKLdu3apeZMJTeetHTKyzeLzAhLdx9YtPP/74o9p5Etsg6x0n9f42+JneO9+6dBL2oU3M5F966SWlIN6cRXH6YyaEfI4BysOogEUBgj6PcHAD9gCo3vZX72qZbntf6wtJ+q1TwNkO6LGvvJ59J7eXvP0wLiJ6O2MN+uS9751IDXEmn0dQ8lAqkEIBgj7PsHAa9qny36l2hAScBwwYkNiL3rrnvB3QW7cbtu5tn6m9dLP2dLtk5iIxZ/K5qMZjqEBqBQh6ByLDSdgnz4itDzq1qdgn5p577lHbGCNFg5l/rqC37kKpv15llWTmzJnSoEGDrPveO5myIeQdCEo2QQWYunE+BpyCfSrQp9reN3lHykygt36hKjlHn2q7Yete9qny7qmgrrcxzvchLCHvfGyGu0WurnfCf5zRO6Hib204Aftk0OvvyurPClq3950wYULim6wAOB7Y6hw9drTEh8iTP+mXDvQYgjVHrx++WtvQaR7US5ejz0dOQj4f9XgsFUivAEHvcHTkC/tUDzPTbe+rZ/FYJXPeeeepkeCzfnpvenzRKXm74Eygt7aHtpC2sa6m0dsh33nnnWp1zc033yz6YWy+M3pC3uFAZHNUgKkbd2MgX9jnYl3yB8BzacOvYwh5v5Rnv3FRgDN6lzztNezDCnpC3qUAZLNUgDN6b2LAa9h7MyrneskIeT6DKyY05XAu7uLYEmf0LnudsE8tMGfyuQYekZ+rcnE+jqD3wPuEfXGRCXkPgo5dUAGmbryPAcJ+n+aEvPexxx6pAGf0HsZA3GFPyHsYbOzKJQXCmToj6F0Kh3TNxhX2hLzHgcbuqIDbqRuTa55Jnah6Km6wJ+SjGskcV1gU4IzeJ0/FBfaEvE8BFtFugztBDK5lCAWC3scTIuqwJ+R9DK5E18EGUBAUioMNBL3PXo4q7Al5nwOL3VMBt3P0VNieAlGDPSFvz/+snYcCvGExEo8zeiOZ3K8UFdgT8u7HCnugAnYViB7oQ3yFDzvsCXm7px/rUwFvFIge6L3RzbVewgp7Qt61kGDDVCBvBQj6vCV0voGwwZ6Qdz4G2CIVcFIBgt5JNR1sKyyw/+777+WMLl1k+fLl0rJlS3n++eelTp06DirBpqgAFchXAYI+XwVdPD7osOdM3kXns2kq4KACBL2DYrrRVFBhT8i74W22SQXcUYCgd0dXR1sNGuzjC/kQL+lyNCLZWNgUIOhD4rGgwD6+kA9JoNBMKpBCAYI+RGHhN+wJ+RAFSxRM5Q2UY14k6B2T0puG/II9Ie+Nf9kLFXBDAYLeDVVdbtNr2BPyLjuUzVMBlxUg6F0W2K3mvYI9Ie+WB9kuFfBOAYLeO60d78lt2BPyjruMDVIBXxQg6H2RXXea/9Mmt2BPyPsaGOycCjiqAEHvqJz+NGYKe9PLCiHvjx/ZKxVwSwGC3i1lHWvXDM+msM9mFiGfTaHsvzfzWPZ2WIMKOKUAQe+UkgFoJ1/YE/IBcCJNoAIuKEDQuyCqn03mCntC3k+vsW8q4K4CBL27+vrSul3Yew555jZ8iQt2Gl8FCPqI+t4U9p5DPqJ65zMsXvfyUY/HmihA0JuoFNI62WBPyIfUsTSbCthUgKC3KVjYqqeDPSEfNk/SXiqQuwIEfe7aOXKkF7ftqWDfhZ//c8R/bIQKhEEBgj4MXnLAxmTY8xuvDojKJqhASBQg6EPiKCfMtMKeH/J2QlG2QQXCoQBBHw4/OWYlYH/AAQfIt99+K3Xq1HGs3Xg05EWiLR5KhnmUYYwCgj7MEZej7aVKlZKiIoQrCxWgAnFQgKCPg5eTxkjQx9DpHHKsFSDoY+h+gj6GTueQY60AQR9D9xP0MXQ6hxxrBQj6GLqfoI+h0znkWCtA0MfQ/QR9DJ3OIVsUCOO6mfwcSNDnp18ojyboQ+k2Gk0FclaAoM9ZuvAeSNCH13e0PAIK+HBDQdBHIG7sDoGgt6sY61OBcCtA0IfbfzlZT9DnJBsPCrkCPkykA6MYQR8YV3hniBug37Nnj1x//fWydOlSmTFjhtSvX7/EgLZu3SpXXHGF+vk999wjVatW9W7Q7IkKxFgBgj6GzncD9JBx9erV0rNnT/nb3/4mgwcPFvRjLfPmzZMrr7xSHnvsMTnuuONiqDyHTAX8UYCg90d3X3t1C/TYP2fSpEnyyCOPyOzZs6Vx48aJcW7ZskUuuugiOfjgg+Xmm2+W8uXL+6oBO6cCcVKAoI+Tt38bq1ugR/Pr16+Xvn37SocOHVQqp3Tp0qrXWbNmKcA/+eSTcuSRRxZTfe3ateoCMWfOHPnhhx/kpJNOkquuukrN+q13BaiHlM8LL7yg7h4OOeQQOfbYY+XCCy+UTp06JfqKoUtdGnKcs9ouSepTswS9ifARi3c3QZ8K6hr+J598sowYMaIYkBcvXiwDBgyQo48+Wnr37i0VKlSQl156SaV3Jk6cKL169VKwB+T79Omj7ghQr3LlyrJt2zZZsGCBtGrVSl1cWOKrQBBO0SDYkC4CCHpPzo1ghYDboLemaW666SaZMmWKPP300zJz5kxp0KBBiXTO/vvvr6AOeKPgwe64cePkjTfeUMCvW7euSgWhzhNPPCGHHnqoJ15jJ1QgKgoQ9FHxpI1xuA16mLJw4UIZNGiQjBo1SuXs+/fvLwMHDiyWinn33XfljDPOkOnTpwtm+9aybNky6dy5szzzzDPqd6+88oqa+U+dOlWldpIf9NoYPqtSgdgpQNDHzuWiIOn2h0f0UkrMyLt27SoPPfSQ1K5du5jayNvfdtttMm3aNGnYsGGx361Zs0aB/eqrr1apGqRpRo4cKQ8//LB0795dXUSQny9TpkzIPRisu72Qi0nz0yhA0McwNLwAPWR988035bzzzlNpmH79+pVQGqBH3j1TQboHoEcpLCyUt99+Wx544AGZO3euSgNde+210qNHD67iiWEcc8jmChD05lpFpqZXoNfr6ocPH56AtVVEgH78+PEllmKaCP3999+rlA8uIpjdjxkzhrA3EY51YqkAQR9DtwcF9Ml5eLuuQPoJs3ukfrBss1GjRnabYH0qEAsFCPpYuLn4IIMCer06p1q1anLnnXdKlSpV0npj7969KdfJY0UPngM8/vjjal09CxWgAiUVIOhjGBVBAT2k/+CDD+Tiiy+WcuXKqYevgDWg/tFHH8nKlStlwoQJUrNmTbWs8rnnnpNzzjlHqlevrrz2/vvvq6Wb2HJh6NChEXgwG8Ng5JA9UYCg90TmYHUSJNBDmQ0bNqjVNHjwirx+jRo1pF27diqvjxU22C5h1apVKk2DF6RQB7P/9u3bqyWbXbp0YX4+WCFGawKmAEEfMIeYm5P7sjyvQG8+FtakAnYVyD3+7fYUhfoEfRS8aHMMZqDniWRTVlanAoFVgKAPrGvcM8wM9O71z5apABXwVgGC3lu9A9EbQR8IN9AIKuCZAgS9Z1IHpyOC3gNfMPPlgcjswlQBgt5UqQjV8wz0hF2EooZDCbMCgQY9OeFOaHkGenfMZ6tUgArYVCDQoLc5FlY3VICgNxSK1ahARBQg6CPiSDvDIOjtqJWuLu83nVCRbXijAEHvjc6B6oWgD5Q7aAwVcF0Bgt51iYPXAUEfPJ/QIirgpgIEvZvqBrRtgj6gjqFZVMAlBQh6l4QNcrMEfZC9Q9uogPMKEPTOaxr4Ft0CPR9PBt71NDCmChD0MXS8W6CPoZQcMhUIhQIEfSjc5KyRnoGeU3xnHcfWqECOCsQT9DEHkGegzzEoeRgVoALOKhBP0DurYehaI+hD5zIaTAXyUoCgz0u+cBzctWtX9b1VfJZvzpw5okHfo0cPmTt3rpxxxhkyf/78cAyGVlIBKmBbAYLetmThO2Djxo1Sr149BXj8KSwslIKCAikqKlJ/8M3WunXrhm9gtJgKUAEjBQh6I5nCX6lt27aybNkyNRBr6qZNmzaydOnS8A+QI6ACVCCtAgR9TIJDz+qTh8vZfEwCgMOMtQIEfYzc365du2Kzd8zylyxZEiMFOFQqEE8F0oL+l19+kSpVqqgcLks0FMDsvX79+onBrF+/XuXuWagAFYi2Alln9Lt375YyZcpEW4UYjU7P6jmbj5HTOdTYK5AR9AD88uXLpUWLFqEXauHChfLxxx/L1q1bQz+WfAbw888/y4MPPiiDBg1Sd2xxLRj74YcfLp07d46rBBx3jBTICPoaNWrIiBEj5Jprrgm1JAMHDpRp06aFegw03h0FBgwYIFOnTnWncbZKBQKiQEbQd+zYUfbu3RvqB3aYyZ9yyilSvnx5NYutWbNmQKT32oxSIsLnLVr1TZs2yUMPPSS7du2SBQsWcGbvdTiyP08VyAj66dOnC2bDyNOHtdx5550ydOhQufzyy+Wee+4J6zBotwsKDB48WMUEYmTIkCEu9MAmqUAwFMgIepiINyZbt24t8+bNC4bFNq0YO3asjBkzRv25/vrrbR7N6sFXIPcd6sITG7mPMfj+o4VeKJAV9AD8mWeeqSAJWIathOdkDpuy4beXsRFSH/K6Z9txWUGPFgF4nBTYHCtsM3uezLZjIjYHMDZi4+rYD9QI9FAJgL/44osFD7FatWqloI+HnEcccYRv6+y3bNkiFSpUkIoVK6Z1JE/m2Mc4Y4MhEHsFjEGvlcIDWixH02vSsSrnhBNOkNdff903MbETI1bV/OEPf5CWLVuqB6+dOnVS9jgOet42+uZnpzt2PDacNpDtUQGHFLANeof6dbQZbNj19ttvC5ZSvvLKK/LZZ5/JYYcdJk8++aQ8//zzfBhronYML2AEvUlgsE4UFIgE6JMdsXPnTjn55JPVBl74qMazzz7LVTdRiFaHx0DQa0FjeJV3OJaC3lwkQa9Fx1uPSDUhvcTllUEPRe/tI+i905yXEu+0TtVTpEGPAWMbBzy0Jej9DbQg9k7QB9ErtMkNBSIPemxa9fLLLxP0bkRPyNsk6EPuQJpvrEDkQT98+HCZMGECQW8cEvGpSNDHx9dxH2nkQc+TOe4hnn78jA3GRlwUIOjj4mmOs4QCBH32oOBD1OwahaEGQZ/BS5s3b5bevXurbWxRLrroIpk4caJ6E3fx4sUyY8aMxP/D4GyvbJw1a5asWbNGRo0apbpcvXq19OzZU1auXFlCR/wOD8onT56ccQtp03p2xkjQ21GLdcOsAEGfxnsa8n379lWwRwHAFi1apOD+3nvvEfRptLOCXkP+3nvvlfbt26sjbrzxRsH3aqHjunXrCPowE4S2h0IBgj4DrDTU9V46O3bsUPuWA/4omNFXrVpVxo8fr/b9AeDwYRNdb8qUKcVmsPgPjscHukePHq1+d8MNNyRmvji+T58+0rx5c/UhDHzuTs+KAUd9zMyZMxMXn2TzdRv4ua6HYxs2bKiOsY7h6KOPVvb8+OOPMnv2bPVW8VNPPZX4/1tvvSW6jh4LfgZg444Gs3AUvIEMm9EG9kLq0KFDYmwnnniiArvWRs/wsRc8xo5dUXHHpPXD7613Uahz6aWXJn6m61WqVEnZnmyXnbOOM3o7arFumBUg6FN4T8MQX9jSs/nkagAdgGaFIQAOMANsKPi3vjPAvzU08Tt9V3DZZZcpQKIAfpMmTZJatWqpfgFUHGe9k8AMGGkQ6wxZ22ZNJ23fvl3t+YO0COCdCfTabj1u/X89+9ZjQfvaXg30VOO3zuj1+L/99ls1zsaNGxeT0pqS0fDWuuN3WhMcZE3xWDW22pXcfqaTk6APM7poux0FCPoMoMfMXacbUoHeOlNNzkvr+qlm0BpkgKCG8YoVK4rltXV7w4YNUzNX60XHOkO32mXy80z2JF/grBcp6JB8R5Nu/Km0sN5p6Nk/oJwp927Vxwp6PevHRTDZrnT+SnVSEPR2UMG6YVaAoM9jRm99GJsqL60fPqIL68xXX0CsIMOsW8+c8Xcy6HWKQptrTfngZ5nuQrKlbrQ9VpADmMkPo3XfSAk1aNCg2DMK6/jTXfSsdx76IoE7A+tMXd8p6br6opAK9PohudWudHdgBH2YMUXb81WAoE+joDVdYt3vHoBC3vn/tXc2NwrDQBjNjVaohAJoAThyoQ8aQNAH4kAd1IG4cFt9kQZ5vU7W4SchnmdpLyuTzLwxn4fxKNFICX2cgacy6JTQ/5fRt/26MBdyMvpUKalN6O0XR1wSibuOmoRe/7cM3OzMzdTb5jXZ1eULQUbfhVaHufRkdoDVz1SEvoFzU9eNxF3idblcsoQ+VctPCb3MyKnRq/aurDXsBjIXws3J5qm8cT6fH10u6haKzxaahF7XDWvhYQdN00ZnZwrWXhnW2W2zkJ3GMczobUOwkozm6aDbzjCaavSpzp6crw9Cn0OJOSUQQOhbohiXLsLOmraMNiw/qMSiocPQ+Xz+6Nqx0kiYmVodW/fR3+12S3bdxGWb0IVUd07ohx4Jcb1e643CDofbhD7uILJOnhz/zc64jz7kaLbJB/l/PB7rziMNlau0Mcm+6XT6q8017rpp60RqCjFCX4KE4UMOAYQ+h1LPc3K6fno2qcjbIfRFhjXDKX+1JYQ+Y1n0MSU+hGzL2vuwx8M9EHoPUcZHEUDoWQduCSD0bkPvznGE3l3IcdgIIPSsBS8EEHovkcbPPwQQehZFkkCBJXyEnrXulgBC7zb07hxH6N2FHIcp3bAGvBFA6L1FHH8fBMjoWQxeCCD0XiKNn9ToWQMDExiu+I/QDxx6bj8cATL64dhz534JIPT98uZuX0QAof+iYGDKRwkg9B/Fy8W/mQBC/83RedG24aokLxr+mY8j9J/hylVHQAChH0GQMPEtBBD6t2DkImMkgNCPMWrY/AyB4oVe72bdbDbVer2u38fKgIAR0JrQC8632229RhgQKJVA8UJ/Op3qZ7tPJpNqtVrVL95mQEDPwd/tdtX9fq/0SsLZbAYUCBRLoHihV+SWy2V1OByKDSKOPU9gsVhU+/3++QvwSQiMgMAPTaA0f+UpaTUAAAAASUVORK5CYII=)**

**SAMPLE OUTPUT**

Enter username and password to view details or create a new account

(1) Login

(2) Create an account

(3) Quit

​

(Option) -> 2

========================================

(0) Create account

(1) Abort

​

(Option) -> 0

​

(Enter NEW Username) -> ng

(Enter NEW Password) -> ng@2007

(Enter password for confirmation) ->

(Enter first name) -> nandan

(Enter last name) -> goyal

(Enter age) -> 19

(Enter phone no.) -> 9837461850

​

===================================

2025-01-01

BALANCE: 0

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 2

======================================================================

(Enter amount to deposit (cash to digital money)) -> 5000

===================================

2025-01-10

BALANCE: 5000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 3

======================

(0) Create new FD

(1) Return

​

(Option) -> 0

​

(Enter FD name) -> fd1

(Enter amount) -> 1000

(Enter time period in years (under 10)) -> 5

​

FD created successfully.

======================

(0) Create new FD

(1) Return

​

(Option) -> 1

===================================

2025-01-22

BALANCE: 4000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 4

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

​

(Option) -> 0

fd1

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

​

(Option) -> 1

​

(Enter FD name) -> fd1

​

Principal : 1000

Interest : 2

Created : 2025-01-17

Total time period (years) : 5

Time passed (years) : 0

Current value : 1000.0

Mature date : 2030-01-17

Matured? : No

Widthdrawn? : No

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

​

(Option) -> 3

===================================

2025-02-02

BALANCE: 4000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 5

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 0

​

(0): Deposit 5000

Date: 2025-01-05

Comment: No comment

​

(1): Create fd1 FD

Date: 2025-01-17

Comment: No comment

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 2

===================================

2025-02-10

BALANCE: 4000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 0

======================================================================

Enter username and password to view details or create a new account

(1) Login

(2) Create an account

(3) Quit

​

(Option) -> 2

========================================

(0) Create account

(1) Abort

​

(Option) -> sg

Invalid input.

(Option) -> 0

​

(Enter NEW Username) -> sg

(Enter NEW Password) -> sg@2007

(Enter password for confirmation) ->

(Enter first name) -> satwik

(Enter last name) -> gupta

(Enter age) -> 18

(Enter phone no.) -> 9487468553

​

===================================

2025-02-27

BALANCE: 0

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 2

======================================================================

(Enter amount to deposit (cash to digital money)) -> 10000

===================================

2025-03-01

BALANCE: 10000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 1

===========================

(0) Pay to another user

(1) Abort

​

(Option) -> 0

​

(Enter username of receiver) -> ng

(Enter amount to pay) -> 2000

Enter comment (optional)) -> first payment

​

(Enter password to proceed with payment) ->

Transaction made successfully.

===========================

(0) Pay to another user

(1) Abort

​

(Option) -> 1

===================================

2025-03-12

BALANCE: 8000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 5

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 0

​

(0): Deposit 10000

Date: 2025-02-28

Comment: No comment

​

(1): Paid 2000 to nandan

Date: 2025-03-03

Comment: first payment

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 2

===================================

2025-03-20

BALANCE: 8000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 0

======================================================================

Enter username and password to view details or create a new account

(1) Login

(2) Create an account

(3) Quit

​

(Option) -> 1

=======================================

(Enter Username) -> ng

(Enter Password) ->

​

Logged in successfully.

===================================

2025-03-22

BALANCE: 6000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 5

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 0

​

(0): Deposit 5000

Date: 2025-01-05

Comment: No comment

​

(1): Create fd1 FD

Date: 2025-01-17

Comment: No comment

​

(2): satwik paid 2000

Date: 2025-03-03

Comment: first payment

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 2

===================================

2025-04-01

BALANCE: 6000

​

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

​

(Option) -> 5

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

​

(Option) -> 0

​

(0): Deposit 5000

Date: 2025-01-05

Comment: No comment

​

(1): Create fd1 FD

Date: 2025-01-17

Comment: No comment

​

(2): satwik paid 2000

Date: 2025-03-03

=============================

(0) View all updates

(1) View all updates for a day

(2) Return

(Option) -> 2

===================================

2040-04-19

BALANCE: 6000

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

(Option) -> 4

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

(Option) -> 1

(Enter FD name) -> fd1

Principal : 1000

Interest : 2

Created : 2025-01-17

Total time period (years) : 5

Time passed (years) : 15

Current value : 1100.0

Mature date : 2030-01-17

Matured? : Yes

Widthdrawn? : No

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

(Option) -> 2

(Enter FD name) -> fd1

Withdrew amount 1100.0 from FD fd1.

=============================

(0) Show all FDs

(1) View details of a particular FD

(2) Withdraw an FD

(3) Return

(Option) -> 3

===================================

2040-08-22

BALANCE: 7100

(0) Logout

(1) Pay

(2) Deposit

(3) Create a fixed deposit

(4) Modify/View fixed deposits

(5) View all updates for your account

Comment: first payment
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