**Lab 7**

**1.     Write the programme to open a text file named input 2, and copy its contents to an output text file output 2.**

**Code:**

**package** lab7;

**import** java.io.FileReader;

**import** java.io.FileWriter;

**import** java.io.IOException;

**public** **class** FileCopyExample {

**public** **static** **void** main(String[] args) {

String inputFile = "input2.txt";

String outputFile = "output2.txt";

**try** {

// FileReader to read from inputFile

FileReader reader = **new** FileReader(inputFile);

// FileWriter to write to outputFile

FileWriter writer = **new** FileWriter(outputFile);

**int** character;

// Read character-by-character from input file and write to output file

**while** ((character = reader.read()) != -1) {

writer.write(character);

}

// Close resources

reader.close();

writer.close();

System.***out***.println("File '" + inputFile + "' successfully copied to '" + outputFile + "'.");

} **catch** (IOException e) {

System.***err***.println("Error reading/writing file: " + e.getMessage());

e.printStackTrace();

}

}

}

**Output:**

**2.     Write the programme to show multithreading for the string “multi threads”. Show the resulting output.**

**Code:**

**package** lab7;

**public** **class** MultiThreadExample {

**public** **static** **void** main(String[] args) {

String str = "multi threads";

// Create threads for each character in the string

**for** (**int** i = 0; i < str.length(); i++) {

**char** ch = str.charAt(i);

Thread thread = **new** Thread(**new** PrintCharTask(ch));

thread.start();

}

}

// Runnable task to print a character

**static** **class** PrintCharTask **implements** Runnable {

**private** **char** ch;

**public** PrintCharTask(**char** ch) {

**this**.ch = ch;

}

@Override

**public** **void** run() {

System.***out***.print(ch);

}

}

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAAAeCAYAAAAPZa37AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAHHSURBVGhD7ZaLjcMgDIaZi4GYhxEyRYZJlsgGPp7mEaBJdWra5P8kS9dSuxh/4SrIsCwLbdtWROs9xL0DMiA4IAOCYyjDNE2IB8VQBvAsIANgIANgIANg/k+GVZMUgtQcXh9gVoKEybFxJu8nceejyLc5k+K/v4cPyLCSlqNhv1pv8U7OxTxKhi6QwXEXGVYtSWptGjBXutSkw/Ueh9G77m1efD+FJL2GDzjODfZVTbsXZfZqbym/lh16uL1iXv6deQ/1Wp0nuYFqqMXADVVe2kvIm1Wj5nUclsE3YpvwG/eC5A30hvrZm8EN1QjL47JyuM/VT6N9XYsZqIaaatSMZPBnxXmNNREXnRT53q7huAxu4+kAv1mGZq3dU2ojkyF7Sn2k4fBttCs8kMHWy6Qs1kZ5F/IcGerhFKS+HL3hRGH4CyDDSRnsuYz+J74jQ7/m+ErvrLlhJBlsje61vRtqzPN9cF5Rs1pzeVn9+8gQGy2jOHTXbFyrD6iMw1I0a/pBdmsUOSaq3xbxff9jOQ5nv8+8vjubZl65puZcgB+WATwDyAAYyAAYyAAYyAAYyAAYyAAYyAAYyAAYyAAYyAAYyAAYyAACRH+rLPI96nxe9AAAAABJRU5ErkJggg==)**

**3.     Implement a Java program that creates a thread using the Runnable interface. The thread should print numbers from 1 to 10 with a delay of 1 second between each number.**

**Code:**

**package** lab7;

**public** **class** NumberPrinter **implements** Runnable {

@Override

**public** **void** run() {

**try** {

**for** (**int** i = 1; i <= 10; i++) {

System.***out***.println(i);

Thread.*sleep*(1000); // Delay of 1 second (1000 milliseconds)

}

} **catch** (InterruptedException e) {

System.***out***.println("Thread interrupted.");

}

}

**public** **static** **void** main(String[] args) {

// Create a new thread using the NumberPrinter object

Thread thread = **new** Thread(**new** NumberPrinter());

// Start the thread

thread.start();

}

}

**Output:**

**![A screenshot of a computer

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAACcCAYAAAAqC2jmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAL7SURBVHhe7ZzhjfMgDEAzVwbKPBmhU2SYdoluwBdDSICrTib3Scfz+Unorv335IBtIJ3CzvP5DO/3uxqfviMOF6SPbwUfjwd+fCtoARek44J0OgRfYZ2nME1TWLbjKwBKwS0s0xzWV5I0KJhxweFwwRoXHA6loKyiKUWUgyDaGUEeLkjHBem4IB294GsN85kDpbM4vh8cpaBUMMue7o9P6xymed2/HZ97j+i27FG8hEfmlmCMIKQg7RcERU/oEoyRA8kJakGinKATrFLENbxdGgAXpOOCdFyQjlpwW8ocaK5dqjHfLhntJordbUj0hHuLjPWGN0WTsdDcj6CtRaY5XTI/B0G4IB0XpOOCdLoF0/4o5ypJn2CsYJawgO7KdAgybxyqBaWjn2N1bVFQHs3TyKCgCJ2FdjkARXffIhMxOgcvzAuycEE6LkjHBekoBVPuq6oYSCLsEqQk9xIXTLSP6F84ADV9uhSvdhk+XYrn9bZOl5o56KdL4+CCdFyQjgvS6ROMF4BYuVAtSLqAV6IU5NxsatEJSnG9R287Dj9lpJOm8dELVlLW7qodESx9pKMgdPjKOdhsWZjsB4/HNM9Byv6MXhCKC9JxQTouSEcnWLZJsFx4M4LG35sw+u5ShtUbdguSoif0CYK6iEyXYDxVAkVP0AsCoyfcWGRYuCAdF6TjgnT0gm3LZKvYlgK7vNlkrl1KO9vn2UR8ScvY+aBw/iKJvW7iuOl0iNm7yhUL7XYOWtqTaTsJUGehnoP51dY8KNOwa5Eh4oJ0XJCOC9LRC1btEuencHWCbalmrpsQoap0sdYPxsfzimAq2wzXovO6WuvoG760T+NyQ7DZvhgcpWD97hJox+LmIwrCBem4IB0XpNMheOXCL3kwVjY5T45VwikFc/eQJGvBZpd7sDKu8xH9INj0hrkoH6Xa+bFgeXctH8qs+99RatX/Jlhe85L/zQimZrgU+jRPf4+fC54LUP5Yd/+/jVIwrZQpDVzjFOWnCS4uSMe4YAj/AI0raiECSGKpAAAAAElFTkSuQmCC)**

**4.     Write a Java program that creates and starts three threads. Each thread should print its name and count from 1 to 5 with a delay of 500 milliseconds between each count.**

**Code:**

**package** lab7;

**public** **class** Multi\_Thread\_Example {

**public** **static** **void** main(String[] args) {

// Create and start three threads

Thread thread1 = **new** Thread(**new** CountingTask("Thread 1"));

Thread thread2 = **new** Thread(**new** CountingTask("Thread 2"));

Thread thread3 = **new** Thread(**new** CountingTask("Thread 3"));

thread1.start();

thread2.start();

thread3.start();

}

// Runnable task to count and print numbers

**static** **class** CountingTask **implements** Runnable {

**private** String threadName;

**public** CountingTask(String threadName) {

**this**.threadName = threadName;

}

@Override

**public** **void** run() {

**try** {

**for** (**int** i = 1; i <= 5; i++) {

System.***out***.println(threadName + ": " + i);

Thread.*sleep*(500); // Delay of 500 milliseconds

}

} **catch** (InterruptedException e) {

System.***out***.println(threadName + " interrupted.");

}

}

}

}

**Output:**

**![A screen shot of a thread

Description automatically generated](data:image/png;base64,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)**

**5.     Create a Java program that demonstrates thread priorities. Create three threads with different priorities and observe the order in which they execute.**

**Code:**

**package** lab7;

**public** **class** ThreadPriorityExample {

**public** **static** **void** main(String[] args) {

// Create threads with different priorities

Thread thread1 = **new** Thread(**new** PrintTask("Thread 1"));

Thread thread2 = **new** Thread(**new** PrintTask("Thread 2"));

Thread thread3 = **new** Thread(**new** PrintTask("Thread 3"));

// Set priorities for threads

thread1.setPriority(Thread.***MIN\_PRIORITY***); // Priority 1

thread2.setPriority(Thread.***NORM\_PRIORITY***); // Priority 5 (default)

thread3.setPriority(Thread.***MAX\_PRIORITY***); // Priority 10

// Start threads

thread1.start();

thread2.start();

thread3.start();

}

// Runnable task to print thread name and priority

**static** **class** PrintTask **implements** Runnable {

**private** String threadName;

**public** PrintTask(String threadName) {

**this**.threadName = threadName;

}

@Override

**public** **void** run() {

**for** (**int** i = 1; i <= 5; i++) {

System.***out***.println(threadName + ", Priority: " + Thread.*currentThread*().getPriority() + ", Count: " + i);

**try** {

Thread.*sleep*(100); // Small delay for clarity

} **catch** (InterruptedException e) {

e.printStackTrace();

}

}

}

}

}

**Output:**

**![A screenshot of a computer
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**6.     Write a Java program that creates a deadlock scenario with two threads and two resources.**

**Code:**

**package** lab7;

**public** **class** DeadlockExample {

// Two shared resources

**private** **static** **final** Object ***resource1*** = **new** Object();

**private** **static** **final** Object ***resource2*** = **new** Object();

**public** **static** **void** main(String[] args) {

// Thread 1 acquires resource 1 then resource 2

Thread thread1 = **new** Thread(() -> {

**synchronized** (***resource1***) {

System.***out***.println(Thread.*currentThread*().getName() + " acquired resource1.");

**try** {

Thread.*sleep*(100); // Introducing delay for deadlock scenario

} **catch** (InterruptedException e) {

e.printStackTrace();

}

**synchronized** (***resource2***) {

System.***out***.println(Thread.*currentThread*().getName() + " acquired resource2.");

}

}

});

// Thread 2 acquires resource 2 then resource 1

Thread thread2 = **new** Thread(() -> {

**synchronized** (***resource2***) {

System.***out***.println(Thread.*currentThread*().getName() + " acquired resource2.");

**synchronized** (***resource1***) {

System.***out***.println(Thread.*currentThread*().getName() + " acquired resource1.");

}

}

});

// Start both threads

thread1.start();

thread2.start();

}

}

**Output:**

**![](data:image/png;base64,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)**