Comparison of classification methods applied to Zombie dataset: Tree-based methods, Logistic Regression, kNN, Linear Discriminant Analysis, Quadratic Discriminant Analysis

The data set has 200 observation points, these are people encountered randomly during a hypothetical zombie apocalypse. Using 13 predictor variables the goal of the classification task is to predict whether a person is a human or a zombie. 9 predictors are factors with 2 to 3 levels. This poses a challenge for both parametric and non-parametric methods by distributions being non-normal and observations grouped close to the origin in 9 out of 13 dimensions. The dataset was found on Kaggle and was originally posted on Datacamp as a project for logistic regression, however, an array of classification methods will be attempted here focusing on classification rather than analyzing coefficients of regression like in the original task. Since this data was designed for logistic regression specifically, it provides a peek that this classification method might perform well with this data set, but let’s see.

Below is the original description: <https://www.datacamp.com/projects/668>

It is no longer just a threat; it is now a reality! Zombies have been spotted all over the U.S. Work with your colleagues at the [Centers for Disease Control and Prevention](https://www.cdc.gov/cpr/zombie/index.htm) to identify the characteristics and supplies that seem to keep humans safe. Develop a logistic regression model that predicts the probability of becoming a zombie based on personal characteristics like age and sex, type of neighborhood people live in, and what emergency supplies are available. Practice bivariate tests like chi-squared and t-test to identify the most relevant variables for the model, develop and run the model, check model assumptions, and use the model to predict the probability of becoming a zombie for friends, family, and even yourself! To complete this Project, you should be comfortable with basic data analysis in base R and visualization in ggplot2, and be familiar with chi-squared test, t-tests, and logistic regression. The Zombies dataset was created for this Project based on emergency preparedness recommendations. It consists of 200 observations and 14 variables. The variables include personal characteristics like age and sex, zombie status, a description of the neighborhood each participant lives in, and measures of supplies.

Context News reports suggest that the impossible has become possible…zombies have appeared on the streets of the US! What should we do? The Centers for Disease Control and Prevention (CDC) zombie preparedness website recommends storing water, food, medication, tools, sanitation items, clothing, essential documents, and first aid supplies. Thankfully, we are CDC analysts and are prepared, but it may be too late for others!

Content Our team decides to identify supplies that protect people and coordinate supply distribution. A few brave data collectors volunteer to check on 200 randomly selected adults who were alive before the zombies. We have recent data for the 200 on age and sex, how many are in their household, and their rural, suburban, or urban location. Our heroic volunteers visit each home and record zombie status and preparedness. Now it’s our job to figure out which supplies are associated with safety!
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rm(list = ls())  
setwd("C:/Users/Sanzhar/OneDrive/Documents/Bay Path/Data mining/Working folder")  
library(rpart)

zom = read.csv("zombies.csv")  
my\_zom = zom[,2:14]  
head(my\_zom)

## zombie age sex rurality household water food medication tools  
## 1 Human 18 Female Rural 1 0 Food Medication No tools  
## 2 Human 18 Male Rural 3 24 Food Medication tools  
## 3 Human 18 Male Rural 4 16 Food Medication No tools  
## 4 Human 19 Male Rural 1 0 Food Medication tools  
## 5 Human 19 Male Urban 1 0 Food Medication No tools  
## 6 Human 19 Female Urban 1 0 Food Medication tools  
## firstaid sanitation clothing documents  
## 1 First aid supplies Sanitation Clothing No documents  
## 2 First aid supplies Sanitation Clothing No documents  
## 3 First aid supplies Sanitation Clothing No documents  
## 4 No first aid supplies Sanitation Clothing No documents  
## 5 First aid supplies Sanitation No clothing No documents  
## 6 First aid supplies Sanitation Clothing No documents

#Data preparation. Convert all categorical variables into factors and assign 0 to the base level

my\_zom$zombie = factor(my\_zom$zombie)  
levels(my\_zom$zombie) = c(0, 1)#human = 0; zombie = 1  
  
my\_zom$sex = as.factor(my\_zom$sex)  
levels(my\_zom$sex) = c(0, 1)#female = 0; male = 1  
  
my\_zom$rurality = as.factor(my\_zom$rurality)  
levels(my\_zom$rurality) = c(0,1,2) #rural = 0; suburban = 1, urban = 2  
  
my\_zom$food = as.factor(my\_zom$food)  
levels(my\_zom$food) = c(1, 0)#no food = 0; food = 1  
  
my\_zom$medication = as.factor(my\_zom$medication)  
levels(my\_zom$medication) = c(1, 0)#no med = 0; med = 1  
  
my\_zom$tools = as.factor(my\_zom$tools)  
levels(my\_zom$tools) = c(0, 1)#no tools = 0; tools = 1  
  
my\_zom$firstaid = as.factor(my\_zom$firstaid)  
levels(my\_zom$firstaid) = c(1, 0)#No First Aid = 0; First Aid = 1  
  
my\_zom$sanitation = as.factor(my\_zom$sanitation)  
levels(my\_zom$sanitation) = c(0, 1)#No sanitation = 0; Sanitation = 1  
  
my\_zom$clothing = as.factor(my\_zom$clothing)  
levels(my\_zom$clothing) = c(1, 0)#No clothing = 0; Clothing = 1  
  
my\_zom$documents = as.factor(my\_zom$documents)  
levels(my\_zom$documents) = c(1, 0)#No documents = 0; Documents = 1

head(my\_zom)

## zombie age sex rurality household water food medication tools firstaid  
## 1 0 18 0 0 1 0 1 1 0 1  
## 2 0 18 1 0 3 24 1 1 1 1  
## 3 0 18 1 0 4 16 1 1 0 1  
## 4 0 19 1 0 1 0 1 1 1 0  
## 5 0 19 1 2 1 0 1 1 0 1  
## 6 0 19 0 2 1 0 1 1 1 1  
## sanitation clothing documents  
## 1 1 1 0  
## 2 1 1 0  
## 3 1 1 0  
## 4 1 1 0  
## 5 1 0 0  
## 6 1 1 0

str(my\_zom)

## 'data.frame': 200 obs. of 13 variables:  
## $ zombie : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ age : int 18 18 18 19 19 19 20 20 21 21 ...  
## $ sex : Factor w/ 2 levels "0","1": 1 2 2 2 2 1 1 1 1 1 ...  
## $ rurality : Factor w/ 3 levels "0","1","2": 1 1 1 1 3 3 2 1 3 1 ...  
## $ household : int 1 3 4 1 1 1 2 2 1 2 ...  
## $ water : int 0 24 16 0 0 0 0 0 8 8 ...  
## $ food : Factor w/ 2 levels "1","0": 1 1 1 1 1 1 2 1 2 2 ...  
## $ medication: Factor w/ 2 levels "1","0": 1 1 1 1 1 1 1 2 2 2 ...  
## $ tools : Factor w/ 2 levels "0","1": 1 2 1 2 1 2 1 1 2 2 ...  
## $ firstaid : Factor w/ 2 levels "1","0": 1 1 1 2 1 1 1 2 1 1 ...  
## $ sanitation: Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 2 2 2 ...  
## $ clothing : Factor w/ 2 levels "1","0": 1 1 1 1 2 1 1 1 1 1 ...  
## $ documents : Factor w/ 2 levels "1","0": 2 2 2 2 2 2 2 2 1 1 ...

#create test and training sets

set.seed(500)  
test.indices = sort(sample(1:nrow(my\_zom), round((1/3)\*nrow(my\_zom))))  
test = my\_zom[test.indices,]  
train = my\_zom[-test.indices,]

#grow a single tree

model.control = rpart.control(minsplit = 4, xval = 5, cp =0)  
fit = rpart(zombie~., data = train, method = "class", control = model.control)

library(rpart.plot)  
rpart.plot(fit, tweak = 1.5)
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min\_cp = which.min(fit$cptable[,4])  
min\_cp

## 5   
## 5

#prune the tree

pruned\_fit = prune(fit, cp = fit$cptable[min\_cp,1] )  
rpart.plot(pruned\_fit, type =2)
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#predict with a single tree

my\_pred = predict(pruned\_fit, newdata = test, type = "class")  
y\_hat = as.numeric(my\_pred)-1  
y\_true = as.numeric(test$zombie)-1  
misclass\_tree = sum(abs(y\_true - y\_hat))/length(y\_hat)  
misclass\_tree

## [1] 0.2089552

library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

#Random forest

#install.packages("randomForest")  
library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

rf.fit = randomForest(zombie~., data = train, n.tree = 100000)  
varImpPlot(rf.fit)
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my\_pred\_rf = predict(rf.fit, newdata = test, type = "response")  
y\_hat\_rf = as.numeric(my\_pred\_rf)-1  
misclass\_rf = sum(abs(y\_true - y\_hat\_rf))/length(y\_hat\_rf)  
misclass\_rf

## [1] 0.1343284

#Bagging

dim(my\_zom)

## [1] 200 13

bag.fit = randomForest(zombie~., data = train, n.tree = 100000, mtry = 12)  
varImpPlot(bag.fit)
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my\_pred\_bag = predict(bag.fit, newdata = test, type = "response")  
y\_hat\_bag = as.numeric(my\_pred\_bag)-1  
misclass\_bag = sum(abs(y\_true - y\_hat\_bag))/length(y\_hat\_bag)  
misclass\_bag

## [1] 0.1492537

#Boosting

#install.packages("gbm")  
library(gbm)

## Loaded gbm 2.1.8

boost.fit1 = gbm(zombie~.,data = train, n.trees=10000, distribution = "adaboost", shrinkage = 0.1, interaction.depth = 1)  
boost.fit2 = gbm(zombie~.,data = train, n.trees=10000, distribution = "adaboost", shrinkage = 0.6, interaction.depth = 3)  
summary(boost.fit1)

![](data:image/png;base64,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)

## var rel.inf  
## food food 9.786474e+01  
## rurality rurality 1.988253e+00  
## age age 1.469827e-01  
## medication medication 2.845723e-05  
## water water 4.411356e-08  
## sanitation sanitation 5.638547e-131  
## sex sex 0.000000e+00  
## household household 0.000000e+00  
## tools tools 0.000000e+00  
## firstaid firstaid 0.000000e+00  
## clothing clothing 0.000000e+00  
## documents documents 0.000000e+00

summary(boost.fit2)
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## var rel.inf  
## age age 5.203216e+01  
## rurality rurality 3.030846e+01  
## water water 1.714467e+01  
## medication medication 4.401441e-01  
## sex sex 7.152418e-02  
## food food 3.034721e-03  
## tools tools 8.678514e-06  
## household household 1.046747e-43  
## sanitation sanitation 1.419076e-91  
## firstaid firstaid 2.536254e-240  
## documents documents 9.603989e-318  
## clothing clothing 0.000000e+00

#boosting seems to favor a continuous variable age and a factor with largest number of levels - rurality

y\_hat\_boost1 = predict(boost.fit1, newdata = test, n.trees = 10000, type = "response")  
misclass\_boost1 = sum(abs(y\_hat\_boost1-y\_true))/length(y\_true)  
misclass\_boost1

## [1] 0.5820896

y\_hat\_boost2 = predict(boost.fit2, newdata = test, n.trees = 10000, type = "response")  
misclass\_boost2 = sum(abs(y\_hat\_boost2-y\_true))/length(y\_true)  
misclass\_boost2

## [1] 0.5820896

#Boosting shows and unusually large misclassification error

#Logistic regression

log.fit = glm(zombie~., data = train, family = "binomial")  
summary(log.fit)

##   
## Call:  
## glm(formula = zombie ~ ., family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.97403 -0.31357 -0.04668 0.22603 2.27973   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -5.47052 2.72091 -2.011 0.044373 \*   
## age 0.08957 0.02451 3.655 0.000257 \*\*\*  
## sex1 0.75678 0.66560 1.137 0.255546   
## rurality1 1.18287 0.85239 1.388 0.165225   
## rurality2 3.33398 1.04290 3.197 0.001389 \*\*   
## household 0.29049 0.34323 0.846 0.397364   
## water -0.12864 0.06511 -1.976 0.048170 \*   
## food0 2.07628 0.75418 2.753 0.005905 \*\*   
## medication0 1.92911 0.75131 2.568 0.010239 \*   
## tools1 -0.57883 0.68501 -0.845 0.398110   
## firstaid0 -0.08110 0.66196 -0.123 0.902485   
## sanitation1 -3.60431 1.58404 -2.275 0.022882 \*   
## clothing0 -1.34434 0.73427 -1.831 0.067124 .   
## documents0 -1.19935 1.54570 -0.776 0.437791   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 177.085 on 132 degrees of freedom  
## Residual deviance: 68.691 on 119 degrees of freedom  
## AIC: 96.691  
##   
## Number of Fisher Scoring iterations: 7

my\_pred\_log = predict(log.fit, newdata = test, type ="response")  
y\_hat\_log = round(my\_pred\_log)  
  
misclass\_log = sum(abs(y\_hat\_log - y\_true))/length(y\_true)  
misclass\_log

## [1] 0.1044776

#KNN

library(class)  
knn\_train = train[,-1]  
knn\_test = test[,-1]  
cl = train[,1]  
knn.fit = knn(train, test, cl, k = 1)  
y\_hat\_knn = as.numeric(knn.fit)-1  
misclass\_knn = sum(abs(y\_hat\_knn - y\_true))/length(y\_true)  
misclass\_knn

## [1] 0.2835821

#LDA

library(MASS)  
lda.fit = lda(zombie~., data = train)  
my\_pred\_lda = predict(lda.fit, newdata = test, type = "response")  
y\_hat\_lda = as.numeric(my\_pred\_lda$class)-1  
misclass\_lda = sum(abs(y\_hat\_lda - y\_true))/length(y\_true)  
misclass\_lda

## [1] 0.08955224

#QDA

qda.fit = qda(zombie~., data = train)  
my\_pred\_qda = predict(qda.fit, newdata = test, type = "response")  
y\_hat\_qda = as.numeric(my\_pred\_qda$class)-1  
misclass\_qda = sum(abs(y\_hat\_qda - y\_true))/length(y\_true)  
misclass\_qda

## [1] 0.1343284

#let’s look at the test errors again

errors = round(rbind(misclass\_tree, misclass\_bag, misclass\_rf, misclass\_boost1, misclass\_boost2, misclass\_log, misclass\_lda, misclass\_qda, misclass\_knn),4)  
errors

## [,1]  
## misclass\_tree 0.2090  
## misclass\_bag 0.1493  
## misclass\_rf 0.1343  
## misclass\_boost1 0.5821  
## misclass\_boost2 0.5821  
## misclass\_log 0.1045  
## misclass\_lda 0.0896  
## misclass\_qda 0.1343  
## misclass\_knn 0.2836

I have examined 4 tree-based methods: a single tree, random forest, bagging and boosting. A single tree(CART) had a misclassification error of 0.20, bagging and random forest ensemble methods were able to reduce the error to 0.15 and 0.13 respectively.

Of all tree-based methods, boosting performed poorly regardless of the change in the hyper parameters, error 0.58. All the points in the test set were predicted as “Zombie”.

To contrast the tree-based methods, 3 parametric (logistic regression, LDA, QDA) and 1 non-parametric (kNN) methods were used to produce their test errors for a comparison.

Logistic regression performed quite well with an error rate 0.10. The reason for that might be in the overlapping of points and the logistic regression is known to perform well in such setting. On the other hand, we can see how KNN produced a rather large misclassification rate of 0.28. As it was suspected at the beginning of the experiment, many categorical predictors have made observations crowd near the origin.

LDA was the best method with a misclassification rate of 0.09, and its cousin QDA performed slightly worse - 0.13. This suggests that the decision boundaries between classes are rather linear than quadratic in shape.