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**Лабораторное задание:**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного взвешенного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При  реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.

**Задание 2**

1. Для каждого из вариантов сгенерированных графов (ориентированного и не ориентированного) определите радиус и диаметр.
2. Определите подмножества периферийных и центральных вершин.

**Задание №10**

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#include <time.h>

#include <queue>

#include <clocale>

#include <limits.h>

#define MAX\_NODES 400

void generateRandomGraph(int graph[MAX\_NODES][MAX\_NODES], int n) {

for (int i = 0; i < n; i++) {

for (int j = i; j < n; j++) {

if (i == j) {

graph[i][j] = 0; // Нет петель

}

else {

int random\_value = rand() % 2; // Генерируем 0 или 1

graph[i][j] = random\_value;

graph[j][i] = random\_value; // Граф неориентированный

}

}

}

}

int minDistance(int dist[], int sptSet[], int V) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++) {

if (sptSet[v] == 0 && dist[v] <= min) {

min = dist[v];

min\_index = v;

}

}

return min\_index;

}

void dijkstra(int graph[MAX\_NODES][MAX\_NODES], int src, int V, int\* dist) {

int\* sptSet = (int\*)malloc(V \* sizeof(int));

for (int i = 0; i < V; i++) {

dist[i] = INT\_MAX;

sptSet[i] = 0;

}

dist[src] = 0;

for (int count = 0; count < V - 1; count++) {

int u = minDistance(dist, sptSet, V);

sptSet[u] = 1;

for (int v = 0; v < V; v++) {

if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

dist[v] = dist[u] + graph[u][v];

}

}

}

free(sptSet);

}

void bfs(int graph[MAX\_NODES][MAX\_NODES], int n, int startNode) {

bool visited[MAX\_NODES] = { false };

int distances[MAX\_NODES] = { 0 };

std::queue<int> q;

q.push(startNode);

visited[startNode] = true;

while (!q.empty()) {

int currentNode = q.front();

q.pop();

for (int i = 0; i < n; i++) {

if (graph[currentNode][i] && !visited[i]) {

q.push(i);

visited[i] = true;

distances[i] = distances[currentNode] + 1;

}

}

}

for (int i = 0; i < n; i++) {

printf("Расстояние от узла %d до узла %d: %d\n", startNode, i, distances[i]);

}

}

int findEccentricity(int graph[MAX\_NODES][MAX\_NODES], int n, int vertex) {

bool visited[MAX\_NODES] = { false };

int distances[MAX\_NODES] = { 0 };

std::queue<int> q;

q.push(vertex);

visited[vertex] = true;

while (!q.empty()) {

int currentNode = q.front();

q.pop();

for (int i = 0; i < n; i++) {

if (graph[currentNode][i] && !visited[i]) {

q.push(i);

visited[i] = true;

distances[i] = distances[currentNode] + 1;

}

}

}

int eccentricity = 0;

for (int i = 0; i < n; i++) {

if (distances[i] > eccentricity) {

eccentricity = distances[i];

}

}

return eccentricity;

}

int findRadius(int graph[MAX\_NODES][MAX\_NODES], int n) {

int minEccentricity = INT\_MAX;

for (int i = 0; i < n; i++) {

int eccentricity = findEccentricity(graph, n, i);

if (eccentricity < minEccentricity) {

minEccentricity = eccentricity;

}

}

return minEccentricity;

}

int findDiameter(int graph[MAX\_NODES][MAX\_NODES], int n) {

int maxEccentricity = 0;

for (int i = 0; i < n; i++) {

int eccentricity = findEccentricity(graph, n, i);

if (eccentricity > maxEccentricity) {

maxEccentricity = eccentricity;

}

}

return maxEccentricity;

}

void findCentralVertices(int graph[MAX\_NODES][MAX\_NODES], int n, int radius) {

printf("Центральные вершины:\n");

for (int i = 0; i < n; i++) {

int eccentricity = findEccentricity(graph, n, i);

if (eccentricity == radius) {

printf("%d\n", i);

}

}

}

void findPeripheralVertices(int graph[MAX\_NODES][MAX\_NODES], int n, int diameter) {

printf("Периферийные вершины:\n");

for (int i = 0; i < n; i++) {

int eccentricity = findEccentricity(graph, n, i);

if (eccentricity == diameter) {

printf("%d\n", i);

}

}

}

bool isIsolatedGraph(int graph[MAX\_NODES][MAX\_NODES], int n) {

for (int i = 0; i < n; i++) {

bool hasConnection = false;

for (int j = 0; j < n; j++) {

if (graph[i][j] == 1) {

hasConnection = true;

break;

}

}

if (!hasConnection) {

return true; // Найдена изолированная вершина

}

}

return false; // Граф не изолированный

}

int main() {

setlocale(LC\_ALL, "Russian");

srand(time(NULL)); // Инициализируем генератор случайных чисел

int startNode = 0;

int radius;

int diameter;

int n; // Количество узлов в графе

printf("Введите количество ребер в графе: ");

scanf\_s("%d", &n);

int graph[MAX\_NODES][MAX\_NODES] = { 0 };

generateRandomGraph(graph, n);

if (!isIsolatedGraph(graph, n)) {

printf("Матрица смежности графа:\n");

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

printf("%d ", graph[i][j]);

}

printf("\n");

}

printf("Введите начальную вершину для поиска расстояний: ");

scanf\_s("%d", &startNode);

bfs(graph, n, startNode);

radius = findRadius(graph, n);

diameter = findDiameter(graph, n);

printf("Радиус графа: %d\n", radius);

printf("Диаметр графа: %d\n", diameter);

findCentralVertices(graph, n, radius);

findPeripheralVertices(graph, n, diameter);

}

else {

printf("Граф изолированный. Информация недоступна.\n");

}

return 0;

}

**Результаты работы программ**
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**Рисунок 1 - Результат работы программы**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWUAAAC1CAIAAAAIrnl3AAAAAXNSR0IArs4c6QAAGoJJREFUeF7tnb9u47oSxrV5DTtAtvYDGCkCbPpUF26CBfICSWlggRS3DGAgZfICAYI0bi6QPgdwEfgBUp8FYr/HneEfiZSGEhkrtix/Ks7JyhQ58yNFkdR84o///fc/GQ4QAAEQiCDwIyINknSWwOjm+XEyUOat59e/Hz46aykM6wuBi9k/xTG76ItbB+AH19zzzWiPPSUP2mxxTlNuM9s9Bty26Uf22fSLj/vl+HKv21/beDqd38XZeD2/w5gir6RRtrhW7Zgb8hQ9xje0XpqPUKd8+anGsjy6PX759edVnZyO8/KW9+okHc4AuDjpJNYnnYxUThmd/bcYOpt87QhazFPwtTDU5sk2VQrnKz3zlU2SSa9Fjp7JATcdO7OMMn06yScDrkc/ZXSinSEv799Pp2qeUUNee3SfTVVFOdORKk/lp5BntfhQvcuGOk1EG0C+CwW54KydfkGFn4HGoE8XNBpuBU5++o4J2jf0GHxvmcMZ2/JJ00HTn/YH50+qkXwoaU4Xp4q/dOZuV+/kobwJ5Ck3UDaEM7cGhf7OM80tEU2q98f0j8b68OC/5JGELmSn7KWdZThXCZa6aDllYadLR6FXSfVZ15JA6dV6F5tduSJNZQoFjUZ2zmTZkBXKHPo3l2b+V9MYlIPRcxenCr7jjjngPL35yMvxozsfHk9VP3K2+GUW0mgAnA0mj+osL7MNT1Q7GJ0Ms9VfaantYkZDi/tlHd9AnoFLuHT3wfHzeLB+f9NFf7y9rwfHPxsq0zPp30/pCtEkPrl8iR38l9Gl2WlnGcqj03O+r2Ty9LDW4z5OqasjxLOaZxBUpd6T7g+hoI8PGneoww5IiIfbYqgeao0nBx9+0zTDDHLr7XEHn0mWI3EzAd1fmOP1z/1St0910OiPj8WZ27Gbk+oX041Q5S8XerriHerWjKliIc+A5XSD/LpfTR4b5qbBHqxk0sfDC0108/7PKTTeJNFSEV1zbUgp8vuqbJLc2TkV59aRn7Pcu9s0bRtvbmA253q+bqKwGXkah6jZr9AcmwrG7xEEvP5CjRQqB7VLM5J4XSyzyoLo6OZyLHUX42lUbyHmWWv469N8ba3ge8Z2cKPz08H681+69uKKprpCDyaY9PpHL5C5LVk0Kd1OMiRHJ9sZctOOktgP7ZFUOo8pxmfmfVY+gAnZWc2zqXUU9d6U0vtdLEh7kWVkpvq/HVCYK+1wIww5bj5yMePBJzqLpApLSqzXO4t1K3k5Slx1U2tsNIVxF73M002tBK5MN0/505Qmr0RnjdFY6q0j1oQRFFeyyUMTb1BeR1T/zg3OlzlVIQGT2A53PdRb7yyWEkN2ljzyV/JyS8p2hqqJcxuuBwN1YzkLfGLpRaa1KXkZUsqzakPAeMnYakXqtfNqQYXpy/l8OFHrljRqdRuOV2EmosRdxI1a7/SNR0BKUk+wncT5SpUprvzv7VjRp1KkZcRN/fuOPEWbUgtCc9m0ard8vT8fSS+cxvPe8K/87/QccQUIgAAIgAAIgAAIgAAIgMDBEOAX4/btJIe57Lce4WCqrXAUSwAHWOk7c/koW6/tW7mLs+G68fX4zixFwSAAArsm8GP2fPO5mhzTC89s9nzyuTrNnlQYVjXm33uhp+wOSgbcl5N5uJ1z0v1dEheEqHgm8Cu4zIhTODzHe2PqpNSv6szbv79XLJa5y261UMZ5J1i22ahnQu8pg/qRt/NchJNrZ0LRQ/4LwHYkGEGeUa8kd90eUX63CfD7kbfFkuJ+aHTx/va3sPbtzkQyUczn5IrCgnRILmv/uGE78Z0UI36ZcWqK3iuHc1FAZSFbk1FUCgoRo2icSaZL5sO+lzExSxyuZa/UcTsmDmuolIoUu7qa3N6ccJLzK4rECEb1cIggBXfkV5sZWrX0MBBtR4Tvqs+1Dtl4WZFnhRLFySkrqTo4JJIUmSZ2K5pnt1smrOsiAfU+lcLqKPSRugtHA1KN+Q+bH9QmROhHsuiCZAXHerkc8o0yOj9eLc1sStZQvP65fj+dsAJm4oapu4IY5aKs9UjTj+jeokk7EyK6iQQjzDNBgtHFlgqbukBAx19wHG6u2zLPRqVCj4z5dz0ptAlR+pE0cYGA7PNzxU/Wn8fZ56fzc1WGoAYdc3KUehjn4wj2AR8hbUiosCjfo/JTPOMpxaeMKh2JQMAlYOK1KMyq8jG3csx/GJwoGYjUj1CukQWFxAVqOjU7yxZv1kIppZK5vDz8pTSfT6QyC38XSNZ6JOlH4n0XoW4iwQjzjJNg4PYAgRoCofhOEnVlRrl+9knLEtO6bw+sh5dGrby8L7qdpbBE4IhBTZYJBdGEIjcq/56DHh2Nx5mrL6um9CVoqlBek5EOGrezBNaoVlfWo1DpYh6S7/HtsMpToPTz4UVZSetDTJU0M4pAAs94g5ASBNoikCoZsOUibkCugVSe4NhWS0Y+zQQ21Y80lxBKAaXJ19nhShAAARAAARAAARAAARDoEwEWjqijWT3ifFm2TwTgCwiAQDMBWr9w4hlVCGRo/xv9Pu72eAWNSTNXpACBfhLgbiD/fC4PNJq+peum7ycSeAUCICASOFLhz+ZrrM4HaoELBEAABMoEdvc+FXUBAiCwbwSO+NPuxS4//L33+s0p9s1B2AsCINAagSO1NZZVU6gdfJ+w10treJERCPSKAO0/Qkf+3Za6DW2r38uJ3v62V8jgDAiAAAiAAAiAAAiAAAiAAAiAAAiAAAiAAAiAQLcJRKtCEpQm3fYY1oEACCQTOEpRhcQqTZKtwAUgAAL7RMBTkQQMT1Wa7JP/sBUEQKCZQEo8OJQmzTyRAgT6TCClv+gzB/gGAiDQTCClv4DSpJknUoBAnwmk9BdQmvS5JcA3EGgm8CNRFRKlNGkuFilAAARAAARAAARAAARAAARAAARAAARAAARAAAQOiwCtROpPdV/MmrcF+Soa+l5OvoTJeeATOF8lietAYMcE7J38lZvYee+xnl8Xu6ZXXXI2+E3d63fHfFA8CIBAywRY9REen3jxF6OTof3ab65DVdueFVuSaHla6aSTWKd0lSZ2SxPnytJmamKetf2ak7+brXHT6fVcQ4SUavBm/Sn8lMQ01UwrYFWSG/4PbfmUl1YzNoyHrLK+sOwVZGuQ2Z/d2CyRL9IWVSMbH9qqysPkbVaTw7NnXZ/qhsWl5iBcbk7JHhlPSsUXleRspCPXu3CXCZBLxTgOefZb68sng22+csfoeUTRFGuasggkSMm2xIZdhQocrPp4f/sI9EK6vxhMHtnU2+zu15/ia780rOHjfpkNT3RLupg9nr5fq7PX8+HUsYHGMHSquvPZxWw61kV/PPy22XFiOvSgJ5xnXMf5dqeyZTsHkyvVXQWOUEptjmR9rQUfD3fzrChxdHM5nN89/FXXjG5uJxlne01JwlvGUcpoyIPJJVWPstN+nrnWvIK8lEw2PtRKVA5SFZfREQT6YrSqXWo2TYfxPSfv6J9V+yr1N55H1Gw0YX04zTbfsc+ei28hdCNUIUuXi6VXT8ptXnYzDZ25He3N5ZCur/eaKjGd2+Vn3WxE9xemil+OH92hyHiq+ruzhbmzM/p8uO1a/nmcDGw34gxLSuaQ7dl9fcMJ5Cn7Zfo1Vbg5Pj5+mm45Z+fFrRcZCSlr6Bnn3bFVpfSPh5dl/mn1q8nqRXWAjIgNVPsycExssV2DUF4sZKqjO5W9yvH0PDwUsE3JJx9rvIwkXMVNfULK7+6jrQLOb0vcbJaGt1cE+8kPtWIGnlLvAmTpcrH0oEllBLVuVngJbV6nEW8u4aTutLwOVawU07lxJxAejHjzkdc/9IwumqLp/hdn7k1jTqpO3dQJ+b9cCJsQKNub7cyfsW6ecjMz/ZozFuAlnkyPg/LHlLqNdV/ndCxSSnoUFVMwv0jtp/cwr5aevT7pIYYaXNiNGChd/GAlFrJvXcMeMQL5WONl8FIVS+iozV2/n6rBqvDoS+k7pCdPTFtiP2kb4Ed31lRpIXGGKMhys4nLIClVCJ1QcXlvUQYSfcfVWPa6WGbjs9A43dePcBOoHPS4NiMJldVlaUNmHkdJ3cV4GtVbiHkmgba7OfJeS+Z4/WOGqf59W015cTWR+7pYC/QQ4/k2H1zoC/npqCZxo/NTZ7vJcK4NkOlCO0phk4sNLKUcI8nzFFE0vpKnWMUBdHRaTxMi5iPlgnhgaB9XHriqR7XNhnpxb84mtJBATYiQq5eLpUe35JCbCejEKg7Uu55nRK9f8DAp3L689Qt6HGdm1Ms8i2e0Hfm9/uH5uHp88EHzS56zDUxK85e1bBk1tsiqecbeq5xOPeC1QWef1EqmQTDVlOohGLJSO+8DEQ3jfAdZeZcnuhXpIReRQQxkVe56eKncZJPNwE4NVek5znk4IylaE4l5Elt8VeN9P6UqntGwTkCnZ+Z63vSFgx6xPDQwI8OVdZNyqnpU22y4IxyYdaP4FiJCli8XS49tyaKbiejEKo6v92rl5IutTvv6QhU2XWJW5/Nk5X83Xb//v2/lHfR3FRKT78FUcQyM/W+v8GBXBEyX/H3BdIVj7TflLRq/q/pJLbd9yKkWID0IgAAIgAAIgAAIHB6Bsn4EApKdt4H4SP6dmxptAL+VVHF7DdqEQIYbXh5tJhJGEHDWs+pjxyPyQpIWCfSlNhw/vrJEsOHlLVYIssr8+IuPvyv7nj8Qdd+xsHmuwUj5iaCBCIb3lxtGUG0hqyU8XYgjg3DeQ8c0vfpIfpWDpEMQtQk79IgjKfIX8gsvaD8mNKDm8hiISNM2AWd84ap0Rjbi2DnJf1ZeB4gnbWsuKXTsP4sbUHx6OI+hXEhTKGr0DWHuQympRMi95cu3f8RTz9XzcA9VpuD9nufnnB1JPANVafqxiBcvpqSinDo3/dK25pFH10cf01/UXN72nYD8Ggno8YUVS1CwzbUJ9dmTsPlo+Ula0H6FW0Aqkj/iWbJQGySVomKIiuRXQ6tKNHu8m1v1KNAOY6UNjc0YCbZEQPcXuSgkV+nwClNZl/EtJrUQNi9IWr7BVFEqQuWY2HOS6eSDJ0GT8hWe9ZH87GJIuRPn/pY82nDbmg0vj0OBVJEEavYf2Yuw+Y2D9iM5UbJYtUVIkxKvYjA21Ufy88JNVbkTlGBIfm7Ho5pta2LmI9j1Jr6Jfn/KUH+xN2HzGwXtJ/KtSEWcBVOjm1Bv/oQ4/gQVQ75eWR/JLyt3whIM0deteOTYRGPWuk+9iTZueHliHSM5CLRFIGJdtK2imvNpRdbRKY+afUYKENgLAv1TW/TPo71oSDASBEAABEAABEAABEDAJwD9SOdaRB/1Ixzi9jhZ3Ud8RlKqD+hHOtRKoR/pUGW4pvRDP6LfIT3PZs/x34TzKgT6kQ61T+hHij0f9BcGpcqBfiSwS0uEIkbHcP5++hTAxsRfQD/Soe6CTYF+JOKt4tbUFlwj/dKP6ObuAbR3QEx/Af1Il/oL6EfiamOragvoR+IqBam2TgD6kVjkW1JbOOb0RD8SCziQDvqRDQG2ejn0I9E4t6O2cMzpiX6kBnDMfAT6kegWuoWE0I8kQN6K2qL4Bk4/9CNmMabYpib1NQn0IwlNFEk7RCBiXXR71kI/sj3WKAkEkgj0T23RP4+SKhSJQQAEQAAEQAAEQAAEOkPA+Z50yj7OnbE/ZEh5gr+5wWrpLnqj683LQw4g0DECfvzFNe1wfimHRHfM7i2boxf5b49X6y0XjOJAoEsEUvUjzmBEP2jdOF+z80BQbeHtFVL7pPbHPFrWod5OXKgb1xkHOZ/Ey9Uf+mraUEt/97xpB5CIKIA6EUSXqhO2gMC3EvD7C44QWi5eVYlvdyQT4uPe22JGbWn3iwYiFbMuZnrLO/ow7t08m1yp7kT1KJfD+d3DB9/xj5OMrjZH7ff3VTH2sN98HEwuMzbLHQdV7FTl0bX3S/Xd8/vl+EybEvToWwkjcxDoD4Ek/Yi04YVFQb1Fdk+3qOkxXpZ2YkOfy169cG+Rqd5I//nFY637nYxj/gan56wlre7rQR/ZX/0tCqF44uGJnNJYgV0wvlgduOzgCCTqR0IbXqjewh0vhNQWLQJWnUL8vh7xKVu0EVmBQK8IJOlHpA0vmMZ4Wuot+Ln/wEOM51s7uKBT0XuFBAkPjn+q33iLD7udR1be1yMfUOhsnOFGYAeQiPWLXtU5nAGBrxJI0I/MaPVhYJYQzV/23aKw4QZ1D0/zbJDNn/RyCB+xe4UEnVkPL9ViZ6GsEPb1+Pnwspo85uudlFatyCTsAFItf2MRxFfrB9eBwJ4SSBUstK22SM2v/fiLPa04mA0CnSbwPdoE9BedrnQYBwIgAAIgAAIgAAIgAAJfJeCGU/ZbH9H+ogZEJV9tdbhu/wio9yOjk6EOp5TCNvfPp21ZDFHJtkijnK4QyN+nuiGRoipEdSxWvVFs1WE0I8of71HrpFVDFvdaLQGpUYWIeCAq6UqrgR2HSqAmXksjyVUh6l+yBMMINHhnGcuRpCKn71oAcj0fTqnHMB/JZ1mHkYbUqUIC9QFRyaE2VPjdCQKqv6AQyDxa0rfKU4VIYg1Kvl4uh6zoGp0fr5ZGhsZSkQEHTdHBsV1awRHsBCqqkBQ2EJWk0EJaENiAAPcXfHP70xGTYVkVEpBgfH6ueITx8zj7dDe9Y3FoWWDabKloSPNlNgVEJfGskBIEUglQf+GK2N3LJVVIRayhZykL0ozPzrLFm70+SSoiqkLiHYGoJJ4VUoLARgSObp75qxX6wzJq6jCe2k2HK6qQoASDuofxODMfzlD2pEhFqqqQJJcgKknChcQgsAEBeuPhRVykRl1vULS6dMPyUi9vP/5iUwC4HgT2h0Dj+5H9cQWWggAIgAAIgAAIgAAIgAAI7B0BdwXA/dj33jkCg0EABL6ZANYvvhkwsgeBHhGo6S/KAhDvXYYdiSSpQqS9QlSuxeHsFVIWyjoDIbd0J1kphcm1TnAb2tst4Lu/+4ktzrxzMUYJG7L4r4Gajbdim35LhXt0Fx2OK8H+oioAEaGkqUJCO4BoWUh76thI47VHJg6VdC02aj1wubT7SV1L8aU3h9Om4Gl/CYT6i5AAxBWF1FOJknXUZWFiyNx90KTSTTL3WZykXrGxameLX0YAF7pc8KjG/pL0JvP0NPY6wXj1E7ZE6e8tt9ee1a1fSAIQKxBNHAvUyDr44xuiaEQX723pKpXOyYR9X+PVKybl4sztmRovb9C5VDZk0fvCGY/yJhMwfq+bFIzvMYHgfgKLZbbZ1stRsg69lYjdgrEtzknqFVsobVtiJiShy+N1LqL0JsU7bImSQgtpt0ZA9Rd2mO/qR1IEIKK1MbIOs5WIvJGqHqvzjqta7h44OFk5UZLxhXbGbtYYuFzQuShyZmNnFt/YQ9yQRXBAMn5rdY+CQGBjAqmCDLnAdnLZ2JkWM+ifRy3CQVaHQgDxF4dS0/ATBEAABEAABEAABEAABLpKIA9ztJ/K6aqhsAsEQGC3BPjdneknsKi326pA6SDQbQJH9Fnv00H+InGxHEyueLcQHCAAAiBQJnDkbyZQBC0BFQiAAAiUCOB9KpoECIBALIGjjIYUNtBZ7Vwkizli80M6EACB/hI4yj7e3tdWKULKzPX86bW/7sIzEACBjQnk71PxhZaNWSIDEAABEAABEAABEAABEAABEAABEAABEAABEACBHRNQ33PCYueOawHFg0DHCRzpL7/dHq/WHbcU5oEACHSFAHY260pNwA4Q6C4BxIN3t25gGQh0jQD6i67VCOwBge4SQH/R3bqBZSDQNQLoL7pWI7AHBLpL4ActdLobZ5CltOeWvCFId72AZSAAAiAAAiAAAiAAAiAAAiAAAiAAAiDQEQK01qJj1i9m2PigI3UCMw6KwA+++XjH4OJob72Tcj5btLp4am1tz8aDqm04CwIbE6B7MFeatRsW7ua8sZnIAARAYNcEauIvtBJNHaY/UdsZXdjT+qTbw/Bn/eyEgS+jYct46lyvU38xz2BBdmpiE5T6PGcPpmrpIv7864Su78bVRuNtcaavNMa0YLyFBxXxru+ZQy4/2F9czB5P369/8XE9H05tKx1MLrM7dS7/SLDFdzGz05rRzeVwTtfeLzmYg/43PjPLDl/P06mkoqCkmgt4JOfBdtNBHgxPRipJOpBAZ+RN/pI8QGIQ2DGBUH9BXwrPBpNH9TjleC5716zndw8fZDN/VXxweq5vJX07TbN7ur34oF0JVn85lT5oxwJ1+UZ5igWpk66ZNpUe1nhf9AiVLleAyYCWX34rf9OND/UWOaUU41Xaj4ff1IUhlm7Ht8xBF18XD26esepBa+4an1XRKajeIqYlb5qnUNCahzJ6yJObx8UIQ6DG0r0MKM/FmdvpNF7u9pJCs9rM+INup3C+GwRC/cXrYpnZXUlcS+3WRhdXk8H681/903jq9xZ2QGEutMONjfIUC0phGCq9No9if8gk48U8y5RSjFdp9fIL1i+SweGC1ggExxevf67nmZmQUCu1i4rr4aUa6U/Hy/tizLH0xxYfDy8rvtSsd1LahdoDaZM8tcelgoIYeDrxOMnM5EknC5Qu52HmIzQVy/eijgaiJkjGd1ebs4nxrVU4MgKBbRFwXjVEFRnzPjU1z6iCt5Vor43fFiSU0yMC0LP3qDLhCgiAAAiAAAiAAAiAAAjsJYE8ohEyrr2sPxgNAlsjwK/pTD+B9butUUdBILCHBI6y0flp8c5wsRxMrlTsNg4QAAEQKBE44uDtPPCKQ7fz0G+wAgEQAAGPAN6nokGAAAjEEjjiIYUN8lZKsaxBBBGbM9KBAAj0jcCRUppapQhpONfzJxW7jQMEQAAERAL5+1SImdBCQAAEQAAEQAAEQAAEQAAEQAAEQAAEQAAEQAAE9p2A+nQTFjv3vRphPwh8L4Ej/ZG32+NV8fHL7y0RuYMACOw7gXY3Ktp3GrAfBEBAIoB4cLQLEACBWALoL2JJIR0IgAD6C7QBEACBWALoL2JJIR0IgMAPWuh098ggIrSLV8xOZWAHAiAAAiAAAiAAAiAAAiAAAiAAAiAAAtsh8H8toWWAKUVI2wAAAABJRU5ErkJggg==)**

**Рисунок 2 - Результат работы программы**

**Вывод**

В результате выполнения лабораторной работы были успешно реализованы алгоритмы построения матрицы смежности, усвоены и практически проверены навыки в алгоритме реализации поиска расстояний во взвешенном графе, а также реализован поиск диаметра и радиуса графов, изучили и нашли подмножества периферийных и центральных вершин.