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**Название**

Оценка времени выполнения программ

**Практическая часть**

Задание 1

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.

**Листинг ConsoleApplication6.cpp**

#include <iostream>

#include <vector>

#include <queue>

#include <cstdlib>

#include <sstream>

using namespace std;

// Генерация матрицы смежности для неориентированного графа

vector<vector<int>> generateAdjacencyMatrix(int n) {

vector<vector<int>> matrix(n, vector<int>(n, 0));

cout << "Случайная матрица смежности графа (размер " << n << "x" << n << "):\n";

// Заполнение матрицы случайными значениями (0 или 1)

for (int i = 0; i < n; ++i) {

for (int j = 0; j < n; ++j) {

// Генерация случайного числа 0 или 1

int randomValue = rand() % 2;

// Запись случайного значения в матрицу

if (i != j) {

matrix[i][j] = randomValue;

}

cout << matrix[i][j] << " ";

}

cout << "\n";

}

return matrix;

}

// Поиск расстояний в графе с использованием очереди

void breadthFirstSearch(vector<vector<int>>& graph, int start) {

vector<string> distances(graph.size(), "Нет пути"); // Инициализация расстояний "Нет ребра"

queue<int> q;

distances[start] = "0"; // Расстояние до самого себя равно 0

q.push(start);

while (!q.empty()) {

int current = q.front();

q.pop();

for (int i = 0; i < graph[current].size(); ++i) {

if (graph[current][i] && distances[i] == "Нет пути") { // Если существует ребро и вершина не посещена

stringstream ss;

ss << stoi(distances[current]) + 1;

distances[i] = ss.str(); // Увеличиваем расстояние до вершины

q.push(i);

}

}

}

// Вывод результатов

cout << "Расстояния от вершины " << start << " до остальных вершин:\n";

for (int i = 0; i < distances.size(); ++i) {

cout << "До вершины " << i << ": ";

if (distances[i] == "Нет пути") {

cout << "Нет пути";

}

else {

cout << distances[i];

}

cout << "\n";

}

}

int main() {

setlocale(LC\_ALL, "ru\_RU");

int n;

cout << "Введите размер матрицы смежности графа: ";

cin >> n;

vector<vector<int>> adjacencyMatrix = generateAdjacencyMatrix(n);

int startVertex;

cout << "Введите номер начальной вершины: ";

cin >> startVertex;

if (startVertex < 0 || startVertex >= n) {

cout << "Некорректный номер начальной вершины!\n";

return 0;

}

breadthFirstSearch(adjacencyMatrix, startVertex);

return 0;

}

**Результат**

**![](data:image/png;base64,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)**

**Вывод**

Сгенерировали (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Вывели матрицу на экран.

Для сгенерированного графа осуществили процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При реализации алгоритма в качестве очереди использовали класс **queue** из стандартной библиотеки С++.