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# LO1: Performance

Performance in interactive visualizations is vital in the big data era to ensure a positive user experience, provide real-time data analysis, handle complex data effectively, ensure accessibility and scalability, facilitate quick insight discovery, and maintain a competitive edge. In this LO it will be looked at how the performance of Visualizations behaves.

## WebGL

In the context of performance visualizations, WebGL's functionality as a rasterization engine is crucial. It allows for efficient rendering of complex visuals like points, lines, and triangles, essential for detailed and dynamic graphical representations. The use of GPU for processing and the requirement for specific code through vertex and fragment shaders, written in GLSL, enable high-performance visualizations. These shaders play a key role: the vertex shader computes vertex positions for rendering primitives, and the fragment shader assigns colors to each pixel, directly influencing the visual output's quality and performance. Since WebGL’s API primarily focuses on setting up states for these shaders, it's integral in optimizing the performance of visualizations. Efficient use of WebGL in performance visualizations hinges on how well one can manage and execute these shader functions and state setups, ensuring that the necessary data is accessible and processed effectively by the GPU (*WebGL Fundamentals*, o. J.).

The benefit of the GPU over the CPU is that is specifically made for Visual tasks. It contains thousands of kernels, processes are running parallel to each other, more efficiently in in processing lots of small tasks.