SDLC安全设计

—— 安全团队
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# **一、输入验证**

## **1. 检查项**

2.1、校验跨信任边界传递的不可信数据（检查数据合法性，含白名单机制等）。

2.2、格式化字符串时，依然要检验用户输入的合法性，避免可造成系统信息泄露或者拒绝服务。

2.3、禁止向Java Runtime.exec（）方法传递不可信、未净化的数据（当参数中包含空格，双引号，以-或/符号开头表示一个参数开关时，可能会导致参数注入漏洞）建议如果可以禁止JVM执行外部命令，未知漏洞的危害性会大大降低，可以大大提高JVM的安全性。

2.4、验证路径之前应该先将其标准化为实际路径（特殊的文件名，比如“..”,sysbolic links、hard links、 shortcuts）。

2.5、从ZipInputStream提取文件，如果不在程序预期计划的目录之内时，应拒绝将其提取出来，或者将其提取到一个安全的位置。

2.6、从ZipInputStream提取文件，若解压之后的文件大小超过一定的限制时，必须拒绝将其解压。

2.7、在处理以前，验证所有来之客户端的数据，包括：所有参数、URL、HTTP头信息（比如：cookie名字和数据值），确定包括了来自JavaScript、Flash或其他嵌入代码的post返回信息。

2.8、如果任何潜在的危险字符必须被作为输入，请确保您执行了额外的安全控制，比如：输入转义、输出编码、特定的安全API等。部分常见的危险字符，包含但不限于：<> “ ‘ % () & + \ \’ \”。

2.9、如果您使用的标准验证规则无法验证下面的输入，那么它们需要被单独验证，比如验证空字节（%00）；验证换行符（%0d，%0a，\r，\n）；严重路径替代字符“点-点-斜杠“（../或..\）；如果支持UTF-8扩展字符集编码，验证替代字符：%c0%ae%c0%ae（使用规范化验证双编码或其他类型的编码）

2.10、严格验证来自重定向输入的数据（一个攻击者可能向重定向的目标直接提交恶意代码，从而避开应用程序逻辑以及在重定向前执行的任何验证）。

2.11、验证数据类型。

2.12、验证数据范围。

2.13、验证数据长度。

# **二、输出编码**

## **1. 检查项**

2.1、为每一种输出编码方法采用一个标准的、已通过测试的规则。

2.2、通过语义输出编码方式，对所有从服务端返回到客户端的数据进行编码。比如HTML编码、URL编码等，编码形式需根据具体的应用场景选择。

2.3、除非对目标编译器是安全的，否则请对所有字符进行编码。

2.4、针对SQL、XML和LDAP查询，语义净化所有不可信数据的输出。

2.5、对于操作系统命令，净化所有不可信数据输出。

# **三、异常处理**

## **1. 检查项**

2.1、禁止在异常中泄露敏感信息（敏感数据的范围应该基于应用场景以及产品威胁分析的结果来确定。典型的敏感数据包括口令、银行账号、个人信息、通讯记录、密钥等）。

2.2、禁止在异常中泄露应用服务器的指纹信息（如版本，路径，架构）。

2.3、方法发生异常时要恢复到之前的对象状态（业务操作失败时，进行回滚业务；或者避免去修改对象状态，维持对象状态一致性）。

# **四、I/O操作**

## **1. 检查项**

2.1、临时文件使用完毕应及时删除。

2.2、不要将Buffer对象封装的数据暴露给不可信代码。

2.3、在多用户系统中创建文件时指定合适的访问许可，以防止未授权的文件访问。

2.4、当一个外部进程通过其输出流对外输出信息或错误时，必须及时清空其输出流，以防止输出流中的缓冲区被耗尽而导致外部进程被阻塞。

2.5、白名单控制共享目录操作文件权限，比如读/写/可执行权限。

# **五、运行环境**

## **1.** **检查项**

2.1、不要使用危险的许可与目标组合（比如不要将AllPermission许可赋予给不信任的代码，不要将ReflectPermission许可和supperessAccessChecks目标组合使用，不要将java.lang.RuntimePermission许可与createClassLoader目标组合）。

2.2、不要禁用JVM字节码验证，如果使用的字节码，如class文件被恶意篡改过，将会存在安全风险。

2.3、建议监控平台不要对互联网开放，仅限于内网环境访问；如果监控平台存在远程执行漏洞，将会给所监控的应用带来安全风险。

2.4、建议将所有安全敏感代码（例如进行权限控制或者用户名密码校验的代码）都放在一个jar包中。

2.5、生产代码不能包含任何调试代码或接口。

2.6、禁止为后台服务器（数据库等）配置互联网IP地址，仅使用局域网地址。

2.7、禁止数据库端口直接向互联网开放。

2.8、应关闭不需要的服务/端口。

2.8、配置网站HTTPS证书或其它加密传输措施。

2.9、检查各中间件（web服务器软件、框架、数据库等）版本，确认是安全、稳定版本。

2.10、如已建立内部运维通道，禁止后台管理入口、运维及远程控制端口向互联网开放。

# **六、身份验证**

## **1. 检查项**

2.1、除了那些特定设为“公开“的内容以外，对所有的网页和资源都要求进行身份验证，并正确设计身份验证功能。

2.2、所有的身份验证过程必须在服务器后端上执行。

2.3、在任何可能的情况下，建立并使用标准的、已通过安全测试的身份验证服务（比如C4A）

2.4、所有身份验证控制应当安全的处理未成功的身份验证，不如给出错误模糊提示，隐藏敏感信息。

2.5、登录入口应具有防止暴力猜解及撞库猜解（利用已泄露的密码字典进行批量登录尝试）的措施，超过设定失败次数需要启用锁定或图片随机码进行访问限制。

2.6、采用https post请求方式传输身份验证的凭据信息。

2.7、身份验证的失败提示信息采用模糊处理，比如可以使用“用户名或密码错误“，而不要使用“用户名错误”或者“密码错误”明确提示。

2.8、涉及敏感信息或功能的外部系统连接应配置身份验证功能，并进行有效身份验证控制。

2.9、在执行关键操作（如个人信息密码修改操作）时，应对用户身份进行再次验证。

2.10、为高度敏感或重要的交易账户使用多因子身份验证机制，如支付密码、短信验证码等。

2.11、限制同一用户的尝试频度，达到指定的错误次数（3次比较常见），即开启CAPTCHA机制（各种随机码，如图片、音视频、短信、算式、趣味问答等）或锁定机制（即N分钟内不允许再尝试）。

2.11、在校验口令之前，先校验CAPTCHA随机码（一次一用）；

2.12、交易/支付过程应形成完整的证据链，待交易数据应经过发起方数字签名。

# **七、短信验证码**

## **1. 检查项**

2.1、一次一用。

2.2、发送频率控制（建议60s获取一次）。

2.3、验证码有效期（建议60s内有效，发短信时进行友好提示）。

2.4、复杂度（短信验证码建议6位数字）。

2.5、安全提示：是否是个人自己操作等风险提示信息。

2.6、在前端校验（客户端的校验只能作为辅助手段，很容易被绕过），必须使用服务器端代码对输入数据进行最终校验**。**

2.7、限制每一个用户每天的短信条数。

# **八、图形验证码**

## **1. 检查项**

2.1、一次一用。

2.2、验证码有效期（10分钟内有效，可根据场景兼容安全和体验灵活设置）。

2.3、复杂度（4位及以上数字、字母交替），根据需要也可采用当下流行的拖拽验证码或计算值的验证方式。

2.4、服务器端进行认证。

2.5、从用户体验和安全角度出发，可设计为当用户输3次错误密码后自动弹出验证码输入框进行验证操作**。**

# **九、密码管理**

## **1. 检查项**

2.1、禁止使用私有或者弱加密算法（比如禁止使用DES、SHA1等，推荐使用AES:128位，RSA：2048位，DSA：2048位）。

2.2、采用基于哈希算法和加入盐值（salt）方式安全存储口令信息。

2.3、密码输入框，可设计为显示密码和隐藏密码切换功能。

2.4、密码重设和更改操作，需要进行二次合法身份验证。

2.5、密保问题，应当支持尽可能随机的问题提问。

2.6、密码重设时，应对注册手机号和邮箱进行有效验证，链接只能发送到预先注册的邮件地址或预先绑定的手机号。

2.7、临时密码和链接应设计一个短暂的有效期（比如5分钟），防止暴力破解。

2.8、当密码重新设置时，应短信通知用户是否是本人在操作，告知安全风险。

2.9、密码复杂度设置：建议8个字符以上，包含字母、数字及特殊字符等。

2.10、密码设置场景中应具有密码复杂度检查功能。

2.11、密码不能输出到日志和控制台。

2.12、数据库连接配置中的用户密码要以加密的形式存储。

2.13、建议设计密码定期修改提醒机制。

2.14、禁止使用空口令、弱口令、通用口令（禁止一个口令在多处使用）。

2.15、回收修改操作系统账号、数据库账号，以及其他外部集成账号口令。

2.16、禁止在应用中配置使用数据库超级账号，应为应用配置专用账号并授予合理的权限。

# **十、会话安全**

## **1. 检查项**

2.1、用户登出后应立即清理会话及其相关登录信息。

2.2、注销功能应当完全终止相关的会话或连接。

2.3、增加Cookie安全性，增加“HttpOnly”和“secure”属性（当“secure”属性设置为true时表示创建的Cookie会被以安全的形式向服务器传输，也就是只能在HTTPS连接中被浏览器传递到服务器端进行会话验证，在HTTP连接中不会传递该信息，也就不会存在Cookie被窃取的问题；设置了“HttpOnly”属性，通过程序（JS脚本、Applet等）将无法读取到Cookie信息，这样也能减少XSS跨站脚本攻击风险）。

2.4、会话cookie应设计有效期，超时后立即失效。

2.5、当设计允许用户在多渠道终端同时登录时，建议应进行常用设备登录限制。

2.6、为包含已验证的会话标识符的cookie设置域和路径，为站点设置一个恰当的限制值。默认cookie的域是当前域名，默认cookie的路径是当前页面的目录路径。如果想要跨域或者在其他的路径下访问cookie就必须要重新设置这两个属性，domain和path。

2.7、注销功能应当可用于所有受身份验证保护的网页。

2.8、在平衡风险和业务功能需求的基础上，设置一个尽量短的会话超时时间。通常情况下，应当不超过几个小时。

2.9、不要在URL、错误信息或日志中暴露会话标识符，会话标识符应当只出现在http头信息中，不要将会话标识符以GET参数进行传递。

2.10、定期生成一个新的会话标识符并周期性地使上一个会话标识符失效（这可以缓解那些原标识符被获得的特定会话劫持情况）。

2.11、在身份验证的时候，如果连接从HTTP变为HTTPS，则会生成一个新的会话标识符。在应用程序中，推荐持续使用HTTPS，不应在HTTP和HTTPS之间来回转换，有效避免切换过程会话被劫持篡改。

2.12、为服务器端的操作执行标准的安全会话管理，为每个会话执行合法的身份验证和权限控制，防止存在CSRF跨站点请求伪造漏洞。

# **十一、访问控制**

## **1. 检查项**

2.1、将具有特权的逻辑从其他应用程序代码中隔离开。

2.2、限制只有授权的用户才能访问文件资源。

2.3、限制只有授权的用户才能访问受保护的URL。

2.4、限制只有授权的用户才能访问直接对象引用。

2.5、限制只有授权的用户才能访问受保护的服务。

2.6、限制只有授权的用户才能访问受保护的应用程序数据。

2.7、限制只有授权的用户才能访问与安全相关的配置信息。

2.8、限制只有授权的外部应用程序或接口才能访问受保护的本地程序或资源。

2.9、服务器端执行的访问控制规则和前端实施的访问控制规则必须匹配。

2.10、服务器中创建文件时需指定合理的访问权限（读/写/可执行）。

2.11、当权限重新设置发生变更时，应记录好日志，并短信通知用户是否是本人在操作，告知肯能存在的安全风险。

# **十二、日志规范**

## **1. 检查项**

2.1、不要在日志中保存敏感信息，包括系统指纹信息、会话标识符、账号密码、证件、ID等。

2.2、确保日志记录包含了重要的日志事件数据。

2.3、记录所有失败的输入验证。

2.4、记录所有失败的身份验证记录。

2.5、记录所有成功的身份验证记录。

2.6、记录所有失败的访问和操作记录。

2.7、记录所有成功的访问和操作记录。

2.8、记录明显的修改事件，包括对于状态数据的修改。

2.9、记录连接无效或者已过期的会话令牌尝试。

2.10、记录所有的管理功能操作行为，包含但不限于安全配置设置的更改。

2.11、记录所有失败的后端连接。

2.12、记录加密模块的错误消息。

# **十三、敏感信息**

## **1. 检查项**

2.1、临时产生的敏感数据（写入内存或文件），应具有及时清除和释放机制。

2.2、不要在HTTP GET请求参数中包含敏感信息，如用户名、密码、卡号、ID等。

2.3、禁止表单中的自动填充功能，因为表单中可能包含敏感信息，包括身份验证信息。

2.4、不要在客户端上以明文形式保存密码或其他敏感信息。

2.5、为所有敏感信息采用SSL加密传输。

2.6、禁止将敏感信息硬编码在程序中。

2.7、禁止明文存储用户的密码、身份证号、银行卡号、持卡人姓名等敏感信息。

2.8、不要在日志中保存敏感信息，包含但不限于系统详细信息、会话标识符、密码等。

2.9、禁止在异常中泄露应用服务器的指纹信息，如版本，路径，组件版本等。

2.10、禁止将源码或sql上传到开源平台或社区，如github、开源中国等。

2.11、请求中含有敏感参数（如订单号、ID等），应进行混淆方式处理，防止产生参数遍历获取信息风险。

2.12、敏感信息需要展示在web页面上时，应在后台进行敏感字段脱敏处理。

2.13、请求返回数据不应包含请求之外的业务数据，特别是敏感信息数据。

# **十四、密码找回安全**

## **1. 检查项**

2.1、服务器端要做认证，避免绕过前端控制。

2.2、增加二次认证因子，如验证码。

2.3、涉及登录验证token之类的，不要直接将验证内容直接返回给用户。

2.4、认证凭证加密，推荐强算法（推荐使用AES:128位，RSA：2048位，DSA：2048位）。

2.5、认证凭证中的参数应进行混淆处理。

2.6、在多个验证操作中，要对各验证机制进行排序，以防出现跳过前面验证机制直接到最后一步认证的安全风险。

2.7、手机短信码验证，需要同时校验手机号和短信是否对应。

2.8、输入框中，应校验输入数据合法性，防止产生XSS跨站脚本攻击。

# **十五、SQL注入**

## **1. 检查项**

2.1、永远不要信任用户的输入，要对用户的所有输入进行校验，包含SQL语句的过滤和转义。

2.2、永远不要使用动态拼接SQL，可以使用参数化的SQL或者使用存储过程进行数据查询存取。

2.3、永远不要使用管理员权限进行数据库连接，为每个应用使用单独的非特权权限，且配置有限的数据库连接数。

2.4、不要把敏感信息明文存放，采用加密或者哈希、混淆等方式对敏感信息进行脱敏存储。

2.5、应用的异常信息应不带有敏感信息，给出尽可能少的提示；建议使用自定义的错误信息对原始错误信息进行包装，可把异常信息存放在独立的数据库表中。

2.6、应采用预编译和绑定变量的机制已以实现SQL指令和参数的分离。

2.7、对于PHP，推荐优先采用PDO。

2.8、对于Java，优先使用PreparedStatement而不是statement。

2.9、对于C#，优先使用SqlParameter对参数进行处理。

# **十六、XML注入**

## **1. 检查项**

2.1、不要使用字符串/StringBuffer/StringBuilder/StringFormat组装XML。

2.2、建议对XML元素属性或者内容进行转义。

# **十七、XSS跨站脚本攻击**

## **1. 检查项**

2.1、对输入的数据进行过滤和转义，包含但不限于<>”’%()&+\\’\”等危险特殊字符。

2.2、数据添加到html元素属性或者内容中时，对数据进行HTML转义。

2.3、数据添加到script脚本中时，对数据进行script转义。

2.4、数据添加到style中时，对数据进行css转义。

# **十八、CSRF跨站请求伪造**

## **1. 检查项**

2.1、建议每个关键表单中引入了CSRF Token验证（会话中生成的随机串，提交后校验）。

2.2、在关键表单提交时要求用户进行二次身份验证（录入密码、插KEY、输入图片验证码、短信验证码）。

2.3、对请求refer做验证（比如跨域、系统内部应用）。

# **十九、文件上传安全**

## **1. 检查项**

2.1、上传操作应设计身份验证机制，并进行合法身份校验。

2.2、只允许上传满足业务需要的相关文档类型。

2.3、通过检查文件头信息，比如JPEG(jpg)文件头信息（十六进制）：FFD8FF，验证上传文档是否是所期待的类型。

2.4、不要把文件保存在与应用程序相同的Web环境中，建议将文件保存在专用的文档服务器中，单独给文档服务器配置域名访问更好。

2.5、限制上传任意可能被Web服务器解析的文件，比如jsp、php等。

2.6、上传文件以二进制形式下载，建议不提供直接访问（防止木马文件直接执行）。

2.7、禁止授予上传文件存储目录的可执行权限。

2.8、配置web服务器（Apache/Ngnix等）以静态方式展示用户上传的图片资源，禁止应用服务器（PHP/JSP/CGI等）动态展示用户上传的资源。

# **二十、组件安全**

## **1. 检查项**

2.1、在使用随机数函数时，推荐使用强随机数函数（例如java.security.SecureRandom类）。

2.2、精简组件中不需要的功能、方法，以免带来未知的安全风险。

2.3、不可将系统内部使用的锁对象暴露给不可信代码。

2.4、建议使用SSL Socket代替Soket来进行安全数据交互。

2.5、封装本地方法调用（所有的本地方法都应该被定义为私有的，然后仅通过一个封装方法来调用）。

2.6、使用安全管理器（比如java.security或第三方安全组件）来保护敏感操作。

2.7、编写自定义类加载器必须覆盖getPermissions()函数时，在为代码源分配任意权限前，应调用超类super.getPermissions()函数，实现除了自定义策略外，系统全局的默认安全策略也被应用。

2.8、避免完全依赖URLCLassLoader和java.util.jar提供的默认自动签名认证机制，应从加载类的代码源（Code-Source）中获取证书链，然后检查证书是否属于本地密钥库（KeyStore）中的受信任签名者。

# **二十一、接口安全**

## **1. 检查项**

2.1、调用方来源IP控制，比如可通过防火墙、主机host deny、Nginx deny等技术措施进行实施。

2.2、调用方身份认证，比如key、secret、证书等技术措施进行实施。

2.3、调用参数认证，需设计参数容错机制，避免出现参数可遍历敏感数据安全问题。

2.4、采用数字签名保障接口身份来源可信，数据防篡改。

2.5、调用方权限控制设置。

2.6、调用频率、有效期进行控制。

2.7、调用行为实时检测，对异常阻拦。

2.8、幂等性校验，保持数据一致性。

2.9、采用应用接入安全网关，实现APPID/KEY身份认证，加密传输，摘要签名安全保障。

# **二十二、Dubbo调用安全**

## **1. 检查项**

2.1、采用token验证访问控制，防止消费者绕过注册中心访问提供者；在注册中心控制权限以决定要不要下发令牌给消费者。

2.2、采用filter IP白名单访问控制，同时也可预防生产系统和测试系统之间Dubbo混乱调用问题。

2.3、在必要情况下（如敏感信息操作），连接注册中心Dubbo时要进行用户名和密码校验。

# **二十三、Redis调用安全**

## **1. 检查项**

2.1、应启用客户端IP访问控制验证功能。

2.2、应启用客户端身份验证功能。

2.3、敏感信息不要明文存储于Redis。