随着计算机科学的迅速发展和信息化时代的深刻变革，计算机已经深入到人类生产生活的各个领域，无论是软件设计人员还是软件的用户，均希望在软件系统投入正式使用之前，能得到软件正确性的保证，避免造成软件后期维护成本的上升和使用有缺陷软件造成的损失。已经有很多系统由于缺陷的存在，造成了巨大的损失，CVE（[cve.mitre.org](http://cve.mitre.org/)）不断发布最新的软件安全漏洞报告，由[nvd.nist.gov](http://nvd.nist.gov/)对CVE数据的统计可以看出软件的安全性和可靠性一直困扰着软件开发和使用人员。

通过大量的软件测试的方法可以有效减少软件存在的逻辑错误和安全漏洞，但是即使经过高强度的测试，也无法保证软件没有漏洞。

为了最大限度地保证软件的正确性和无脆弱性，需要开发人员对已编码软件的正确性进行分析证明，同时证明软件中没有某些导致软件安全缺陷的代码实现。正确性是指代码的实现和设计的算法目标一致，代码的执行与算法的预期是相同的，代码没有错误地实现算法。没有安全缺陷是指代码的实现过程没有引入可能导致软件崩溃、被其他恶意软件利用篡改等的部分。

证明的过程需要对算法、编码和安全漏洞有着深刻的认识，需要严密的逻辑演算过程，同时也会有一些琐碎的证明过程。这样的过程如果全部由人工来完成，无疑需要大量的人力、物力、财力，而且人工实施难免会出差错。

出现了形式化的证明方法，以严格的数学理论为基础，自动地帮助分析人员发现其它方法不容易发现的系统描述不一致性或脆弱性，增加软件开发人员对系统的理解，实现开发可靠的软件产品的目标。形式方法的主要研究内容包括:形式规范说明 (formal specification)和形式验证(formal verification)。定理证明 (theorem proving)是一种形式验证方法，它是根据已构造的规格说明生成反映该规格说明应具有的性质，将其表示成定理形式，并加以证明，从而达到对系统规格说明验证的目的。形式化的方式主要思路是对程序源代码、规范说明进行建模、分析、判断，可以不需要或少需要人工干预。

形式化证明的主要方法有。模型检测。定理证明。

形式化证明的一个关键难点在于程序中循环结构的存在。归纳不变式。目前对循环的处理方法主要有。

现有的几种不变式生成方法有。

针对线性算术式的不变式模版求系数法；[[1](#_ENREF_1), [2](#_ENREF_2)]由用户指定不变式模版（程序有默认的可以使用），是基于数值约束求解[[3](#_ENREF_3)]的。对于此，用户指定的模板形式固定，适应性不强，可以通过要证明的规范或断言，启发式地得到可能的不变式模板形式，然后逐一进行约束求解。约束求解库可以使用APRON，定义的抽象域包括Box,Oct，NewPolka，PPL等，不同的抽象域求解的效率和精度不同。[[1](#_ENREF_1)]将自己集成到Blast中，使Blast的分析效果得到提升。

Interproc使用APRON和fixpoint库实现了一个简单语言程序的不变式生成，fixpoint是按照[[4](#_ENREF_4)]中的思想实现的，不同的转换系统实例可以得到不同的分析结果，[[4](#_ENREF_4" \o "Gopan, 2007 #50)]中给出了两个转换系统实例。可以将Interproc看作一个抽象解释器，invGen即在前端使用了Interproc作为解释器，并跟踪它生成的不变式。

多阶段循环的展开法(循环展开，控制流精化)或条件赋值法；当循环体中有if语句时，程序的路径有多条，由于循环控制变量的变化，可以把循环看成一个多阶段的执行过程。可以将循环体做语句展开，做执行路径的具体化，或者将if控制下的语句转换为条件赋值语句[[5](#_ENREF_5)]，或者通过分割谓词将一个循环展开为多个基本形式的循环[[6](#_ENREF_6)]。[[7](#_ENREF_7)]将这样的循环连同其他部分看做多个路径程序分别分析。将if条件直接转换到不变式中，同时做相应的变量转换，类似[[8](#_ENREF_8)]，之前黄老师说不加改变的是无意义的，因为在推理的时候，推理证明器可以根据if条件进行推理。

将数组根据状态划分为小数组的分割法；有数组参与时，可以将所有数组元素用互不同的变量代替，也可以用一个变量代替所有元素，或根据循环的执行进程，将数组分为不同状态的子数组[[5](#_ENREF_5), [9](#_ENREF_9)]，根据状态得到数组变量的不变式性质。有字符串操作的语句也可以看成对数组进行操作，一般通过系统函数如memcpy等完成，这时候可以对系统函数加上规范说明得到关于字符数组的不变式性质。

[[10](#_ENREF_10)]使用了预定义原子谓词来辅助程序证明过程，使用谓词抽象技术猜测后面可能使用到的谓词。
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