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4 Using Regulaar Expressions in Oracle Database

This chapter introduces regular expression support for Oracle Database. This chapter covers the following topics:

* [Using Regular Expressions with Oracle Database: Overview](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#i1011021)
* [Regular Expression Metacharacters in Oracle Database](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#i1007670)
* [Using Regular Expressions in SQL Statements: Scenarios](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDBCCDJ)

|  |
| --- |
| **See Also:**   * [*Oracle Database SQL Reference*](https://docs.oracle.com/cd/B19306_01/server.102/b14200/toc.htm) for information about Oracle Database SQL functions for regular expressions * [*Oracle Database Globalization Support Guide*](http://www.oracle.com/pls/topic/lookup?ctx=db102&id=NLSPG041) for details on using SQL regular expression functions in a multilingual environment * *Oracle Regular Expressions Pocket Reference* by Jonathan Gennick, O'Reilly & Associates * *Mastering Regular Expressions* by Jeffrey E. F. Friedl, O'Reilly & Associates |

Using Regular Expressions with Oracle Database: Overview

This section contains the following topics:

* [What Are Regular Expressions?](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDDFAFA)
* [How Are Oracle Database Regular Expressions Useful?](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDEDGJD)
* [Oracle Database Implementation of Regular Expressions](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#i1007663)
* [Oracle Database Support for the POSIX Regular Expression Standard](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDJGBGG)

What Are Regular Expressions?

Regular expressions enable you to search for patterns in string data by using standardized syntax conventions. You specify a regular expression by means of the following types of characters:

* Metacharacters, which are operators that specify search algorithms
* Literals, which are the characters for which you are searching

A regular expression can specify complex patterns of character sequences. For example, the following regular expression searches for the literals **f** or **ht**, the **t** literal, the **p** literal optionally followed by the **s** literal, and finally the colon (**:**) literal:

(f|ht)tps?:

The parentheses are metacharacters that group a series of pattern elements to a single element; the pipe symbol (**|**) matches one of the alternatives in the group. The question mark (**?**) is a metacharacter indicating that the preceding pattern, in this case the **s** character, is optional. Thus, the preceding regular expression matches the **http:**, **https:**, **ftp:**, and **ftps:** strings.

How Are Oracle Database Regular Expressions Useful?

Regular expressions are a powerful text processing component of programming languages such as Perl and Java. For example, a Perl script can process each HTML file in a directory, read its contents into a scalar variable as a single string, and then use regular expressions to search for URLs in the string. One reason that many developers write in Perl is for its robust pattern matching functionality.

Oracle's support of regular expressions enables developers to implement complex match logic in the database. This technique is useful for the following reasons:

* By centralizing match logic in Oracle Database, you avoid intensive string processing of SQL results sets by middle-tier applications. For example, life science customers often rely on Perl to do pattern analysis on bioinformatics data stored in huge databases of DNAs and proteins. Previously, finding a match for a protein sequence such as **[AG].{4}GK[ST]** would be handled in the middle tier. The SQL regular expression functions move the processing logic closer to the data, thereby providing a more efficient solution.
* Prior to Oracle Database 10*g*, developers often coded data validation logic on the client, requiring the same validation logic to be duplicated for multiple clients. Using server-side regular expressions to enforce constraints solves this problem.
* The built-in SQL and PL/SQL regular expression functions and conditions make string manipulations more powerful and less cumbersome than in previous releases of Oracle Database.

Oracle Database Implementation of Regular Expressions

Oracle Database implements regular expression support with a set of Oracle Database SQL functions and conditions that enable you to search and manipulate string data. You can use these functions in any environment that supports Oracle Database SQL. You can use these functions on a text literal, bind variable, or any column that holds character data such as **CHAR**, **NCHAR**, **CLOB**, **NCLOB**, **NVARCHAR2**, and **VARCHAR2** (but not **LONG**).

[Table 4-1](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDIBCGD) gives a brief description of the regular expression functions and conditions.

***Table 4-1 SQL Regular Expression Functions and Conditions***

| **SQL Element** | **Category** | **Description** |
| --- | --- | --- |
| REGEXP\_LIKE | Condition | Searches a character column for a pattern. Use this function in the **WHERE** clause of a query to return rows matching a regular expression. The condition is also valid in a constraint or as a PL/SQL function returning a boolean. The following **WHERE** clause filters employees with a first name of Steven or Stephen:  WHERE REGEXP\_LIKE(first\_name, '^Ste(v|ph)en$') |
| REGEXP\_REPLACE | Function | Searches for a pattern in a character column and replaces each occurrence of that pattern with the specified string. The following function puts a space after each character in the **country\_name** column:  REGEXP\_REPLACE(country\_name, '(.)', '\1 ') |
| REGEXP\_INSTR | Function | Searches a string for a given occurrence of a regular expression pattern and returns an integer indicating the position in the string where the match is found. You specify which occurrence you want to find and the start position. For example, the following performs a boolean test for a valid email address in the **email** column:  REGEXP\_INSTR(email, '\w+@\w+(\.\w+)+') > 0 |
| REGEXP\_SUBSTR | Function | Returns the substring matching the regular expression pattern that you specify. The following function uses the **x** flag to match the first string by ignoring spaces in the regular expression:  REGEXP\_SUBSTR('oracle', 'o r a c l e', 1, 1, 'x') |

A string literal in a **REGEXP** function or condition conforms to the rules of SQL text literals. By default, regular expressions must be enclosed in single quotes. If your regular expression includes the single quote character, then enter two single quotation marks to represent one single quotation mark within the expression. This technique ensures that the entire expression is interpreted by the SQL function and improves the readability of your code. You can also use the q-quote syntax to define your own character to terminate a text literal. For example, you could delimit your regular expression with the pound sign (**#**) and then use a single quote within the expression.

|  |
| --- |
| **Note:**  If your expression comes from a column or a bind variable, then the same rules for quoting do not apply. |

|  |
| --- |
| **See Also:**   * [*Oracle Database SQL Reference*](https://docs.oracle.com/cd/B19306_01/server.102/b14200/ap_posix.htm#SQLRF020) for syntax, descriptions, and examples of the **REGEXP** functions and conditions * [*Oracle Database SQL Reference*](https://docs.oracle.com/cd/B19306_01/server.102/b14200/sql_elements003.htm#SQLRF00218) for a discussion of character literals |

Oracle Database Support for the POSIX Regular Expression Standard

Oracle's implementation of regular expressions conforms to the following standards:

* IEEE Portable Operating System Interface (POSIX) standard draft 1003.2/D11.2
* Unicode Regular Expression Guidelines of the Unicode Consortium

Oracle Database follows the exact syntax and matching semantics for these operators as defined in the POSIX standard for matching ASCII (English language) data. You can find the POSIX standard draft at the following URL:

[**http://www.opengroup.org/onlinepubs/007908799/xbd/re.html**](http://www.opengroup.org/onlinepubs/007908799/xbd/re.html)

Oracle Database enhances regular expression support in the following ways:

* Extends the matching capabilities for multilingual data beyond what is specified in the POSIX standard.
* Adds support for the common Perl regular expression extensions that are not included in the POSIX standard but do not conflict with it. Oracle Database provides built-in support for some of the most heavily used Perl regular expression operators, for example, character class shortcuts, the non-greedy modifier, and so on.

Oracle Database supports a set of common metacharacters used in regular expressions. The behavior of supported metacharacters and related features is described in ["Regular Expression Metacharacters in Oracle Database"](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#i1007670).

|  |
| --- |
| **Note:**  The interpretation of metacharacters differs between tools that support regular expressions. If you are porting regular expressions from another environment to Oracle Database, ensure that the regular expression syntax is supported and the behavior is what you expect. |

Regular Expression Metacharacters in Oracle Database

This section contains the following topics:

* [POSIX Metacharacters in Oracle Database Regular Expressions](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDIDJJC)
* [Regular Expression Operator Multilingual Enhancements](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#i690823)
* [Perl-Influenced Extensions in Oracle Regular Expressions](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDGHBHF)

POSIX Metacharacters in Oracle Database Regular Expressions

[Table 4-2](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDIEGEI) lists the list of metacharacters supported for use in regular expressions passed to SQL regular expression functions and conditions. These metacharacters conform to the POSIX standard; any differences in behavior from the standard are noted in the "Description" column.

***Table 4-2 POSIX Metacharacters in Oracle Database Regular Expressions***

| **Syntax** | **Operator Name** | **Description** | **Example** |
| --- | --- | --- | --- |
| **.** | Any Character — Dot | Matches any character in the database character set. If the **n** flag is set, it matches the newline character. The newline is recognized as the linefeed character (**\x0a**) on UNIX and Windows or the carriage return character (**\x0d**) on Macintosh platforms.  **Note:** In the POSIX standard, this operator matches any English character except NULL and the newline character. | The expression **a.b** matches the strings **abb**, **acb**, and **adb**, but does not match **acc**. |
| **+** | One or More — Plus Quantifier | Matches one or more occurrences of the preceding subexpression. | The expression **a+** matches the strings **a**, **aa**, and aaa, but does not match **bbb**. |
| **?** | Zero or One — Question Mark Quantifier | Matches zero or one occurrence of the preceding subexpression. | The expression **ab?c** matches the strings **abc** and **ac**, but does not match **abbc**. |
| **\*** | Zero or More — Star Quantifier | Matches zero or more occurrences of the preceding subexpression. By default, a quantifier match is greedy because it matches as many times as possible while still allowing the rest of the match to succeed. | The expression **ab\*c** matches the strings **ac**, **abc**, and **abbc**, but does not match **abb**. |
| **{*m*}** | Interval—Exact Count | Matches exactly***m*** occurrences of the preceding subexpression. | The expression **a{3}** matches the strings **aaa**, but does not match **aa**. |
| **{*m*,}** | Interval—At Least Count | Matches at least ***m*** occurrences of the preceding subexpression. | The expression **a{3,}** matches the strings **aaa** and **aaaa**, but does not match **aa**. |
| **{*m*,*n*}** | Interval—Between Count | Matches at least ***m***, but not more than ***n*** occurrences of the preceding subexpression. | The expression **a{3,5}** matches the strings **aaa**, **aaaa**, and **aaaaa**, but does not match **aa**. |
| **[ ... ]** | Matching Character List | Matches any single character in the list within the brackets. The following operators are allowed within the list, but other metacharacters included are treated as literals:   * Range operator: **-** * POSIX character class: **[: :]** * POSIX collation element:**[. .]** * POSIX character equivalence class: **[= =]**   A dash (**-**) is a literal when it occurs first or last in the list, or as an ending range point in a range expression, as in **[#--]**. A right bracket (**]**) is treated as a literal if it occurs first in the list.  **Note:** In the POSIX standard, a range includes all collation elements between the start and end of the range in the linguistic definition of the current locale. Thus, ranges are linguistic rather than byte values ranges; the semantics of the range expression are independent of character set. In Oracle Database, the linguistic range is determined by the **NLS\_SORT** initialization parameter. | The expression **[abc]** matches the first character in the strings **all**, **bill**, and **cold**, but does not match any characters in **doll**. |
| **[^ ... ]** | Non-Matching Character List | Matches any single character not in the list within the brackets. Characters not in the non-matching character list are returned as a match. Refer to the description of the Matching Character List operator for an account of metacharacters allowed in the character list. | The expression **[^abc]** matches the character **d** in the string **abcdef**, but not the character **a**, **b**, or **c**. The expression **[^abc]+** matches the sequence **def** in the string **abcdef**, but not **a**, **b**, or **c**.  The expression **[^a-i]** excludes any character between **a** and **i** from the search result. This expression matches the character**j** in the string **hij**, but does not match any characters in the string **abcdefghi**. |
| **|** | Or | Matches one of the alternatives. | The expression **a|b** matches character **a** or character **b**. |
| **( ... )** | Subexpression or Grouping | Treats the expression within parentheses as a unit. The subexpression can be a string of literals or a complex expression containing operators. | The expression **(abc)?def** matches the optional string **abc**, followed by **def**. Thus, the expression matches **abcdefghi** and **def**, but does not match **ghi**. |
| **\*n*** | Backreference | Matches the nth preceding subexpression, that is, whatever is grouped within parentheses, where ***n*** is an integer from 1 to 9. The parentheses cause an expression to be remembered; a backreference refers to it. A backreference counts subexpressions from left to right, starting with the opening parenthesis of each preceding subexpression. The expression is invalid if the source string contains fewer than *n* subexpressions preceding the **\n**.  Oracle supports the backreference expression in the regular expression pattern and the replacement string of the **REGEXP\_REPLACE** function. | The expression **(abc|def)xy\1** matches the strings **abcxyabc** and **defxydef**, but does not match **abcxydef** or **abcxy**.  A backreference enables you to search for a repeated string without knowing the actual string ahead of time. For example, the expression **^(.\*)\1$** matches a line consisting of two adjacent instances of the same string. |
| **\** | Escape Character | Treats the subsequent metacharacter in the expression as a literal. Use a backslash (\) to search for a character that is normally treated as a metacharacter. Use consecutive backslashes (**\\**) to match the backslash literal itself. | The expression **\+** searches for the plus character (**+**). It matches the plus character in the string **abc+def**, but does not match **abcdef**. |
| **^** | Beginning of Line Anchor | Matches the beginning of a string (default). In multiline mode, it matches the beginning of any line within the source string. | The expression **^def** matches **def** in the string **defghi** but does not match **def** in **abcdef**. |
| **$** | End of Line Anchor | Matches the end of a string (default). In multiline mode, it matches the beginning of any line within the source string. | The expression **def$** matches **def** in the string **abcdef** but does not match **def** in the string **defghi**. |
| **[:*class*:]** | POSIX Character Class | Matches any character belonging to the specified POSIX character ***class***. You can use this operator to search for characters with specific formatting such as uppercase characters, or you can search for special characters such as digits or punctuation characters. The full set of POSIX character classes is supported.  **Note:** In English regular expressions, range expressions often indicate a character class. For example, **[a-z]** indicates any lowercase character. This convention is not useful in multilingual environments, where the first and last character of a given character class may not be the same in all languages. Oracle supports the character classes in [Table 4-3](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#g692318) based on character class definitions in Globalization classification data. | The expression **[[:upper:]]+** searches for one or more consecutive uppercase characters. This expression matches **DEF** in the string **abcDEFghi** but does not match the string **abcdefghi**. |
| **[.*element*.]** | POSIX Collating Element Operator | Specifies a collating element to use in the regular expression. The ***element*** must be a defined collating element in the current locale. Use any collating element defined in the locale, including single-character and multicharacter elements. The **NLS\_SORT** initialization parameter determines supported collation elements.This operator lets you use a multicharacter collating element in cases where only one character would otherwise be allowed. For example, you can ensure that the collating element **ch**, when defined in a locale such as Traditional Spanish, is treated as one character in operations that depend on the ordering of characters. | The expression **[[.ch.]]** searches for the collating element **ch** and matches **ch** in string **chabc**, but does not match **cdefg**. The expression **[a-[.ch.]]** specifies the range **a** to **ch**. |
| **[=*character*=]** | POSIX Character Equivalence Class | Matches all characters that are members of the same character equivalence class in the current locale as the specified ***character***.  The character equivalence class must occur within a character list, so the character equivalence class is always nested within the brackets for the character list in the regular expression.  Usage of character equivalents depends on how canonical rules are defined for your database locale. Refer to the[*Oracle Database Globalization Support Guide*](http://www.oracle.com/pls/topic/lookup?ctx=db102&id=NLSPG041) for more information on linguistic sorting and string searching. | The expression **[[=n=]]** searches for characters equivalent to **n** in a Spanish locale. It matches both **N** and **ñ** in the string **El Niño**. |

|  |
| --- |
| **See Also:**  [*Oracle Database SQL Reference*](https://docs.oracle.com/cd/B19306_01/server.102/b14200/ap_posix.htm#SQLRF020) for syntax, descriptions, and examples of the **REGEXP** functions and conditions |

Regular Expression Operator Multilingual Enhancements

When applied to multilingual data, Oracle's implementation of the POSIX operators extends beyond the matching capabilities specified in the POSIX standard. [Table 4-3](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#g692318) shows the relationship of the operators in the context of the POSIX standard.

* The first column lists the supported operators.
* The second column indicates whether the POSIX standard for Basic Regular Expression (BRE) defines the operator.
* The third column indicates whether the POSIX standard for Extended Regular Expression (ERE) defines the operator.
* The fourth column indicates whether the Oracle Database implementation extends the operator's semantics for handling multilingual data.

Oracle Database lets you enter multibyte characters directly, if you have a direct input method, or use functions to compose the multibyte characters. You cannot use the Unicode hexadecimal encoding value of the form **\xxxx**. Oracle evaluates the characters based on the byte values used to encode the character, not the graphical representation of the character.

***Table 4-3 POSIX and Multilingual Operator Relationships***

| **Operator** | **POSIX BRE syntax** | **POSIX ERE Syntax** | **Multilingual Enhancement** |
| --- | --- | --- | --- |
| **\** | Yes | Yes | -- |
| **\*** | Yes | Yes | -- |
| **+** | -- | Yes | -- |
| **?** | -- | Yes | -- |
| **|** | -- | Yes | -- |
| **^** | Yes | Yes | Yes |
| **$** | Yes | Yes | Yes |
| **.** | Yes | Yes | Yes |
| **[ ]** | Yes | Yes | Yes |
| **( )** | Yes | Yes | -- |
| **{m}** | Yes | Yes | -- |
| **{m,}** | Yes | Yes | -- |
| **{m,n}** | Yes | Yes | -- |
| **\n** | Yes | Yes | Yes |
| **[..]** | Yes | Yes | Yes |
| **[::]** | Yes | Yes | Yes |
| **[==]** | Yes | Yes | Yes |

Perl-Influenced Extensions in Oracle Regular Expressions

[Table 4-4](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDDGICJ) describes Perl-influenced metacharacters supported in Oracle Database regular expression functions and conditions. These metacharacters are not in the POSIX standard, but are common at least partly due to the popularity of Perl. Note that Perl character class matching is based on the locale model of the operating system, whereas Oracle Database regular expressions are based on the language-specific data of the database. In general, a regular expression involving locale data cannot be expected to produce the same results between Perl and Oracle Database.

***Table 4-4 Perl-Influenced Extensions in Oracle Regular Expressions***

| **Reg. Exp.** | **Matches . . .** | **Example** |
| --- | --- | --- |
| **\d** | A digit character. It is equivalent to the POSIX class **[[:digit:]]**. | The expression **^\(\d{3}\) \d{3}-\d{4}$** matches **(650) 555-1212** but does not match **650-555-1212**. |
| **\D** | A non-digit character. It is equivalent to the POSIX class **[^[:digit:]]**. | The expression **\w\d\D** matches **b2b** and **b2\_** but does not match **b22**. |
| **\w** | A word character, which is defined as an alphanumeric or underscore (**\_**) character. It is equivalent to the POSIX class **[[:alnum:]\_]**. Note that if you do not want to include the underscore character, you can use the POSIX class **[[:alnum:]]**. | The expression **\w+@\w+(\.\w+)+** matches the string **jdoe@company.co.uk** but not the string **jdoe@company**. |
| **\W** | A non-word character. It is equivalent to the POSIX class **[^[:alnum:]\_]**. | The expression **\w+\W\s\w+** matches the string **to: bill** but not the string **to bill**. |
| **\s** | A whitespace character. It is equivalent to the POSIX class **[[:space:]]**. | The expression **\(\w\s\w\s\)** matches the string **(a b )** but not the string **(ab)**. |
| **\S** | A non-whitespace character. It is equivalent to the POSIX class **[^[:space:]]**. | The expression **\(\w\S\w\S\)** matches the string**(abde)** but not the string **(a b d e)**. |
| **\A** | Only at the beginning of a string. In multi-line mode, that is, when embedded newline characters in a string are considered the termination of a line, **\A** does not match the beginning of each line. | The expression **\AL** matches only the first **L** character in the string **Line1\nLine2\n**, regardless of whether the search is in single-line or multi-line mode. |
| **\Z** | Only at the end of string or before a newline ending a string. In multi-line mode, that is, when embedded newline characters in a string are considered the termination of a line, **\Z** does not match the end of each line. | In the expression **\s\Z,**the **\s** matches the last space in the string **L i n e \n**, regardless of whether the search is in single-line or multi-line mode. |
| **\z** | Only at the end of a string. | In the expression **\s\z**, the **\s** matches the newline in the string **L i n e \n**, regardless of whether the search is in single-line or multi-line mode. |
| **\*?** | The preceding pattern element 0 or more times (non-greedy). Note that this quantifier matches the empty string whenever possible. | The expression **\w\*?x\w** is "non-greedy" and so matches **abxc** in the string **abxcxd**. The expression **\w\*x\w** is "greedy" and so matches **abxcxd in the string abxcxd**. The expression **\w\*?x\w** also matches the string **xa**. |
| **+?** | The preceding pattern element 1 or more times (non-greedy). | The expression **\w+?x\w** is "non-greedy" and so matches **abxc** in the string **abxcxd**. The expression **\w+x\w** is "greedy" and so matches **abxcxd in the string abxcxd**. The expression **\w+?x\w** does not match the string **xa**, but does match the string **axa**. |
| **??** | The preceding pattern element 0 or 1 time (non-greedy). Note that this quantifier matches the empty string whenever possible. | The expression **a??aa** is "non-greedy" and matches **aa** in the string **aaaa**. The expression **a?aa** is "greedy" and so matches **aaa** in the string **aaaa**. |
| **{n}?** | The preceding pattern element exactly **n** times (non-greedy). In this case **{n}?** is equivalent to **{n}**. | The expression **(a|aa){2}?** matches **aa** in the string **aaaa**. |
| **{n,}?** | The preceding pattern element at least **n** times (non-greedy). | The expression **a{2,}?** is "non-greedy" and matches **aa** in the string **aaaaa**. The expression **a{2,}** is "greedy" and so matches **aaaa**a. |
| **{n,m}?** | At least **n** but not more than **m** times (non-greedy). Note that **{0,m}?** matches the empty string whenever possible. | The expression **a{2,4}?** is "non-greedy" and matches **aa** in the string **aaaaa**. The expression **a{2,4}** is "greedy" and so matches **aaaa**. |

The Oracle Database regular expression functions and conditions support the pattern matching modifiers described in [Table 4-5](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHFCFC).

***Table 4-5 Pattern Matching Modifiers***

| **Mod.** | **Description** | **Example** |
| --- | --- | --- |
| **i** | Specifies case-insensitive matching. | The following regular expression returns **AbCd**:  REGEXP\_SUBSTR('AbCd', 'abcd', 1, 1, 'i') |
| **c** | Specifies case-sensitive matching. | The following regular expression fails to match:  REGEXP\_SUBSTR('AbCd', 'abcd', 1, 1, 'c') |
| n | Allows the period (.), which by default does not match newlines, to match the newline character. | The following regular expression matches the string, but would not match if the **n** flag were not specified:  REGEXP\_SUBSTR('a'||CHR(10)||'d', 'a.d', 1, 1, 'n') |
| m | Performs the search in multi-line mode. The metacharacter **^** and **$** signify the start and end, respectively, of any line anywhere in the source string, rather than only at the start or end of the entire source string. | The following regular expression returns **ac**:  REGEXP\_SUBSTR('ab'||CHR(10)||'ac', '^a.', 1, 2, 'm') |
| **x** | Ignores whitespace characters in the regular expression. By default, whitespace characters match themselves. | The following regular expression returns **abcd**:  REGEXP\_SUBSTR('abcd', 'a b c d', 1, 1, 'x') |

Using Regular Expressions in SQL Statements: Scenarios

This section contains the following scenarios:

* [Using an Integrity Constraint to Enforce a Phone Number Format](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDJAGEF)
* [Using Back References to Reposition Characters](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHCIGH)

Using an Integrity Constraint to Enforce a Phone Number Format

Regular expressions are a useful way to enforce integrity constraints. For example, suppose that you want to ensure that phone numbers are entered into the database in a standard format. [Example 4-1](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHIHII) creates a **contacts** table and adds a check constraint to the **p\_number** column to enforce the following format mask:

(XXX) XXX-XXXX

***Example 4-1 Enforcing a Phone Number Format with Regular Expressions***

CREATE TABLE contacts

(

l\_name VARCHAR2(30),

p\_number VARCHAR2(30)

CONSTRAINT p\_number\_format

CHECK ( REGEXP\_LIKE ( p\_number, '^\(\d{3}\) \d{3}-\d{4}$' ) )

);

[Table 4-6](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDEIEIC) explains the elements of the regular expression.

***Table 4-6 Explanation of the Regular Expression Elements in***[***Example 4-1***](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHIHII)

| **Regular Expression Element** | **Matches . . .** |
| --- | --- |
| **^** | The beginning of the string. |
| **\(** | A left parenthesis. The backward slash (**\**) is an escape character that indicates that the left parenthesis following it is a literal rather than a grouping expression. |
| **\d{3}** | Exactly three digits. |
| **\)** | A right parenthesis. The backward slash (**\**) is an escape character that indicates that the right parenthesis following it is a literal rather than a grouping expression. |
| (space character) | A space character. |
| **\d{3}** | Exactly three digits. |
| **-** | A hyphen. |
| **\d{4}** | Exactly four digits. |
| **$** | The end of the string. |

[Example 4-2](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDBDIFJ) shows a SQL script that attempts to insert seven phone numbers into the **contacts** table. Only the first two **INSERT** statements use a format that conforms to the **p\_number\_format** constraint; the remaining statements generate check constraint errors.

***Example 4-2 insert\_contacts.sql***

-- first two statements use valid phone number format

INSERT INTO contacts (p\_number)

VALUES( '(650) 555-5555' );

INSERT INTO contacts (p\_number)

VALUES( '(215) 555-3427' );

-- remaining statements generate check contraint errors

INSERT INTO contacts (p\_number)

VALUES( '650 555-5555' );

INSERT INTO contacts (p\_number)

VALUES( '650 555 5555' );

INSERT INTO contacts (p\_number)

VALUES( '650-555-5555' );

INSERT INTO contacts (p\_number)

VALUES( '(650)555-5555' );

INSERT INTO contacts (p\_number)

VALUES( ' (650) 555-5555' );

/

Using Back References to Reposition Characters

As explained in [Table 4-2](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDIEGEI), back references store matched subexpressions in a temporary buffer, thereby enabling you to reposition characters. You access buffers with the **\n** notation, where **\n** is a number between 1 and 9. Each subexpression is contained in parentheses and is numbered from left to right.

[Example 4-3](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDICBBC) creates a **famous\_people** table and populates the **famous\_people.names** column with names in different formats.

***Example 4-3 Using Back References to Reposition Characters***

CREATE TABLE famous\_people

( names VARCHAR2(30) );

-- populate table with data

INSERT INTO famous\_people

VALUES ('John Quincy Adams');

INSERT INTO famous\_people

VALUES ('Harry S. Truman');

INSERT INTO famous\_people

VALUES ('John Adams');

INSERT INTO famous\_people

VALUES (' John Quincy Adams');

INSERT INTO famous\_people

VALUES ('John\_Quincy\_Adams');

COMMIT;

[Example 4-4](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHCFCD) shows a query that repositions names in the format "first middle last" to the format "last, first middle". It ignores names not in the format "first middle last".

***Example 4-4 Using Back References to Reposition Characters***

SELECT names "names",

REGEXP\_REPLACE(names,

'^(\S+)\s(\S+)\s(\S+)$',

'\3, \1 \2')

AS "names after regexp"

FROM famous\_people;

[Table 4-7](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDBIJBI) explains the elements of the regular expression.

***Table 4-7 Explanation of the Regular Expression Elements in***[***Example 4-4***](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHCFCD)

| **Regular Expression Element** | **Description** |
| --- | --- |
| **^** | Matches the beginning of the string. |
| **$** | Matches the end of the string. |
| **(\S+)** | Matches one or more non-space characters. The parentheses are not escaped so they function as a grouping expression. |
| **\s** | Matches a whitespace character. |
| **\1** | Substitutes the first subexpression, that is, the first group of parentheses in the matching pattern. |
| **\2** | Substitutes the second subexpression, that is, the second group of parentheses in the matching pattern. |
| **\3** | Substitutes the third subexpression, that is, the third group of parentheses in the matching pattern. |
| **,** | Inserts a comma character. |

[Example 4-5](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDJGEDH) shows the result set of the query in [Example 4-4](https://docs.oracle.com/cd/B19306_01/B14251_01/adfns_regexp.htm#CHDHCFCD). The regular expression matched only the first two rows.

***Example 4-5 Result Set of Regular Expression Query***

names

------------------------------

names after regexp

------------------------------

John Quincy Adams

Adams, John Quincy

Harry S. Truman

Truman, Harry S.

John Adams

John Adams

John Quincy Adams

John Quincy Adams

John\_Quincy\_Adams

John\_Quincy\_Adams

Name

[: :] (Character Class) — Specifies a character class

Synopsis

Use [: and :] to enclose a character class name, for example: [:alpha:]. Character classes must be specified within bracket expressions, as in [[:alpha:]].

The following example uses the character class [:digit:] to match the digits in a ZIP code:

SELECT REGEXP\_SUBSTR(

'Munising MI 49862',

'[[:digit:]]{5}') zip\_code

FROM dual;

49862

In this example, we could just as well have used the pattern [0-9]{5}. However, in multilingual environments digits are not always the characters 0-9. The character class [:digit:] matches the English 0-9, the Arabic-Indic ٠–٩, the Tibetan ༠–༩, and so forth.

Table 1-5 describes the character class names recognized by Oracle. All names are case-sensitive.

Table 1-5. Supported character classes

Class Description

[:alnum:] Alphanumeric characters (same as [:alpha:] + [:digit:])

[:alpha:] Alphabetic characters only

[:blank:] Blank space characters, such as space and tab

[:cntrl:] Nonprinting or control characters

[:digit:] Numeric digits

[:graph:] Graphical characters (same as [:punct:] + [:upper:] + [:lower:] + [:digit:])

[:lower:] Lowercase letters

[:print:] Printable characters

[:punct:] Punctuation characters

[:space:] Whitespace characters such as space, form-feed, newline,carriage return, horizontal tab, and vertical tab

[:upper:] Uppercase letters

[:xdigit:] Hexadecimal characters

SQL REGEXP\_LIKE() Function

SQL REGEXP\_LIKE() function same as like condition but matching regular expression pattern to perform like condition.

SQL REGEXP\_LIKE() function supported Oracle SQL version

Syntax

REGEXP\_LIKE(original\_string, pattern [ , match\_param ] )

Parameters

*original\_string* is a string which we want to represent in regular expression pattern.

*pattern* is a regular expression pattern.

*match\_param* is a expression flag.

***i* - ignore case**

***c* - case sensitive**

***n* - match any character as well as match newline character**

***m* - multi line**

***x* - ignore whitespace in match-patterns**

Example

Consider following example is REGEXP\_LIKE function fetching 'Opa?l' regular expression pattern from the name.

SQL> SELECT employee\_name

FROM emp\_info

WHERE REGEXP\_LIKE (name, 'Opa?l', 'im');

employee\_name

-------------

Opal

Opl

Regular Expression References

Following are regular expressions operator that are create patterns for letter use either string replacing or getting sub string from the string using regular expression pattern.

Flags Reference

You can also specify optional regular expression flags. Flags that allow for global searching, case insensitive searching. These flags you can define either separately or together.

|  |  |
| --- | --- |
| Flags | Description |
| i | ignore case |
| c | case sensitive |
| n | match any character as well as match newline character |
| m | multi line |
| x | ignore whitespace |

Quantifiers/Alternative Classes

|  |  |
| --- | --- |
| Character | Description |
| . | Any character except newline Example. . - Matches any character |
| \* | Matches O or more preceding character Example. b\* - bbbeee |
| + | Matches 1 or more preceding character Example. b+ - bbbeee, beee |
| ? | Matches either 0 or 1 preceding character, effectively matches is optional Example. Goog?le - Goole , Google |
| | | Represent like a boolean OR for alternative matches Example. AB|CD - match ab or cd |

Grouping Classes

|  |  |
| --- | --- |
| Character | Description |
| [ ] | Matches any character in the set Example. [ABC] - matches any of a, b, or c |
| ( ) | Capture groups of sequence character together Example. (name) - matches sequence of group character |

Ranging Classes

|  |  |
| --- | --- |
| Character | Description |
| {a} | matches exactly m time Example. b{1} - match exactly 1 time |
| {a,} | matches exactly m or more time Example. b{1,} - match exactly 1 or more time |
| {a, z} | matches m to n times Example. b{3,5} - match between 3 & 5 |

Escape Character Classes

|  |  |
| --- | --- |
| Character | Description |
| \ | specified the next special character Example. \\ - Matches a "\" character. |
| \n | Matches a n number (digit 1 to 10) LINE FEED character enclosed between ( and ). |

Anchors Classes

|  |  |
| --- | --- |
| Character | Description |
| ^ | Beginning of the string. If more then one line matches any beginning line. Example. ^ABC - starting character A then match ABC |
| $ | Ending of the string. If more then one line matches any ending line. Example. ABC$ - ending character C then match ABC |
| \A | Matches only at the beginning of the string. Example. h\A - hello Opal! (matches only 'hello') |
| \Z | Matches only at the ending of the string. Example. o\A - hello Opal! (matches only 'hello') |

Character Classes

|  |  |
| --- | --- |
| Character | Description |
| \d | Matches digit character Example. \d - Hello123 (matches only '123') |
| \D | Matches non digit character Example. \d - Hello123 (matches only 'Hello') |
| \w | Matches word character Example. \w - Hello123###/\* (matches only 'Hello123') |
| \W | Matches non word character Example. \W - Hello123###/\* (matches only '###/\*') |
| \s | Matches whitespace Example. \s - Hello 123 ### (matches only whitespace) |
| \S | Matches non whitespace Example. \S - Hello 123 ### (matches non whitespace 'Hello' and '123' and '###') |
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Are you reluctant to use regular expressions in SQL? Then continue reading. Examples helped me to understand regular expressions years ago. Thus I hope this collection of simple examples and the tooling tips will encourage you to use regular expressions. It’s not as complicated as it looks at first glance. Once you get used to the syntax, it’s fun to figure out the right match pattern.

Use Cases in SQL

The Oracle Database supports regular expression since version 10g Release 1. You may use it to:

1. Validate an input using [regexp\_like](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/Pattern-matching-Conditions.html#GUID-D2124F3A-C6E4-4CCA-A40E-2FFCABFD8E19);
2. Find patterns in text using [regexp\_count](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/REGEXP_COUNT.html#GUID-5148AF2E-9CED-497D-A78D-3A7847A45276), [regexp\_instr](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/REGEXP_INSTR.html#GUID-D21B53A1-83E2-4722-9BBB-638470715DD6) and [regexp\_substr](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/REGEXP_SUBSTR.html#GUID-2903904D-455F-4839-A8B2-1731EF4BD099);
3. Find and replace patterns in text using [regexp\_replace](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/REGEXP_REPLACE.html#GUID-EA80A33C-441A-4692-A959-273B5A224490).

Finding text using regular expressions is known as pattern matching. Those who understand regular expressions will quickly find their way around [row pattern matching](https://docs.oracle.com/en/database/oracle/oracle-database/18/dwhsg/sql-pattern-matching-data-warehouses.html#GUID-136DAC89-DA17-45C6-9E37-C9892723AC79), since the pattern syntax is very similar.

The Text

All examples use this famous quote from Henry Ford:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

All matches are highlighted.

Single Character

The simplest match pattern (regular expression without match parameters) is a single character. There are some characters with a special meaning such as ., \, ?, \*, +, {, }, [, ], ^, $, |, (, ). We deal with these characters later. However, as long as you do not use one of these characters, the match pattern behaves like the substring parameter in the well-known [instr](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/INSTR.html#GUID-47E3A7C4-ED72-458D-A1FA-25A9AD3BE113) function.

Match pattern: t returns 5 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

The following query produces a row per match. It can be used in the subsequent examples as well (with an adapted match pattern).

1) One row per match in SQL

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | WITH     base AS (        SELECT '"Whether you think you can or think you can''t - you are right."'               || chr(10) || '-- Henry Ford (1863 - 1947)' AS text,               't' AS pattern          FROM dual     )  -- main  SELECT regexp\_substr(text, pattern, 1, level) AS matched\_text,          regexp\_instr(text, pattern, 1, level) AS at\_pos     FROM base  CONNECT BY level <= regexp\_count(text, pattern);    MATCHED\_TEXT             AT\_POS  -------------------- ----------  t                             5  t                            14  t                            31  t                            45  t                            61 |

The named subquery base provides the text and the match pattern. This way the expressions do not have to be repeated. The regexp\_count function on line 12 limits the result to 5 rows. The regexp\_substr function call on line 9 returns the matched text and the regexp\_instr function call on line 10 the position.

Multiple Characters

A string is just a series of characters.

The match pattern thin returns 2 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Any Character Wildcard .

A dot . matches per default any character except newline chr(10).

The match pattern c.n returns 2 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Escape Character \

If we want to match special characters such as a dot . than we have to escape it with a \.

The match pattern \. returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

0..1 Matches (Optionality) ?

We use a ? to express that a character (or a group of characters) is optional.

The match pattern c?.n returns 5 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

You see that the c is part of a match in can, but h before in is not.

0..n Matches \*

We use a \* to express that a character (or a group of characters) can appear between 0 and n times. n is not defined and is in fact unbounded.

The match pattern you.\*n returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Please note that the first match was not you thin. Rather it was extended to the last n in the first line. This behavior is called **greedy**.

Nongreedy Matches ?

We use a ? at the end of quantifier (?, \*, +, {}) to match as few as possible.

The match pattern you.\*?n returns 3 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Please note that we now have three matches. This behavior is called **nongreedy** or **reluctant** or **lazy**.

1..n Matches +

We use a + to express that a character (or a group of characters) can appear between 1 and n times. n is not defined and is in fact unbounded.

The match pattern -+ returns 3 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Exact Match {n}

We use {n} to express that a character (or a group of characters) must appear exactly n times.

The match pattern -{2} returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Match Ranges {m,n}

We use {m,n} to express that a character (or a group of characters) must appear between m and n times. You may skip the definition for n to express an unbounded value.

The match pattern -{1,3} returns 3 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Alphanumeric Wildcard \w

A \w matches any alphanumeric character.

The match pattern \w+ returns 17 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Non-alphanumeric Wildcard \W

A \W matches any non-alphanumeric character. Please note that the match pattern is case-sensitive. The upper case letter W leads to the opposite result than the lower case letter w. This is an essential principle for match patterns.

The match pattern \W+ returns 18 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that the newline chr(10) is part of match 14.

Digit Wildcard \d

A \d matches any digit (0 to 9).

The match pattern \d+ returns 2 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Non-digit Wildcard \D

A \D matches any non-digit character. Please note that the match pattern is case-sensitive. The upper case letter D leads to the opposite result than the lower case letter d. This is an essential principle for match patterns.

The match pattern \D+ returns 3 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that the newline chr(10) is part of the first match.

Whitespace Wildcard \s

A \s matches any whitespace character. **Whitespaces are:**

* *spaces chr(32)*
* *horizontal tabs chr(9)*
* *carriage returns chr(13)*
* *line feeds/newlines chr(10)*
* *form feeds chr(12)*
* *vertical tabs chr(11)*

The match pattern \s+ returns 18 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that the match 13 is a newline chr(10).

Non-whitespace Wildcard \S

A \S matches any non-whitespace character. Please note that the match pattern is case-sensitive. The upper case letter S leads to the opposite result than the lower case letter s. This is an essential principle for match patterns.

The match pattern \S+ returns 19 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Character Class [xyz]

A character class is a list of characters defined within brackets. You can also use a hyphen - to specify a range of characters. For example [0-9] which is equivalent to \d. You can combine ranges and single characters.

The match pattern [a-zA-Z']+ returns 14 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Negated Character Class [^xyz]

A negated character class matches all characters that are not defined within brackets. A ^ at the first position within the brackets defines a negated character class.

The match pattern [^a-zA-Z']+ returns 15 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that the newline chr(10) is part of match 13.

Beginning of Line or String ^

A ^ matches the position before the first character within a line or string. By default a text is treated as a string.

The match pattern ^- returns 0 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that by default the whole text is treated as a single line. Hence ^ means beginning of string. And the string starts with a " and not with a -. Therefore no matches.

Multiline Mode m

A regular expressions has two parts. The first part is the match pattern. The second part are match parameters. Until now we have not defined match parameters, hence the default has been used. The match parameter m will logically change the text from a single line to an array of lines.

The match pattern ^- with the match parameter m returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

The next query produces a row per match as the query above, but applies the match parameter m.

2) One row per match in SQL with match parameter

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | WITH     base AS (        SELECT '"Whether you think you can or think you can''t - you are right."'               || chr(10) || '-- Henry Ford (1863 - 1947)' AS text,               '^-' AS pattern,               'm' AS param          FROM dual     )  -- main  SELECT regexp\_substr(text, pattern, 1, level, param) AS matched\_text,          regexp\_instr(text, pattern, 1, level, 0, param) AS at\_pos     FROM base  CONNECT BY level <= regexp\_count(text, pattern, 1, param);    MATCHED\_TEXT             AT\_POS  -------------------- ----------  -                            65 |

The match parameter is defined on line 6. The regex\_substr function call on line 10 and the regex\_instr function call on line 11 get this match parameter as an additional input.

You may use this query with adapted match pattern and match parameters to reproduce the results of the subsequent examples.

End of Line or String $

A $ matches the position after the last character within a line or string. By default a text is treated as a string.

The match pattern "$ with the match parameter m returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Ignore Case Mode i

Use the match parameter i for case-insensitive matches.

The match pattern he with the match parameter i returns 3 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Case-sensitive Mode c

Use the match parameter c for case-sensitive matches. This is the default. However, when NLS\_SORT is set to a case-insensitive sort order – e.g. BINARY\_CI, GENERIC\_M\_CI, FRENCH\_M\_CI, etc. – then the default changes to case-insensitive matches.

The match pattern he with the match parameter c returns 2 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Period Matches Newline Mode n

Use the match parameter n to change the behavior of the any character wildcard . to match newlines chr(10) as well.

The match pattern .+ with the match parameter n returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Ignore Whitespace in Pattern Mode x

Use the match parameter x to ignore whitespaces in match patterns. For long match patterns it might be helpful to add spaces, tabs and newlines to make the regular expressions more readable. By default these whitespaces are considered to be part of the match pattern. To ignore them you have to use the x mode. However, whitespaces in brackets are always considered, e.g. [ ].

The match pattern h  e nr y with the match parameters ix returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

Please note that multiple match parameters (i and x) are used.

Alternatives |

Use a | to express alternative options. The number of options is not limited. The order of the options corresponds to the priority.

The match pattern  think|can't|can returns 4 matches:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

It’s important to note that the order of the options matter in this case. The match pattern think|can|can't would never match can't. Furthermore, to avoid redundancies in match patterns you would use groups. For example think|can('t)?.

Numbered Groups (xyz)

Use parenthesis – ( and ) – to define groups. You may nest groups as well. The complete match pattern is group 0. All other (sub-)groups are numbered from left to right. You may simply count the number of open parenthesis in a match pattern up to the cursor position of a group to determine the group number.

The match pattern ^("|')(.+)(\1)\s+--\s+(\w+)\s+(\w+)\s+(\((\d+)\s\*-\s\*(\d+)\))$ returns 1 match:

*"Whether you think you can or think you can't - you are right."  
-- Henry Ford (1863 - 1947)*

The matches for the groups are:

* 0=full match (as shown above)
* 1="
* 2=Whether … right.
* 3="
* 4=Henry
* 5=Ford
* 6=(1863 - 1947)
* 7=1863
* 8=1947

Please note that the group 3 in the match pattern is referencing the result of the group 1 ("). This means a quote starting with ' must end on ' and a quote starting with " must end on ".

The next query produces a row per group.

3) One row per group in SQL

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | WITH     base AS (        SELECT '"Whether you think you can or think you can''t - you are right."'               || chr(10) || '-- Henry Ford (1863 - 1947)' AS text,               '^("|'')(.+)(\1)\s+--\s+(\w+)\s+(\w+)\s+(\((\d+)\s\*-\s\*(\d+)\))$' AS pattern          FROM dual     )  -- main  SELECT level-1 AS group\_no,          regexp\_substr(text, pattern, 1, 1, null, level-1) AS matched\_group\_text     FROM base  CONNECT BY level <= regexp\_count(pattern, '[^\\]?\(') + 1;    GROUP\_NO MATCHED\_GROUP\_TEXT  -------- ----------------------------------------------------------------         0 "Whether you think you can or think you can't - you are right."           -- Henry Ford (1863 - 1947)           1 "         2 Whether you think you can or think you can't - you are right.         3 "         4 Henry         5 Ford         6 (1863 - 1947)         7 1863         8 1947    9 rows selected. |

The regex\_substr function call on line 10 gets the group number as last input parameter.

Tooling

The match pattern used in the previous example is not that easy to read. Hence I recommend to use some tools to build regular expressions. These tools provide quick references and libraries for common regular expressions. And of course they provide features to test regular expressions and show matches. But they also can explain a regular expression in detail. Here are three of them:

* [Expresso](http://www.ultrapico.com/expresso.htm) is a longtime, reliable companion of mine. This tool has helped me to build and understand many regular expressions. It runs under Windows, is free, but requires a registration.
* [regular expressions 101](https://regex101.com/) is popular online regular expressions tester and debugger.
* [RegExr](https://regexr.com/) is another popular online tool to learn, test and build regular expressions.

Here’s a screenshot of Expresso showing the match results and some explanation of the regular expression.

[![Afbeelding met tekst

Automatisch gegenereerde beschrijving](data:image/png;base64,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)](https://www.salvis.com/blog/wp-content/uploads/2018/09/expresso3.png)

It’s important to note that the [regular expressions in the Oracle Database](https://docs.oracle.com/en/database/oracle/oracle-database/18/sqlrf/Oracle-Regular-Expression-Support.html#GUID-969230D6-FC1A-4C75-BF2A-6B1BE909DED6) conforms to [POSIX](http://pubs.opengroup.org/onlinepubs/9699919799/basedefs/V1_chap09.html) with a few extensions influenced by [PCRE](http://www.pcre.org/current/doc/html/pcre2syntax.html). So these tools support regular expression features which are not available in Oracle SQL. I miss for example non-capturing groups, lookaheads and some escaped characters (\r, \n, \t, etc.).

Summary

Regular expressions are not self-explanatory. In this post I covered most of the regular expressions grammar that is applicable in SQL functions of an Oracle Database.

* Strings: t, thin
* Greedy quantifiers: ?, \*, +, {2}, {1, 3}
* Nongreedy quantifiers: ??, \*?, +?, {2}?, {1, 3}?
* Character classes: ., \., \w, \W, \d, \D, \s, \S, [a-z], [^a-z]
* Positions: ^, $
* Alternatives: |
* Numbered groups: (abc), \1, \2, …, \9
* Match parameters: m, i, c, n, x

With a basic knowledge of regular expressions the available tooling make building, testing and understanding regular expressions quite easy.