# 共通項目

## memo

クリスにflutter を使えと言われていた気がしたが。どうしてなんだっけ？20.07.10

## 通信関連

### Bluetooth

Bluetoothのパーミッションを宣言する為に，app\manifests\AndroidManifest.xmlに以下を追加

<manifest ... >

<uses-permission android:name="android.permission.BLUETOOTH" />

<uses-permission android:name="android.permission.BLUETOOTH\_ADMIN" />

<!-- If your app targets Android 9 or lower, you can declare

ACCESS\_COARSE\_LOCATION instead. -->

<uses-permission android:name="android.permission.ACCESS\_FINE\_LOCATION" />

...

</manifest>

コード

import android.bluetooth.BluetoothAdapter;

import android.bluetooth.BluetoothDevice;

BluetoothAdapter mBluetoothAdapter;

mBluetoothAdapter = BluetoothAdapter.getDefaultAdapter();

if (mBluetoothAdapter == null) {

// エラー: Bluetooth なし.

}

<https://moewe-net.com/android/connect-bluetooth>

### Ethernet

app\manifests\AndroidManifest.xml に以下を追記

...

</application>

<uses-permission android:name="android.permission.INTERNET"/>

</manifest>

コード例（送信）：

try{

socket = new Socket("192.168.1.1",1234); // IP(host名)とポート番号

PrintWriter pw = new PrintWriter(socket.getOutputStream(), true);

String text = "hello from android";

pw.println(text);

}

catch(Exception e){

e.printStackTrace();

}

#### エラー対応（Ethernet）

java.net.UnknownHostException

tryを使わずにソケット通信を行おうとするとこのエラーが出る。

単純にtryを使う事でエラーは無くなった。20.07.17

最初はアンドロイドはhostsファイルに記載のないサーバーとの通信は行えないようにできているかと思ったが，そういう事では無さそう。

## 開発環境

大きくXamarinとAndroid Studioがある

|  |  |  |
| --- | --- | --- |
|  | Android Studio | Visual Studio(Xamarin) |
| 開発会社 | Android純正 | マイクロソフト（買収） |
| 使用言語 | Java，Kotlin | C# |
| 画面デザイン | .xml デザイナ有り | .amal　xmlのようなもの  　例えばactivity\_main.axmlと言うファイルがResourcesにある |
| 端末（スマホ）  エミュレータ | 付属（AVGマネージャー → ） | 付属  ※但し上手く動かない？ |

## Manifests

フォルダ構成：app\manifests\AndroidManifest.xml

xml形式で記述されている。

### application

### activity

指定アプリケーションの動作を指定？

intent-filter 親コンポーネントの機能を宣言

action

android:name="android.intent.action.MAIN" // 指定アクティビティをエントリポイントにする。

android:name= "android.intent.category.LAUNCHER" // 指定アクティビティをエントリポイントにする。

# flutter

## 概要

単純にAndroid 開発を楽にしてくれる

flutterを使う意義を一番感じた情報：[Androidネイティブアプリ開発者から見たFlutter](https://medium.com/@itometeam/androidネイティブアプリ開発者から見たflutter-e85248b29ed1)

## インストール方法

・ダウンロード：<https://flutter.dev/docs/get-started/install/windows>

⇒ どうやらGitのファイルになっているらしい。つまりGitでもダウンロード可能。

⇒ 英語だが，このサイトがチュートリアルにもなっている。基本的にこの指示に従えば良い。

適当なディレクトリに配置。　※C:\Program Files　のような管理者権限の必要なディレクトリは避ける。

・PATH：flutter\bin　までのパスを通す必要がある。 ⇒ flutterコマンドが使えるようになる

・Power Shellかcmdでflutter doctor を実行 ⇒ [!] が付いた部分があれば，修正する必要がある。

# power shell

PS C:\Users\mtc170001> flutter doctor

[!] Android toolchain

X Android SDK file not found: adb. の場合

⇒　Android Studio をインストールすればよい。

*※あるバージョンのAndroid Studioでは /tools ディレクトリが作成されず，Android SDK file not found:が出続ける。*

*対応：Configure → SDK Manager → SDK Toolsタブ*

*→ Hide Obsolete packagesのチェックを外す → Android SDK Tools (obsolete) をインストール*　　[情報元](https://stackoverflow.com/questions/60462340/android-sdk-is-missing-a-tools-folder-meaing-no-sdkmanager-meaning-android-li)

X Android licenses not accepted.

　　⇒ flutter doctor --android-licenses を実行。

[!] Android Studio (version \*.\*)

⇒　Android StudioでFlutterとDartのプラグインをインストールする

　　Configure → Plugins　　　　　※１度適当にプロジェクトを作成しないと表示されないかも

　　→　![](data:image/png;base64,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) とDartを選択。（Flutter入れる時にDartも選択できる）

[!] No devices available

⇒ スマホなどをUSB接続すればよい。エミュレータでも可。

参考：<https://qiita.com/satodayo/items/84d369fd2dc90f8cda99>

## プロジェクトの作成

Android　Studioで（プロジェクトを閉じて　→）「Start a new flutter project」

またはメニュー：New → d → d → d → d

Flutter Application

Flutter SDK path：最初にzip解凍ファイル（Gitファイル）を配置したパスを指定する。

Include Kotlin supportや Include Swift support はお好みで。

Use android.\*artifacts

Android10対応の新しいライブラリで，Goolgeは全てのプロジェクトでの使用を推奨している。

最近ではUse legacy Android support librariesと言うものに変わっているらしい。20.07.15

意味こそ正反対だが，意味合いはほぼ同じ。

AndroidManifest.xml could not be found. への対応：

# Android　Studio

## 概要

### 箇条書き

プロジェクトを開いてから実際に使用可能になるまで少し時間が必要らしい

エミュレータはあくまで別アプリ，と言った感じ。デバッグまえに起動しておく必要がある。

ステップ実行はF8

F9が継続実行？

File → ExportToZip

View.getid

### フォルダ構成

app

├ manifests エントリポイントなど，このアプリケーションの基本設定が記述される。

│

├ java 各イベントトリガに対する，実行コードが記述される。

│

└ res リソースを管理する。（開発アプリで使用する画像ファイルなど。）

　　├ drawable ？

　　├ layout GUIの画面デザイン構成が記述されている。

　　│　└ *activity\_name*.xml 表示する部品やその詳細を記述する。１つのactivity≒１つの画面。

　　├　mipmap

　　└ values

　　　　├ colors.xml

　　　　├ strings.xml アプリケーションで使う文字列を扱う。多言語化も想定し，常にここで文字列を設定する。

　　　　└ styles.xml

⇒ 割と，html+CSS的な発想に思われる。20.07.06

この中で編集の頻度が特に高いのは res\values\strings，layout\activity\_name.xml，javaフォルダ内のファイルの３つ。

### R.java

app.R ? 20.07.15 android.R もあるらしい

アプリケーションのリソースを管理しているRクラスを抽象化したもの。

プロジェクトの最初のビルドで作成され，その後ビルド毎に自動的に更新される。

基本的に各リソースはIDで管理される。

Cannot resolve symbol ‘R’ エラー対応

大体，layoutやres\stringsの .xmlファイルの記述ミス

## インストール

#### Linux

64bit Linuxの場合は先に以下を実行

sudo apt install libc6:i386 libncurses5:i386 libstdc++6:i386 lib32z1 libbz2-1.0:i386

AndroStudioのtar.gzファイルをダウンロード。解凍して配置

cd android-studio/bin

bash studio.sh # 起動

/homeディレクトリがいやな場合

sudo cp -r android-studio /usr/local

bash studio.sh # 起動

デスクトップエントリの作成

Android Studioを起動 → ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAQCAYAAAAmlE46AAABqUlEQVQokZ2T72/SUBSGn9uS2Iy2wKCKLKsrTCVm6j+wZNn//8lo4oyylTLrNig/2oJdwu31Q6GJsR/U8+UmN++Tc94354jzi0vFf1St6tM4OKDTeYoSgujhnuzn5u/AtvMM7+VrAFSuCCf+HxqteAR10yq6GQatdqcUHHYcnhgGwE4jCuL84lIduSf0Xw2JVwvqpoWu/z6I3ErSNKHRbDL6ckU48dF0XefYGwBgN1ollMQxaZIAoNd0Gs0mAG5/gKbp1KTMCSdjXG+AEMUYV58+ML37AYDT7TE8e1f4VYow8MnzHA0UwfU34uUSgDSJSwhgeheWnePlguBmBKh9OP9eGgjc/in2zoNp2Tjd56XA6fYwrSJxu9nC9QaAoKbrGr3jF6U/gOHZe45cDyFECQEIIei5J9yOfTQpJZObUeFhtUDKLQCWbZeQ3EpWuwyC6xF5LovN+R6MWc4j1mmCYRicvnlL67ANwCKK+Pr5I49ZRt20WKfp3iOAYp0WyWVZxiKalePNZ1MeswxgpyluonJXo+k9QimUEMxnD5WpVoLZZsNt4FcC+/oFecqnYFH9CqEAAAAASUVORK5CYII=) → Create Desktop Entry

　もちろん[公式](https://wiki.archlinux.jp/index.php/デスクトップエントリ)の方法でも良い。

公式：[https://developer.android.com/studio/install?hl=ja#linux](https://developer.android.com/studio/install?hl=ja" \l "linux)

## 簡単なアプリのチュートリアル

### 新しいProject

|  |  |
| --- | --- |
| 画面 | 操作内容／値 |
| Start a new Android Studio project | Welcome to Android Studio画面にある |
| Select a Project Templete | Empty Activity　　空っぽ。最初はこれから始めればよい。 |
| Configure Your Project | Name： プロジェクト名。アルファベットを使う。Android端末で表示される文字列とは別。  Use legacy Android support libraries：  Support Libraryと言うのはAndroid10(X)以前のライブラリの事。  新機能を古いAndroid OSでも使えるようにした下位互換。  必要ない。少なくとも，このチュートリアルには必要ない。 |
|  |  |
|  |  |

### 部品(Wedget)の配置

#### 補足情報

補足１．　xmlns

xmlns:android="http://schemas.android.com/apk/res/android"

xmlnsはxml上での名前空間の指定。この宣言以降，android: *hoge*="*fuga*" が使用できる。

これは以下の様に捉えて良いらしい。

"http://schemas.android.com/apk/res/android":layout\_width="match\_parent"

<!-- ↓↓↓ -->

android:layout\_width="match\_parent"

これを「マークアップ言語」と呼ぶらしい。

補足２．　not constrained エラー

This view is not constrained. It only has designtime positions, so it will jump to (0,0) at runtime unless you add the constraints

このエラーの意味：layout\_constraint 関連の指定が無く，どこを基準にWedgetを配置して良いか分からない状態。

### ２つ目の画面（Activity）

java.com.example.*app\_name*. を右クリック

→ New → Activity → EmptyActivity

→ Activity Name を編集　→ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAaCAIAAACfPF3RAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAAApRJREFUWEflmM9v0mAYx9+3VKJTami6+YNyMGyaeW8460x2t4nJPPgH7LIbctCTHia37cAfsIMmJuy8g+iZcJcoEA8rOmczpMSlNoX6vH0LRbeSMV5TVx8aAnmfPu/z4fk+zwtgwzBQdA0Dnmn1nr3+8HHX6Pf7ESDlOO5mWnj64Nb5eIzg5bfe17UOPzOD+RhC+IwTOo7dsw8PF+TL649ucwBTb3ViF4CNP/tsQIMBBHAACt4QvJ7d585B3aJjgANQHp7jOJGo22h5sAvlVs99ETWjUC4ePCJnFOp/qN606hTWVhdfDq6CEkconlUkOVARAatJqbC6uJZhIyTGvadVW7lXTbg2qxZKCqoyqwYlOn6VDZ03UIg4SfcxMFNrW+SCUG09V6xtNAOCjl9lkAkN4fceE7yRvIYyoy8U8gzqLSgCcfJFGFeXM1TVrqRdEwfOy67zaY2xOGXFS/Ro82RFa7NYy1UtGRSb9POVlbQqmhvF2kN3lS5kReQ5Z35znhRz5GCYdrSQrYe9d1STlYYBitUaHaLbEdMOTA36cCWVTQ5Kh1CloR/rPDneUJyT3nq8v9d7EwRrkmlUaiB1JeOLc4L7x7nSfqPnHuveO3mKbatSbZWaSJ4Xgg+Sk4fzPRn33ilS8NtVNEo7RJMMjZaM/N5bypdn5asMQ/8Lob5pe+X1JYJ3N1+emwIPxvofPDAJQyfc1/beUrw7j99cSV8LPSG2CXzd/fLuxT3vK3WY04UtlhsNcPxzL8Zhy/RO1b+wVwghAQegvINhPnWpc/DdMn9GoIaAACCAA1De5NQ+7z/f/lRv/bDtXggfNest4Z+khdTFJ/dvyNfnyGgBYl3Xu92ubdus9wohHs/ziURCkiSM8S+LMkb/YWZg4QAAAABJRU5ErkJggg==)

また，Activityを追加した後にはManifest.xmlの更新が必要になる。

（Android Studioが自動で追記してくれるが）

public void onNextButtonClick(View view) {

Intent intent = new Intent(MainActivity.this,*SubActivity*.class);

// 呼び出し先の Intent（画面）に引数を渡す場合

intent.putExtra("MenuName", "hoge");

startActivity(intent);

}

### 実機への書き込み

## View

### Layout

memo

こんな表記を見つけた data タグ？　　20.07.17

<data>

<variable

name="textString"

type="String" />

<variable

name="textColor"

type="Integer" />

</data>

#### 基本

フォルダ構成：app\res\*activity\_name*.xml

xml形式で記述されている。htmlとcssの中間のような感じで，画面デザインがxml形式で記述されている。

Layoutと言う枠の中に１つ１つのWedget を配置していく。

![](data:image/png;base64,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)

画面の切り換えについて：

右画像のボタンを押す事で編集画面を切り替える事ができる。

Design 専用デザイナで直感的に編集

Code xmlファイルを直接編集

Split 画面を半分に分けてデザイナとxmlを同時に表示する

⇒　深い理解の為にCode画面での編集を標準とし，その都度Design画面で確認を行うようにする。

@+id R.javaにidを追加する

@id 既にR.javaに存在しているidのリソースを使用

@string res\strings.xml から文字列を取得する。@string/*id\_name*

wrap\_content 各部品に必要なサイズが自動的に割り振られる。

match\_parent 親部品で有効な範囲いっぱいまで広げる。

#### 単位について

スマホ（Android）は機種によって画面解像度が異なる為にpixelという単位を使うには不向き。

dp(density-independent pixels)とは密度非依存ピクセルのことで、dipとも呼ばれる。

sp フォント向きサイズ？

px(pixel) 但し前述のとおり，ほとんど使う事は無い。

#### Layoutの種類

Constraintlayout

比較的新しく追加されたLayout

FrameLayout

単純に複数のWedget をグループ化して，内部的なViewを形成する。

RelativeLayout

Wedgetを相対的に配置する

LinearLayout

横一列，または縦一列に並べてくれるLayout。何もせずに使うと，CSSを使わないhtmlの様に一列に並んで殺風景になるので，大体，入れ子にして使用される。

専用Attribute

android:orientation="vertical" 内にあるWedgetの並び方向 値：vertical/ horizontal

TableLayout

専用Attribute

android: shrinkColumns 折り返してでも狭いスペースでコンテンツを表現しようとする

android: stretchColumns 行の開いているスペースいっぱいの空間を取ろうとする

値：左端が0から始まる文字列数値で対象の列を指定する。

TableRow TableLayoutの子Wedget

専用Attribute

style="@style/CodeFont"

Wedgetの関連Attribute

layout\_span="2" セルの結合。htmlで言うところのcolspan

layout\_column="1" 列番号の指定

GridLayout

#### 再生可能なレイアウト

例えばYesNoダイアログみたいな何度も使う画面や，位置固定のメニューバーなどが作れる。

１．新しいLayout用の .xml ファイルを作成する。

※最初の情報ではFrameLayoutを使っていたが，Layoutはなんでも良いらしい 20.07.17

２．利用する側のLayout用 .xmlファイルで layoutを指定する。

　必須ではないが，idも一意のものを指定する。

<include layout=”@layout/*custom\_layout* android:id="@+id/*included\_view1*" />

（公式情報）<https://developer.android.com/training/improving-layouts/reusing-layouts?hl=ja>

### Wedget

各部品の設定値はAttributeと呼ばれる。（Visual Studioなどでプロパティと呼ばれるもの）

#### 共通アトリビュート

android:layout\_gravity

右寄せ，上寄せなど。

値：right, left, top, bottom, center, center\_vertical, center\_horizontal

layout\_constraintの違いは？

android:layout\_weight

個々のWedgetの幅比率

LinearLayoutやTableLayout で個々のWedgetの表示比率を変える

（関連）weightSum ※親Layoutで設定し，要素は２つだけと1:1:1とかで並べたい時に使う。

android:layout\_width 部品の横幅。単位はピクセルではなく，dip。　　(see also) layout\_height

wrap\_content 各部品に必要なサイズが自動的に割り振られる。

match\_parent 親部品で有効な範囲いっぱいまで広げる。

android:layout\_constraintTop\_toTopOf

自身の上端と指定したViewの上端を揃える。つまりは上寄せ。

（関連）toRightOf, toLeftOf, toBottomOf

（補足）

toRightOf とtoLeftOf を同時に使う事で中央配置が可能

android:layout\_constraintStart\_toStartOf

自身の左端と指定したViewの左端を揃える・

（関連）layout\_constraintEnd\_toEndOf

⇒ Left とStartの違い：

android:layout\_constraintHorizontal\_bias

3:7など比率を持たせて表示する

android:textStyle 太字，イタリック　などの設定

style

各Wedgetの表示（描写）スタイルを指定する。

TableLayoutなどで，内部のレイアウトのスタイルを指定してくる警告に対応する時に使ったりもする。

#### Button

##### OnClickの処理

タイプ１：匿名クラス

初心者向きサンプルとしては一番多い気がする。

protected void onCreate(Bundle savedInstanceState) {

...

btTest.setOnClickListener(new View.OnClickListener() {

public void onClick(View view) {

TextView (TextView)txView = findViewById(R.id.text\_view\_msg);

txView.setText("hoge");

}

});

}

Androidのバージョンによっては (TextView)txView = findViewById() の型変換記述は不要（自動）。

タイプ２：変数

protected void onCreate(Bundle savedInstanceState) {

...

final Button btTest = findViewById(R.id.button\_test);

btTest.setOnClickListener(buttonClick);

}

private View.OnClickListener buttonClick = new View.OnClickListener() {

@Override

public void onClick(View view) {

switch (view.getId()) {

case R.id.button\_test:

TextView txView = findViewById(R.id.text\_view\_msg);

txView.setText("hoge");

break;

}

}

};

タイプ３：implements

public class MainActivity extends AppCompatActivity implements View.OnClickListener {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

final Button btTest = findViewById(R.id.button\_test);

btTest.setOnClickListener(this);

}

public void onClick(View view) {

if (view.getId() == R.id.button\_test) {

TextView txView = findViewById(R.id.text\_view\_msg);

txView.setText("ggg");

}

}

}

以タイプ４：layoutに記述する

activity\_main.xml

<Button

android:onClick="onTestButtonClick"

/>

MainActivity.java

public void onTestButtonClick(View view) {

// 処理

}

この方法が一番スッキリするし，デザイナとの連携も取れる気がする。

JavaScript的な発想な気がする。どっちが先だったんだろう。

#### ListView

entries 選択候補の文字列配列

#### RadioButton

以下の様にxmlを記述する。

<RadioGroup>

<RadioButton

<!-- 設定値　-->

>

</RadioGroup>

#### TextEdit

アトリビュート(android:)

digit 指定した範囲内の文字しか使用できなくする入力規制

（例）

android:digits="0123456789." # IPアドレス用の入力規制

inputType 入力を受け付ける文字列種類を指定する。例）number, textMultiLine, textUri など。

#### TextView

概要

文字列を表示する。.NETのLabelのような機能。

メソッド：

setText() 表示文字列の変更。通常idで指定する。

EditText

#### Spinner

CheckBox

SeekBar

RatingBar

Switch

#### .NET対比表（C#ではコントロールと呼ばれている）

|  |  |  |  |
| --- | --- | --- | --- |
| 名前 | 機能 | C# |  |
| CheckBox |  | 同名 |  |
| EditText | 文字列の入力 | Textbox |  |
| ListView | Spinner との違い？ | 同名 |  |
| ImageView |  | ImageBox |  |
| RadioGroup |  | RadioButton |  |
| RatingBar |  |  |  |
| SeekBar |  |  |  |
| Spinner | ドロップボックス型の複数選択 | ComboBox |  |
| Switch |  |  |  |
| TextView | 文字列の表示 | Label |  |
|  |  |  |  |

### レイアウト例

（補足）ConstraintLayoutが出る前の情報だとLinerLayoutやRelativeLayoutを入れ子にする例が多いが，まずはConstrainLayoutだけで対応可能かを考える事にする。

### エラー対応（View）

This view is not constrained…

layout\_constraint による配置の制約の記述がない為に配置ができない。

verticallyとかhorizontallyとかなっている場合は，文字通りその方向だけ記述がない。

## Activity

ファイルパス：app\java\com.example.

派生クラス：

AppCompatActivity ポートライブラリを利用する為の基本となるクラス？

ActionBarActivity

### メソッド

onCreate() .NETで言うとLoadに近い？

これがアプリケーションのエントリポイントになる事が多い。

onStart() .NETで言うとActivatedに近い？

onRestat() 画面が非表示（Stop）になった後，再表示される時に発生する。

onResume() 他の画面が表示（Pause）された後，再表示される時に発生する。

### エントリーポイント

以下の記述があるActivityがエントリーポイントになる

<intent-filter>

<action android:name="android.intent.action.MAIN" />

<category android:name="android.intent.category.LAUNCHER" />

</intent-filter>

## 操作

### プロジェクトビューワ

![](data:image/png;base64,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)一番左上のAndroid のところをProjectにするとプロジェクトビューワに切り替わる。（右図参照）

外部ライブラリの取り込みなどを行う時に使う。　⇒ app\libs

（基本的にプロジェクトビューワの方が見やすいような 20.07.29）

もとに戻す時はAndroidに戻せばよい。

## GUI関連

### オブジェクトの取得

以下の様に行う。

Button button1 = (Button)findViewById(R.id.button\_a);

Androidのバージョンによっては() を用いた型変換が不要

たかが１つの文字列でも，values\strings.xmlを利用すると良い。

### 定義へ移動

対象メンバなどを右クリック → GoTo

Implementation 定義している行へ

Superclass 親クラスのソースコードへ

strings.xml

配列にしたい時は<string-array>

# Xamarin

SDKをXamarinと共有

1.Xamarin for Visual Studioをインストールする

2.Android Studioをインストールする

この際、Android SDKはXamarinの物とは別に「スペースも日本語も含まれないパスへ」インストールしてください

3.Visual Studioを起動し、「オプション」->「ツール」->「Xamarin」から、Android SDKのパスを2.でインストールした箇所へインストールする

4.「コントロールパネル」->「プログラムのアンインストール」から「Android SDK Tools」をアンインストールする

ツール->オプション->Xamarin->Androidの設定

よりパスをAndroid Studioで入れたものに変更

デフォルトだと C:\Users\xxxx\AppData\Local\Android\sdk

20.07.06 Visual StudioとAVD Manager が何度やっても上手く連動しない為，Xamarinはしばらく保留。

# エミュレータ(AVD)

普通のスマホと同じ様に，言語設定ができるので，表記を日本語にしておいた方が良い。

# Java

箇条書き

世界中でクラス名が一意になるように，PojectName.ClassName となっている。

## 予約語

super 継承元の親クラスの事。≒C言語系のbase。

final （恐らく）継承不可にする

extends クラス定義の際の継承元クラスの指定。親クラスを引き継ぐ。

implements interfaceの実装を記述。要するにinterfaceの継承。

## アットマーク（なん呼ぶか分からない）

@Nullable

null 許容型の事と思われる

protected void onCreate(@Nullable Bundle savedInstanceState) {

}

@Override

メソッドに付けて，superクラスのメソッドをオーバーライド（上書き）する。

## プログラミング標準

### ループ

#### forループ

static void printList(List<?> list) {

for (Object elem : list) {

System.out.println(elem);

}

}

### ジェネリクス

|  |  |  |
| --- | --- | --- |
| 書き方 | 名称 | 詳細 |
| List<?> list | 非境界 | 全ての型対応 |
| List<? extends Number> list | 上限境界 | 指定のクラスを継承した型のみ |
| List<? super Number> list | 下限境界 |  |

## 構造化

### クラス

・あるクラスの内部だけで使うクラスはprivate で定義する

例）

public class TestMainClass{

private class TestSubClass {

}

}

・publicクラスは .java ファイル１つにつき１つしか書けない。

## 雑多情報

### 非同期

AsyncTask やAsyncTaskLoaderは非推奨。運営であるGoogleが非推奨と言っている。

java.util.concurrent を使うべき（？）。　⇒ 20.07.17現在，ほとんど情報がない

#### AsyncTask

上にも書いたが運営であるGoogleが非推奨と言っているので，他の情報を探すよう意識する。

doInBackground(Params…) ◦バックグラウンドでの非同期処理、何か重い処理を記述する

◦ここに渡されるパラメータの型は1つめのParams

onProgressUpdate(Progress…) ◦途中経過をメインスレッドで表示する場合

◦doInBackground内でpublishProgressを設定するとメインスレッドから呼ばれ、パラメータの型は2つめのProgress

onPostExecute(Result)

コード例（実装）：

private class TestTask extends AsyncTask<String,String,String> {

　　// コンストラクタ

public TestTask () {

}

@Override

protected String doInBackground(String... objects) {

try{

// 処理

}

catch(Exception e){

e.printStackTrace();

}

return null;

}

}

コード例（呼び出し）：

public void onButtonClick(View view) {

TestTask testTask = new TestTask ();

testTask.execute("hoge", "fuga", "piyo");

}

20.07.17現在，この３つのジェネリック型が何を指すのか良く分かっていない。

Android 3.1(タブレット用)や4以上の端末はUSBホスト機能がある。

### シリアル通信

#### 概要

Android 3.1(タブレット用)や4以上の端末はUSBホスト機能がある

Javaは、シリアル通信用のライブラリが含まれてない。

Communications APIと互換性があるRXTXライブラリと呼ばれるものがある。

<https://tomosoft.jp/design/?p=2987>

Google Play に公開されているアプリで232C通信できたので，ハード的には間違いなくできる。20.08.05

テスト環境

Android（タブレット） ：ASUS ZenPad 3 8.0 (Z581KL)

Androidのバージョン ：

232c to USB ：Prolific PL-2303

USB typeAへの変換 ：Cable Matters USB C USB A 変換アダプタ
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Androidアクセサリ：<http://www.picfun.com/android/androidframe.html>

USBホスト：<https://developer.android.com/guide/topics/connectivity/usb/host>

com.felhr.usbserial　結局これをつかっている？？

20.07.29

FTDI社のFT232RL用ドライバがあるらしい。但し同社のUSB変換を使う必要があるのでは？

#### ライブラリを使う方法

usb-serial-for-android-v010.jar を使う

[Githubダウンロード先] <https://github.com/mik3y/usb-serial-for-android>

（参考）<http://shokai.org/blog/archives/6962>

方法１：USBケーブルを使用：

アンドロイドで232C通信が必要な時は直接type-c と232Cを変換するケーブルを使った方が不具合が発生しにくいらしい。

<https://www.ratocsystems.com/products/subpage/usb60fc.html>

方法２：

計量器の類をブルートゥース対応のものを選定する，とした方がスマホ的だとは思うが，ブルートゥース対応のものは大体高い。そこでラズパイの様なマイコンを使って232C通信させ，wifiまたはブルートゥースでデータを送信する手がある。

（232C ↔ ブルートゥース変換デバイスも存在するが，やはり高い；大体２万円以上）

こんなものを使うと232Cブルートゥース変換基板を作成できる。

<http://akizukidenshi.com/catalog/g/gK-07378/> \2,400

（補足）SPP(シリアルポートプロファイル) と言うシリアル通信を無線化する専用プロトコルが存在する為，wifiを用いる場合よりも無線化しやすい。

# ライブラリ・リファレンス

（オンライン資料）<https://developer.android.com/reference/classes?>

## パッケージ(package)

androidx.appcompat.app

android.widget Button，TextView，AdapterViewなど

android.view View

## クラス(android.widget)

注意：WedgetやLayoutの情報は[こちら](#_View)にまとめてある。

### Adapter

### AdapterView

#### AdapterView.OnItemClickListener

public　static　interface　AdapterView.OnItemClickListener

概要：対象のAdapterView内である項目クリックされた際のコールバックメソッドonItemClick() を提供する。

## クラス（その他：仮）

### Context

通常Activityインスタンスが指定される。.NETのobjectの様な物？それともControl?

### CharSequence

20.07.16 恐らく文字列の事

### Intent

別アプリからのアクションをリクエストする時に使用するメッセージオブジェクト。

### Listener

HelloListener

ClickListener

Log

#### メソッド

|  |  |  |
| --- | --- | --- |
| .wtf |  | Assertを記述：開発者にとって絶対に発生してはいけない問題 |
| .e |  | Error： |
| .i() |  | ログレベルInfoでログを記述 |
| .d |  | Debug： |
| .v |  | Verbose：詳細情報 |
| .w |  | Warn：エラーとは言えないが潜在的な問題 |

### Service

別スレッドで動く処理を管理してくれるクラス。

### Socket

名前空間：java.net.Socket

概要：ethernet によるソケット通信を行う

特徴：UIスレッドで使う事は出来ないので，別スレッドを用意する必要がある。

### Toast

メソッド

makeText(Context context, CharSequence text, int duration)

# 用語

Support Library

なお，名前空間は android.support.v7.app. AppCompatActivity などとなっている

AndroidX

Support Libraryの後継でAndroid10.0のライブラリ（らしい）

なお，名前空間は androidx.appcompat.app.AppCompatActivity などとなっている

IntentFilter

暗黙的 Intent を受信することが出来る。