***DAY 20 HOME TASKS***

### ***Home Task 01: SRP Violation vs Implementation***

**Problem:**

The original Book class violates the **Single Responsibility Principle** because it:

* Manages book data (title, author, price).
* Formats the book title (getFormattedTitle()).
* Calculates price-related logic (calculateDiscountedPrice()).

**SRP Implementation**

**BookDetails.java** Handles only book-related data.

public class BookDetails {

private String title;

private String author;

private double price;

public BookDetails(String title, String author, double price) {

this.title = title;

this.author = author;

this.price = price;

}

public String getTitle() {

return title;

}

public String getAuthor() {

return author;

}

public double getPrice() {

return price;

}

}

**BookFormatter.java** Handles **only formatting**.

public class BookFormatter {

public String formatTitle(BookDetails book) {

return "Title: " + book.getTitle().toUpperCase();

}

}

**PriceCalculator.java** Handles **price calculations**.

public class PriceCalculator {

public double calculateDiscountedPrice(BookDetails book, double discountPercentage) {

return book.getPrice() \* (1 - discountPercentage);

}

}

**TestSRP.java** Bringing it all together.

public class TestSRP {

public static void main(String[] args) {

BookDetails book = new BookDetails("Clean Code", "Robert C. Martin", 500);

BookFormatter formatter = new BookFormatter();

PriceCalculator priceCalc = new PriceCalculator();

System.out.println(formatter.formatTitle(book));

System.out.println("Discounted Price: " + priceCalc.calculateDiscountedPrice(book, 0.1));

}

}

### ***Home Task 02: SRP for Customer***

**SRP Violation**

Your Customer class is doing **two things**:

1. Storing customer data.
2. Handling file saving (I/O operations).

**SRP Implementation**

**Customer.java** Handles only customer-related data.

public class Customer {

private String name;

private String custID;

public Customer(String name, String custID) {

this.name = name;

this.custID = custID;

}

public String getName() {

return name;

}

public String getCustID() {

return custID;

}

}

**ManagingFiles.java** Handles **file operations**.

import java.io.FileWriter;

import java.io.IOException;

public class ManagingFiles {

public void saveData(Customer customer) {

try (FileWriter fw = new FileWriter(customer.getName() + ".txt")) {

fw.write("Customer Name: " + customer.getName() + "\n");

fw.write("Customer ID: " + customer.getCustID() + "\n");

System.out.println("Data saved successfully in " + customer.getName() + ".txt");

} catch (IOException ex) {

ex.printStackTrace();

}

}

}

**SRP\_Imple.java**

public class SRP\_Imple {

public static void main(String[] args) {

Customer cobj = new Customer("Prasunamba", "C001");

ManagingFiles mobj = new ManagingFiles();

mobj.saveData(cobj);

}

}

### ***Task 03: Structural Diagrams***

Structural diagrams in UML include:

* **Class Diagram** (shows classes, attributes, methods, and relationships).
* **Object Diagram** (instances of classes at runtime).
* **Component Diagram** (shows components and their interactions).
* **Package Diagram** (shows grouping of classes/modules).
* **Deployment Diagram** (shows hardware and software nodes).

For SRP examples, a **class diagram** would be:

![](data:image/png;base64,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)

***DAY 21 HOME TASKS***

### ***Task 01: Dependency***

**Definition:**

* A class **depends** on another when it uses it temporarily (e.g., as a method parameter or local variable).
* Represented with a **dashed arrow** in UML.

**Example Code:**

class Printer {

void printDocument(String doc) {

System.out.println("Printing: " + doc);

}

}

class User {

// User depends on Printer for printing documents

void createAndPrintDoc() {

Printer printer = new Printer(); // temporary dependency

printer.printDocument("UML Concepts Notes");

}

}

public class DependencyDemo {

public static void main(String[] args) {

User user = new User();

user.createAndPrintDoc();

}

}

**Key Point:** User **depends on** Printer but does not own or store it permanently.

### ***Task 02: Aggregation***

**Definition:**

* Aggregation is a **"has-a"** relationship where one class holds a reference to another but the contained object **can exist independently**.
* Represented with a **hollow diamond** in UML.

**Example Code:**

class Engine {

void start() {

System.out.println("Engine starts...");

}

}

class Car {

private Engine engine; // Aggregation: Car has an Engine, but Engine can exist without Car

public Car(Engine engine) {

this.engine = engine;

}

void startCar() {

engine.start();

System.out.println("Car is running.");

}

}

public class AggregationDemo {

public static void main(String[] args) {

Engine engine = new Engine(); // Engine can exist independently

Car car = new Car(engine); // Inject engine into car

car.startCar();

}

}

### ***Task 03: Composition***

**Definition:**

* Composition is a **stronger "has-a" relationship** where the lifetime of the part is controlled by the whole.
* Represented with a **filled diamond** in UML.

**Example Code:**

class Heart {

void pump() {

System.out.println("Heart is pumping...");

}

}

class Human {

private Heart heart; // Composition: Heart is part of Human, cannot exist without Human

public Human() {

this.heart = new Heart(); // Created inside Human

}

void startLife() {

heart.pump();

System.out.println("Human is alive.");

}

}

public class CompositionDemo {

public static void main(String[] args) {

Human human = new Human();

human.startLife();

}

}

**Key Point:** If the Human object is destroyed, its Heart also ceases to exist.

### 

### ***Task 04: Interface Segregation with Payment System (Bank & Loan Implementation)***

Key Points from Diagram

* Payment interface:
  + status()
  + getListOfPayment()
* Bank interface:
  + initiatePayment()
  + stopPayment()
* Loan interface:
  + initiateRepayment()
  + initiateFinalSettlement()
* BankPayment class:
  + Implements Payment and Bank.
* LoanPayment class:
  + Implements Payment and Loan.

**Code Implementation**

import java.util.ArrayList;

import java.util.List;

**===================== Interfaces =====================**

interface Payment {

Object status();

List<Object> getListOfPayment();

}

interface Bank {

void initiatePayment();

void stopPayment();

}

interface Loan {

void initiateRepayment();

void initiateFinalSettlement();

}

**===================== BankPayment Class =====================**

class BankPayment implements Payment, Bank {

private List<Object> payments = new ArrayList<>();

@Override

public void initiatePayment() {

System.out.println("Bank payment initiated.");

payments.add("Payment Started");

}

@Override

public void stopPayment() {

System.out.println("Bank payment stopped.");

payments.add("Payment Stopped");

}

@Override

public Object status() {

return payments.isEmpty() ? "No Payment" : payments.get(payments.size() - 1);

}

@Override

public List<Object> getListOfPayment() {

return payments;

}

}

**===================== LoanPayment Class =====================**

class LoanPayment implements Payment, Loan {

private List<Object> loanTransactions = new ArrayList<>();

@Override

public void initiateRepayment() {

System.out.println("Loan repayment initiated.");

loanTransactions.add("Repayment Started");

}

@Override

public void initiateFinalSettlement() {

System.out.println("Loan final settlement done.");

loanTransactions.add("Final Settlement Completed");

}

@Override

public Object status() {

return loanTransactions.isEmpty() ? "No Transactions" : loanTransactions.get(loanTransactions.size() - 1);

}

@Override

public List<Object> getListOfPayment() {

return loanTransactions;

}

}

**===================== Main Class =====================**

public class InterfaceSegregationDemo {

public static void main(String[] args) {

// Working with BankPayment

BankPayment bankPayment = new BankPayment();

bankPayment.initiatePayment();

bankPayment.stopPayment();

System.out.println("Bank Status: " + bankPayment.status());

System.out.println("Bank Payments: " + bankPayment.getListOfPayment());

// Working with LoanPayment

LoanPayment loanPayment = new LoanPayment();

loanPayment.initiateRepayment();

loanPayment.initiateFinalSettlement();

System.out.println("Loan Status: " + loanPayment.status());

System.out.println("Loan Payments: " + loanPayment.getListOfPayment());

}

}