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# Data Manipulation

## Problem 1: Use logical operators to find flights that:

- Had an arrival delay of two or more hours (\> 120 minutes)  
- Flew to Houston (IAH or HOU)  
- Were operated by United (`UA`), American (`AA`), or Delta (`DL`)  
- Departed in summer (July, August, and September)  
- Arrived more than two hours late, but didn't leave late  
- Were delayed by at least an hour, but made up over 30 minutes in flight

# Had an arrival delay of two or more hours (> 120 minutes)  
flights %>%  
 filter(arr\_delay > 120)

# A tibble: 10,034 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 811 630 101 1047 830  
 2 2013 1 1 848 1835 853 1001 1950  
 3 2013 1 1 957 733 144 1056 853  
 4 2013 1 1 1114 900 134 1447 1222  
 5 2013 1 1 1505 1310 115 1638 1431  
 6 2013 1 1 1525 1340 105 1831 1626  
 7 2013 1 1 1549 1445 64 1912 1656  
 8 2013 1 1 1558 1359 119 1718 1515  
 9 2013 1 1 1732 1630 62 2028 1825  
10 2013 1 1 1803 1620 103 2008 1750  
# ℹ 10,024 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Flew to Houston (IAH or HOU)  
flights %>%   
 filter(dest %in% c("IAH", "Hou"))

# A tibble: 7,198 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 517 515 2 830 819  
 2 2013 1 1 533 529 4 850 830  
 3 2013 1 1 623 627 -4 933 932  
 4 2013 1 1 728 732 -4 1041 1038  
 5 2013 1 1 739 739 0 1104 1038  
 6 2013 1 1 908 908 0 1228 1219  
 7 2013 1 1 1028 1026 2 1350 1339  
 8 2013 1 1 1044 1045 -1 1352 1351  
 9 2013 1 1 1114 900 134 1447 1222  
10 2013 1 1 1205 1200 5 1503 1505  
# ℹ 7,188 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Were operated by United (`UA`), American (`AA`), or Delta (`DL`)  
flights %>%   
 filter(carrier %in% c("UA", "AA", "DL"))

# A tibble: 139,504 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 517 515 2 830 819  
 2 2013 1 1 533 529 4 850 830  
 3 2013 1 1 542 540 2 923 850  
 4 2013 1 1 554 600 -6 812 837  
 5 2013 1 1 554 558 -4 740 728  
 6 2013 1 1 558 600 -2 753 745  
 7 2013 1 1 558 600 -2 924 917  
 8 2013 1 1 558 600 -2 923 937  
 9 2013 1 1 559 600 -1 941 910  
10 2013 1 1 559 600 -1 854 902  
# ℹ 139,494 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Departed in summer (July, August, and September)  
flights %>%   
 filter(month %in% c(7, 8, 9))

# A tibble: 86,326 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 7 1 1 2029 212 236 2359  
 2 2013 7 1 2 2359 3 344 344  
 3 2013 7 1 29 2245 104 151 1  
 4 2013 7 1 43 2130 193 322 14  
 5 2013 7 1 44 2150 174 300 100  
 6 2013 7 1 46 2051 235 304 2358  
 7 2013 7 1 48 2001 287 308 2305  
 8 2013 7 1 58 2155 183 335 43  
 9 2013 7 1 100 2146 194 327 30  
10 2013 7 1 100 2245 135 337 135  
# ℹ 86,316 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Arrived more than two hours late, but didn't leave late  
flights %>%   
 filter(arr\_delay > 120, dep\_delay <= 0)

# A tibble: 29 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 27 1419 1420 -1 1754 1550  
 2 2013 10 7 1350 1350 0 1736 1526  
 3 2013 10 7 1357 1359 -2 1858 1654  
 4 2013 10 16 657 700 -3 1258 1056  
 5 2013 11 1 658 700 -2 1329 1015  
 6 2013 3 18 1844 1847 -3 39 2219  
 7 2013 4 17 1635 1640 -5 2049 1845  
 8 2013 4 18 558 600 -2 1149 850  
 9 2013 4 18 655 700 -5 1213 950  
10 2013 5 22 1827 1830 -3 2217 2010  
# ℹ 19 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Were delayed by at least an hour, but made up over 30 minutes in flight  
flights %>%   
 filter(dep\_delay >= 60, dep\_delay - arr\_delay > 30)

# A tibble: 1,844 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 2205 1720 285 46 2040  
 2 2013 1 1 2326 2130 116 131 18  
 3 2013 1 3 1503 1221 162 1803 1555  
 4 2013 1 3 1839 1700 99 2056 1950  
 5 2013 1 3 1850 1745 65 2148 2120  
 6 2013 1 3 1941 1759 102 2246 2139  
 7 2013 1 3 1950 1845 65 2228 2227  
 8 2013 1 3 2015 1915 60 2135 2111  
 9 2013 1 3 2257 2000 177 45 2224  
10 2013 1 4 1917 1700 137 2135 1950  
# ℹ 1,834 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

## Problem 2: What months had the highest and lowest proportion of cancelled flights? Interpret any seasonal patterns. To determine if a flight was cancelled use the following code

flights %>%   
 filter(is.na(dep\_time))

# // What months had the highest and lowest % of cancelled flights?  
  
# Assign to new table  
flights\_month\_prop\_cancelled <-  
   
 flights %>%  
   
 # Group by month  
 group\_by(month) %>%   
   
 # calculate the sum of non-na flights divided by count of flights  
 summarize("prop\_cancelled" = sum(is.na(dep\_time)) / n())  
  
  
# Print results sorted by prop\_cancelled  
flights\_month\_prop\_cancelled %>%   
   
 # sort by prop\_cancelled to get low to high  
 arrange(prop\_cancelled)

# A tibble: 12 × 2  
 month prop\_cancelled  
 <int> <dbl>  
 1 10 0.00817  
 2 11 0.00854  
 3 9 0.0164   
 4 8 0.0166   
 5 1 0.0193   
 6 5 0.0196   
 7 4 0.0236   
 8 3 0.0299   
 9 7 0.0319   
10 6 0.0357   
11 12 0.0364   
12 2 0.0505

# Plot line graph  
ggplot(  
   
 # use dataset from above  
 flights\_month\_prop\_cancelled  
   
 # set x and y axes, use factor(to make month discreet)  
 ,aes(  
 x = factor(month)  
 ,y = percent(prop\_cancelled, 1)  
 ,group=1  
 )  
  
) +  
   
 # add line to graph  
 geom\_col(  
 fill = "blue"  
 ) +  
   
 # Add value labels  
 geom\_text(  
 aes(  
 label = percent(prop\_cancelled, 0.01)  
 )  
 ,color = "white"  
 ,hjust = 0.5  
 ,vjust = 2  
 ,size = 2.5  
 ) +  
   
 # Add Axis labels  
 labs(  
 title = "The lowest proportion of cancelled flights is in October \nand the highest is in February"  
 ,x = "Month"  
 ,y = "Proportion of flights cancelled"  
 ) +  
   
 # Apply theme  
 theme\_light()
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The lowest proportion of cancelled flights is in October and the highest is in February.

## Problem 3: What plane (specified by the tailnum variable) traveled the most times from New York City airports in 2013? Please left\_join() the resulting table with the table planes (also included in the nycflights13 package).

For the plane with the greatest number of flights and that had more than 50 seats, please create a table where it flew to during 2013.

# store to new table  
flights\_planes\_50p <-  
   
 # Left join flights to planes to get the number of seats  
 left\_join(x = flights, y = planes, by = "tailnum") %>%   
   
 # Filter to only planes with > 50 seats / flights which have a dep\_time  
 filter(seats > 50, !is.na(dep\_time))  
  
  
# store to new table  
planes\_50p\_flight\_count\_top1 <-  
   
 # use top\_n to return only the top row   
 top\_n(  
 flights\_planes\_50p %>%  
   
 # Group by plane and count flights  
 group\_by(tailnum) %>%  
   
 # Sort descending  
 summarise(flight\_count = n()) %>%  
 arrange(desc(flight\_count))  
   
 ,1  
 )

Selecting by flight\_count

# Display results  
planes\_50p\_flight\_count\_top1

# A tibble: 1 × 2  
 tailnum flight\_count  
 <chr> <int>  
1 N328AA 389

# store to new table  
flights\_planes\_50p\_flight\_count\_top1 <-  
  
 # join the flights of planes with 50+ seats to table with top 1 by flight count   
 right\_join(  
 flights\_planes\_50p  
 ,planes\_50p\_flight\_count\_top1  
 ,by = "tailnum"  
 ) %>%   
   
 # Group by destination  
 group\_by(dest) %>%  
   
 #summarise to get count of flights (with dep\_time)  
 summarise(dest\_flight\_count = sum(!is.na(dep\_time)))  
   
# print table  
flights\_planes\_50p\_flight\_count\_top1

# A tibble: 6 × 2  
 dest dest\_flight\_count  
 <chr> <int>  
1 BOS 1  
2 LAX 310  
3 MCO 1  
4 MIA 25  
5 SFO 51  
6 SJU 1

# Create ggplot  
ggplot(  
   
 # call previous table  
 flights\_planes\_50p\_flight\_count\_top1  
   
 # define plot aesthetics  
 ,aes(  
 x = dest  
 ,y = dest\_flight\_count  
 ,fill = dest  
 )  
  
) +  
   
 # Add bar to chart  
 geom\_bar(stat = "identity") +  
   
 # Add value labels  
 geom\_text(aes(label = dest\_flight\_count), vjust = -0.2) +  
   
 # Add title and axis labels  
 labs(  
 x = "Destination Airport Code"  
 ,y = "Flights to Destination"  
 ,title = "The plane (50+ seats) which flew most times from NYC in 2013 \nmostly flew to LAX"  
 ) +  
   
 # Apply theme  
 theme\_light()

![](data:image/png;base64,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)

The plane (which has 50 or more seats) which flew the most times from NYC is tailnum N328AA.

The breakdown of where this plane flew to is included in table and bar chart form. There were many flights to LAX and some to SFO and MIA. There was only 1 flight to each of BOS, MCO and SJU.

## Problem 4: The nycflights13 package includes a table (weather) that describes the weather during 2013. Use that table to answer the following questions:

- What is the distribution of temperature (`temp`) in July 2013? Identify any important outliers in terms of the `wind\_speed` variable.  
- What is the relationship between `dewp` and `humid`?  
- What is the relationship between `precip` and `visib`?

# // What is the distribution of temperature (`temp`) in July 2013? Identify any important outliers in terms of the `wind\_speed` variable.  
  
# define function to find outliers  
findoutlier <-  
 function(x) {  
 return(x < quantile(x, .25) - 1.5\*IQR(x) | x > quantile(x, .75) + 1.5\*IQR(x))  
}  
  
# store to new table  
weather\_july <-  
   
 # filter weather to july  
 filter(weather, month == 7)  
  
# histogram of temperature  
ggplot(  
 weather\_july  
 ,aes(x = temp)  
) +  
 geom\_histogram() +  
 theme\_light()

`stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# store to table  
weather\_july\_windspeed <-  
  
 # filter out na values of windspeed  
 weather\_july %>%  
 filter(!is.na(wind\_speed)) %>%   
   
 # Create new col which identifies wind\_speed outliers  
 mutate(  
 wind\_speed\_outlier =  
 ifelse(  
 findoutlier(wind\_speed)  
 ,"Outlier (wind\_speed)"  
 ,"Not Outlier (wind\_speed)"  
 )  
 )  
  
# Create plot of wind speed through time with color identifying outliers  
ggplot(  
 weather\_july\_windspeed  
 ,aes(  
 x = time\_hour  
 ,y = wind\_speed  
 ,color = wind\_speed\_outlier  
 )  
) +  
   
 # Add scatter  
 geom\_point() +  
   
 # Add labels and theme  
 labs(  
 x = "Time"  
 ,y = "Windspeed"  
 ,title = "July 2013 Windpseed had a few outliers"  
 ,colour = "Windspeed Outlier"  
 ) +  
 theme\_light()
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# // What is the relationship between `dewp` and `humid`?  
   
# Create plot of dewp vs humid  
ggplot(  
 weather  
 ,aes(  
 x = dewp  
 ,y = humid  
 )  
) +  
   
 # make scatter plot  
 geom\_point() +  
   
 # Use stat\_smooth to add a regression line  
 stat\_smooth(  
 method = "lm",  
 formula = y ~ x,  
 geom = "smooth"  
 ) +  
   
 # Add labels and theme  
 labs(  
 x = "Dewpoint Temperature"  
 ,y = "Humidity"  
 ,title = "Dewpoint Temperature and Humidity are positively correlated"  
 ) +  
 theme\_light()

Warning: Removed 1 rows containing non-finite values (`stat\_smooth()`).

Warning: Removed 1 rows containing missing values (`geom\_point()`).
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# // What is the relationship between `precip` and `visib`?  
  
# Scatter plot of precip vs visib  
# Use stat\_smooth to add a regression line  
# Convert x axis to log scale to make easier to read  
  
# Create plot of precip vs visib  
ggplot(  
 weather  
 ,aes(x = precip, y = visib)  
) +  
   
 # add scatter  
 geom\_point() +  
   
 # add regression line  
 stat\_smooth(  
 method = "lm",  
 formula = y ~ x,  
 geom = "smooth"  
 ) +  
   
 # put x on a log scale to aid leibility  
 scale\_x\_log10(  
 ) +  
   
 # add labels and theme  
 labs(  
 x = "Precipitation"  
 ,y = "Visibility"  
 ,title = "Precipitation and Visibility are negatively correlated"  
 ) +  
 theme\_light()

Warning: Transformation introduced infinite values in continuous x-axis

Warning: Transformation introduced infinite values in continuous x-axis

Warning: Removed 24366 rows containing non-finite values (`stat\_smooth()`).
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## Problem 5: Use the flights and planes tables to answer the following questions:

- How many planes have a missing date of manufacture?  
- What are the five most common manufacturers?  
- Has the distribution of manufacturer changed over time as reflected by the airplanes flying from NYC in 2013? (Hint: you may need to use case\_when() to recode the manufacturer name and collapse rare vendors into a category called Other.)

# // How many planes have a missing date of manufacture?  
  
planes %>%  
   
 # filter to planes which do not have a manufacture year  
 filter(is.na(year)) %>%   
   
 # return count  
 summarise(planecount = n())

# A tibble: 1 × 1  
 planecount  
 <int>  
1 70

# // What are the five most common manufacturers?  
  
# store to new table  
manuf\_flightcount\_planecount <-  
   
 # join flights which have dep\_time to planes by tailnum  
 inner\_join(  
 x = filter(flights, !is.na(dep\_time))  
 ,y = planes  
 ,by = "tailnum"  
 ) %>%  
   
 # group by manufacturer  
 group\_by(manufacturer) %>%   
   
 # use summarise to get plane\_count and flight count  
 summarise(plane\_count = n\_distinct(tailnum), flight\_count = n())  
  
# store results top 5 by plane\_count and flight\_count  
manuf\_planecount\_top5 <-  
 top\_n(  
 manuf\_flightcount\_planecount %>%   
 arrange(desc(plane\_count))  
 ,5  
 )

Selecting by flight\_count

# store results top 5 by plane\_count and flight\_count  
manuf\_flightcount\_top5 <-  
 top\_n(  
 manuf\_flightcount\_planecount %>%   
 arrange(desc(flight\_count))  
 ,5  
 )

Selecting by flight\_count

#display results  
manuf\_planecount\_top5

# A tibble: 5 × 3  
 manufacturer plane\_count flight\_count  
 <chr> <int> <int>  
1 BOEING 1627 82524  
2 AIRBUS INDUSTRIE 400 40753  
3 BOMBARDIER INC 366 27588  
4 AIRBUS 336 47009  
5 EMBRAER 299 63783

manuf\_flightcount\_top5

# A tibble: 5 × 3  
 manufacturer plane\_count flight\_count  
 <chr> <int> <int>  
1 BOEING 1627 82524  
2 EMBRAER 299 63783  
3 AIRBUS 336 47009  
4 AIRBUS INDUSTRIE 400 40753  
5 BOMBARDIER INC 366 27588

# // Has the distribution of manufacturer changed over time as reflected by the airplanes flying from NYC in 2013? (Hint: you may need to use case\_when() to recode the manufacturer name and collapse rare vendors into a category called Other.)  
  
# Left join flights (with dep\_time) to planes on tailnumber to get manufacturer  
# Left join to manuf\_planecount\_top5 to identify top 5 (use keep = TRUE)  
# Mutate NAs to "OTHER"  
# Group by Manufacturer and month and count flights  
  
# store to new table  
flights\_manuf\_month <-  
   
 # Join the flights with manufacturer to the top 5 manufacturers by flight count  
 left\_join(  
 x =  
   
 # join flights which have dep\_time to planes by tailnum to get manufacturer  
 left\_join(  
 x = filter(flights, !is.na(dep\_time))  
 ,y = planes  
 ,by = "tailnum"  
 )  
 ,y = manuf\_flightcount\_top5  
 ,by = "manufacturer"  
 ,keep = TRUE  
 ) %>%  
   
 # Replace the manufacturer col from the top5 table with "OTHER" where there is no match  
 mutate(manufacturer = replace\_na(manufacturer.y, "OTHER")) %>%  
   
 # group by manufacturer (and other) and month  
 group\_by(manufacturer, month) %>%  
   
 # get flight counts  
 summarise(flight\_count = n())

`summarise()` has grouped output by 'manufacturer'. You can override using the  
`.groups` argument.

# Create plot of flight count by month with manufacturers in fill  
ggplot(  
 flights\_manuf\_month  
 ,aes(x = month, y = flight\_count, fill = manufacturer)  
) +  
   
 # Add stacked bars  
 geom\_bar(position = "stack", stat = "identity"  
) +  
   
 # Add labels and theme  
 labs(  
 x = "Month"  
 ,y = "Flight Count"  
 ,fill = "Manufacturer"  
 ,title = "Flights by Manufacturer by Month"  
 ) +  
 theme\_light()
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# Create plot of flight count by month with manufacturers in fill  
ggplot(  
 flights\_manuf\_month  
 ,aes(x = month, y = flight\_count, fill = manufacturer)  
) +  
   
 # add pct of total bars  
 geom\_bar(position = "fill", stat = "identity"  
) +  
   
 # Add labels and theme  
 labs(  
 x = "Month"  
 ,y = "Pct of Flights"  
 ,fill = "Manufacturer"  
 ,title = "Pct of Flights by Manufacturer by Month"  
 ) +  
 theme\_light()
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## Problem 6: Use the flights and planes tables to answer the following questions:

- What is the oldest plane (specified by the tailnum variable) that flew from New York City airports in 2013?  
- How many airplanes that flew from New York City are included in the planes table?

# // What is the oldest plane (specified by the tailnum variable) that flew from New York City airports in 2013?  
  
# join tailnums with dep\_time to planes to get manufacture year  
left\_join(  
   
 # lsit of tailnums with dep\_time  
 x = flights %>%   
 filter(!is.na(dep\_time)) %>%   
 group\_by(tailnum) %>%   
 summarise()  
 ,y = planes  
 ,by = "tailnum"  
) %>%  
   
 # sort by year ascending  
 arrange(year)

# A tibble: 4,037 × 9  
 tailnum year type manufacturer model engines seats speed engine  
 <chr> <int> <chr> <chr> <chr> <int> <int> <int> <chr>   
 1 N381AA 1956 Fixed wing multi… DOUGLAS DC-7… 4 102 232 Recip…  
 2 N201AA 1959 Fixed wing singl… CESSNA 150 1 2 90 Recip…  
 3 N567AA 1959 Fixed wing singl… DEHAVILLAND OTTE… 1 16 95 Recip…  
 4 N378AA 1963 Fixed wing singl… CESSNA 172E 1 4 105 Recip…  
 5 N575AA 1963 Fixed wing singl… CESSNA 210-… 1 6 NA Recip…  
 6 N14629 1965 Fixed wing multi… BOEING 737-… 2 149 NA Turbo…  
 7 N615AA 1967 Fixed wing multi… BEECH 65-A… 2 9 202 Turbo…  
 8 N425AA 1968 Fixed wing singl… PIPER PA-2… 1 4 107 Recip…  
 9 N383AA 1972 Fixed wing multi… BEECH E-90 2 10 NA Turbo…  
10 N364AA 1973 Fixed wing multi… CESSNA 310Q 2 6 167 Recip…  
# ℹ 4,027 more rows

# // How many airplanes that flew from New York City are included in the planes table?  
  
#Inner join flights to planes to get matches  
inner\_join(  
   
 x = flights %>%  
   
 # filter to flights with a dep\_time  
 filter(!is.na(dep\_time))  
   
 ,y = planes  
 ,by = "tailnum"  
) %>%   
  
 # get count of distinct tailnumbers  
 summarise(n\_distinct(tailnum))

# A tibble: 1 × 1  
 `n\_distinct(tailnum)`  
 <int>  
1 3316

## Problem 7: Use the nycflights13 to answer the following questions:

- What is the median arrival delay on a month-by-month basis in each airport?  
- For each airline, plot the median arrival delay for each month and origin airport.

# //What is the median arrival delay on a month-by-month basis in each airport?  
  
# filter on flights with dep\_time  
filter(flights, !is.na(dep\_time)) %>%   
   
 # group by origin and month  
 group\_by(origin, month) %>%   
   
 # calculate median\_arr\_delay ignoring na using summarise  
 summarise(median\_arr\_delay = median(arr\_delay,na.rm=TRUE))

`summarise()` has grouped output by 'origin'. You can override using the  
`.groups` argument.

# A tibble: 36 × 3  
# Groups: origin [3]  
 origin month median\_arr\_delay  
 <chr> <int> <dbl>  
 1 EWR 1 0  
 2 EWR 2 -2  
 3 EWR 3 -4  
 4 EWR 4 -1  
 5 EWR 5 -6  
 6 EWR 6 -1  
 7 EWR 7 -2  
 8 EWR 8 -5  
 9 EWR 9 -13  
10 EWR 10 -6  
# ℹ 26 more rows

# // For each airline, plot the median arrival delay for each month and origin airport.  
  
# create plot of median\_arr\_delay by month with origin as color  
ggplot(  
   
 # filter on flights with dep\_time  
 filter(flights, !is.na(dep\_time)) %>%   
   
 # group by carrier, origin and month  
 group\_by(carrier, origin, month) %>%   
   
 # calculate median\_arr\_delay ignoring na using summarise  
 summarise(median\_arr\_delay = median(arr\_delay,na.rm=TRUE))  
   
 ,aes(  
 x = month  
 ,y = median\_arr\_delay  
 ,color = origin  
 )  
) +  
   
 # Add scatter  
 geom\_point(  
) +  
   
 # Facet wrap to dispay each carrier separately  
 facet\_wrap(~carrier  
) +  
   
 # Add labels and theme  
 labs(  
 x = "Month"  
 ,y = "Median Arrival Delay"  
 ,color = "Origin Airport"  
 ,title = "Median Arrival Delay by Month by Origin Airport for each Carrier"  
 ) +  
 theme\_light()

`summarise()` has grouped output by 'carrier', 'origin'. You can override using  
the `.groups` argument.
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## Problem 8: Let’s take a closer look at what carriers service the route to San Francisco International (SFO). Join the flights and airlines tables and count which airlines flew the most to SFO. Produce a new dataframe, fly\_into\_sfo that contains three variables: the name of the airline, e.g., United Air Lines Inc. not UA, the count (number) of times it flew to SFO, and the percent of the trips that that particular airline flew to SFO.

# store to new table  
fly\_into\_sfo <-  
   
 # join flights with dep\_time to airlines to get full name  
 left\_join(  
 x =filter(flights, !is.na(dep\_time))  
 ,y = airlines  
 ,by = "carrier"  
 ) %>%   
   
 # group by full name  
 group\_by(name) %>%   
   
 # get SFO count and PCT (divide by total count)  
 summarise(  
 count = sum(dest == "SFO")  
 ,percent = sum(dest == "SFO") / n()  
 ) %>%   
   
 # filter to only include those which fly to SFO  
 filter(count > 0)  
  
  
# display results  
fly\_into\_sfo

# A tibble: 5 × 3  
 name count percent  
 <chr> <int> <dbl>  
1 American Airlines Inc. 1402 0.0437  
2 Delta Air Lines Inc. 1850 0.0387  
3 JetBlue Airways 1029 0.0190  
4 United Air Lines Inc. 6762 0.117   
5 Virgin America 2187 0.426

And here is some bonus ggplot code to plot your dataframe

fly\_into\_sfo %>%   
   
 # sort 'name' of airline by the numbers it times to flew to SFO  
 mutate(name = fct\_reorder(name, count)) %>%   
   
 ggplot() +  
   
 aes(x = count,   
 y = name) +  
   
 # a simple bar/column plot  
 geom\_col() +  
   
 # add labels, so each bar shows the % of total flights   
 geom\_text(aes(label = percent),  
 hjust = 1,   
 colour = "white",   
 size = 5)+  
   
 # add labels to help our audience   
 labs(title="Which airline dominates the NYC to SFO route?",   
 subtitle = "as % of total flights in 2013",  
 x= "Number of flights",  
 y= NULL) +  
   
 theme\_minimal() +   
   
 # change the theme-- i just googled those , but you can use the ggThemeAssist add-in  
 # https://cran.r-project.org/web/packages/ggThemeAssist/index.html  
   
 theme(#  
 # so title is left-aligned  
 plot.title.position = "plot",  
   
 # text in axes appears larger   
 axis.text = element\_text(size=12),  
   
 # title text is bigger  
 plot.title = element\_text(size=18)  
 ) +  
  
 # add one final layer of NULL, so if you comment out any lines  
 # you never end up with a hanging `+` that awaits another ggplot layer  
 NULL
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## Problem 9: Let’s take a look at cancellations of flights to SFO. We create a new dataframe cancellations as follows

cancellations <- flights %>%   
   
 # just filter for destination == 'SFO'  
 filter(dest == 'SFO') %>%   
   
 # a cancelled flight is one with no `dep\_time`   
 filter(is.na(dep\_time))

I want you to think how we would organise our data manipulation to create the following plot. No need to write the code, just explain in words how you would go about it.

*To obtain the plot below I would first group the data by month, carrier and origin and summarise the number of cancelled flights.*

*I would then create month\_mmm by mutating the month field using month.abb.*

*I would then create a box plot with month\_mmm on the x axis and cancelled flights on the y axis.*

*I would then use facet\_grid to break the plot out by origin (cols) and carrier (rows).*

## Problem 10: On your own – Hollywood Age Gap

The website https://hollywoodagegap.com is a record of *THE AGE DIFFERENCE IN YEARS BETWEEN MOVIE LOVE INTERESTS*. This is an informational site showing the age gap between movie love interests and the data follows certain rules:

* The two (or more) actors play actual love interests (not just friends, coworkers, or some other non-romantic type of relationship)
* The youngest of the two actors is at least 17 years old
* No animated characters

The age gaps dataset includes “gender” columns, which always contain the values “man” or “woman”. These values appear to indicate how the characters in each film identify and some of these values do not match how the actor identifies. We apologize if any characters are misgendered in the data!

The following is a data dictionary of the variables used

| variable | class | description |
| --- | --- | --- |
| movie\_name | character | Name of the film |
| release\_year | integer | Release year |
| director | character | Director of the film |
| age\_difference | integer | Age difference between the characters in whole years |
| couple\_number | integer | An identifier for the couple in case multiple couples are listed for this film |
| actor\_1\_name | character | The name of the older actor in this couple |
| actor\_2\_name | character | The name of the younger actor in this couple |
| character\_1\_gender | character | The gender of the older character, as identified by the person who submitted the data for this couple |
| character\_2\_gender | character | The gender of the younger character, as identified by the person who submitted the data for this couple |
| actor\_1\_birthdate | date | The birthdate of the older member of the couple |
| actor\_2\_birthdate | date | The birthdate of the younger member of the couple |
| actor\_1\_age | integer | The age of the older actor when the film was released |
| actor\_2\_age | integer | The age of the younger actor when the film was released |

age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')

Rows: 1155 Columns: 13  
── Column specification ────────────────────────────────────────────────────────  
Delimiter: ","  
chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
date (2): actor\_1\_birthdate, actor\_2\_birthdate  
  
ℹ Use `spec()` to retrieve the full column specification for this data.  
ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

# // How is age\_difference distributed? What's the 'typical' age\_difference in movies?  
  
# Use boxplot to explore age\_difference distribution  
ggplot(  
 age\_gaps  
 ,aes(y = age\_difference)  
) +  
 geom\_boxplot() +  
 theme\_light()
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# Use histogram to explore age\_difference distribution  
ggplot(  
 age\_gaps  
 ,aes(x = age\_difference)  
) +  
 geom\_histogram() +  
 theme\_light()

`stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# // How frequently does this rule apply in this dataset?  
  
age\_gaps %>%   
   
 # create fields for the older and younger actors ages from the two age fields  
 mutate(  
 older = if\_else(actor\_1\_age > actor\_2\_age, actor\_1\_age, actor\_2\_age)  
 ,younger = if\_else(actor\_1\_age < actor\_2\_age, actor\_1\_age, actor\_2\_age)  
 ) %>%   
   
 # Check if half age plus 7 holds  
 mutate(half\_age\_plus\_7 = if\_else(younger >= ((older / 2) + 7), TRUE, FALSE)  
 ) %>%   
   
 # group by whether the rule holds  
 group\_by(half\_age\_plus\_7) %>%   
   
 # count instances  
 summarise(n())

# A tibble: 2 × 2  
 half\_age\_plus\_7 `n()`  
 <lgl> <int>  
1 FALSE 326  
2 TRUE 829

# // Which movie has the greatest number of love interests?  
  
# union the two lists together  
union(  
   
 # get lists of actors in each movie  
 age\_gaps %>%   
 group\_by(movie\_name, actor\_name = actor\_1\_name) %>%   
 summarise()  
 ,age\_gaps %>%   
 group\_by(movie\_name, actor\_name = actor\_2\_name) %>%   
 summarise()  
) %>%   
   
 # group by movie  
 group\_by(movie\_name) %>%   
   
 # count distinct actors  
 summarise(actor\_count = n()) %>%   
   
 # sort descending  
 arrange(desc(actor\_count))

`summarise()` has grouped output by 'movie\_name'. You can override using the  
`.groups` argument.  
`summarise()` has grouped output by 'movie\_name'. You can override using the  
`.groups` argument.

# A tibble: 830 × 2  
 movie\_name actor\_count  
 <chr> <int>  
 1 Love Actually 13  
 2 The Family Stone 10  
 3 He's Just Not That Into You 9  
 4 Mona Lisa Smile 9  
 5 A Star Is Born 8  
 6 American Pie 8  
 7 Sex and the City 8  
 8 Twilight 8  
 9 Boogie Nights 7  
10 Soul Food 7  
# ℹ 820 more rows

# // Which actors/ actresses have the greatest number of love interests in this dataset?  
  
# union the lists together to and keep duplicates   
union\_all(  
   
 # get list of actors   
 select(age\_gaps, actor\_name = actor\_1\_name)  
 ,select(age\_gaps, actor\_name = actor\_2\_name)  
) %>%   
   
 # group by actor  
 group\_by(actor\_name) %>%   
   
 # count instances  
 summarise(love\_interests = n()) %>%   
   
 # sort descending  
 arrange(desc(love\_interests))

# A tibble: 1,031 × 2  
 actor\_name love\_interests  
 <chr> <int>  
 1 Keanu Reeves 27  
 2 Adam Sandler 20  
 3 Leonardo DiCaprio 17  
 4 Roger Moore 17  
 5 Sean Connery 17  
 6 Keira Knightley 14  
 7 Pierce Brosnan 14  
 8 Harrison Ford 13  
 9 Reese Witherspoon 13  
10 Scarlett Johansson 13  
# ℹ 1,021 more rows

# //Is the mean/median age difference staying constant over the years (1935 - 2022)?  
  
# create plot  
ggplot(  
   
 # create combined table with release\_year, metric and value to plot on same chart  
 union(  
   
 # get mean age difference by year  
 age\_gaps %>%  
 group\_by(release\_year) %>%   
 summarize(  
 metric = "Mean Age Difference"  
 ,value = mean(age\_difference)  
 )  
   
 # get median age difference by year  
 ,age\_gaps %>%   
 group\_by(release\_year) %>%   
 summarize(  
 metric = "Median Age Difference"  
 ,value = median(age\_difference)  
 )  
 )  
   
 # plot release year and value with metic as color  
 ,aes(x = release\_year, y = value, color = metric)  
) +  
   
 # add lines to chart  
 geom\_line() +  
 theme\_light()

![](data:image/png;base64,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)

# // How frequently does Hollywood depict same-gender love interests?  
  
age\_gaps %>%   
   
 # Create column which returns TRUE when both characters are the same gender  
 mutate(same\_sex = if\_else(character\_1\_gender == character\_2\_gender, TRUE, FALSE)) %>%  
   
 # group by same sex test  
 group\_by(same\_sex) %>%   
   
 # get counts  
 summarize(n())

# A tibble: 2 × 2  
 same\_sex `n()`  
 <lgl> <int>  
1 FALSE 1132  
2 TRUE 23

How would you explore this data set? Here are some ideas of tables/ graphs to help you with your analysis

* How is age\_difference distributed? What’s the ‘typical’ age\_difference in movies?
* The half plus seven\ rule. Large age disparities in relationships carry certain stigmas. One popular rule of thumb is the [half-your-age-plus-seven](https://en.wikipedia.org/wiki/Age_disparity_in_sexual_relationships#The_.22half-your-age-plus-seven.22_rule) rule. This rule states you should never date anyone under half your age plus seven, establishing a minimum boundary on whom one can date. In order for a dating relationship to be acceptable under this rule, your partner’s age must be:

How frequently does this rule apply in this dataset?

* Which movie has the greatest number of love interests?
* Which actors/ actresses have the greatest number of love interests in this dataset?
* Is the mean/median age difference staying constant over the years (1935 - 2022)?
* How frequently does Hollywood depict same-gender love interests?

# Deliverables

There is a lot of explanatory text, comments, etc. You do not need these, so delete them and produce a stand-alone document that you could share with someone. Render the edited and completed Quarto Markdown (qmd) file as a Word document (use the “Render” button at the top of the script editor window) and upload it to Canvas. You must be commiting and pushing tour changes to your own Github repo as you go along.

# Details

* Who did you collaborate with: *na*
* Approximately how much time did you spend on this problem set: *a few hours*
* What, if anything, gave you the most trouble: *researching functions*

**Please seek out help when you need it,** and remember the [15-minute rule](https://mam2022.netlify.app/syllabus/#the-15-minute-rule). You know enough R (and have enough examples of code from class and your readings) to be able to do this. If you get stuck, ask for help from others, post a question on Slack– and remember that I am here to help too!

As a true test to yourself, do you understand the code you submitted and are you able to explain it to someone else?

# Rubric

13/13: Problem set is 100% completed. Every question was attempted and answered, and most answers are correct. Code is well-documented (both self-documented and with additional comments as necessary). Used tidyverse, instead of base R. Graphs and tables are properly labelled. Analysis is clear and easy to follow, either because graphs are labeled clearly or you’ve written additional text to describe how you interpret the output. Multiple Github commits. Work is exceptional. I will not assign these often.

8/13: Problem set is 60–80% complete and most answers are correct. This is the expected level of performance. Solid effort. Hits all the elements. No clear mistakes. Easy to follow (both the code and the output). A few Github commits.

5/13: Problem set is less than 60% complete and/or most answers are incorrect. This indicates that you need to improve next time. I will hopefully not assign these often. Displays minimal effort. Doesn’t complete all components. Code is poorly written and not documented. Uses the same type of plot for each graph, or doesn’t use plots appropriate for the variables being analyzed. No Github commits.