# Goals

Achieve systems integration via Connectors: Smart ESB (domain / range signatures metadata), provided Data, Schema and Behavior alignments via CSPO Resources, Kinds and Contexts matching. Encodings.

Consume diverse Connector backends and align to a common ontology. Extract Data, Schema and Behavior for each Connector alignments. Augmentations.

Expose unified Functional REST HATEOAS Facade of Encoded and Augmented backends. Connectors handle event driven backends synchronization. Services Functional Dynamic Object Model.

Connector API: Data, Schema, Behavior (CSPO Resources, Kinds, Contexts) inter Sail Events Bus. Connectors: Smart ESB (domain / range signatures metadata).

What is needed to do and have now is a kind of "semantic hashing" that allows to obtain the relationships between identifiers and their contexts embedded in the URNs: <https://www.w3.org/TR/did-core/> (Semantic Hashing).

Then, the use case is to do Domain Driven Development (isis.apache.org is a good example) but in base (declaratively based) upon, for example, a database dump or the description of a serie of services or application to integrate APIs.

From the metadata embedded, for example, in the dump's data and schema or APIs it could be "discovered" what is "about" the application to integrate in its domain (forms, workflows, etc.) and expose it as services to consume in a synchronized manner with the original application.

Upon this, instances of different "learnt" domains are able to be "merged" and to contemplate integration of schema and functional in a single platform and uniform API in a single facade / client with a REST HATEOAS pattern (MVC / DCI).

Features / Problems to solve:

Type inference, ontology (data, schema, behavior) matching, aggregation, order. Not finding clearly defined how to aggregate or sort quads / triples.

N-ary Relations: Implement how are descripted in: <https://www.w3.org/TR/swbp-n-aryRelations/> (ISO15926) in a DCI pattern.

Then, actions available or performed in the various Connector integrated domains Facade are exposed / reflected / synchronized in such a way that actions in one domain (i.e.: ERP) reflects / trigger actions in other domains (i.e.: HR, CRM, SCM, BI: Big Data from Sails inferences.

# Encoding

ResourceURNs: Uniform identifiers across occurrences. DID URN. Endpoint. ResourceURN Statements: uniform functional metadata (contextual type / name, relations / aggregated occurrences). IDs Encodings.

Templates / Monads / Sets Interfaces. Graph layout. Traversal (Quads Monads). Set Membership Function: Interfaces CSPOs Types Matching Signatures.

Interface types differentiate in their CSPOs return value types (CSPOs type signatures: sets membership function).

Input / Canonical: Match Interfaces / Signatures: (Context, Occurrence, Attribute, Value);

Attribute / Value Roles in matching interface context. Order / hierarchy encoding: functions (sorted wrapped functional collections: wrappers set comparators / aggregation in axis).

Interface Quads Matching determine Sets (intersections) membership.

Hashing: IResourceURN, IOccurrence, IKind, IResource. Nested recursive URNs aggregations. Aggregations / Order / Mappings / Traversal APIs.

ResourceURN Occurrence, Kind, Resource Bindings Augmentation Service APIs:

## Encoding Layers

* Resource Hierarchy Categories: Resources, Kinds, Statements, Mappings, Transforms.
* Resources:
* C: Contexts (Transforms / Class), S (Occurring Resource), P (Mapping / Transform), O (Occurrence Resource) Resources.
* Kinds:
* Kinds: SubjectKind, PredicateKind, ObjectKind. Peter valueOf Employee Kind Category Instance.
* Kinds (Wrapped Types / Class). Encoded in Statement Context (Transform / Class). Resolvable Resource Types: Subject SubjectKind (Subject POs) Kind Statement Context.
* Augment Resources with Kinds in Context. Core Model Transforms Mappings Instances / Roles: Kinds and Singleton (Resource) Class.
* Statements:
* Statements : Performed / Matching Contexts Transforms.
* Statements Resources: C: Transform / Class, S (Occurring Resource), P (Mapping / Transform) /  O (Occurrence Resource). S/O. Values: Resources / Reified
* Values. Resources Model / Domains Objects Hierarchy. Activation Augmented Types. Alignment Domain APIs (Measures, Dimensions, etc.).
* Mappings:
* Statement Predicates.
* Context / Statement Transforms / Mappings:
* Dual Occurrence of Transform (Mapping) / Occurring of Mapping (Transform).
* Transforms:
* Context / Transform / Class: (Context, SK, PK, OK). Performable Mappings Templates from learnt input / inferred Statements.
* Reification: Augmented Model.
* Encoding: Representations: Instances / Literals Encoding. URNs. Resolution: sameAs Mappings / Parsing. Occurrence / Occurring domainOf / rangeOf Type Inference.

### Addressing Sail

* Hashing: Common Metamodel. From source Connector URNs.
* Facade URNs: REST message driven bus (HATEOAS) Connector endpoints. Functional Augmentation aggregated DOM nodes transforms / traversal dataflow.
* Hashing: DIDs, CANs, CAMs, DLTs (Events). Content negotiation: signatures, headers (referrer: state browsing, E-Tag: state hash, facets: URN Dimensions).
* Relationship: PK of SKs, OKs, roles (metaclass of S/K occurrences). N-ary relations. Hashing: masks: traversal / functions / relations / operations (ternary CAM, 2 bits XOR: lattice encodings). DCI Contexts, FCA lattices dataflow.
* Connectors message / aggregated streams events dataflow layout:
* Aggregation: Statements for each Context Occurrence Attribute / Value. Mapping: for each matching Attribute / Value apply Transform, render Statement. Context: Transform / Class. Occurrence: Subject. Normal Form.
* Alignment: Aggregate Resources Context Occurrences, Attributes, Values for Resource, Kinds, Statements, Mapings, Transforms Resources from Statement, Mapping, Transforms occurrences / occurring. Positional Roles: Functional APIs: Resources Roles Reification. Wrapper Types. Aggregation: Matching.
* Aggregate Resources, Kinds, Aggregate Statements, Aggregate Mappings, Aggregate Transforms, Aggregate Context, Aggregate Subject, Aggregate Predicate, Aggregate Object (functional contexts). Transform Mapping Data Flow.
* ResourceURNs DIDs:
* URN: DIDs. Endpoint APIs: Statements types / sets (Resource, Kind, Statement, Mapping, Transform OntResources hierarchy) content types / classes: Functional APIs. OntResource (DOM DTOs) quads representations references other DIDs, handle resolution, interactions, etc. via other DIDs endpoints and Resource Monad API.
* Method: did:ont:[ID]
* ID : OntClassName (Sets) ":" [HashedQuad];
* HashedQuad : [HashedURN] ":" [HashedURN] ":" [HashedURN] ":" [HashedURN];
* HashedURN : "[" HashedQuad "]" | HashedCSPOString;
* HashedCSPOString : Context ":" Subject ":" Predicate ":" Object;
* URN::ontResource (traversal parsed representation).
* OntResource::URN.
* Encoding: methods
* Hashing: four segments identifiers. Sets, binary octal digit order operable hashing (4 bit per segment). Aggregation: Statements graph layout. Occurrences. S-Expressions, MonParsec, CoSQL, map-reduce.
* URN: Encoded quad. Hashing: traversal, discovery, resolution. Merkle tree (DLT / Events). Encode typing / naming in context, about DID State Statements (hashing metadata):
* Occurrence ResourceURN : (ResourceURN, Occurrence, Kind, Resource);
* Kinds: Aggregate Attributes.
* State: Aggregate Kinds Resources Attributes / Values.
* Hierarchy: Kinds Attributes set (super) subset (sub) Kinds relationship.
* Order. Aggregation: Kinds / States lattice / tree. Populate / encode ResourceURNs order in contexts.
* CoSQL. Monadic Parser Combinators. Content addressable RDF (S-Expressions). DIDs URNs. Zippers. RDF\*.
* Augment Resources with Kinds in Context. Core Model Transforms Mappings Instances / Roles: Kinds and Singleton (Resource) Class.
* Process: Inputs. Core Model (Occurrences / Occurring) Statements From Connectors / IO CSPO:
* Raw CSPO Inputs / Outputs:
* (Class, Instance, Attribute, Value);
* Model Statements I/O.
* Core Model Templates:
* Resources / Predicates Type Inference. Wrapped Types. Transforms / Mappings Types Aggregation. Align. Matching.
* Assert: (Class / Transform, Resource, Attribute / Mapping, Resource);
* Query: (Class / Mapping, Resource, Attribute / Transform, Resource) : CSPOs;
* Layers: Aggregate Inputs into Resources Matrix (Occurences / Occurrings Matrix).
* Perform Augmentations: match / apply Augmentations on each Layer.
* Materialize Augmentations (Occurrences / Occurring Statements). Mappings Transforms Resources Occurrences / Occurring Statements (Models) Results.
* Reactive Data Flow: Process new Models Inputs. Sources: Connectors / Peers, Results Feed Back. Event Sourcing (Models Subscriptions).
* Assert / Query Expansion: State Flows into Contextual Mappings / Transforms.

### Matching Sail

* Map. Reduce
* CAN / CAM RDF
* FCA Lattices
* DCI Relationship Contexts: Data / Schema / Behavior Model. DCI / MVC / Relationships Upper onto matching: gestures / flows.
* Metaclasses: PredicateKind SubjectKinds / ObjectKinds.
* Relationship: (Relationship, SubjectKind, PredicateKind, ObjectKind);
* PredicateKind of SK / OK. Employment(Employer, Employee); Employment (Employee, Position);
* Relation : (Relationship, Statements / Context, Role, Occurrence);
* Role : (Relation, Resource, Occurrence, Metaclass : Kinds);
* Occurrence : (Role, Relation, Context / Relation Statements, Resource);
* Discrete N-ary Relationship Aggregated Statements:
* Aggregated Statements traversal: expanded SPO form.
* Context: (Relationship : Predicate Kind, Relation : Statements, Role : Kind, Player : Resource);
* Predicate Kind of Reified S SK, O OK. (Relationship: Employment, Roles: Employee SK, Employer OK). Employment PK aggregated by Subjects and Objects Kinds. Relation Statements: Aggregated SK, PK, OK by Contexts Statement Kinds.
* (Working, workingRelationStmt, employer, IBM);
* (Working, workingRelationStmt, employee, John);
* Dimensional Relationships:
* (Dimension : Relationship, Measure : Relation, Unit : Kind, Value : Resource);
* (Time, oneHourStmt, minutes, 60);
* Distance Dimension: PK of Time SK / Meters OK. Define Dimension in terms of Relationship Kinds.
* Dimension Measure Statements: Domain PK Statements. Kind interface for Functional Transforms.
* Unit: PK Measure SK / OK Statement Kinds (SK / OK Members).
* Value: Dimension Measure Statement Kind Resource.
* Dimensional Order / Comparison: OrderKinds. Templates (populate).
* Order: Comparisons.
* Resource Hierarchy Categories: Resources, Kinds, Statements, Mappings, Transforms.
* Resources:
* C: Contexts (Transforms / Class), S (Occurring Resource), P (Mapping / Transform), O (Occurrence Resource) Resources.
* Kinds:
* Kinds: SubjectKind, PredicateKind, ObjectKind. Peter valueOf Employee Kind Category Instance.
* Kinds (Wrapped Types / Class). Encoded in Statement Context (Transform / Class). Resolvable Resource Types: Subject SubjectKind (Subject POs) Kind Statement Context.
* Augment Resources with Kinds in Context. Core Model Transforms Mappings Instances / Roles: Kinds and Singleton (Resource) Class.
* Statements:
* Statements : Performed / Matching Contexts Transforms.
* Statements Resources: C: Transform / Class, S (Occurring Resource), P (Mapping / Transform) /  O (Occurrence Resource). S/O. Values: Resources / Reified
* Values. Resources Model / Domains Objects Hierarchy. Activation Augmented Types. Alignment Domain APIs (Measures, Dimensions, etc.).
* Mappings:
* Statement Predicates.
* Context / Statement Transforms / Mappings:
* Dual Occurrence of Transform (Mapping) / Occurring of Mapping (Transform).
* Transforms:
* Context / Transform / Class: (Context, SK, PK, OK). Performable Mappings Templates from learnt input / inferred Statements.
* Reification: Augmented Model.
* Encoding: Representations: Instances / Literals Encoding. URNs. Resolution: sameAs Mappings / Parsing. Occurrence / Occurring domainOf / rangeOf Type Inference.
* Occurrence / Mapping Declaration: (Mapping / Class / Metaclass, Resource / Instance, Transform / Occurrence / Context / Statement, Resource / Instance / Role);
* Occurrence Object Member of Subject as Transform / Function Role.
* Occurring / Transform Application: (Transform / Class / Metaclass, Resource / Instance, Mapping / Occurring / Context / Statement, Resource / Instance / Role);
* Occurring Subject Member of Object as Mapping / Function Role.

### Persistence Sail

* Apache Kafka: Event Sourcing. DLT.
* W3C DIDs: Distributed Identifiers
* Connectors: Event Driven Dataflow.

## Encoding Layers Object Model

### Serialization

* Type Inference: Kinds (Classes):
* Aggregate same Attributes occurrences for sets of Resources sharing same Attributes. Activate Context Transforms Kinds. Activate Kinds Resources Statements.
* DagCBOR. XML (Beans, Externalizable): Functional Roles (metaclass, etc) Functional Transforms (Aggregation Templates). HAL / JSON: Functional Fields (codat / data flow).
* Template Transforms:
* Subjects: (Subject, Occurrence : SubjectKind, Attribute : Resource P, Value : Resource O);
* Predicates: (Predicate, Occurrence: PredicateKind, Attribute : Resource P, Value : Resource O);
* Objects: (Object, Occurrence : ObjectKind, Attribute : Resource P,  Value : Resource S);
* SubjectKind (SK): Predicate / Object Intersection. Occurrence:
* (Context : SubjectKind, Occurrence : Statement, Attribute : Predicate, Value : Object);
* PredicateKind (PK): Subject / Object intersection:
* (Context : PredicateKind, Occurrence : Statement, Attribute : Subject, Value : Object);
* ObjectKind (OK): Predicate / Subject intersection. Occurring.
* (Context : ObjectKind, Occurrence : Statement, Attribute : Subject, Value : Predicate);
* Statement / Mapping / Transform: Subject / Predicate / Object intersection:
* (Context : Transform, Occurrence : Mapping, Attribute : Resource T, Value : Resource : U);
* (Context : Mapping, Occurrence : Transform, Attribute : Resource T, Value : Resource U);
* (Context : Statement, Occurrence : Mapping, Attribute : Resource, Value : Resource);
* Transform::Mapping::Statement::Kind::Resource;
* Resource::Kind::Statement::Mapping::Transform;
* Aggregation: Statements for each Context Occurrence Attribute / Value. Mapping: for each matching Attribute / Value apply Transform, render Statement. Context: Transform / Class. Occurrence: Subject. Normal Form.
* Aggregation: Statements for each Context Occurrence Attribute / Value. Occurrence: Subject. Normal Form.

### Layer Model

ResourceURN : (ResourceURN, Resource, Occurrence, Kind);

ResourceURN aggregates Resource Occurrences Kind. Encodings.

KindURN : (ResourceURN, Kind, Occurrence, Resource);

ResourceURN aggregates Kind Occurrences Resources. Encodings.

OccurrenceURN : (ResourceURN, Occurrence, Kind, Resource);

ResourceURN aggregates Occurrences Kinds Resources. Encodings.

SubjectResourceURN : (ResourceURN, Resource, Occurrence, SubjectKind);

Functional APIs:

Resource::getOccurrences

Resource::getKinds

Occurrence::getResources

Occurrence::getKinds

Kind::getResources

Kind::getOccurrences

Encoding:

IDs: Resource, Occurrence, Kind. ResourceURNs aggregation / order encoding.

Graph / Tree List Parent / Child hierarchical encoding / hashing.

Functional Data Flow. ResourceURN Events. Message Logs Streams / Traversal (Index Persistence Events Graph Interfaces):

(Occurrence, Kind, Resource)

(Occurrence, Resource, Kind)

(Kind, Occurrence, Resource)

(Kind, Resource, Occurrence)

(Resource, Occurrence, Kind)

(Resource, Kind, Occurrence)

Quads / SPOs hierarchical list encoding.

(C (S (P (O).

Dataflow (value expressions). Signatures (events subscriptions: domain / range). Encode Order.

Hashing: IResourceURN, IOccurrence, IKind, IResource. Nested recursive URNs aggregations. Order / Mappings / Traversal.

Input / Canonical: Match Interfaces / Signatures: (Context, Occurrence, Attribute, Value); Attribute / Value Roles in matching interface context. Order / hierarchy encoding / functions (sorted wrapped functional collections: wrappers set comparators / aggregation axis).

# Augmentations

* Encoding Layer Model:
* (ResourceURN, Resource, Occurrence, Kind);
* Augmentation Layer Model:
* (Context, Statement, Kind, Resource);
* Aggregation: (C (S (P (O)))) hierarchycal type / value tree addressing. Resources / Kinds Sets Occurrences (Encoding).
* Activation: (Context, Statement, Mapping, Transform) gestures (Aggregations).
* Alignment: Kinds driven type / value Resource matching inference (Activations).
* Services Layer Model:
* (ResourceURN : type, Kind : occurrence, Context : attribute, Context : value);
* Activation:
* Matching / Templates.
* Infer T / U Resources Kinds Wrapped Types / Instances (Place / NY), Infer Transform Class / Metaclass by SPO Kinds. Parse Instances (Subject / Object Resources) Wrapper / Wrapped Types (Kinds Matching). Transform / Kinds Resolve Mapping Statement (noop, merge, add);
* Matching in Occurrence / Occurring Direction.
* Resource::Mapping::Kind
* Alignment:
* Matching / Templates.
* Assert: (Class / Transform, Resource : Kind T, Attribute / Mapping, Resource : Kind U);
* Query: (Class / Mapping, Resource, Attribute / Transform, Resource) : CSPOs;
* Core Model:
* Occurrence / Mapping Declaration: (Mapping / Class / Metaclass,  Resource / Instance : T, Transform / Occurrence / Context / Statement / Class / Metaclass, Resource / Instance / Role : U);
* Occurrence Object Member of Subject as Transform / Function Role. Instance : T has Member Instance : U.
* Occurring / Transform Application: (Transform / Class / Metaclass, Resource / Instance : Kind T, Mapping / Occurring / Context / Statement / Class / Metaclass, Resource / Instance / Role : Kind U);
* Occurring Subject Member of Object as Mapping / Function Role. Instance : T is Member of Instance : U.
* Aggregation:
* Matching / Templates.
* Aggregation (Layers / Sets) Augment / Encode into Core Model:
* Inputs Normal Forms: Dimensional, Discrete, etc. Parse Aggregations into Core Model.
* (Class : Transform, Instance : Kind T, Atribute : Mapping, Value : Kind U);
* (Time, 1h, mins, 60m);
* (Working, 1h, USD, 40);
* (Working, 160h, USD, ?);
* (Employment, anEmployment, employee, John);
* (Employment, employee, Employee);
* (Employment, anEmployment, employer, ABC Inc);
* (Employment, employer, Employer);
* (John: Transform / Singleton, John, employment, anEmployment);
* (Employee, employment, Employment);
* (ABC Inc: Transform / Singleton, ABC Inc, employment, anEmployment);
* (Employer, employment, Employee);
* (John, employmentAt, ABC Inc.);
* (Employee, employmentAt, Employer);
* (ABC Inc, employsFor, John);
* (Employer, employsFor, Employee);

## Augmentations Layers

* Interfaces (Sets / CSPOs Roles). Kinds aggregate Resources, Resources aggregate Occurrences, Occurrences aggregate Kinds.
* IContext : measurement contexts. Statement (data / state), Mapping (schema), Transform (behavior) contexts.
* Reification: members of Kinds / Occurrences implements super sets types. Kinds of type implements that type. ToDo: resource or occurrence interfaces in statements signatures. Class patterns (multiple interfaces).
* Abstract interfaces: ISubject, etc. Align interfaces to CSPO roles (traversal / graph layout)
* Order:
* StatementKind: PK(SK, OK). Relationship(Roles). Context, State, Mapping, Transform Kinds.
* SK(PK, OK)?
* OK(PK, SK)?
* Statement: abstract assertions (parsed / inferred). Mapping: abstract schema. Transform: abstract behavior. Relationships (dimensional / discrete): core model / ontology, Statement, Mapping, Transform synchronized (input / inferred Statement Events are fully parsed from CSPO Sets Layer).
* Order. States (Statements), Flows (Mappings), Events (Transforms). Kinds hierarchy tree / lattice (FCA). Action / Passion / State order. Kinds / Mappings domain / range Aggregation, Activation, Alignment. Comparisons. DCI / MVC / Relationships / Dimensional Aggregated upper onto matching gestures / flows.
* Inputs / Canonical: Match Interfaces / Signatures: (Context, Occurrence, Attribute, Value); Attribute / Value Roles in matching interface context. Order / hierarchy encoding / functions (sorted wrapped functional collections: wrappers set comparators / aggregation axis).
* DCI Context Model:
* DCI Relationship Contexts: Data / Schema / Behavior Model. DCI / MVC / Relationships Upper onto matching: gestures / flows.
* Metaclasses: PredicateKind SubjectKinds / ObjectKinds.
* Relationship: (Relationship, SubjectKind, PredicateKind, ObjectKind);
* PredicateKind of SK / OK. Employment(Employer, Employee); Employment (Employee, Position);
* Relation : (Relationship, Statements / Context, Role, Occurrence);
* Role : (Relation, Resource, Occurrence, Metaclass : Kinds);
* Occurrence : (Role, Relation, Context / Relation Statements, Resource);
* Discrete N-ary Relationship Aggregated Statements:
* Aggregated Statements traversal: expanded SPO form.
* Context: (Relationship : Predicate Kind, Relation : Statements, Role : Kind, Player : Resource);
* Predicate Kind of Reified S SK, O OK. (Relationship: Employment, Roles: Employee SK, Employer OK). Employment PK aggregated by Subjects and Objects Kinds. Relation Statements: Aggregated SK, PK, OK by Contexts Statement Kinds.
* (Working, workingRelationStmt, employer, IBM);
* (Working, workingRelationStmt, employee, John);
* Dimensional Relationships:
* (Dimension : Relationship, Measure : Relation, Unit : Kind, Value : Resource);
* (Time, oneHourStmt, minutes, 60);
* Distance Dimension: PK of Time SK / Meters OK. Define Dimension in terms of Relationship Kinds.
* Dimension Measure Statements: Domain PK Statements. Kind interface for Functional Transforms.
* Unit: PK Measure SK / OK Statement Kinds (SK / OK Members).
* Value: Dimension Measure Statement Kind Resource.
* Dimensional Order / Comparison: OrderKinds. Templates (populate).
* Order: Comparisons.
* Unit Measure Alignments:
* (Distance, travel, minutes, 60);
* (Distance, travel, hours, 1);
* (Distance, distance, km, 1);
* (Distance, distance, meters, 1000);
* Relationships alignments: To Do (PK hierarchies).
* Augmentations: Activation (Schema), Alignment (Data), Aggregation (Behavior) Matching (Mapping Function) results: Template Transforms (noop, merge, add); Transforms Flow State: listening for Matching Inputs.
* CSPO Inputs: Wrapper / Wrapped Core Statement Type / Instance Inference (data / schema / behavior):
* Parse into Core Model Templates (Raw Mappings / Transforms to be Augmented / Matched / Merged):
* Inputs Occurrences / Occurring Augmentations: Alignment, Aggregation, Activation of raw Template Inputs. Matchings / Merge (data, schema, behaviors)
* Inputs:
* Augment Resource with Kind in Context. Core Model Transforms Mappings Instances / Roles: Kinds and Singleton (Resource) Class.
* (Class : Transform, Instance : Kind T, Atribute : Mapping, Value : Kind U);
* Inputs Normal Forms: Dimensional, Discrete, etc. Parse Aggregations into Core Model.

### Aggregation Sail

* Type Inference: Kinds (Classes):
* Aggregate same Attributes occurrences for sets of Resources sharing same Attributes. Activate Context Transforms Kinds. Activate Kinds Resources Statements.
* Aggregations: ResourceURNs Source IRIs Sets / Layers streams / events (Resources, Occurrences, Kinds) parse / Occurrences population.
* Aggregation:
* Matching / Templates.
* Aggregation (Layers / Sets) Augment / Encode into Core Model:
* Inputs Normal Forms: Dimensional, Discrete, etc. Parse Aggregations into Core Model.
* (Class : Transform, Instance : Kind T, Atribute : Mapping, Value : Kind U);
* (Time, 1h, mins, 60m);
* (Working, 1h, USD, 40);
* (Working, 160h, USD, ?);
* (Employment, anEmployment, employee, John);
* (Employment, employee, Employee);
* (Employment, anEmployment, employer, ABC Inc);
* (Employment, employer, Employer);
* (John: Transform / Singleton, John, employment, anEmployment);
* (Employee, employment, Employment);
* (ABC Inc: Transform / Singleton, ABC Inc, employment, anEmployment);
* (Employer, employment, Employee);
* (John, employmentAt, ABC Inc.);
* (Employee, employmentAt, Employer);
* (ABC Inc, employsFor, John);
* (Employer, employsFor, Employee);

### Alignment Sail

* Alignments: Aggregation traversal: ResourceURN URN IDs Model population. Merge / Matching, order / relations / contexts. Encoding (methods).
* Alignment:
* Matching / Templates.
* Assert: (Class / Transform, Resource : Kind T, Attribute / Mapping, Resource : Kind U);
* Query: (Class / Mapping, Resource, Attribute / Transform, Resource) : CSPOs;
* Core Model:
* Occurrence / Mapping Declaration: (Mapping / Class / Metaclass,  Resource / Instance : T, Transform / Occurrence / Context / Statement / Class / Metaclass, Resource / Instance / Role : U);
* Occurrence Object Member of Subject as Transform / Function Role. Instance : T has Member Instance : U.
* Occurring / Transform Application: (Transform / Class / Metaclass, Resource / Instance : Kind T, Mapping / Occurring / Context / Statement / Class / Metaclass, Resource / Instance / Role : Kind U);
* Occurring Subject Member of Object as Mapping / Function Role. Instance : T is Member of Instance : U.

### Activation Sail

* Activations: Relationship Models I/O (DCI Layers / expanded SPO Aggregations feedback). DIDs URN hashing / generation (HATEOAS Endpoints). Data Flow.

## Augmentation Layers Object Model
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* Interfaces (Sets):
* Resources:
* ISubject : IResource
* IPredicate : IResource
* IObject : IResource
* Occurrences:
* IContext : ISubject, IPredicate, IObject, ISubjectKind, IObjectKind, IPredicateKind
* Kinds:
* ISubjectKind : IKind, IPredicate,  IObject
* IPredicateKind : IKind,  ISubject,  Object
* IObjectKind : IKind, IPredicate, ISubject
* IContextKind : IKind, ISubject, IPredicate, IObject
* Resource<Sets>
* SubjectResource : Subject<Resource>, Resource<Subject> : Resource
* Input (SubjectKind): (SK, C, P, O)
* Output (SubjectResource): (S, C, PK, OK)
* PredicateResource : Predicate<Resource>, Resource<Predicate>
* Input (PredicateKind): (PK, C, S, O)
* Output (PredicateResource): (P, C, SK, OK)
* ObjectResource : Object<Resource>, Resource<Object>
* Input (ObjectKind): (OK, C, P, S)
* Output (ObjectResource): (O, C, PK, SK)
* Kind<Sets> : Resource
* SubjectKind : Kind<Subject>, Subject<Kind>
* Input (SubjectContext): (C, SK, PK, OK) / Composite SK(PK, OK) Statement
* Output (SubjectKind): (SK, C, P, O)
* PredicateKind : Kind<Predicate>, Predicate<Kind>
* Input (PredicateContext): (C, PK, SK, OK) / Composite PK(SK, OK) Mapping
* Output (PredicateKind): (PK, C, S, O)
* ObjectKind : Kind<Object> , Object<Kind>
* Input (ObjectContext): (C, OK, PK, SK) / Composite OK(PK, SK): Behavior
* Output (ObjectKind): (OK, C, P, S)
* Context<Sets> : Kind
* SubjectContext : Context<Subject>, Subject<Context>
* Input: (C, S, P, O)
* Output (SubjectContext): (C, SK, PK, OK) / Composite SK(PK, OK) Statement
* PredicateContext : Context<Predicate>, Predicate<Context>
* Input: (C P, S, O)
* Output (PredicateContext): (C, PK, SK, OK) / Composite PK(SK, OK) Mapping
* ObjectContext : Context<Object>, Object<Context>
* Input: (C, O, P, S)
* Output (ObjectContext): (C, OK, PK, SK) / Composite OK(PK, SK): Behavior.
* CSPO Inputs. Hierarchy (classes) populate aggregations upwards from CSPO Contexts. Layer produced statements from aggregation of previous layer productions.
* Kind<Kind<Subject<Context>>> : StatementKind: Resource. Kind of Kind: SK(PK, OK). Contexts Kinds
* Contexts: Resources, Kinds, Occurrences: Statement (relation data), Mapping (schema), Transform (behavior) Contexts: composite Kinds: SK(PK, OK), PK(SK, OK), OK(PK, SK) respectively.
* SubjectContext: Statement. Data. SK(PK, OK).
* PredicateContext: Schema. PK(SK, OK).
* ObjectContext: Behavior. OK(PK, SK).
* Functional Sets Relations. Contexts: Statements (Data) / Mappings (Schema) / Transforms (Behavior)..

Sets (Quads):

Sets (Resources, Subjects, Predicates, Objects, SubjectKinds, PredicateKinds, ObjectKinds, Statements: Mappings / Transforms) abstraction for representing Augmented RDF Graphs.

Domain Model Object Hierarchy:

ClassName :: (aggregatingClass, subject / instance, attribute / predicate, value / object);

SPO/Kinds Set: Contexts (metaclass, class, instance, context, occurrence, role, etc.)

OntResource model Quads hierarchy:

OntResource: Universe Set.

(OntResource, OntResource, OntResource, OntResource);

Subjects : OntResource

(SubjectKind, Subject, Predicate, Object);

Predicates : OntResource

(PredicateKind, Subject, Predicate, Object);

Objects : OntResource

(ObjectKind, Subject, Predicate, Object);

SubjectKind (SK) : Subject. Predicate / Object Intersection.

(Statement / ParentKind, SubjectKind, Predicate, Object);

PredicateKind (PK) : Predicate. Subject / Object intersection:

(Statement / ParentKind, Subject, PredicateKind, Object);

ObjectKind (OK) : Object. Predicate / Subject intersection. Occurring.

(Statement / ParentKind, Predicate, Subject, ObjectKind);

Statements : Kinds / SPOs

(Kind, Resource, Resource, Resource);

Template : Kinds / SPOs

(Mapping, Kind, Kind, Kind);

Mappings : Kinds / SPOs.

(Transform, Context, Role, Occurrence);

Transform : Kinds / SPOs

(Context, Statement, Kind, Resource);

Services Facade:

MVC DCI REST HATEOAS / Functional APIs. Merge into OntResource APIs.

Class: Relationship (PredicateKind, SubjectKind, PredicateKind, ObjectKind);

Metaclasses: PredicateKind SubjectKind / ObjectKind.

Context : (Relationship, Statements, Role, Occurrence);

Role : (Context, Occurrence, Metaclass, Resource);

Occurrence : (Role, Context, Relation, Instance : Resource);

Aggregated Statements:

Context: (Relationship : Predicate Kind, Relation : Statements, Role : Kind, Player : Resource);

Predicate Kind of Reified S SK, O OK. (Relationship: Employment, Roles: Employee SK, Employer OK). Employment PK aggregated by Subjects and Objects Kinds. Relation Statements: Aggregated SK, PK, OK by Contexts Statement Kinds.

(Working, workingRelationStmt, employer, IBM);

(Working, workingRelationStmt, employee, John);

Relationship Relation Statements: Domain PK Statements. Kind interface for Functional Transforms.

Relationship: sameAs Statements.

Augmentations:

Contexts matching Statements applied to aggregated Mapping Context Transforms.

Apply Mappings Transforms. Transform Values Statement (Transform interface reifies Value as Statement Resource).

Order: Kind interface. Kind / ParentKind hierarchical order relation: more abstract / more specific hierarchy tree nodes until singleton Kinds (Order Statements, Templates, Mappings, Transforms as occurrences of Kinds / ParentKinds). Same hierarchy level ordered by ParentKind : previous, Kind : next relation.

Relationship Order / Comparison. Kind interface for Functional Transforms / Mappings (axis): parent, children, greaterThan, equals, lesserThan (compose nextSibling / prevSibling) via Functional invocation composition.

Dimensional Relationships:

(Dimension : Relationship, Measure : Relation, Unit : Kind, Value : Resource);

(Time, oneHourStmt, minutes, 60);

Distance Dimension: PK of Time SK / Meters OK. Define Dimension in terms of Relationship Kinds.

Dimension Measure Statements: Domain PK Statements. Kind interface for Functional Transforms.

Unit: PK Measure SK / OK Statement Kinds (SK / OK Members).

Value: Dimension Measure Statement Kind Resource.

Dimensional Order / Comparison. Kind interface for Functional Transforms / Mappings (axis): parent, children, greaterThan, equals, lesserThan (compose nextSibling / prevSibling) via Functional invocation composition.

Implement Functional APIs:

Activation (Data)

Aggregation (Schema)

Alignment (Behavior)

Implement recursion, aggregation, order, data flow, activation, alignment.

Domain Type Hierarchy: Reification, Resource Functor Transforms Domains: subtypes transforms wrapped compatible with results wrapped types by inheritance.

Type Inference: Kinds (Classes):

Aggregate same Attributes occurrences for sets of Resources sharing same Attributes. Activate Context Transforms Kinds. Activate Kinds Resources Statements.

Wrapped Types (Kinds) Inputs Inference / Matching. Wrappers contains Wrapped CSPO Role Resources. Functional Flow into Occurrences, Attributes, Values.

Encodings. Representations: Instances / Literals Encoding. URNs. Resolution: sameAs Mappings / Parsing. Occurrence / Occurring domainOf / rangeOf Type Inference.

Model Kinds: Model Reified.

Domains Kinds: From inputs.

Reified Model Resource Kinds.

Functional: Monads (wrappers types / wrapped types inference). Kinds Domain Flow (Mappings):

DOM Resources: dynamic object model / kinds.

Model API:

Inputs / API:

I/O Normal Form: Statement

Service Facade. Functional Data Flow: Matching Mapping Transform: Statements. REST HATEOAS URNs:

I/O Statement:

(Context / Class, Instance, Attribute, Value);

Data Flow: Service Facade API:

REST Data Flow: Services Facade URN request / response HATEOAS flow.

Transform::Mapping::Statement::Kind::Resource;

Resource::Kind::Statement::Mapping::Transform;

Sets Resources REST HATEOAS / Data Flow IO Model Statements:

(Transform, Mapping, Statement, Kind);

Functional Data Flow:

Transform::Mapping::Statement::Kind::Resource;

Resource::Kind::Statement::Mapping::Transform;

Encoding.

Augmentations:

RDF Backend. Event sourcing (bus) saga pattern. Publish / Subscribe. Connectors.

Data Matching: Activation.

Schema Matching: Aggregation.

Behavior Matching: Alignment.

Activation (Data Matching):

RDF Quads Parsing from events sourcing events bus:

(Class, Instance, Attribute, Value);

Populate SPOs / Statements / Kinds / Mappings / Transforms Quads Wrappers Sets Objects for Aggregation.

Ontology Matching: Resources Kinds Matching. Merge same URNs.

Aggregation (Schema Matching):

Aggregation. Quads CSPOs / Attributes / Values. Handle recursion. Functional Transforms Context: subjectKind::subject::subjectKind (same subjectKind).

Schema Matching: Aggregation Kinds Matching.

Resources aggregate into Kinds. Kinds aggregate into Statements, Statements aggregate into Mappings. Mappings aggregate into Transforms. Hierarchy aligns Wrapper types reification.

Quad Wrappers (Resource hierarchy) wraps aggregated occurrence of wrapped Quad Type. Wrapped Quad Type: Kind. Wrapped: DOM / DTO of Kind members.

Alignment (Behavior Matching):

Resources Reification: Kinds, Statements, Mappings, Transforms reified. Reified Resources aggregates aligned into Transform Wrapped Quads:

(Kind, Statement, Mappings, Transform);

HATEOAS Functional Browsing. RDF Model Serialization.

Behavior Matching: Transform Quad Kinds Matching.

* Notes:
* URN : Resource (alignments). Primitives.
* Resource : Root Category. URN : Source / Surrogate Key / Crafted. Naming / Encodings (below).
* Ontology alignments: Data / Schema / Behavior Augmentations. Model / Schema / Upper / Domains: purposes / gestures (MVC / DCI Mappings / Transforms) layers. Example:
* Occurring / Context (Statements / Kinds)
* Roles (Metaclass, Class, Occurrence, Context, Role)
* MVC / DCI Mappings / Transforms. Example: Forms, Purpose, Gestures, Actors, Roles. Data / Schema / Behavior alignment.
* ESB: Endpoints, Features, Interfaces, Service Process Description / Discovery. Reactive Events Subscriptions. HATEOAS Endpoints "autowiring".
* BPM: Process, Steps, Flows, etc.
* Augmented Actionable (Process Flows, Items Activation) CMS. Browser: HATEOAS Protocol / APIs / Augmentations. Inferred / Reified / Resolvable Data Flows. Designer: Model Pallete. Declarative core / domains types / instances browsing / discovery "wiring".
* Graph Reified Grammars (upper). Contexts / Mappings. Terminal / Non Terminal. Rules / Productions. Mappings / Transform: browse grammar, rules, productions:
* (Rule, Context, lhs, rhs)
* Naming: Kinds / URNs Addressable Encodings. Parsing: URNs Encoded Functional Distributed Resource Resolution. Data Flow Transform / Mappings: Embedded Productions: Augmentations. NLP / NER. Ontology Matching: URN Class Transforms.
* Graph Embeddings: ML Backend Services (ML Predictions Augments Mappings / Transforms). Encodings (Naming).
* Encoding: Deep ML Embeddings. Data: classification, Schema: clustering, Behavior: regression.
* Naming: Auto Encoders. Semantic Hashing. Resources Mappings / Transforms Reified Maps / Tables. Keys / Values Resource Hashing / Resolution Functions: Contextual to Functional Environment State: Mappings Flows / Wrapped State.
* Naming: Augmentations. Contextual Hash Enabled: Functional Mapping Flows Map / Table Encoded / Resolved. Functional Relations: Ontology Matching / Aggregation / Inferences by Hash Encoded Metadata / Transforms Resolutions.
* Clients / Browsers: Peers. Protocol: Reactive Dialogs Prompts. Events. Distributed Data, Schema, Behavior Core Model Statements Encoded I/O: Layers Sync / Augmentation of Knowledge requested from each Peer(s) as Model inputs given resolution of Dialog (Subscriptions) event sourcing state. MVC / DCI Distributed State Transforms / Mappings. Augmented Peer(s) Models: updated View State (flows) / Mappings / Transforms. Rendezvous Peer Role. Local Peer: APIs for local / remote views (MVC / DCI) views (Web, REST) Rendering.
* Supertype / subtype: kinds, contexts, statements
* Context, statement, mapping, transforms Data flows. Order relations / mappings.
* (...)
* Integration / Alignments: OntResource I/O Adapters. Smart ESB (Subscriptions / Dataflow). Augmentations.
* Services Facade: OntResource: gettets metaclass, class, instance, context, occurrence, role in context. MVC DCI: HATEOAS Functional Domain. Generic REST Object Viewer / Browser. Activation. Declarative Services Endpoints (saved queries / state flows). Data Flow Forms: Transforms specs. Order / Facets.

# Services

## Services Layer

### Registry Service Sail

* Registry Service:
* ResourceURNs Statements bindings:
* Registry::resolve(ResourceURN) : dispatch to matching signatures:
* Registry::resolve(ResourceURN) : Resource
* Registry::resolve(ResourceURN) : Kind
* Registry::resolve(ResourceURN) : Occurrence
* Registry::resolveResourceURN(Resource, Occurrence, Kind) : Resource ResourceURN
* Registry::resolveResourceURN(Kind, Occurrence, Resource) : Kind ResourceURN
* Registry::resolveResourceURN(Occurrence, Kind, Resource) : Occurrence ResourceURN

### Naming Service Sail

Naming Service:

Input IRIs Encoding / Hashing. Input IRIs Matching. Endpoints (Messages Signatures). Semantic Hashing: DIDs. HATEOAS: Workflow states / referrers.

### Index Service Sail

Index Service / Logs:

Query Graphs of ResourceURN Nodes / Messages. Events driven Persistence.

## Services Layers Object Model

Services Layer Functional Dynamic Object Model:

DOM DCI HATEOAS. Functional. Traversal: Prompts / Transforms: Dialogs.

Bus Signatures Dataflow Sail. Dynamic Monads. Zippers, Transforms from domains. Dynamic Services functional domain / range signatures / subscriptions matching.

Functional Data Flow. ResourceURN Events. Message Logs Streams / Traversal (Index Persistence Events Graph Interfaces):

(Occurrence, Kind, Resource)

(Occurrence, Resource, Kind)

(Kind, Occurrence, Resource)

(Kind, Resource, Occurrence)

(Resource, Occurrence, Kind)

(Resource, Kind, Occurrence)

Monads:

ResourceURNMonad<ResourceClass : IResourceURN, etc.>

ResourceMonad<ResourceClass : ISubjectResource, etc.>

KindMonad<KindClass : ISubjectKind, etc.> Monad

OccurrenceMonad<OccurrenceClass : ISubjectOccurrence, etc.> Monad

* Proof of Concept: Achieve REST Facade (synchronized) of Relationships given inputs from a system backend:
* Inputs: Aggregate SPO into CSPO: Aggregates Contexts Type / Table / Class Kinds. Aggregate PK Cols, Cols : Occurrence, Val : Resources.
* Inputs (Rel / Graph): (Type / Table / Class, PK : Resource, Col : Occurrence, Val : Resource).
* Inputs (Rel / Graph) FKs: Val : Resource equivalent PKs.
* Input / Canonical: Match Interfaces / Signatures: (Context, Occurrence, Attribute, Value);
* Encoding / Matching:
* Functional Context:
* Metaclass
* Class
* Instance
* Context
* Occurrence
* Role
* Hierarchy: Roles / Primitives (upper / aggregated hierarchy).
* Input / Canonical: Match Interfaces / Signatures: (Context, Occurrence, Attribute, Value); Attribute / Value Roles in matching interface context. Order / hierarchy encoding.
* Upper Ontology: Need, Product, Good, Purpose. Goal.
* Upper Ontologies: From Primitives to Forms / UI Gestures.
* Units of Measurement (continuos) APIs /  Ontology.
* Discrete (events) APIs / Ontology. Relationships.
* Cube Statements:
* (Fact, Axis, Measure, Value);
* Core Models Statements. Mappings / Transforms Declarations / Applications Reifications. CSPO Functional Categories:
* Core Model Statements: Wrapper Category Types:
* Transform : Mapping : Statement : Resource;
* Mapping Category: Query / Browse.
* Query: (Mapping, Resource, Transform, Resource);
* Transform Category: Assert.
* Assert: (Transform, Resource, Mapping, Resource);
* Example: Query / Assert on following Statement upon CSPO Mappings / Transforms Categories.
* Query: (Distance / Mapping, 1km, Meters / Transform, 1000m);
* Assert: (Distance / Transform, 1km, Meters / Mapping, 1000m);
* Monad Wrapper Role Types Hierarchy:
* Transform : Mapping : Statement : Resource;
* URN : Resource (alignments). Primitives.
* Resource : Root Category. URN : Source / Surrogate Key / Crafted. Naming / Encodings (below).
* Statement : Resource. Wraps Resource as Statement Category.
* Mapping : Statement. Wraps Statement as Functional Transform Declaration Category.
* Transform : Mapping. Wraps Mapping as Functional Transform Application Category.
* Monads Wrapped Roles types / values. Transforms / Mappings. Objects.
* Resource Roles: Reified CSPO Resources types / values, Kinds types / values, Statements, Class, Instance, Occurrence, Occurring, Attribute, Context, Value, Role, Models Roles type / values getters (populated Mappings / Transforms.
* Resources Objects hierarchies / APIs: (Reified Mappings / Transforms): DTOs / Dynamic Functional, DTOs (hashmap) of CSPO roles getters / model domain browsing getters (Functional Transform parameterized Mappings). Flow context: referrers / keys types / values: address::city::street Aggregation / Map. Templates / Mappings: reified declarative Augmentation Data Flows.
* Ontology alignments: Data / Schema / Behavior Augmentations. Model / Schema / Upper / Domains: purposes / gestures (MVC / DCI Mappings / Transforms) layers. Example:
* Transforms: unaEmpresa::unEmpleado::unaPosicion::salary; Salary inferred by context and unaPosicion, unEmpleado, unaEmpresa.
* Class / Instance / Reified (occurrence / ocurring) / Mappings / Transforms:
* Models: Domains / Reified Wrapped Types / Instances. Models, i.e.: Dimensional Domain: Core Model (Transform / Mapping, Resource, Transform / Mapping, Resource) Wrapper Roles, (Dimension, Measure, Unit, Value) Wrapped Instances Types.
* (Distance, 1km, Meters, 1000m); Unit Meters: Occurrence / Occurring Mappings / Transforms Dimensional (upper / aggregated / inferred) Domain Knowledge Assertions Map.
* Statements Augmentation: Dimension::map : Measure, Measure::map : Unit, Unit::map : Values. Wrap C(S(P(O).
* Statement
* Kind
* ContextKind (SubjectKind / ObjectKind flow signature)
* Statement
* SubjectKind
* PredicateKind
* ObjectKind
* Subject
* Predicate
* Object
* Resource
* Context
* Template
* Class
* Instance
* Occurrence
* Value
* Occurring / Context (Statements / Kinds)
* Sets
* Graphs
* Roles (Metaclass, Class, Occurrence, Context, Role)
* Dimensional (Dimension, Measure, Unit, Value)
* Discrete (Relationship, Relation, Kind, Entity)
* MVC / DCI Mappings / Transforms. Example: Forms, Purpose, Gestures, Actors, Roles. Data / Schema / Behavior alignment.
* ESB: Endpoints, Features, Interfaces, Service Process Description / Discovery. Reactive Events Subscriptions. OSGi HATEOAS Endpoints "autowiring".
* BPM: Process, Steps, Flows, etc.
* Augmented Actionable (Process Flows, Items Activation) CMS. Browser: HATEOAS Protocol / APIs / Augmentations. Inferred / Reified / Resolvable Data Flows. Designer: Model Pallete. Declarative core / domains types / instances browsing / discovery "wiring".
* Graph Reified Grammars (upper). Terminal / Non Terminal. Rules / Productions. Mappings / Transform: browse grammar, rules, productions:
* (Rule, Context, lhs, rhs)
* Naming: Kinds / URNs Addressable Encodings. Parsing: URNs Encoded Functional Distributed Resource Resolution. Data Flow Transform / Mappings: Embedded Productions: Augmentations. NLP / NER. Ontology Matching: URN Class Transforms.
* Graph Embeddings: ML Backend Services (ML Predictions Augments Mappings / Transforms). Encodings (Naming).
* Encoding: Deep ML Embeddings. Data: classification, Schema: clustering, Behavior: regression.
* Naming: Auto Encoders. Semantic Hashing. Resources Mappings / Transforms Reified Maps / Tables. Keys / Values Resource Hashing / Resolution Functions: Contextual to Functional Environment State: Mappings Flows / Wrapped State.
* Naming: Augmentations. Contextual Hash Enabled: Functional Mapping Flows Map / Table Encoded / Resolved. Functional Relations: Ontology Matching / Aggregation / Inferences by Hash Encoded Metadata / Transforms Resolutions.
* Clients / Browsers: Peers. Protocol: Reactive Dialogs Prompts. Events. Distributed Data, Schema, Behavior Core Model Statements Encoded I/O: Layers Sync / Augmentation of Knowledge requested from each Peer(s) as Model inputs given resolution of Dialog (Subscriptions) event sourcing state. MVC / DCI Distributed State Transforms / Mappings. Augmented Peer(s) Models: updated View State (flows) / Mappings / Transforms. Rendezvous Peer Role. Local Peer: APIs for local / remote views (MVC / DCI) views (Web, REST) Rendering.
* (...)
* Layers, input layer: Model Roles. Aggregation: Layer Roles shifting until full Layers Roles Statements. Layer: Augments Models.
* Core Statements Roles Resource Interleaved Model (Infer Types, PKs, FKs):
* Occurrence: (Class, Instance, Attribute, Value);
* Occurring: (Class, Instance, Occurrence,  Role);
* Statement Transforms / Relations: order, equivalence, roles, etc.
* Resource of Resource Monad: Occurrence  / Occurrings Quads CSPO Members Aggregation Transforms.
* Resource(t : T) :: contexts :: subjects :: predicates :: objects : Resource(u : U)
* Resource of URNs: Aggregated CSPOs Transforms of Occurrences / Occurrings. Matchings.
* [Resource.of](http://resource.of)(Resource / Class, Instance, Occurring Attribute / Occurring URN, Attribute Value / Occurring Role) :: contexts :: subjects :: predicates :: objects : Resources(CSPO / Resource / occurrence / occurring : URN).
* Resources of Resources: Occurrences / Occurring CSPOs Transforms Matching Wrapped / Wrappings / Transforms Resource Types Shapes Matching Templates. Data flow, apply transforms, order, lists.
* [Resource.of](http://resource.of)(templ : Templ) :: contexts : Resources(c : Context).
* Layer Template Mappings:
* Template : Context : Statement : Resource Layer Roles Monads.
* Layers Quads Aggregation: rotating value role types from previous layer to next layer from V to C):
* Canonical Template Mapping Layers: Aggregation of Template Matching Models Layers until first layer Value is wrapped into final layer Context. Perform Layers Augmentations.
* Monads. Wraps Models Roles. Matching: Patterns wrapped Resource Roles values: placeholders, variables, wildcards, reified instances. Example: Template wraps previous layer Value as Context, Layer Context Value wrapped as Subject value (shifting).
* Core Roles (Wrappers):
* Resource : Monad(x : Resource);
* Statement : Monad(x : Resource) : Resource, Quad DTO.
* Context : Monad(x : Resource) : Statement;
* Template : Monad(x : Resource) : Context.
* Template : Context : Statement : Resource
* Input Layers: Core Statements Roles Resource Shapes: (interleaving graphs models) : Statements CSPO.
* Occurrence Input: (Class, Instance, Attribute, Value);
* Occurring Input: (Class, Instance, Occurrence, Role);
* Output Layer: (Template, Context, Statement, Resource); Input OPSC Resources wrapped in output Layer Roles.
* Sets, Graph, Roles: Services / Augmentations helper Models / Facades.
* DOM Functional Monads Model Traversal / Transforms. Domains Traversal / Transforms due to DOM Values, Kinds and Context Statements, Mappings and Transforms.
* Augmentations:
* Model Augmentations:
* Alignment: Data Matching. Resources.
* Alignment::match
* Alignment::perform
* Alignment::greaterThan
* Alignment::equals
* Alignment::lessThan
* Activation: Schema Matching. Kinds.
* Activation::match
* Activation::perform
* Activation::superTypeOf
* Activation::sameTypeOf
* Activation::subTypeOf
* Aggregation: Behavior Matching. Contexts Flows.
* Aggregation::match
* Aggregation::perform
* Aggregation::beforeThan
* Aggregation::contains
* Aggregation::containedIn
* Aggregation::afterThan
* Domain Augmentations:
* Transforms Reified in Layers Contexts. Pattern Matching Template Layer resolved:
* Mapping::match
* Mapping::apply
* Mapping::Context
* Mapping::Subject
* Mapping::Predicate
* Mapping::Object
* Encode reified Template Mappings / Transforms. Patterns:
* Model / Domain Augmentations Mappings / Transforms:
* (Wrapper, Wrapped, Mapping, Transform);
* Next Layer step: match / apply Augmentations.
* Layers Template: Layer of CSPO Data Flow Contexts Patterns Resolution Resources : Reified (meta) Resources.
* Template, Mapping, Pattern
* (Template, Context, Statement, Resource);
* Resource :: occurrences :: roles :: contexts : Resource
* Context :: Mapping :: Transform :: Kind :: Resource