# How to perform a Logistic Regression in R

*September 13, 2015*

By [Michy Alice](https://www.r-bloggers.com/author/michy-alice/)

(<https://www.r-bloggers.com/how-to-perform-a-logistic-regression-in-r/>)

Logistic regression is a method for fitting a regression curve, y = f(x), when y is a categorical variable. The typical use of this model is predicting y given a set of predictors x. The predictors can be continuous, categorical or a mix of both.

The categorical variable y, in general, can assume different values. In the simplest case scenario y is binary meaning that it can assume either the value 1 or 0. A classical example used in machine learning is email classification: given a set of attributes for each email such as number of words, links and pictures, the algorithm should decide whether the email is spam (1) or not (0). In this post we call the model “binomial logistic regression”, since the variable to predict is binary, however, logistic regression can also be used to predict a dependent variable which can assume more than 2 values. In this second case we call the model “multinomial logistic regression”. A typical example for instance, would be classifying films between “Entertaining”, “borderline” or “boring”.

## Logistic regression implementation in R

R makes it very easy to fit a logistic regression model. The function to be called is glm() and the fitting process is not so different from the one used in linear regression. In this post I am going to fit a binary logistic regression model and explain each step.

### The dataset

We’ll be working on the Titanic dataset. There are different versions of this datasets freely available online, however I suggest to use the one available at [Kaggle](https://www.kaggle.com/c/titanic), since it is almost ready to be used (in order to download it you need to sign up to Kaggle).  
The dataset (training) is a collection of data about some of the passengers (889 to be precise), and the goal of the competition is to predict the survival (either 1 if the passenger survived or 0 if they did not) based on some features such as the class of service, the sex, the age etc. As you can see, we are going to use both categorical and continuous variables.

### The data cleaning process

When working with a real dataset we need to take into account the fact that some data might be missing or corrupted, therefore we need to prepare the dataset for our analysis. As a first step we [load the csv data](http://datascienceplus.com/importing-csv-files-into-r/) using the read.csv() function.  
Make sure that the parameter na.strings is equal to c("") so that each missing value is coded as a NA. This will help us in the next steps.

training.data.raw <- read.csv('train.csv',header=T,na.strings=c(""))

Now we need to check for missing values and look how many unique values there are for each variable using the sapply() function which applies the function passed as argument to each column of the dataframe.

sapply(training.data.raw,function(x) sum(is.na(x)))

PassengerId Survived Pclass Name Sex

0 0 0 0 0

Age SibSp Parch Ticket Fare

177 0 0 0 0

Cabin Embarked

687 2

sapply(training.data.raw, function(x) length(unique(x)))

PassengerId Survived Pclass Name Sex

891 2 3 891 2

Age SibSp Parch Ticket Fare

89 7 7 681 248

Cabin Embarked

148 4

A visual take on the missing values might be helpful: the Amelia package has a special plotting function missmap() that will plot your dataset and highlight missing values:

library(Amelia)

missmap(training.data.raw, main = "Missing values vs observed")

[![](data:image/png;base64,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)](https://i2.wp.com/datascienceplus.com/wp-content/uploads/2015/09/Rplot1.png)  
The variable cabin has too many missing values, we will not use it. We will also drop PassengerId since it is only an index and Ticket.  
Using the subset() function we [subset](http://datascienceplus.com/subset-which-ifelse-functions/) the original dataset selecting the relevant columns only.

data <- subset(training.data.raw,select=c(2,3,5,6,7,8,10,12))

### Taking care of the missing values

Now we need to account for the other missing values. R can easily deal with them when fitting a generalized linear model by setting a parameter inside the fitting function. However, personally I prefer to replace the NAs “by hand”, when is possible. There are different ways to do this, a typical approach is to replace the missing values with the average, the median or the mode of the existing one. I’ll be using the average.

data$Age[is.na(data$Age)] <- mean(data$Age,na.rm=T)

As far as categorical variables are concerned, using the read.table() or read.csv() by default will encode the categorical variables as factors. A factor is how R deals categorical variables.  
We can check the encoding using the following lines of code

is.factor(data$Sex)

TRUE

is.factor(data$Embarked)

TRUE

For a better understanding of how R is going to deal with the categorical variables, we can use the contrasts() function. This function will show us how the variables have been dummyfied by R and how to interpret them in a model.

contrasts(data$Sex)

male

female 0

male 1

contrasts(data$Embarked)

Q S

C 0 0

Q 1 0

S 0 1

For instance, you can see that in the variable sex, female will be used as the reference. As for the missing values in Embarked, since there are only two, we will discard those two rows (we could also have replaced the missing values with the mode and keep the datapoints).

data <- data[!is.na(data$Embarked),]

rownames(data) <- NULL

Before proceeding to the fitting process, let me remind you how important is cleaning and formatting of the data. This preprocessing step often is crucial for obtaining a good fit of the model and better predictive ability.

## Model fitting

We split the data into two chunks: training and testing set. The training set will be used to fit our model which we will be testing over the testing set.

train <- data[1:800,]

test <- data[801:889,]

Now, let’s fit the model. Be sure to specify the parameter family=binomial in the glm() function.

model <- glm(Survived ~.,family=binomial(link='logit'),data=train)

By using function summary() we obtain the results of our model:

summary(model)

Call:

glm(formula = Survived ~ ., family = binomial(link = "logit"),

data = train)

Deviance Residuals:

Min 1Q Median 3Q Max

-2.6064 -0.5954 -0.4254 0.6220 2.4165

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) 5.137627 0.594998 8.635 < 2e-16 \*\*\*

Pclass -1.087156 0.151168 -7.192 6.40e-13 \*\*\*

Sexmale -2.756819 0.212026 -13.002 < 2e-16 \*\*\*

Age -0.037267 0.008195 -4.547 5.43e-06 \*\*\*

SibSp -0.292920 0.114642 -2.555 0.0106 \*

Parch -0.116576 0.128127 -0.910 0.3629

Fare 0.001528 0.002353 0.649 0.5160

EmbarkedQ -0.002656 0.400882 -0.007 0.9947

EmbarkedS -0.318786 0.252960 -1.260 0.2076

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 1065.39 on 799 degrees of freedom

Residual deviance: 709.39 on 791 degrees of freedom

AIC: 727.39

Number of Fisher Scoring iterations: 5

### Interpreting the results of our logistic regression model

Now we can analyze the fitting and interpret what the model is telling us.  
First of all, we can see that SibSp, Fare and Embarked are not statistically significant. As for the statistically significant variables, sex has the lowest p-value suggesting a strong association of the sex of the passenger with the probability of having survived. The negative coefficient for this predictor suggests that all other variables being equal, the male passenger is less likely to have survived. Remember that in the logit model the response variable is log odds: ln(odds) = ln(p/(1-p)) = a\*x1 + b\*x2 + … + z\*xn. Since male is a dummy variable, being male reduces the log odds by 2.75 while a unit increase in age reduces the log odds by 0.037.

Now we can run the anova() function on the model to analyze the table of deviance

anova(model, test="Chisq")

Analysis of Deviance Table

Model: binomial, link: logit

Response: Survived

Terms added sequentially (first to last)

Df Deviance Resid. Df Resid. Dev Pr(>Chi)

NULL 799 1065.39

Pclass 1 83.607 798 981.79 < 2.2e-16 \*\*\*

Sex 1 240.014 797 741.77 < 2.2e-16 \*\*\*

Age 1 17.495 796 724.28 2.881e-05 \*\*\*

SibSp 1 10.842 795 713.43 0.000992 \*\*\*

Parch 1 0.863 794 712.57 0.352873

Fare 1 0.994 793 711.58 0.318717

Embarked 2 2.187 791 709.39 0.334990

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

The difference between the null deviance and the residual deviance shows how our model is doing against the null model (a model with only the intercept). The wider this gap, the better. Analyzing the table we can see the drop in deviance when adding each variable one at a time. Again, adding Pclass, Sex and Age significantly reduces the residual deviance. The other variables seem to improve the model less even though SibSp has a low p-value. A large p-value here indicates that the model without the variable explains more or less the same amount of variation. Ultimately what you would like to see is a significant drop in deviance and the AIC.

While no exact equivalent to the R2 of linear regression exists, the McFadden R2 index can be used to assess the model fit.

library(pscl)

pR2(model)

llh llhNull G2 McFadden r2ML r2CU

-354.6950111 -532.6961008 356.0021794 0.3341513 0.3591775 0.4880244

## Assessing the predictive ability of the model

In the steps above, we briefly evaluated the fitting of the model, now we would like to see how the model is doing when predicting y on a new set of data. By setting the parameter type='response', R will output probabilities in the form of P(y=1|X). Our decision boundary will be 0.5. If P(y=1|X) > 0.5 then y = 1 otherwise y=0. Note that for some applications different thresholds could be a better option.

fitted.results <- predict(model,newdata=subset(test,select=c(2,3,4,5,6,7,8)),type='response')

fitted.results <- ifelse(fitted.results > 0.5,1,0)

misClasificError <- mean(fitted.results != test$Survived)

print(paste('Accuracy',1-misClasificError))

"Accuracy 0.842696629213483"

The 0.84 accuracy on the test set is quite a good result. However, keep in mind that this result is somewhat dependent on the manual split of the data that I made earlier, therefore if you wish for a more precise score, you would be better off running some kind of cross validation such as k-fold cross validation.

As a last step, we are going to plot the ROC curve and calculate the AUC (area under the curve) which are typical performance measurements for a binary classifier.  
The ROC is a curve generated by plotting the true positive rate (TPR) against the false positive rate (FPR) at various threshold settings while the AUC is the area under the ROC curve. As a rule of thumb, a model with good predictive ability should have an AUC closer to 1 (1 is ideal) than to 0.5.

library(ROCR)

p <- predict(model, newdata=subset(test,select=c(2,3,4,5,6,7,8)), type="response")

pr <- prediction(p, test$Survived)

prf <- performance(pr, measure = "tpr", x.measure = "fpr")

plot(prf)

auc <- performance(pr, measure = "auc")

auc <- auc@y.values[[1]]

auc

0.8647186

And here is the ROC plot:  
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I hope this post will be useful. A gist with the full code for this example can be found [here](https://gist.github.com/mick001/ac92e7c017aecff216fd).

Thank you for reading this post, leave a comment below if you have any question.