**第一个：FindWindow根据窗口类名或窗口标题名来获得窗口的句柄，该函数返回窗口的句柄**

函数的定义:HWND WINAPI FindWindow(LPCSTR lpClassName ,LPCSTR lpWindowName);

第一个参数填窗口的类名，第二个填窗口的标题名，其实是不需要同时填两个参数的，也就是说，你只要知道窗口的类名或窗口的标题就可以了，没有的那个就用NULL代替。

比如现在有一个窗口名为"无标题.txt - 记事本"的记事本程序。那么我就可以用上面的函数获得这个窗口的句柄，那获得了这个窗口的句柄我可以干什么呢？作用可大了，因为很多操作窗口的函数，都需要窗口句柄作参数，如移动、改变窗口大小的MoveWindow函数，在这里举个例子，大家就更能体会到这个FindWindow的用法、用处。

FindWindow例子：已知一个窗口名称，写一个程序关闭该窗口，假设当前电脑正有一个窗口名为"无标题.txt - 记事本"的记事本程序运行

#include<windows.h> //API函数的头文件  
 int main()  
 {  
 HWND wnd; //定义一个窗口句柄变量，用以存储找到的窗口句柄  
 wnd=FindWindow(NULL,"无标题.txt - 记事本"); //获得窗口名为"无标题.txt - 记事本"的窗口句柄  
 SendMessage(wnd,WM\_CLOSE,0,0); //调用SendMessage函数，发送一个WM\_CLOSE（关闭）消息给wnd窗口句柄。  
 return 0;  
 }

如果要根据窗口类名来获得窗口句柄话，只要给函数的第一个参数填类名，第二个参数窗口名填NULL，即可，用Spy++可查看窗口类名。

**第二个：SendMessage根据窗口句柄发送一个消息给窗口**

函数定义：LRESULT SendMessage（HWND hWnd，UINT Msg，WPARAM wParam，LPARAM IParam）；

第一个参数是窗口句柄，第二参数个是消息类型，下面的消息表列举了所有消息，第三，四个参数是消息附带信息，解释依赖于消息类型，比如一个字符消息（WM\_CHAR),那么第三个参数就储存有一个字符的ASCII码。

消息机制大家都应该知道吧，Windows是基于消息的系统，鼠标移动键盘按键都会产生消息。

接下来举一个例子，发送一个WM\_CHAR消息给窗口，也就是模仿键盘按键，接收消息的窗口依旧以"无标题.txt - 记事本"为例：

SendMessage例子：模仿键盘按键

#include<windows.h>  
 int main()  
 {  
 HWND wnd;  
 wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 while(1)  
 {  
 SendMessage(wnd,WM\_CHAR,WPARAM('a'),0);  
 Sleep(300);  
 }  
 return 0;  
 }

呵呵上面的例子是不是没用，这是为什么呢，哪里出错了吗？错倒是没有错，只是窗口句柄有问题，消息发送给了主窗口。接收消息的窗口不对。记事本窗口界面有些有什么东西呢？菜单，编辑框， 状态栏等控件，控件也是窗口，既然是窗口，那当然它们也有窗口句柄，而在记事本里是在哪里打字的？编辑框控件里打字的嘛！所以消息应该发送编辑框控件，那如何获得记事本里编辑框控件的窗口句柄呢？用FindWindow吗？不知道编辑框窗口标题名，类名也不知道，当然也有其它方法获取编辑框窗口标题名和窗口类名，如Spy++。关于如何获得编辑框句柄，将在以后的函数中会有介绍，这里我们就用WindowFromPoint这个函数来获取，这个函数获取窗口句柄的方法比较笨，（相对于我这个例子来说），这个函数是根据什么来获取窗口句柄的呢？根据屏幕坐标点，如屏幕坐标点20，20，当前是哪个窗口占有，就返回哪个窗口的句柄。有了这个函数，我们还需要一个函数GetCursorPos获取鼠标当前位置（针对于屏幕）；

可行的例子：模仿键盘按键：

#include<windows.h>  
 int main()  
 {  
 POINT curpos; //一个可储存坐标点的结构体变量，x横坐标，y,纵坐标，如curpos.x curpos.y  
 while(1)  
 {  
 GetCursorPos(&curpos); //获取当前鼠标的位置，位置将储存在curpos里。  
 HWND hWnd = WindowFromPoint(curpos); //根据curpos所指的坐标点获取窗口句柄  
 SendMessage(hWnd,WM\_CHAR,WPARAM('g'),0); //发送一个字符（按键）消息g给当前鼠标所指向的窗口句柄  
 Sleep(300); //睡眠三百毫秒，相当于等待三分之一秒  
 }  
 }

这个程序一运行后，只要把鼠标指向要输入字符的窗口句柄，那么就相当于键盘每三分之一秒按了一个g键，试试吧！

如果这样觉得模仿键盘按键太麻烦的话，那么就用keybd\_event这个函数，这个专门用于模仿键盘按键的，关于怎么用，自己百度一搜，就知道了。既然SendMessage能模仿键盘按键的话，那也能模仿鼠标左击，右击。而此时SendMessage函数第三，四个参数的解释就是储存有鼠标左击，右击时的位置。如模仿鼠标右击，想一想，一次鼠标右击有哪几步，分别是鼠标右键按下，鼠标右键松开，如果你按下鼠标右键不松开，那它是不是鼠标右击，不是的，直到你松开鼠标右键，才能算是一次完整的鼠标右击.鼠标右键按下的消息类型是“WM\_RBUTTONDOWN”，右键松开的消息是“WM\_RBUTTONUP”，那么一次完整的鼠标右击应该是：

SendMessage(wnd,WM\_RBUTTONDOWN,0,0); //鼠标右键按下,第三，四个参数说明了鼠标按下时的位置  
 Sleep(100); //间隔100毫秒  
 SendMessage(wnd,WM\_RBUTTONUP,0,0); //鼠标右键松开

同样，也有一个专门模仿鼠标动作的函数，mouse\_event这个函数，可以模仿鼠标的移动，单击，双击等。以后会有专门介绍。

**第三个：GetCursorPos获取鼠标当前位置（屏幕）**

这个函数在SendMessage函数有介绍，这里仅举一个例子，在界面里不停的输出鼠标当前位置。

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 POINT curpos;  
 while(1)  
 {  
 GetCursorPos(&curpos);  
 printf("x:%d,y:%d",curpos.x,curpos.y);  
 Sleep(300);  
 printf("\n");  
 }  
 }

**第四个：WindowFromPoint根据坐标点获得对应的窗口句柄**

在SendMessage有解释，这里仅举一个例子，鼠标指向哪个窗口，就关闭哪个窗口。

#include<windows.h>  
 int main()  
 {  
 Sleep(2500); //等待一会儿，用于把鼠标移到其它窗口上去，避免指向本身进程的窗口，关掉自己的窗口。  
 POINT curpos;  
 while(1)  
 {  
 GetCursorPos(&curpos);  
 HWND wnd=WindowFromPoint(curpos);  
 SendMessage(wnd,WM\_CLOSE,0,0);  
 Sleep(300);  
 }  
 }

**第五个MoveWindow根据窗口句柄移动窗口，改变窗口大小**

函数定义：BOOL MoveWindow( HWND hWnd, int X, int Y, int nWidth, int nHeight, BOOL bRepaint );  
hWnd是要改变大小的窗口的句柄，x,y相对于屏幕的坐标，窗口左上角的位置与之相对应，nWidth和nHeight是窗口新的宽高，bRepaint指定窗口是否重画。  
这里依旧以"无标题.txt - 记事本"为例子，改变这个窗口大小，并把窗口移到左上角去。

#include<windows.h>  
 int main()  
 {  
 HWND wnd;  
 wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 MoveWindow(wnd,0,0,220,120,NULL);  
 return 0;  
 }

**第六个ShowWindow设置窗口显示状态，如隐藏，最大化，最小化**

函数定义BOOL ShowWinow(HWND hWnd,int nCmdShow);  
      SW\_HIDE：隐藏窗口并激活其他窗口。第一个参数hWnd指明了窗口句柄，第二个参数指明了窗口的状态，现在给出第二个参数常用取值范围：  
　　SW\_MAXIMIZE：最大化指定的窗口。  
　　SW\_MINIMIZE：最小化指定的窗口并且激活在Z序中的下一个顶层窗口。  
　　SW\_RESTORE：激活并显示窗口。如果窗口最小化或最大化，则系统将窗口恢复到原来的尺寸和位置。在恢复最小化窗口时，应用程序应该指定这个标志。  
      SW\_SHOW：在窗口原来的位置以原来的尺寸激活和显示窗口。  
ShowWindow例子：程序运行后，在桌面上隐藏一个指定的窗口，并在4秒后再将其显示

#include<windows.h>  
 int main()  
 {  
 HWND wnd;  
 wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 ShowWindow(wnd,SW\_HIDE);  
 Sleep(5000);  
 ShowWindow(wnd,SW\_SHOW);  
 return 0;  
 }

**第七个SetCursorPos设置鼠标的位置、把鼠标移动到指定的位置**

函数定义：BOOL SetCursorPos(int x,int y);

这个函数的两个参数我想大家应该知道是什么意思吧，屏幕的坐标点。

直接看例子：

#include<windows.h>  
 int main()  
 {  
 int sec=0;  
 while(sec<200)  
 {  
 SetCursorPos(rand()%1024,rand()%768); //随机设置鼠标的位置  
 Sleep(20);  
 sec++;  
 }  
 return 0;  
 }

**第八个CopyFile复制一个文件**

如何复制一个文件，比如，我要把E盘的abb.txt的文本文件复制到d盘的zhengyong.txt,则调用语句

CopyFile("e:\\abb.txt","d:\\zhengyong.txt",FALSE);

第三个参数有以下说明：  
如果设为TRUE（非零），那么一旦目标文件已经存在，则函数调用会失败。否则目标文件会被覆盖掉。

**第九个DeleteFile删除一个文件**

如何删除一个文件，语句：DeleteFile("e\\abb.txt");既是删除  
如果目标为隐藏或只读，则无用。

**第十个CreateDirectory创建一个文件夹（目录）**

假如E盘下什么文件也没有  
CreateDirectory("e:\\aaa\\bbb",NULL);这样是错的，不能同时建两个文件，除非E盘下已经有了个aaa文件夹了。  
这样是对的CreateDirectory("e:\\aaa",NULL);

**第十一个：GetClientRect获得窗口大小**

看例子：

#include<windows.h>  
 #include<stdio.h>  
 int main(int argc, char\* argv[])  
 {  
 HWND wnd;  
 while(1)  
 {  
 wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 RECT rect; //专门用来存储窗口大小  
 GetClientRect(wnd,&rect); //获取窗口大小  
 printf("%d,%d,%d,%d\n",rect.left,rect.top,rect.right,rect.bottom); //输出窗口大小，试着用鼠标改变窗口大小  
 Sleep(300);  
 }  
 }

**第十二个：GetCWindowRect获得窗口大小（相对屏幕）**

例子：

#include<windows.h>  
 #include<stdio.h>  
 int main(int argc, char\* argv[])  
 {  
 HWND wnd;  
 while(1)  
 {  
 wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 RECT rect; //专门用来存储窗口大小  
 GetWindowRect(wnd,&rect); //获取窗口大小  
 printf("%d,%d,%d,%d\n",rect.left,rect.top,rect.right,rect.bottom); //输出窗口大小，试着用鼠标改变窗口大小  
 Sleep(300);  
 }  
 }

试着去找一下GetClientRect和GetWindowRect之间有什么区别；

**第十三个FindFirstFile寻找文件以及获得文件的信息**

这里举一个例子吧，列举E盘第一目录下的所有文件，包括文件夹，结合FindNextFile

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 BOOL done=TRUE;  
 WIN32\_FIND\_DATA fd;  
 HANDLE hFind = FindFirstFile("e:\\\*.\*", &fd); //第一个参数是路径名，可以使用通配符，懂DOS的人应该知道吧！fd存储有文件的信息  
 while (done)  
 {  
 printf("%s\n",fd.cFileName);  
 done=FindNextFile(hFind, &fd); //返回的值如果为0则没有文件要寻了  
 }  
 return 0;  
 }

当然也可以直接找一个文件，不使用通配符，但这样有什么意义呢？，如FindFirstFile("e:\\aaa.txt",&fd);其实这个可以获取一个文件的信息，如文件是不是隐藏的，或者有没有只读属性等。

当然通过控制通配符，也可以寻找特定类型的文件，比如我只要找文本文件，那么就是这个语句FindFirstFile("e:\\\*.txt",&fd);就行了，关键看你自己灵活运用。

前面说过fd里存储有文件的信息，那怎么根据fd里面的成员判断这个文件的属性，文件是否隐藏，是不是文件夹。

fd里的dwFileAttributes存储有文件的信息，如判断是否为文件夹，只要把这个变量和FILE\_ATTRIBUTE\_DIRECTORY进行按位与运算，如果为1的话，表明为文夹件，如if(fd.dwFileAttributes&FILE\_ATTRIBUTE\_DIRECTORY==1) printf("%s是文件夹\n",fd.cFileName);

其它判断也是一样，现在给出文件的属性(常用几个）：FILE\_ATTRIBUTE\_HIDDEN（隐藏）

FILE\_ATTRIBUTE\_READONLY（只读）FILE\_ATTRIBUTE\_SYSTEM（系统）

**第十四个FindNextFile寻找文件**

参照FindFirstFile函数的例子!

**第十五个MoveFile移动文件**

如把一个盘里的文本移到另一个盘里去:MoveFile("e:\\a.txt","d:\\abc.txt");即可，意思把e盘下的a.txt移到d盘下去，并改名为abc.txt

**第十六个GetClassName根据窗口句柄获得窗口类名**

函数定义：int GetClassName(HWND hWnd, LPTSTR IpClassName, int nMaxCount)；

这种函数不需要再解释了吧，前面有太多类似的例子。

**第十七个SetFileAttributes设置文件属性**

函数定义：BOOL SetFileAttributes( LPCTSTR lpFileName, DWORD dwFileAttributes);

这个函数的第二个参数dwFileAttributes和前面讲过的WIN32\_FIND\_DATA结构里的dwFileAttributes成员相对应。假设E盘第一目录下有一个文本文件a.txt的正常文件，我要把它设为只读和隐藏那要如何做呢？在前面介绍过WIN32\_FIND\_DATA结构里dwFileAttributes成员的几个常用属性，根据这个我们知道隐藏是FILE\_ATTRIBUTE\_HIDDEN，只读是FILE\_ATTRIBUTE\_READONLY。

那么把E盘下文本文件的属性设为隐藏和只读的语句就是：

SetFileAttributes("e:\\a.txt",FILE\_ATTRIBUTE\_HIDDEN|FILE\_ATTRIBUTE\_READONLY);

(说明：这个函数同样也能设置文件夹属性）

虽然这个语句可以达到要求，但不建议用，因为会覆盖掉文件的原来属性，也就是说如果这个文件之前有系统属性（系统文件）的话，那么这个语句一旦执行后，文件就只有隐藏和只读属性了。

比如一个文件原先就有隐藏属性，依旧以a.txt为例子，那么我把它设为只读，是不是这个语句就可以呢？

SetFileAttributes("e:\\a.txt",FILE\_ATTRIBUTE\_READONLY）;这样的话，虽然文件有只读属性了，但隐藏属性却没有了。

那要如何在不覆盖掉原来的属性下，把文件设为只读呢，其实说了这么多的废话，总结起来就一句话：如何增加一个文件的属性！

前提是要获得这个文件的原有属性：获得文件的属性，在FindFirstFile函数讲过。好吧！直接看例子：

假设e盘的a.txt文件属性为隐藏，给它增加只读属性：

#include<windows.h>  
 int main()  
 {  
 WIN32\_FIND\_DATA fd;  
 FindFirstFile("e:\\a.txt",&fd);  
 fd.dwFileAttributes|=FILE\_ATTRIBUTE\_READONLY; //在原来的属性下增加只读属性  
 SetFileAttributes("e:\\a.txt",fd.dwFileAttributes); //设置文件的属性  
 return 0;  
 }

第二个例子：如何去掉一个文件的属性

（补习一下，懂的人直接跳过）

我想懂这里的按位或、按位与或者按位异或运算的人应该知道该如何去掉一个文件的属性。其实一个文件信息都是以二进制代码说明的。

比如一个八位二进制码：10000010，这里的每一位是不是只有0和1取值，不是0，就是1，正好符合一个文件属性的有无，如这个文件是隐藏的吗？只有是和不是，这样我们规定把这八位二进制码的第一位用于确定文件是否具有隐藏属性，如果为1那便是隐藏，无则没有，以此类推第二位就代表文件的只读，第三位系统。。。但要如何判断呢，或者把某一位的值改变呢，用按位运算就可以，00000010，我要把第2位的值设为0，其它位上的值保持不变，用按位异或运算即可，与00000010进行按位异或运算，但这里并不是与它本身进行运算，不管任何八位二进制数的值是多少只要与00000010进行按位异或运算，那第二位都会变成0，而其它的位保持不变。这样为了方便，我们就把00000010进行宏定义，方便记忆，这个二进制数的十进制为2。宏定义#define FILE\_ATTRIBUTE\_READONLY 2

明白了这个我们就来清除一个文件的一种属性吧！

清除一个文件的隐藏属性，假设a.txt为隐藏文件：

#include<windows.h>  
 int main()  
 {  
 WIN32\_FIND\_DATA fd;  
 FindFirstFile("e:\\a.txt",&fd); //获取文件信息  
 fd.dwFileAttributes^=FILE\_ATTRIBUTE\_HIDDEN; //在原来的属性下删除隐藏属性  
 SetFileAttributes("e:\\a.txt",fd.dwFileAttributes); //设置文件的属性  
 return 0;  
 }

如果单单只针对文件的属性进行操作的话，可以用GetFileAttributes函数获取文件的属性，该函数只一个参数，那就是文件的路径，函数返回一个DWORD值，包含文件属性信息。

**第十八个ShellExecute运行一个程序**  
函数定义:ShellExecute(HWND hwnd, LPCSTR lpOperation, LPCSTR lpFile, LPCSTR lpParameters, LPCSTR lpDirectory, INT nShowCmd);  
第一个参数hwnd是父窗口的句柄,可以为NULL,第二个参数lpOperation表示行为,第三个参数lpFile是程序的路径名,第四个参数lpParameters是给所打开程序的参数,可以为NULL,第五个参数lpDirectory可以为NULL,第六个参数nShowCmd跟ShowWindow函数的第二个参数一样,作用也一样,如果打开的程序有窗口的话,这个参数就指明了窗口如何显示.  
例如打开一个记事本:

ShellExecute(NULL,"open","NOTEPAD.EXE",NULL,NULL,SW\_SHOWNORMAL);

而且这个函数还可以指定程序打开一个属于程序本身类型的文件,假如e盘有一个a.txt文件;我调用函数运行记事本程序并打开这个文本文件.

ShellExecute(NULL,"open","NOTEPAD.EXE","e:\\a.txt",NULL,SW\_SHOWNORMAL);

这里由于记事本程序属于系统本身自带的程序,所以没有绝对路径.  
这个函数还可以打开一个网站:

ShellExecute(NULL,"open","http://www.baidu.com",NULL,NULL,SW\_SHOWNORMAL);  
 ShellExecute(NULL,"open","C:",NULL,NULL,SW\_SHOWNORMAL);

类似的函数还有WinExec，只有两个参数,它的最后一个参数跟ShellExecute函数的最后一个参数一样.  
而第一个参数则是程序路径名.举个例子:WinExce("NOTEPAD.EXE",SW\_SHOWNORMAL);  
这个函数也可以给程序传递一个文件名供要运行的程序打开,那要如何加进去呢,这里又没有第三个参数,  
方法把路径名加在NOTPEPAD.EXE的后面,要以空格来分开如:

WinExce("NOTEPAD.EXE e:\\a.txt",SW\_SHOWNORMAL);

**第十九个PlaySound播放一个WAV文件**

函数定义：BOOL PlaySound(LPCSTR pszSound, HMODULE hmod,DWORD fdwSound);

第一个参数是WAV文件的路径名，第二个参数如果不是播放MFC里以资源ID命名的文件，则可以为空，第三个参数，指明了以何种方式播放文件。注意这个函数只能播放100K以下的WAV文件。

假如E盘有个a.wav文件，下面这个例子播放这个文件：

#include<windows.h>  
 #include<mmsystem.h> //PlaySound函数的头文件  
 #pragma comment(lib, "winmm.lib") //链接库，PlaySound函数必须使用  
 int main()   
 {  
 PlaySound("e:\\19.wav",NULL,SND\_SYNC);  
 return 0;  
 }

**第二十个GetModuleFileName根据模块导入表获程序的完整路径**

函数定义：DWORD GetModuleFileName( HMODULE hModule, LPTSTR lpFilename, DWORD nSize );

关于第一个参数，将在以后的动态链接库里会有介绍，这里我们只要获得程序本身的路径，那么第一个参数可以为空。

第二个参数用以存储路径，nSize指明字符数组大小。

这个举个例子，运行后，把自身程序移动到e盘下，并改名为a.exe;

#include<windows.h>  
 int main()  
 {  
 char szAppName[128]={0};  
 GetModuleFileName(NULL,szAppName,128);  
 MoveFile(szAppName,"e:\\a.exe");  
 return 0;  
 }

**第二十一个CreateWindow创建一个窗口**

//补习懂的人直接跳过

之前API函数的例子，都是针对DOS编程的，严格来说是在windows下的仿DOS（cmd)进行编程，编写控制台应用程序大家都知道，主函数是main，那针对windows编程的主函数也是main吗？不是的，windows下的主函数（入口函数）是WinMain。在定义main主函数的时候，可以给它带两个参数，也可以不带。而WinMain函数就不能这样了，它有固定的格式，它必须带四个参数。

现给出WinMain函数的固定格式：

int WINAPI WinMain( HINSTANCE hInstance, HINSTANCE hPrevInstance, instance LPSTR lpCmdLine,  int nCmdShow)

大家如果有兴趣可以通过其它渠道了解一下各参数的意思，现在我们只需要知道WinMain函数就是这样定义的，不理解也没关系。

知道了这个我们就来编一个WINDOWS程序吧！

因为我们是针对windows编程，所以要建一个Win32 Application工程，步骤是点击文件，然后选择新建，在弹出的对话框里选择工程，再选中Win32 Application 接着在右边的工程名称下填工程名称，名字随便取。之后点确定。接着又弹出了一个对话框，这里为了方便，我们选择“一个简单的  Win32 程序”，点完成。接着双击WinMain弹出代码编辑窗口，做完这个我们就可以打代码了。
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 简单的例子如下：

#include "stdafx.h"  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 while(1)  
 Sleep(100);  
 return 0;  
 }

怎么样够简单吧，是不是觉得奇怪，怎么没有窗口，因为窗口要自己创建，不像控制台程序，只要一运行便会有窗口。虽然没有窗口，但你创建了一个进程，打开任务管理器，可以找到你所创建的那个进程，其实也没什么奇怪的，像WINDOWS本身的一些系统服务，也是只有进程，没有窗口的像spoolsv.exe,svchost.exe。

那要如何创建一个窗口呢？要创建一个窗口,就必须要向系统提供窗口的信息，如你要创建的窗口名字叫什么，窗口图标是什么，窗口大小，窗口背景色等，不然，系统怎么给你创建窗口呢？所以为了方便，VC就定义了一个结构，专门用存储窗口信息。

现给出这个结构的定义。

typedef struct \_WNDCLASS {   
 UINT style; //描述类风格  
 WNDPROC lpfnWndProc; //窗口处理函数  
 int cbClsExtra; //表示窗口类结构之后分配的额外的字节数。系统将该值初始化为0  
 int cbWndExtra; //表示窗口实例之后分配的额外的字节数。系统将该值初始化为0  
 HINSTANCE hInstance; // 应用程序实例句柄由WinMain函数传进来   
 HICON hIcon; //窗口图标句柄   
 HCURSOR hCursor; //窗口光标句柄  
 HBRUSH hbrBackground; //画刷句柄  
 LPCTSTR lpszMenuName; //窗口菜单名  
 LPCTSTR lpszClassName; //窗口类名  
 } WNDCLASS, \*PWNDCLASS;

好了，如果我们已经把窗口信息填好了，那我们要怎样把这个信息告诉系统呢，也就是把要创建窗口的信息传给系统。这里我们调用RegisterClass函数就能实现这个功能。注册完窗口，我们就要创建窗口,用CreateWindow函数就能实现，不要问为什么注册窗口后直接显示不就行了，还要搞什么创建窗口。这我也不知道，反正你只要记住这格式就行了，硬式规定的，你想创建一个窗口，就必须按这些步骤来。

好了，窗口创建了，我们就要调用ShowWindow函数显示窗口，然后用UpdateWindow函数刷新一下，确保窗口能立即显示。

以下详细实现代码：

#include "stdafx.h"  
 #include<windows.h>  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 WNDCLASS wndcls; //定义一个存储窗口信息WNDCLASS变量  
 wndcls.cbClsExtra=0; //默认为0  
 wndcls.cbWndExtra=0; //默认为0  
 wndcls.hbrBackground=(HBRUSH)GetStockObject(GRAY\_BRUSH); //背景画刷  
 wndcls.hCursor=LoadCursor(NULL,IDC\_CROSS); //十字光标  
 wndcls.hIcon=LoadIcon(NULL,IDI\_ERROR); //窗口图标  
 wndcls.hInstance=hInstance; //应用程序实例句柄由WinMain函数传进来   
 wndcls.lpfnWndProc=NULL; //窗口消息处理函数  
 wndcls.lpszClassName="windowclass"; //窗口类名  
 wndcls.lpszMenuName=NULL; //窗口菜单名，没有菜单，为NULL  
 wndcls.style=CS\_HREDRAW | CS\_VREDRAW; //窗口类型，CS\_HREDRAW和CS\_VERDRAW 表明  
 //当窗口水平方向垂直方向的宽度变化时重绘整个窗口  
 RegisterClass(&wndcls); //把窗口信息提交给系统，注册窗口类  
 HWND hwnd; //用以存储CreateWindow函数所创建的窗口句柄  
 hwnd=CreateWindow("windowclass","first windows",   
 WS\_OVERLAPPEDWINDOW,0,0,600,400,NULL,NULL,hInstance,NULL);//创建窗口  
 ShowWindow(hwnd,SW\_SHOWNORMAL); //窗口创建完了，显示它  
 UpdateWindow(hwnd); //更新窗口，让窗口毫无延迟的显示  
 return 0;  
 }

是不是出错了，内存不能读取，为什么了呢，因为你创建的窗口没有消息处理函数，windows系统当然不允许这样一个窗口存在，对按键，鼠标都没有反应，这样的窗口是没有实际意义的。  wndcls.lpfnWndProc=NULL; //窗口消息处理函数，就是前面这句，必须要填

窗口过程（消息）处理函数，那这个函数是怎样定义的呢，像WinMain一样，它也有固定的格式。

窗口过程处理函数的格式：LRESULT CALLBACK WinSunProc(HWND wnd,UINT uMsg,WPARAM wParam,LPARAM lParam)

下面的这个是一个窗口创建的完整例子：

#include "stdafx.h"  
 #include<windows.h>  
 LRESULT CALLBACK WinSunProc(HWND hwnd,UINT uMsg,WPARAM wParam,LPARAM lParam)  
 {  
 if(uMsg==WM\_LBUTTONDOWN) MessageBox(NULL,"kdjfkdf","Kjdfkdfj",MB\_OK); //处理鼠标按下消息，弹出消息框  
 return DefWindowProc(hwnd,uMsg,wParam,lParam); //未处理的消息通过DefWindowProc函数交给系统处理  
 }  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 WNDCLASS wndcls; //定义一个存储窗口信息WNDCLASS变量  
 wndcls.cbClsExtra=0; //默认为0  
 wndcls.cbWndExtra=0; //默认为0  
 wndcls.hbrBackground=(HBRUSH)GetStockObject(GRAY\_BRUSH); //背景画刷  
 wndcls.hCursor=LoadCursor(NULL,IDC\_ARROW); //光标  
 wndcls.hIcon=LoadIcon(NULL,IDI\_ERROR); //窗口图标  
 wndcls.hInstance=hInstance; //应用程序实例句柄由WinMain函数传进来   
 wndcls.lpfnWndProc=WinSunProc; //窗口消息处理函数  
 wndcls.lpszClassName="windowclass"; //窗口类名  
 wndcls.lpszMenuName=NULL; //窗口菜单名，没有菜单，为NULL  
 wndcls.style=CS\_HREDRAW | CS\_VREDRAW; //窗口类型，CS\_HREDRAW和CS\_VERDRAW 表明  
 //当窗口水平方向垂直方向的宽度变化时重绘整个窗口  
 RegisterClass(&wndcls); //把窗口信息提交给系统，注册窗口类  
 HWND hwnd; //用以存储CreateWindow函数所创建的窗口句柄  
 hwnd=CreateWindow("windowclass","first windows",   
 WS\_OVERLAPPEDWINDOW,0,0,600,400,NULL,NULL,hInstance,NULL); //创建窗口  
 ShowWindow(hwnd,SW\_SHOWNORMAL); //窗口创建完了，显示它  
 UpdateWindow(hwnd); //更新窗口，让窗口毫无延迟的显示  
 MSG msg; //消息结构类型  
 while(GetMessage(&msg,NULL,0,0)) //获取消息  
 {  
 //TranslateMessage(&msg); //此函数用于把键盘消息(WM\_KEYDOWN,WM\_KEYUP)转换成字符消息WM\_CHAR  
 DispatchMessage(&msg); //这个函数调用窗口过程处理函数，并把MSG里的信息处理后传给过程函数的四个参数  
 }  
 return 0;  
 }

WinSunProc函数的四个参数，分别对应着SendMessage函数四个参数，详情参见SendMessage函数参数解释。

MSG类型解释 ：

结构定义：

typedef struct tagMSG   
 {  
 HWND hwnd; //hwnd表示消息将要发送给的窗口句柄  
 UINT message; //消息类型，如WM\_WMCLOSE,WM\_CHAR,WM\_LBUTTONDOWN,参见消息表  
 WPARAM wParam; //消息附带信息，取值的意思具体依据消息类型而定  
 LPARAM lParam; //消息附带信息，取值的意思具体依据消息类型而定  
 DWORD time; //消息的发送时间，不常用  
 POINT pt; //消息发送时，鼠标所在的位置，不常用  
 }MSG;

大家试着把上面的例子运行一遍，然后关掉窗口，再运行一遍，是不是出错了，因为前一个程序虽然窗口关闭了，但进程还在运行，还记得那个循环语句吗？while(GetMessage(&msg,NULL,0,0))就是这个。只要条件成立，进程就会一直运行下去。如何让这个循环结束呢？用 PostQuitMessage(0); 这个语句就行了，参数0表示给自身窗口发送一个退出消息，当GetMessage函数接到PostQuitMessage函数发出的消息后，就会返回0值。

如在窗口过程函数中处理窗口关闭WM\_CLOSE消息:if(uMsg==WM\_CLOSE）PostQuitMessage(0); 这样只要一关闭窗口，它的进程也会结束。

接下来解释一下CreateWindow函数参数的意思,函数定义

HWND CreateWindow(LPCTSTR lpClassName, //窗口类名，应与WNDCLASS结构里的成员lpszClassName一致  
 LPCTSTR lpWindowName,, //窗口标题名  
 DWORD dwStyle， //窗口的风格，取值参见表Style  
 int x,  
 int y, //x,y表示所创建窗口左上角位置  
 int nWidth,  
 int nHeight, //nWidth,nHeight表示窗口的宽高  
 HWND hWndParent, //父窗口句柄，如果不是子窗口，这里取值为NULL  
 HMENU hMenu, //菜单句柄，没菜单的话，取NULL值  
 HANDLE hlnstance, //对应着WinMain函数的第一个参数  
 LPVOID lpParam); //NULL

表Style：（参考：百度）

WS\_BORDER：创建一个单边框的窗口。 　　  
WS\_CAPTION：创建一个有标题框的窗口（包括WS\_BODER风格）。  
WS\_CHILD：创建一个子窗口。这个风格不能与WS\_POPUP风格合用。  
WS\_CHLDWINDOW：与WS\_CHILD相同。  
WS\_CLIPCHILDREN:当在父窗口内绘图时，排除子窗口区域。在创建父窗口时使用这个风格。 　　  
WS\_CLlPBLINGS；排除子窗口之间的相对区域，也就是，当一个特定的窗口接收到WM\_PAINT消息时，WS\_CLIPSIBLINGS 风格将所有层叠窗口排除在绘图之外，只重绘指定的子窗口。如果未指定WS\_CLIPSIBLINGS风格，并且子窗口是层叠的，则在重绘子窗口的客户区时，就会重绘邻近的子窗口。  
WS\_DISABLED:创建一个初始状态为禁止的子窗口。一个禁止状态的窗口不能接受来自用户的输入信息.  
WS\_DLGFRAME:创建一个带对话框边框风格的窗口。这种风格的窗口不能带标题条。  
WS\_GROUP:指定一组控制的第一个控制。这个控制组由第一个控制和随后定义的控制组成，自第二个控制开始每个控制，具有WS\_GROUP风格，每个组的第一个控制带有WS\_TABSTOP风格，从而使用户可以在组间移动。用户随后可以使用光标在组内的控制间改变键盘焦点。 　　  
WS\_HSCROLL：创建一个有水平滚动条的窗口。 　　  
WS\_ICONIC：创建一个初始状态为最小化状态的窗口。  
与WS\_MINIMIZE风格相同。 　　  
WS\_MAXIMIZE：创建一个初始状态为最大化状态的窗口。 　　  
WS\_MAXIMIZEBOX：创建一个具有最大化按钮的窗口。该风格不能与WS\_EX\_CONTEXTHELP风格同时出现，同时必须指定WS\_SYSMENU风格。 　　  
WS\_OVERLAPPED:产生一个层叠的窗口。一个层叠的窗口有一个标题条和一个边框。与WS\_TILED风格相同。 　　WS\_OVERLAPPEDWINDOW：创建一个具有WS\_OVERLAPPED，WS\_CAPTION，WS\_SYSMENU WS\_THICKFRAME，WS\_MINIMIZEBOX，WS\_MAXIMIZEBOX风格的层叠窗口，与WS\_TILEDWINDOW风格相同。 　　WS\_POPUP；创建一个弹出式窗口。该风格不能与WS\_CHLD风格同时使用。 　　  
WS\_POPUWINDOW：创建一个具有WS\_BORDER，WS\_POPUP,WS\_SYSMENU风格的窗口，WS\_CAPTION和WS\_POPUPWINDOW必须同时设定才能使窗口某单可见。 　　  
WS\_SIZEBOX：创建一个可调边框的窗口，与WS\_THICKFRAME风格相同。 　　  
WS\_SYSMENU：创建一个在标题条上带有窗口菜单的窗口，必须同时设定WS\_CAPTION风格。 　　  
WS\_TABSTOP：创建一个控制，这个控制在用户按下Tab键时可以获得键盘焦点。按下Tab键后使键盘焦点转移到下一具有WS\_TABSTOP风格的控制。 　　  
WS\_THICKFRAME：创建一个具有可调边框的窗口，与WS\_SIZEBOX风格相同。 　　  
WS\_TILED：产生一个层叠的窗口。一个层叠的窗口有一个标题和一个边框。  
与WS\_OVERLAPPED风格相同。 　　  
WS\_TILEDWINDOW:创建一个具有WS\_OVERLAPPED，WS\_CAPTION，WS\_SYSMENU， WS\_THICKFRAME，WS\_MINIMIZEBOX，WS\_MAXMIZEBOX风格的层叠窗口。与WS\_OVERLAPPEDWINDOW风格相同。 　　  
WS\_VISIBLE创建一个初始状态为可见的窗口。 　　  
WS\_VSCROLL：创建一个有垂直滚动条的窗口。

**第二十二个GetMessage获取窗口消息**

参照CreateWindow函数例子，以后的例子可能是在控制台下，也可能是Win32 Application，大家以后根据主函数判断该建什么工程。

**第二十三个RegisterClass注册窗口类，参照CreateWindow**

**第二十四个UpdateWindow参照CreateWindow**

**第二十五个DispatchMessage参照CreateWindow**

**第二十六个LoadCursorFromFile从磁盘加载一个光标文件，函数返回该光标句柄**

假设e盘下有一个名为a.cur的光标文件。

HCURSOR cursor //定义一个光标句柄，用于存放LoadCursorFromFile函数返回的光标句柄  
 cursor=LoadCursorFromFile("e:\\a.cur");

获得了光标句柄有什么用呢？看一下窗口类WNDCLASS里的hCursor成员，这个成员也是一个光标句柄，明白了吧！

**第二十七个CreateSolidBrush创建一个画刷，函数返回画刷句柄**

HBRUSH hbr=CreateSolidBrush(RGB(12,172,59));//三个数字分别表明RGB的颜色值，RGB根据三种颜色值返回一个COLORREF类型的值

**第二十八个LoadImage装载位图、图标、光标函数**

函数定义：HANDLE LoadImage(HINSTANCE hinst,LPCTSTR lpszName,UINT uType,int cxDesired,int CyDesired,UINT fuLoad)

这里我们只要这个函数的几个简单功能：从磁盘加载位图，从磁盘加载图标，从磁盘加载光标。所以第一个参数hinst我们不用管它，直接填NULL就行，第二个参数lpszName是图片文件所在路径名，第三个参数uType指明要加载的是什么类型的图片，

是位图（填IMAGE\_BITMAP），还是光标（填IMAGE\_CURSOR），还是图标（填IMAGE\_ICON）。第四个cxDesired和第五个参数CyDesired,指定要加载的图片的宽高（可以放大光标，或者缩小），如果加载的是位图的话，则两个参数必须为0，第六个参数fuLoad表示以何种方式加载文件，这里我们是从磁盘加载文件，所以填LR\_LOADFROMFILE;

好了，假设e盘下有一个c.cur和i.ico文件。例子：设置窗口图标和光标，还有背景色

#include "stdafx.h" //这个头文件是编译器自动生成的，不是空工程，都会有，  
 //如果是直接建C++源文件，包含这个头文件，会出错  
 #include <windows.h>   
 #include <stdio.h>   
 LRESULT CALLBACK WinSunProc(   
 HWND hwnd, // handle to window   
 UINT uMsg, // message identifier   
 WPARAM wParam, // first message parameter   
 LPARAM lParam // second message parameter   
 ); //窗口过程函数声明  
 int WINAPI WinMain(   
 HINSTANCE hInstance, // handle to current instance   
 HINSTANCE hPrevInstance, // handle to previous instance   
 LPSTR lpCmdLine, // command line   
 int nCmdShow // show state   
 )   
 {   
 //设计一个窗口类   
 WNDCLASS wndcls;   
 wndcls.cbClsExtra=0;   
 wndcls.cbWndExtra=0;   
 wndcls.hbrBackground=CreateSolidBrush(RGB(12,172,59)); //画刷  
 wndcls.hCursor=(HCURSOR)LoadImage(NULL,"e:\\c.cur",IMAGE\_CURSOR,24,24,LR\_LOADFROMFILE); //加载光标  
 wndcls.hIcon=(HICON)LoadImage(NULL,"e:\\i.ico",IMAGE\_ICON,48,48,LR\_LOADFROMFILE); //加载图标  
 wndcls.hInstance=hInstance; //应用程序实例句柄由WinMain函数传进来   
 wndcls.lpfnWndProc=WinSunProc; //定义窗口处理函数  
 wndcls.lpszClassName="windowclass";   
 wndcls.lpszMenuName=NULL;   
 wndcls.style=CS\_HREDRAW | CS\_VREDRAW;   
 RegisterClass(&wndcls);   
   
 //创建窗口，定义一个变量用来保存成功创建窗口后返回的句柄   
 HWND hwnd;   
 hwnd=CreateWindow("windowclass","first window",   
 WS\_OVERLAPPEDWINDOW,0,0,600,400,NULL,NULL,hInstance,NULL);  
 //显示及刷新窗口   
 ShowWindow(hwnd,SW\_SHOWNORMAL);   
 UpdateWindow(hwnd);  
 //定义消息结构体，开始消息循环   
 MSG msg;   
 while(GetMessage(&msg,NULL,0,0))   
 {   
 TranslateMessage(&msg);   
 DispatchMessage(&msg);   
 }   
 return msg.wParam;   
 }

//编写窗口过程函数   
 LRESULT CALLBACK WinSunProc(   
 HWND hwnd, // handle to window   
 UINT uMsg, // message identifier   
 WPARAM wParam, // first message parameter   
 LPARAM lParam // second message parameter   
 )   
 {   
 switch(uMsg)   
 {   
 case WM\_CHAR: //字符消息  
 char szChar[20];   
 sprintf(szChar,"char code is %c",wParam);   
 MessageBox(hwnd,szChar,"char",0);   
 break;   
 case WM\_LBUTTONDOWN: //鼠标左键按下消息  
 MessageBox(hwnd,"mouse clicked","message",0);   
 break;   
 case WM\_CLOSE:   
 if(IDYES==MessageBox(hwnd,"是否真的结束？","message",MB\_YESNO))  
 {   
 DestroyWindow(hwnd); //销毁窗口，并发送WM\_DESTROY消息给自身窗口  
 }   
 break;   
 case WM\_DESTROY:  
 PostQuitMessage(0);   
 break;   
 default:   
 return DefWindowProc(hwnd,uMsg,wParam,lParam);   
 }   
 return 0;   
 }

**第二十九个GetDC根据窗口句柄获取设备上下文（DC）返回DC句柄**

得到了一个窗口的设备上下文，就可以进行画图操作了，像画圆，画正方形，显示图片等函数都是要设备上下文(DC）句柄做参数的。

HDC dc //定义一个DC句柄  
  
 HWND wnd=FindWindow(NULL,"无标题.txt - 记事本"); //获取窗口句柄  
 dc=GetDC(wnd) //获取这个窗口的设备上下文

**第三十个Rectnagle在窗口中画一个矩形**

以"无标题.txt - 记事本"窗口为例，在这个窗口简单的画一个矩形

#include<windows.h>  
 void main()  
 {  
 HDC dc;  
 HWND wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 dc=GetDC(wnd); //获取窗口设备上下文（DC）  
 while(1) //用循环语句重复画，是为了确保不会被窗口刷新给刷掉  
 {  
 Rectangle(dc,50,50,200,200); //画一个矩形  
 Sleep(200);  
 }  
 }

**第三十个CreateToolhelp32Snapshot给当前进程拍一个照**

HANDLE hProcessSnap=::CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 //记住这种格式就行了，返回的句柄，存储有进程信息，可以用Process32Firs函数找出来。

**第三十一个Process32First根据CreateToolhelp32Snapshot函数返回的句柄获取进程信息**

结合Process32Next函数使用，有点像文件寻找函数。

看完整例子：显示系统进程名，以及进程ID号

#include<windows.h>  
 #include<tlhelp32.h> //声明快照函数的头文件  
 #include<stdio.h>  
 int main()  
 {  
 PROCESSENTRY32 pe32; //进程的信息将会存储在这个结构里  
 //在使用这个结构之前，先设置它的大小  
 pe32.dwSize=sizeof(pe32);  
 //给系统内的所有进程拍一个快照  
 HANDLE hProcessSnap=::CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 BOOL bMore=::Process32First(hProcessSnap,&pe32); //第一次查找  
 while(bMore)  
 {  
 printf("进程名称:%s\n",pe32.szExeFile); //szExeFile是进程名  
 printf("进程ID号:%u\n\n",pe32.th32ProcessID); //th32ProcessID是进程ID号  
 bMore=::Process32Next(hProcessSnap,&pe32); //寻找下个进程，函数返回0，则没有进程可寻  
 }  
 return 0;  
 }

**第三十二个OpenProcess根据进程ID号获得进程句柄，句柄通过函数返回**

函数定义：HANDLE OpenProcess( DWORD dwDesiredAccess, BOOL bInheritHandle, DWORD dwProcessId);

第一个参数不要管它，填PROCESS\_ALL\_ACCESS，第二个参数也一样，填FALSE，那最后一个参数就是进程ID号。

**第三十三个TerminateProcess结束一个进程（需进程句柄做参数）**

该函数只有两个参数，第一个是进程句柄，第二个填0就行了。

现在给个例子：假设当前有一个进程名为abc.exe的进程正在运行，编一个程序结束它。

#include<windows.h>  
 #include<tlhelp32.h> //声明快照函数的头文件  
 int main(int argc,char \*argv[])  
 {   
 PROCESSENTRY32 pe32;  
 //在使用这个结构之前，先设置它的大小  
 pe32.dwSize=sizeof(pe32);  
 //给系统内的所有进程拍一个快照  
 HANDLE hProcessSnap=::CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 //遍历进程快照，轮流显示每个进程的信息  
 BOOL bMore=::Process32First(hProcessSnap,&pe32);  
 while(bMore)  
 {  
 if(strcmp("abc.exe",pe32.szExeFile)==0) //如果找到进程名为abc.exe  
 {  
 HANDLE hProcess=OpenProcess(PROCESS\_ALL\_ACCESS,FALSE,pe32.th32ProcessID); //获取句柄  
 ::TerminateProcess(hProcess,0); //结束它  
 }  
 bMore=::Process32Next(hProcessSnap,&pe32); //寻找下一个  
 }  
 return 0;  
 }

上面的这个例子，只能结束普通权限进程，如果为系统进程的话，则没有用，结束不了。在后面的提升权限函数，会有例子说明如何结束系统进程。

**第三十四个CreatePen创建一个画笔（返回画笔句柄）**

函数定义：BOOL CreatePen(int nPenStyle, int nWidth, COLORREF crColor);

第一个参数，表示是什么类型的线，取值有以下：

如创建一个画笔：HPEN pen=CreatePen(PS\_SOLID,3,RGB(255,78,99));

PS\_SOLID  画笔画出的是实线   PS\_DASH 画笔画出的是虚线（nWidth必须是1） PS\_DOT 画笔画出的是点线（nWidth必须是1）  
PS\_DASHDOT 画笔画出的是点划线（nWidth必须是1） PS\_DASHDOTDOT 画笔画出的是点-点-划线（nWidth必须是1）  
第二个参数是画笔的宽度，第三个参数是画笔的颜色，COLORREF类型可以RGB来获得如RGB(233,128,88);分别是红绿蓝。

**第三十五个CreateSolidBrush创建一个画刷**

只有一个COLORREF类型的参数

HBRUSH brush=CreateSolidBrush(RGB(22,182,111));

**第三十六个SelectObject把GDI对象选入相应的DC中**

像画笔(句柄HPEN），画刷（HBURSH），位图（HBITMAP）等都是GID对象。因为画图函数，如画圆，画矩形，画直线，它们所画出图形，默认属性都是不变的，如线的宽度。那么想要改变画出来时线的宽度，比如我想画出来的图形它的线条宽度为5（像素），那么就要创建一个宽度为5的画笔，然后再通过SelectObject函数，给这个画笔选入，就可以了.

接下举个例子:SelectObject应用

#include "stdafx.h"  
 #include<windows.h>  
 LRESULT CALLBACK WinSunProc(HWND hwnd,UINT uMsg,WPARAM wParam,LPARAM lParam)  
 {  
 static HPEN pen=CreatePen(PS\_SOLID,3,RGB(255,78,99)); //创建画笔  
 static HBRUSH brush=CreateSolidBrush(RGB(22,182,111)); //创建画刷  
 if(uMsg==WM\_PAINT) //窗口需要重画的时候  
 {  
 HDC hDC;   
 PAINTSTRUCT ps;   
 hDC=BeginPaint(hwnd,&ps); //BeginPaint只能在响应WM\_PAINT,不能用GetDC获取设备上下文  
 SelectObject(hDC,pen); //选入画笔  
 SelectObject(hDC,brush); //选入画刷  
 Rectangle(hDC,100,100,200,200);  
 EndPaint(hwnd,&ps);   
 }  
 else if(uMsg==WM\_CLOSE) //用户关闭了窗口  
 DestroyWindow(hwnd); //销毁窗口，并发送WM\_DESTROY消息  
 else if(uMsg==WM\_DESTROY) //如果窗口被销毁  
 PostQuitMessage(0); //让进程退出  
 return DefWindowProc(hwnd,uMsg,wParam,lParam); //未处理的消息通过DefWindowProc函数交给系统处理  
 }  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 WNDCLASS wndcls; //定义一个存储窗口信息WNDCLASS变量  
 wndcls.cbClsExtra=0; //默认为0  
 wndcls.cbWndExtra=0; //默认为0  
 wndcls.hbrBackground=(HBRUSH)GetStockObject(GRAY\_BRUSH); //背景画刷  
 wndcls.hCursor=LoadCursor(NULL,IDC\_ARROW); //光标  
 wndcls.hIcon=LoadIcon(NULL,IDI\_ERROR); //窗口图标  
 wndcls.hInstance=hInstance; //应用程序实例句柄由WinMain函数传进来   
 wndcls.lpfnWndProc=WinSunProc; //窗口消息处理函数  
 wndcls.lpszClassName="windowclass"; //窗口类名  
 wndcls.lpszMenuName=NULL; //窗口菜单名，没有菜单，为NULL  
 wndcls.style=CS\_HREDRAW | CS\_VREDRAW; //窗口类型，CS\_HREDRAW和CS\_VERDRAW 表明  
 //当窗口水平方向垂直方向的宽度变化时重绘整个窗口  
 RegisterClass(&wndcls); //把窗口信息提交给系统，注册窗口类  
 HWND hwnd; //用以存储CreateWindow函数所创建的窗口句柄  
 hwnd=CreateWindow("windowclass","first windows",   
 WS\_OVERLAPPEDWINDOW,0,0,600,400,NULL,NULL,hInstance,NULL); //创建窗口  
 ShowWindow(hwnd,SW\_SHOWNORMAL); //窗口创建完了，显示它  
 UpdateWindow(hwnd); //更新窗口，让窗口毫无延迟的显示  
 MSG msg; //消息结构类型  
 while(GetMessage(&msg,NULL,0,0)) //获取消息  
 {  
 //TranslateMessage(&msg); //此函数用于把键盘消息(WM\_KEYDOWN,WM\_KEYUP)转换成字符消息WM\_CHAR  
 DispatchMessage(&msg); //这个函数调用窗口过程处理函数，并把MSG里的信息处理后传给过程函数的四个参数  
 }  
 return 0;  
 }

**第三十七个 ReadProcessMemory根据进程句柄读取相应的一段内存（读其它进程里的内存）**

函数定义：BOOL ReadProcessMemory(HANDLE hProcess,PVOID pvAddressRemote,PVOID pvBufferLocal,DWORD dwSize,

PDWORD pdwNumBytesRead);总共四个参数

第一个参数hProcess是远程进程句柄，被读取者 。第二个pvAddressRemote是远程进程中内存地址。 从具体何处读取

pvBufferLocal是本地进程中内存地址. 函数将读取的内容写入此处 ，dwSize是要读取的字节数。要读取多少

pdwNumBytesRead是实际读取的内容（函数执行后，实际读了多少字节，将存储在该变量里）

远程进程的内存地址是什么意思呢，比如我现在定义一个变量a,int a;就是了，大家知道int型是占四个字节的，也就是说如果a变量所占的内存起始地址是0x1234,那么变量a就占用0x1234,0x1235,0x1236,0x1237这四个字节，这四个字节的内容决定了a变量的值。

好了知道了这个，我们就来举个例子，读取另一个进程里一个变量的值：需设计两个程序，一个用于读（Read)一个用于被读(BeRead);

那么要如何获得另一个进程中一个变量的地址呢?这里我们用一个简单的方法，让另一个进程自己去获取，然后输出地址值。

被读的程序代码如下：假设该进程名为：BeRead.exe

#include<stdio.h>  
 int main()  
 {  
 int a=10; //要读取的变量。  
 printf("%x\n",&a); //输出这个变量的起始地址，假设输出为12ff7c  
 while(1)  
 {  
 Sleep(1000);  
 }  
 return 0;  
 }

必须先让这个程序运行，然后根据输出的地址值，才能在下面的程序填入地址值。

读取的程序代码如下：

#include<windows.h>  
 #include<stdio.h>  
 #include<tlhelp32.h>  
 int main()  
 {  
 //先要获取进程句柄，如何获取，参照TerminateProcess函数，结束一个进程  
 HANDLE ReProcess;  
 PROCESSENTRY32 pe32;  
 pe32.dwSize=sizeof(pe32);  
 HANDLE hProcessSnap=CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 BOOL bMore=::Process32First(hProcessSnap,&pe32);  
 while(bMore)  
 {  
 if(strcmp(pe32.szExeFile,"BeRead.exe")==0) //如果是BeRead.exe  
 {  
 ReProcess=::OpenProcess(PROCESS\_ALL\_ACCESS,FALSE,pe32.th32ProcessID); //获取该进程句柄  
 break;  
 }  
 bMore=Process32Next(hProcessSnap,&pe32);  
 }  
 int \*ReAddress=(int \*)0x12ff7c; //要读取的内存的地址值  
 int \*p=new int;  
 unsigned long size;  
 ReadProcessMemory(ReProcess,ReAddress,p,4,&size); //读取BeRead进程的内存  
 printf("%d\n",\*p); //输出读取来的值  
 return 0;  
 }

**第三十八个WriteProcessMemory根据进程句柄写入相应的一段内存（写入其它进程里的内存）**

这个函数里的参数跟ReadProcessMemory函数参数意思一样，只不过一个是写，一个是读。

下面直接举个例子，形式跟读内存函数的例子一样。

被写的程序代码如下：假设该进程名为：BeWrite.exe

#include<stdio.h>  
 int main()  
 {  
 int a=10;  
 printf("%x\n",&a); //假设输出为12ff7c  
 while(1)  
 {   
 printf("%d\n",a); //每隔一秒输出，查看值有没有改变  
 Sleep(1000);  
 }  
 return 0;  
 }  
 写入的代码如下：  
 #include<windows.h>  
 #include<stdio.h>  
 #include<tlhelp32.h>  
 int main()  
 {  
 HANDLE ReProcess;  
 PROCESSENTRY32 pe32;  
 pe32.dwSize=sizeof(pe32);  
 HANDLE hProcessSnap=CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 BOOL bMore=::Process32First(hProcessSnap,&pe32);  
 while(bMore)  
 {  
 if(strcmp(pe32.szExeFile,"BeWrite.exe")==0)  
 {  
 ReProcess=::OpenProcess(PROCESS\_ALL\_ACCESS,FALSE,pe32.th32ProcessID);  
 break;  
 }  
 bMore=Process32Next(hProcessSnap,&pe32);  
 }  
 int \*ReAddress=(int \*)0x12ff7c;  
 int \*p=new int;  
 \*p=300;  
 unsigned long size;  
 WriteProcessMemory(ReProcess,ReAddress,p,4,&size);  
 return 0;  
 }

**第三十九个CreateThread创建一个线程（多线程）**

线程是什么意思呢，代码是由线程来执行的，一个程序默认只有一个线程（主线程），打个比方，线程就好比一个人，而不同功能的代码或函数就好是一件件不同的事情，如洗碗，洗衣服，擦地。一个人要把这几种事情做完，可以有好几种方案，第一种就是，洗完碗，就去洗衣服，衣服洗完了，再去擦地。第二种就是：洗一分钟碗，再去洗一分钟衣服，再去擦一分钟，然后又去洗一分钟衣服.......直到做完。好了，现在你可以再创造一个人帮你做事，创造这个人后，你就叫他洗衣服，而你就洗碗，这样两件事就可以同时被做了。而这里的创造一个人指的就是CreateThread函数。

函数定义：HANDLE CreateThread(LPSECURITY\_ATTRIBUTES lpThreadAttributes,DWORD dwStackSize,LPTHREAD\_START\_ROUTINE lpStartAddress,LPVOID lpParameter,DWORD dwCreationFlags,LPDWORD lpThreadId);

该函数有六个参数，第一个参数不用管它，填NULL，第二个参数dwStackSize用于新线程的初始堆栈大小，默认为0，第三个lpStartAddress填函数名（指标），但这个函数必须是这种固定格式的DWORD \_stdcall ThreadProc(LPVOID lpParameter),新的线程将会执行这个函数里面的代码，直到函数结束，线程死亡。第四个lpParameter是一自定义参数，用户可以通过这个参数，传递需要的类型，这个参数与线程函数的参数相对应。第五个dwCreationFlags填0表示立即执行，如果是CREATE\_SUSPENDED表示挂起，直到用ResumeThread函数唤醒。第六个lpThreadId填NULL就行了。

现举个例子，两个线程同时每隔一秒输出一个数字，也就是一秒会有两数字输出。

#include<windows.h>  
 #include<stdio.h>  
 DWORD \_stdcall ThreadProc(LPVOID lpParameter) //线程执行函数  
 {  
 int si=100;  
 while(si>0)  
 {  
 printf("子线程输出数字:%d\n",si--);  
 Sleep(1000);  
 }  
 return 0;  
 }  
 int main()  
 {  
 int mi=0;  
 CreateThread(NULL,0,ThreadProc,NULL,0,NULL); //创建一个线程，去执行ThreadProc函数  
 while(mi<100)  
 {  
 printf("主线程输出数字:%d\n",mi++);  
 Sleep(1000);  
 }  
 return 0;  
 }

**第四十个GetCurrentProcessId获得当前进程ID**

DWORD currentPID;  
 currentPID=::GetCurrentProcessId(); //返回进程ID号  
 cout<<currentPID<<endl;

**第四十一个CreateCompatibleDC创建一个兼容的内存设备上下文（DC）**

简单的来说，就是复制一个模一样的DC。就把窗口看成一幅幅图画，窗口有大有小，里面的内容也不一样（颜色值），每个像素点的颜色值可能不一样，所以就用设备上下文来描述每个窗口的信息，对于DC具体是怎样描述设备上下文的，我们暂时还不需要知道，只要了解这个概念就行了。这个窗口信息，获得一个窗口设备上下文，就用GetDC函数就行了，如HDC hDC=GetDC(hWnd);而CreateCompatibleDC的作用是根据一个设备上下文，再创建一个兼容的设备上下文，如 HDC mDC=CreateCompatibleDC(hDC)。这样mDC里的信息就跟hDC里的一样，那这有什么用呢？这个将会在后面的BitBltl输出一个位图（合并两个DC）函数里会用到。

**第四十二个GetObject获取一个对象信息（如位图，图标，光标）**

函数定义：int GetObject(HGDIOBJ hgdiobj, int cbBuffer, LPVOID lpvObject)；

第一个参数hgdiobj是对象句柄，第二个参数cbBuffer是待写入lpvObject指针指向缓存区数据大小，第三个参数lpvObject是一个指针，指向一个缓存区。

这里举一个获取位图的信息，获取位图的大小，假设E盘下有一个aa.bmp的位图文件，输出位图的宽高

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 BITMAP bmInfo; //这个结构存储位图信息  
 HBITMAP bmp;  
 bmp=(HBITMAP)LoadImage(NULL,"e:\\aa.bmp",IMAGE\_BITMAP,0,0,LR\_LOADFROMFILE);  
 GetObject(bmp,sizeof(BITMAP),&bmInfo);  
 printf("位图宽：%d,位图高：%d\n",bmInfo.bmWidth,bmInfo.bmHeight);  
 return 0;  
 }

**第四十三个BitBlt在窗口输出一个位图**

其实倒不如说这个BitBlt函数是拷贝一个设备上下文（DC），或者合并两个窗口，再延伸一下，合并两个图片？也并无不可，往大了说，窗口难道不是图片吗？用截屏软件，把窗口截成图片，这样窗口便成了图片。可能有点瞎说，大家还是按照标准来吧，反正，你只要掌握这个函数就行了，而且这个概念也不会有什么影响，那就足够了。

BitBlt的作用跟把两幅图片合在一起一样，合并两幅图片。可能两幅图片大小不一样也可以合并，但合并DC就不行了，必须两个信息一样的DC才可以合并，那要如何确保两个DC一样呢？这就要用到CreateCompatibleDC函数了。

函数定义：BOOL BitBlt(HDC hdcDest,int nXDest,int nYDest,int nWidth,int nHeight,HDC hdcSrc,int nXSrc,int nYSrc,DWORD dwRop)；

第一个参数hdcDest是原DC句柄，被覆盖的DC，nXdest,nYDest,nWidth,nHeight这四个参数，指明了一个矩形，覆盖原DC哪块区域。

第六个参数hdcSrc是覆盖的DC句柄，nXSrc,nYSrc参数指明从哪里开始覆盖。（覆盖DC的左上角），第九个参数dwPop表示以何种方式覆盖。因为这里我们只要输出一个位图，所以用SRCCOPY,直接覆盖。

好了，直接举个例子，在窗口输出一副图片，假设e盘下有一个aa.bmp的位图。为了方便，我们直接在记事本窗口输出位图，先运行一个窗口名为"无标题.txt - 记事本"记事本窗口程序。

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 BITMAP bmInfo; //这个结构存储位图信息  
 HBITMAP bmp;  
 bmp=(HBITMAP)LoadImage(NULL,"e:\\aa.bmp",IMAGE\_BITMAP,0,0,LR\_LOADFROMFILE);  
 GetObject(bmp,sizeof(BITMAP),&bmInfo); //获取位图信息  
 HWND wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 HDC hdc=GetDC(wnd);  
 HDC memDC=::CreateCompatibleDC(hdc); //创造兼容的DC  
 SelectObject(memDC,bmp); //选入位图  
 while(1)  
 {  
 BitBlt(hdc,0,0,bmInfo.bmWidth,bmInfo.bmHeight,memDC,0,0,SRCCOPY); //输出位图  
 Sleep(200);  
   
 }  
 return 0;  
 }

下面介绍一下BitBlt函数最后一个参数的常用取值及意思。

参考（百度）  
BLACKNESS：表示使用与物理调色板的索引0相关的色彩来填充目标矩形区域，（对缺省的物理调色板而言，该颜色为黑色）。 　　  
DSTINVERT：表示使目标矩形区域颜色取反。 　　  
MERGECOPY：表示使用布尔型的AND（与）操作符将源矩形区域的颜色与特定模式组合一起。 　　MERGEPAINT：通过使用布尔型的OR（或）操作符将反向的源矩形区域的颜色与目标矩形区域的颜色合并。 NOTSRCCOPY：将源矩形区域颜色取反，于拷贝到目标矩形区域。 　　  
NOTSRCERASE：使用布尔类型的OR（或）操作符组合源和目标矩形区域的颜色值，然后将合成的颜色取反。 PATCOPY：将特定的模式拷贝到目标位图上。 　　  
PATPAINT：通过使用布尔OR（或）操作符将源矩形区域取反后的颜色值与特定模式的颜色合并。然后使用OR（或）操作符将该操作的结果与目标矩形区域内的颜色合并。 　　  
PATINVERT：通过使用XOR（异或）操作符将源和目标矩形区域内的颜色合并。 　　  
SRCAND：通过使用AND（与）操作符来将源和目标矩形区域内的颜色合并。 　　  
SRCCOPY：将源矩形区域直接拷贝到目标矩形区域。 　　  
SRCERASE：通过使用AND（与）操作符将目标矩形区域颜色取反后与源矩形区域的颜色值合并。 　　SRCINVERT：通过使用布尔型的XOR（异或）操作符将源和目标矩形区域的颜色合并。 　　  
SRCPAINT：通过使用布尔型的OR（或）操作符将源和目标矩形区域的颜色合并。 　　  
WHITENESS：使用与物理调色板中索引1有关的颜色填充目标矩形区域。（对于缺省物理调色板来说，这个颜色就是白色）

**第四十四个GetWindowText根据窗口句柄获得窗口标题名**

函数定义：int GetWindowText(HWND hWnd,LPTSTR lpString,int nMaxCount);

第一个参数hWnd是要获取窗口标题名的窗口句柄，第二个lpString是个字符串，窗口标题名，将会存储在这里面，第三个参数nMaxCount指明了第二个参数字符数组的大小。

下面结合GetCursorPos和WindowFromPoint举个例子，鼠标指向哪个窗口，就在界面显示那窗口的标题名

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Text[256]={0};  
 HWND wnd;  
 POINT curpos;  
 while(1)  
 {  
 GetCursorPos(&curpos);  
 wnd = WindowFromPoint(curpos);  
 GetWindowText(wnd,Text,256);  
 printf("%s\n",Text);  
 Sleep(300);  
 }  
 return 0;  
 }

**第四十五个SetWindowText根据窗口句柄设置窗口标题名**

这个函数有两个参数，一个是窗口句柄，一个是标题名，这里就不需要解释了吧，直接看例子，设置一个窗口标题名，依旧以

"无标题.txt - 记事本"为例。

#include<windows.h>  
 #include<stdio.h>  
 int main(int argc, char\* argv[])  
 {  
 HWND wnd;  
 wnd=FindWindow(NULL,"无标题.txt - 记事本"); //获取窗口句柄  
 SetWindowText(wnd,"新的窗口标题"); //设置窗口标题名  
 return 0;  
 }

**第四十六个GetCurrentProcess获得当前线程句柄**

没有参数，直接调用即可，该函数返回线程句柄

**第四十七个OpenProcessToken获得一个进程的访问令牌句柄**

获得一个进程的访问令牌有什么用呢？主要是为了修改它的权限，前面在介绍结束一个进程的时候说过了，无法结束系统进程，是什么原因呢，原因是调用OpenProcess函数失败，无法获取系统进程句柄而引起的，那为什么会失败呢，权限不够，普通程序的进程没有SeDeDebug权限，而一个进程的权限是与访问令牌相关的，这样我们只要获取一个进程的访问令牌句柄，再以这个句柄为参数调用相应的函数提升进程的权限为SeDeDebug就可以获取系统进程句柄，进而结束它。

函数定义：BOOL OpenProcessToken(HANDLE ProcessHandle,DWORD DesiredAccess,PHANDLE TokenHandle)

第一个参数ProcessHandle待获取的进程句柄，第二个参数DesiredAccess操作类型，填TOKEN\_ADJUST\_PRIVILEGES就行了，

第三个TokenHandle是访问令牌句柄的指针，该参数接收句柄。

如获得本进程的访问令牌句柄：HANDLE hToken;

OpenProcessToken(GetCurrentProcess(),TOKEN\_ADJUST\_PRIVILEGES,&hToken);

**第四十七个LookupPrivilegeValue函数查看对应系统权限的特权值，返回信息到一个LUID结构体里**  
上面讲过了，进程有权限一说，那么大家也能猜到，进程权限的信息也一定存储在一个结构体里，这个结构体描述了进程权限相关的一些信息。这个结构体在这里就不具体描述了，我们所要做的，只是把一个进程权限设置成SeDeDebug就行了，所以我们只要知道TOKEN\_PRIVILEGES便是描述进程权限的结构体就可以了。而LookupPrivilegeValue函数是根据访问令牌句获取相应的权限信息吗？  
不是的。TOKEN\_PRIVILEGES结构里的Privileges[0].Luid跟这个函数所查询的东西相对应，也就是说，如果进程是SeDeDeBug权限，那Privileges[0].Luid的取值是怎样的呢？用LookupPrivilegeValue函数便可以获取其取值。  
这个函数是这样定义的：BOOL LookupPrivilegeValue(LPCTSTR lpSystemName,LPCTSTR lpName,PLUID lpLuid);  
第一个参数lpSystemName通常都填NULL，本地系统调用，第二个参数lpName填要查询的权限名，如要查询的是SeDeDebug权限则取值是SE\_DEBUG\_NAME，第三个参数lpLuid接收其取值。  
如LUID luid;LookupPrivilegeValue(NULL,SE\_DEBUG\_NAME,&luid);

**第四十八个AdjustTokenPrivileges调整一个进程的访问令牌信息（权限）**

函数定义：BOOL AdjustTokenPrivileges(HANDLE TokenHandle,BOOL DisableAllPrivileges,PTOKEN\_PRIVILEGES NewState,DWORD BufferLength,PTOKEN\_PRIVILEGES PreviousState,PDWORD ReturnLength)

第一个参数TokenHandle是令牌句柄，第二个是禁用所有权限标志，后面填FALSE就行了。第三个NewState是待刷进令牌句柄的PTOKEN\_PRIVILEGES结构信息指针，第四个BufferLength指明TOKEN\_PRIVILEGES结构大小，第五，六个参数填NULL就行了。

那么结束上面两个函数，提升一个进程权限制，让它能够结束系统进程的代码就是：

HANDLE hToken;  
 OpenProcessToken( GetCurrentProcess(), TOKEN\_ADJUST\_PRIVILEGES, &hToken );  
 TOKEN\_PRIVILEGES tp;  
 LookupPrivilegeValue( NULL, SE\_DEBUG\_NAME, &tp.Privileges[0].Luid );  
 tp.PrivilegeCount = 1; //tp里其它一些属性设置  
 tp.Privileges[0].Attributes = SE\_PRIVILEGE\_ENABLED;  
 AdjustTokenPrivileges( hToken, FALSE, &tp, sizeof( TOKEN\_PRIVILEGES ), NULL, NULL );

只上把上面的代码，加入结束普通进程例子的前面，那么就能结束系统进程了。

**第四十九个LoadLibrary加载动态链接库，返回动态链接库模块句柄**

该函数只有一个参数，那就是动态链接库的名称，如user32.dll，函数返回HMOUDLE类型的模块句柄，获得了一个动态链接库的模块句柄，就可以调用GetProcAddress函数获得模块里面的函数地址，从而调用动态链接库里的函数。

**第五十个GetProcAddress根据模块句柄获取相应的函数地址**

提到GetProcAddress函数，不得不讲一下怎么设计一个动态链接库，这里我们就以自己设计动态链接库作为GetProcAddress函数的例子。

动态链接库里的函数相对于头文件的函数有什么优势呢？更节省内存，相对于比较常用的函数而已。如果在一个程序里，调用一个头文件里的函数的话，那不管如何，函数的代码就会被复制一份到当前程序里，所以，当有十几个程序调用同一个函数的时候，这个函数在内存中所占用的空间，就会有十几份，分别在各自调用的进程内存空间里，而动态链接库的函数，只在内存中有一份空间（公用空间）如果哪个程序要用到这个函数的话，只要给这个函数的地址，进程就可以跑到这个空间执行函数，那么如何获取函数地址呢，用GetProcAddress函数就行了。

下面我们就自己设计一个动态链接库，点“文件->新建->工程",然后选中“Win32 Dynamic-Link Library”,再在右边给工程取一个名，点确定。接着弹出了一个对话框，询问希望创建什么类型，我们选择第二个“一个简单的DLL工程”，点完成->确定.然后单击右边的“+”号，很小的一个，接着下面会出现一个Globals的"+"号，单击该加号，然后再双击DllMain函数，进入代码编辑区，在这里编写代码，这里已经有了一些代码了，编译器自动生成的。那个DllMain函数，便是动态链接库的主函数。在程序进程加载动态链接的时候，进程会自动调用DllMain函数，也就是说会自动执行DllMain函数里的代码，也就是说，如果哪程序执行了这个语句“LoadLibrar("user32.dll")",那么执行这个语句的进程，便会自动执行user32.dll里的DllMain函数。如果是主线程加载动态库的话，那么该DllMain函数里的代码会被执行两次，分别是加载的时候执行一次，调用FreeLibrary函数释放或程序结束自动释放动态链接库的时候执行一次，至于是什么原因导致DllMain函数被调用，DllMain函数的第二个参数ul\_reason\_for\_call说明了原因，它有四个取值，代表了四个原因。分别是：

DLL\_PROCESS\_ATTACH（进程加载），DLL\_THREAD\_ATTACH （线程加载）

DLL\_THREAD\_DETACH（线程释放），DLL\_PROCESS\_DETACH（进程释放）

因为这里我们只要设计一个动态链接函数，所以便不用管DllMain函数，DllMain函数将会在介绍CreateRemoteThread（创建一个远程线程）函数的时候讲到，所以我们只要在DllMain函数外定义一个函数就行了。

那么在动态链接库是如何定义函数呢？如果函数不需要导出的话，则跟普通函数定义没什么两样，导出是什么意思，就是可以用GetProcAddress函数获取地址的函数。那导出的函数要如何定义呢？  
只要在函数前面加上extern "C" \_\_declspec(dllexport)就行了，声明导出函数，防止函数重命名。那么接下来就举个例子。

动态链接里的代码：

#include "stdafx.h"  
 BOOL APIENTRY DllMain( HANDLE hModule,  
 DWORD ul\_reason\_for\_call,  
 LPVOID lpReserved  
 )  
 {  
 return TRUE;  
 }  
 extern "C" \_\_declspec(dllexport) int Add(int a,int b)  
 {  
 return a+b;  
 }

点编译执行，然后就会弹出一个调试对话框，直接点取消，接着便生成了动态链接库DLL，然后到你的工程里把后缀名为dll的文件找到，

位置在MyProject\"你的工程名"\Debug下。接着把这个文件复制到要调用的工程下，或者直接复制C:\windows\system32目录下。

假设这个文件名为"sss.dll",那么要调用里面的Add函数便是如下代码：

HMODULE hmod=::LoadLibrary("sss.dll"); //获取sss.dll的模块，加载sss.dll动态链接库  
 typedef int (\*pAdd)(int a,int b); //定义一个对应的函数型，以便识别  
 pAdd add=(pAdd)GetProcAddress(hmod,"Add"); //获取hmod模块里的Add函数地址  
 int a=add(3,5); //调用模块里的Add函数

**第五十一个SetWindowsHookEx安装一个钩子**

WINDOWS是基于消息的系统，鼠标移动，单击，键盘按键，窗口关闭等都会产生相应的消息，那么钩子是什么意思呢，它可以监控一个消息，比如在一个窗口里单击了一下，首先获得这个消息的，不是应用程序，而是系统，系统获取这个消息后，就去查看这个消息是在哪个窗口产生的，找到窗口后，再把消息投递到相应程序里的消息队列里，这之间有一个传递过程，那么钩子的作用就是在消息到达应用程序之前截获它，钩子可以关联一个函数（钩子处理函数），也就是说，如果对一个进程安装了一个钩子，进程再接收到相应在消息之前，会先去执行钩子所关联的函数，

先来看一下这个函数定义：

HHOOK WINAPI SetWindowsHookEx(int idHook,HOOKPROC lpfn,HINSTANCE hmod,DWORD dwThreadId)

第一个参数idHook指明要安装的钩子类型，如WH\_KEYBOARD(键盘钩子），WH\_MOUSE(鼠标钩子），第二个参数是钩子处理函数的地址，该函数必须是这种固定的格式：LRESULT WINAPI HookProc(int nCode,WPARAM wParam,LPARAM lParam)

第三个参数hmod是钩子函数所在模块的句柄，第四个参数dwThreadId是线程ID，待监视消息的ID，如果为0，则为全局钩子，监视所有消息

好，接下来我们举一个例子，钩子类型为WH\_KEYBOARD,全局钩子。截获键盘按键消息，并扔掉该消息，让键盘失灵。

由于是装的是全局钩子，所以钩子处理函数必须放在动态链接库里。那么我们就设计一个动态链接库吧。

现给出动态链接库的所有代码：(KeyDll.dll)

#include "stdafx.h"  
 #include<windows.h>  
 BOOL APIENTRY DllMain( HANDLE hModule,  
 DWORD ul\_reason\_for\_call,  
 LPVOID lpReserved  
 )  
 {  
 return TRUE;  
 }  
 HMODULE WINAPI ModuleFromAddress(PVOID pv) //该函数根据内存地址，获得其所在的模块句柄  
 {  
 MEMORY\_BASIC\_INFORMATION mbi;  
 VirtualQuery(pv,&mbi,sizeof(mbi));  
 return (HMODULE)mbi.AllocationBase;  
 }  
 LRESULT CALLBACK HookKey(int nCode,WPARAM wParam,LPARAM lParam)  
 {  
 return TRUE; //返回真，扔掉该消息  
 }  
 extern "C" \_\_declspec(dllexport) void SetHook(void)  
 {  
 SetWindowsHookEx(WH\_KEYBOARD,HookKey,ModuleFromAddress(HookKey),0);  
 }

生成dll文件后，把它复制到相应的目录下去。

再新建一个工程，调用用动态链接库里的函数，代码如下：

#include<windows.h>  
 int main()  
 {  
 HMODULE hMod=LoadLibrary("KeyDll.dll");  
 typedef void(\*pSetHook)(void);  
 pSetHook SetHook=(pSetHook)GetProcAddress(hMod,"SetHook");  
 SetHook();  
 while(1)  
 {  
 Sleep(1000); //避免程序结束，自动释放动态链接库  
 }  
 return 0;  
 }

这样当按下了一个键后，接收该按键消息的进程，会先去执行钩子处理函数，然后再处理消息，而钩子处理函数的几个参数说明了按键的详细信息，如按了哪个键，是按下（KEYDOWN）还是松开（KEYUP）。如果有兴趣的话，把上面那钩子处理函数的代码换成下面这个

LRESULT CALLBACK HookKey(int nCode,WPARAM wParam,LPARAM lParam)  
 {  
 char sz[25];  
 sprintf(sz,"%c",wParam); //这个函数头文件#include<stdio.h>  
 MessageBox(NULL,sz,sz,MB\_OK);  
 return FALSE;  
 }

每按下一个键，就会弹出一个提示框，并输出所按下的键，只对字符键有用。

**第五十二个SHGetFileInfo获取一个文件的各项信息（文件关联图标，属性等）**  
函数定义： DWORD SHGetFileInfo(LPCSTR pszPath, DWORD dwFileAttributes, SHFILEINFOA FAR \*psfi, UINT cbFileInfo, UINT uFlags);  
pszPath是文件的路径，dwFileAttributes一般取0，如果想要获取文件夹信息的话，则取值为FILE\_ATTRIBUTE\_DIRECTORY，psfi是一个SHFILEINFO结构的指针，该结构存储文件信息，定义如下：

typedef struct \_SHFILEINFOA  
 {  
 HICON hIcon; // 文件关联图标句柄  
 int iIcon; // 系统图标列表索引  
 DWORD dwAttributes; // 文件的属性  
 CHAR szDisplayName[MAX\_PATH]; // 文件的路径名  
 CHAR szTypeName[80]; // 文件的类型名，如是bmp文件，还是执行文件exe，或者其它  
 } SHFILEINFO;

第四个参数cbFileInfo指明SHFILEINFO结构的大小，填sizoef(SHFILEINFO);  
最后一个参数uFlags指定获取文件的什么信息，可选取值如下：（对应着SHFILEINFO里的成员）

SHGFI\_ICON; //获得图标　　  
 SHGFI\_DISPLAYNAME; //获得显示名　　  
 SHGFI\_TYPENAME; //获得类型名　　  
 SHGFI\_USEFILEATTRIBUTES; //获得属性　　  
 SHGFI\_LARGEICON; //获得大图标　　  
 SHGFI\_SMALLICON; //获得小图标　　  
 SHGFI\_PIDL; // pszPath是一个标识符

比如，我只要获取文件图标，那么参数填SHGFI\_LARGEICON就行了。如果又想获取文件关联的图标，又想获取文件类型名，那么就是  
SHGFI\_LARGEICON|SHGFI\_TYPENAME;  
函数例子：

SHFILEINFO sfi;  
 SHGetFileInfo("e:\\aa.bmp",0,&sfi,sizeof(sfi),  
 SHGFI\_ICON|SHGFI\_LARGEICON|SHGFI\_USEFILEATTRIBUTES|SHGFI\_TYPENAME);

接着可以用DrawIcon函数画出文件关联图标：该函数定义：BOOL DrawIcon（HDC hDC，int X，int Y, HICON hlcon );

**第五十三个RegCreateKeyEx在注册表里创建一个子键，或获取一个子键的句柄**

在这里我们先来了解一下注册表的基本概念，打开运行对话框，输入regedit，然后回车，便打开了注册表编辑器，首先映入眼前的，便是五个根键  
HKEY\_CLASSES\_ROOT  
HKEY\_CURRENT\_USER  
HKEY\_LOCAL\_MACHINE  
HKEY\_USER  
HKEY\_CURRENT\_CONFIG

在根键下面便是主键了，如HKEY\_CURRENT\_CONFIG根键下有两个主键，分别是Software和System（可能会不一样）,那么主键下面是什么呢，对了，就是跟 RegCreateKeyEx函数相关的子键，子键下面就是具体的键值项了，但也可以又是子键。键值有五种可选类型，分别是：字符串值（REG\_SZ)，二进制值（REG\_BINARY），DWORD值（REG\_DWORD），多字符串值（REG\_MULTI\_SZ）和可扩充字符值（REG\_EXPAND\_SZ）。键值项还有其它信息，它的名称，数据。

了解了上面这些东西，接着就来了解下RegCreateKeyEx函数的各个参数吧,先来看一下函数定义：

LONG RegCreateKeyEx (  
 HKEY hKey, //根键句柄，指明要在哪个根键下创建子键，填根键名既可  
 LPCSTR lpSubKey, //子键名，包含完整路径名  
 DWORD Reserved,. //一般取0  
 LPSTR lpClass, //一般取NULL  
 DWORD dwOptions, //创建子键时的选项,可选值REG\_OPTION\_NON\_VOLATILE，REG\_OPTION\_VOLATILE，这里取0既可  
 REGSAM samDesired, //打开方式，填KEY\_ALL\_ACCESS，在任何情况都行。  
 LPSECURITY\_ATTRIBUTES lpSecurityAttributes, //指定继承性,还是取0  
 PHKEY phkResult, //子键对应句柄，待创建或打开的子键句柄将存储在该句柄里  
 LPDWORD lpdwDisposition //打开还是创建子键,对应REG\_CREATED\_NEW\_KEY和REG\_OPENED\_EXISTING\_KEY  
 );

在这里举一个例子，以便我们能更好的理解该函数。

在HKEY\_CURRENT\_CONFIG根键下的Software主键里创建一个名为MySelf的子键。

#include<windows.h>  
 int main()  
 {  
 HKEY hroot; //子键句柄  
 DWORD dwDisposition; //对应着最后一个参数  
 RegCreateKeyEx(HKEY\_CURRENT\_CONFIG,"Software\\MySelf",0,NULL,0,KEY\_ALL\_ACCESS,NULL,&hroot,&dwDisposition);  
 return 0;  
 }

**第五十四个RegSetValueEx根据子键句柄在其下创建或修改一个键值**

函数定义：

LONG RegSetValueEx(  
 HKEY hKey, // 子键句柄  
 LPCTSTR lpValueName, // 键值名称，如果提供的子键下没有该名称，则创建  
 DWORD Reserved, // 保留，填0  
 DWORD dwType, // 键值类型，  
 CONST BYTE \*lpData, // 键值的数据  
 DWORD cbData // 键值的数据的大小  
 );

接着我们以增加开机自启动为例，来看一下函数是如何创建一个键值的，我们知道，像程序添加开机自启动一般都在

HKEY\_LOCAL\_MACHINE\\SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run下添加一个键值，键值类型为二进制（REG\_SZ），而键值的数据就为要自启动程序的路径。

假设e盘下有一个AutoRun.exe的应用程序，让电脑开机时自动运行它。

#include<windows.h>  
 int main()  
 {  
 HKEY hroot; //子键句柄  
 DWORD dwDisposition;  
 RegCreateKeyEx(HKEY\_LOCAL\_MACHINE,"SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run",0,  
 NULL,0,KEY\_ALL\_ACCESS,NULL,&hroot,&dwDisposition);  
 RegSetValueEx(hroot,"AutoRun",0,REG\_SZ,(BYTE \*)"e:\\AutoRun.exe",sizeof("e:\\AutoRun.exe"));  
 return 0;  
 }

**第五十五个RegDeleteValue根据子键句柄删除其下的一个键值**

这里直接举一个例子，删除RegSetValueEx函数创建的键值

#include<windows.h>  
 int main()  
 {  
 HKEY hroot; //子键句柄  
 DWORD dwDisposition;  
 RegCreateKeyEx(HKEY\_LOCAL\_MACHINE,"SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run",0,  
 NULL,0,KEY\_ALL\_ACCESS,NULL,&hroot,&dwDisposition);  
 RegDeleteValue(hroot,"AutoRun"); //删除子键下名为AutoRun的键值  
 return 0;  
 }

**第五十六个RegQueryValueEx根据子键句柄获取一个键值数据，类型。**

函数定义：

LONG RegQueryValueEx (  
 HKEY hKey, //根键句柄  
 LPCWSTR lpValueName, //键值名称  
 LPDWORD lpReserved, //预留，填0  
 LPDWORD lpType, //接收键值类型  
 LPBYTE lpData, //接收键值数据  
 LPDWORD lpcbData //接收数据的大小  
 );

例子，获取RegSetValueEx函数创建的键值的类型，数据

int main()  
 {  
 char Data[52];  
 DWORD Size,Type;  
 HKEY hroot; //子键句柄  
 DWORD dwDisposition;  
 RegCreateKeyEx(HKEY\_LOCAL\_MACHINE,"SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run",0,  
 NULL,0,KEY\_ALL\_ACCESS,NULL,&hroot,&dwDisposition); //获取根键句柄  
 RegQueryValueEx(hroot,"AutoRun",0,&Type,(BYTE \*)Data,&Size); //获取AutoRun的信息  
 printf("键值名称：AutoRun ");  
 switch(Type)  
 {  
 case REG\_SZ:printf("键值类型：REG\_SZ");break;  
 case REG\_BINARY:printf("键值类型:REG\_BINARY");break;  
 case REG\_DWORD:printf("键值类型:REG\_DWORD");break;  
 case REG\_MULTI\_SZ:printf("键值类型:REG\_MULTI\_SZ");break;  
 case REG\_EXPAND\_SZ:printf("键值类型:REG\_EXPAND");break;  
 }  
 printf(" 键值数据：%s %d\n",Data,Size);  
 return 0;  
 }

**第五十七个RegEnumValue根据子键句柄返回对应索引的键值信息（名称，数据，类型，子键下第一个键值索引为0，以此类推，函数成功执行返回ERROR\_SUCCESS）**

函数定义：

LONG RegEnumValue (  
 HKEY hKey, //子键句柄  
 DWORD dwIndex, //键值索引  
 LPWSTR lpValueName, //接收键值名称，字符数组  
 LPDWORD lpcbValueName, //指明数组大小  
 LPDWORD lpReserved, //预留，0  
 LPDWORD lpType, //键值类型，填NULL，不获取  
 LPBYTE lpData, //键值数据，填NULL，不获取  
 LPDWORD lpcbData //接收数据的大小，如果键值数据那项参数为NULL，则该项也为NULL  
 );

例子：输出Run下的所有键值名

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Name[52];  
 int Index=0;  
 DWORD dwSize=52;  
 DWORD Size,Type;  
 HKEY hroot; //子键句柄  
 DWORD dwDisposition;  
 RegCreateKeyEx(HKEY\_LOCAL\_MACHINE,"SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run",0,  
 NULL,0,KEY\_ALL\_ACCESS,NULL,&hroot,&dwDisposition); //获取根键句柄  
 while(RegEnumValue(hroot,Index,Name,&dwSize,NULL,NULL,NULL,NULL)==ERROR\_SUCCESS)  
 {  
 printf("%s\n",Name);  
 Index++; //索引从0开始每次自增一，函数如果执行失败，则索引已到头  
 }  
 return 0;  
 }

其实也还可以扩充一下，可以像msconfig程序那样列出当前计算机的所有开机自启动程序，当然，注册表也不只就前面的那一个子键下可以添加自启动程序，在HKEY\_CURRENT\_USER\\Software\\Microsoft\\Windows\\CurrentVersion\\Run下也可以添加，所以这些子键都需要去查看，更多添加自启动程序的子键可以到百度里去搜一下，大家如果掌握前面那几个注册表操作函数，可以结合起来试着做一个可以添加，查看，删除开机自启动程序的小程序。

**第五十八个ExitWindowsEx关机，重启，注销计算机函数**

这个函数只有两个参数，后一个参数为系统预留，填0就可以了，而第一个参数则，指明关机，还是重启，或注销，可选值如下：

EWX\_LOGOFF//注销    EWX\_REBOOT//重启 NT系统中需SE\_SHUTDOWN\_NAME 特权 EWX\_SHUTDOWN//关机，需权限。

例子：关闭计算机，由于需要SE\_SHUTDOWN\_NAME权限，所以我们得先提升权限，代码如下：

#include<windows.h>  
 int main()  
 {  
 HANDLE hToken;  
 TOKEN\_PRIVILEGES tkp;  
 OpenProcessToken(GetCurrentProcess(),TOKEN\_ADJUST\_PRIVILEGES|TOKEN\_QUERY,&hToken);  
 LookupPrivilegeValue(NULL,SE\_SHUTDOWN\_NAME,&tkp.Privileges[0].Luid);  
 tkp.PrivilegeCount=1;  
 tkp.Privileges[0].Attributes=SE\_PRIVILEGE\_ENABLED;  
 AdjustTokenPrivileges(hToken,FALSE,&tkp,0,(PTOKEN\_PRIVILEGES)NULL,0);  
 ::ExitWindowsEx(EWX\_SHUTDOWN,0);  
 return 0;  
 }

**第五十九个VirtualAllocEx在其它的进程中分配内存空间**

函数定义：

LPVOID VirtualAllocEx(  
 HANDLE hProcess, //进程句柄，将会在该进程句柄相关的进程分配空间  
 LPVOID lpAddress, //默认为系统指定，填NUL  
 DWORD dwSize, //分配多大的内存  
 DWORD flAllocationType, //填MEM\_COMMIT  
 DWORD flProtect //指定分配的内存属性，为PAGE\_READWRITE，内存可读写  
 );

函数返回分配的内存首地址，

**第六十个CreateRemoteThread创建一个远程线程（在其它进程中创建线程）**

函数定义：

HANDLE WINAPI  
 CreateRemoteThread(HANDLE hProcess, //进程句柄，函数将在这个进程句柄关联的进程创建线程  
 LPSECURITY\_ATTRIBUTES lpThreadAttributes,  
 DWORD dwStackSize,  
 LPTHREAD\_START\_ROUTINE lpStartAddress,  
 LPVOID lpParameter,  
 DWORD dwCreationFlags,  
 LPDWORD lpThreadId  
 );

这个函数比CreateThread函数多了一个参数，就是这个函数的第一个hProcess（函数在该进程里创建线程），后面的六个参数跟第三十九个函数CreateThread的六个参数一样，这里就不再解释了。

例子：远程线程注入

创建一个远程线程，就必须得有一个线程函数供线程执行，而线程函数又不能在其它程序里。那要怎么办呢？大家看一下线程函数的定义，和LoadLibrary函数的定义，它们的定义相似，都是只有一个参数，而且每个程序都能调用LoadLibrary函数，这样我们便能把LoadLibrary函数作为线程函数。这样创建的线程就会去执行LoadLibrary函数。因而我们就有了一次让其它程序调用LoadLibrar函数的机会，并还可以指定LoadLibrary函数的参数（通过创建远程线程函数传递）。前面在动态链接库提到，一个程序如果调用LoadLibrary函数，它都会自动去执行相应动态链接库里的DllMain函数，所以我们自己可以编写一个动态链接库，在DllMain函数里写入想要其它程序执行的代码。再通过CreateRemoteThread函数在其它程序创建一个线程去执行LoadLibary加载我们已经编写好的动态链接库，这样就可以让其它程序执行我们的代码了。这里还有一个问题，CreateRemoteThread函数传递过去的参数，因为要供注入的那个程序访问，所以参数数据所存储的空间不能在调用CreateRemoteThread函数的程序里。必须调用VirtualAllocEx函数，在注入程序里分配一个空间，把数据（动态链接库的名称）存在里面，而新分配空间的首地址则作为CreateRemoteThread函数的参数传过去。这样注入程序访问的是自己的地址空间。

远程线程注入：

假设动态链接库为“ReCode.dll”它的代码如下：

#include<windows.h>  
 BOOL APIENTRY DllMain( HANDLE hModule,  
 DWORD ul\_reason\_for\_call,  
 LPVOID lpReserved  
 ) //DllMain函数，只要加载这个动态链接库的程序，都会跑来执行这个函数  
 { //在这里填让其它程序执行的代码  
 while(1)  
 {  
 MessageBox(NULL,"aaaa","aaaa",MB\_OK); //简单的让其它程序每隔3秒弹出一个提示框  
 Sleep(3000);  
 }  
 return TRUE;  
 }

编译运行，然后把生成的“ReCode.dll”文件复制到c:\\windows\\system23下去。

注入线程的代码：

//选择ctfmon.exe（输入法管理）作为我们要注入进线程的程序  
 #include<windows.h>  
 #include<tlhelp32.h>  
 #include<stdio.h>  
 int main()  
 {   
 char DllName[25]="ReCode.dll";  
 HANDLE hProcess; //用于存储ctfmon.exe的进程句柄  
 //先提升进程权限，使其能获取任何进程句柄，并对其进行操作  
 HANDLE hToken;  
 OpenProcessToken( GetCurrentProcess(), TOKEN\_ADJUST\_PRIVILEGES, &hToken );  
 TOKEN\_PRIVILEGES tp;  
 LookupPrivilegeValue( NULL, SE\_DEBUG\_NAME, &tp.Privileges[0].Luid );  
 tp.PrivilegeCount = 1;  
 tp.Privileges[0].Attributes = SE\_PRIVILEGE\_ENABLED;  
 AdjustTokenPrivileges( hToken, FALSE, &tp, sizeof( TOKEN\_PRIVILEGES ), NULL, NULL );  
 ////////////////////////////////////////////////////////////////////////////  
 //Process32First和Process32Next函数结合（寻找）获取ctfmon.exe进程ID号  
 //再调用OpenProcess函数根据进程ID获得进程句柄  
 PROCESSENTRY32 pe32; //进程相关信息存储这个结构里  
 pe32.dwSize=sizeof(pe32);  
 //给系统内的所有进程拍一个快照  
 HANDLE hProcessSnap=::CreateToolhelp32Snapshot(TH32CS\_SNAPPROCESS,0);  
 BOOL bMore=::Process32First(hProcessSnap,&pe32);  
 while(bMore)  
 {  
 if(strcmp("ctfmon.exe",pe32.szExeFile)==0) //如果找到进程名为ctfmon.exe  
 hProcess=OpenProcess(PROCESS\_ALL\_ACCESS,FALSE,pe32.th32ProcessID); //获取句柄  
 bMore=::Process32Next(hProcessSnap,&pe32); //寻找下一个  
 }  
   
//在ctfmon进程中分配空间  
 LPVOID lpBuf=VirtualAllocEx(hProcess,NULL,strlen(DllName),MEM\_COMMIT, PAGE\_READWRITE );  
 DWORD WrSize;  
 //把DllName里的数据写入到分配的空间里  
 WriteProcessMemory(hProcess, lpBuf, (LPVOID)DllName, strlen(DllName), &WrSize);  
//创建远程线程  
 CreateRemoteThread(hProcess,NULL,0,(LPTHREAD\_START\_ROUTINE)LoadLibraryA,lpBuf,0,NULL);  
 return 0; //程序使命完成，结束  
 }

当然,给一个程序安装钩子,也可以让指定的应用程序加载特定的动态链接库,但要了解,加载动态链接库的是是应用程序的主程序,你总不能让应用程序不干它自己的事,而来一直执行DllMain函数里的代码吧!而且即使这样,当安装钩子的程序退出或卸载钩子的时候，那么被系统强迫加载动态链接库的程序，也会自动释放动态链库，退出DllMain函数。如此，那就没有办法了吗？，办法肯定是有的，用CreateThread函数。当其它程序主线程执行DllMain函数的时候，使其调用CreateThread再创建一个线程，就行了

**第六十一个GetWindowThreadProcessId根据窗口句柄获得对应进程ID号,和线程ID号**

函数只有两个参数，第一个参数是窗口句柄，第二个参数是一个DOWRD类型的指针,函数返回线程ID

如:

DWORD ThreadId,ProcessId;  
 ThreadId=GetWindowThreadProcessId(wnd,&ProcessId);

**第六十二个EnumWindows枚举当前正运行的所有主窗口，不包括子窗口**

调用这个函数，还必须定义一个回调函数，它的格式是这样的：BOOL CALLBACK lpEnumFunc(HWND wnd, LPARAM lParam);

EnumWindows函数有两个参数，第一个就是回调函数的地址，另一个是自定义参数，对应着回调函数的第二个参数。

每枚举一次窗口，这个回调函数就会被执行一次，而获得的窗口句柄，就会传递给回调函数，对应着回调函数的第一个参数。直到枚举完所有窗口。而在回调用函数里，返回真表示继续枚举，返回假则停止枚举。

例子：枚举窗口

#include<windows.h>  
 #include<stdio.h>  
 BOOL CALLBACK lpEnumFunc(HWND hwnd, LPARAM lParam);  
 int main()  
 {  
 ::EnumWindows(lpEnumFunc,0);  
 return 0;  
 }  
 BOOL CALLBACK lpEnumFunc(HWND wnd, LPARAM lParam)  
 {  
 char WindowName[52]={0};  
 GetWindowText(wnd,WindowName,sizeof(WindowName)); //根据窗口句柄获得窗口名  
 printf("窗口句柄:%d 窗口名称:%s\n,",wnd,WindowName);  
 //可以在这里加个判断当前是否有一个窗口正在运行  
   
 //如if(strcmp(WindowName,"Windows 任务管理器")==0) return 0;结束枚举，  
 return 1;  
 }

**第六十三个MessageBox弹出一个消息提示框**

int MessageBox(  
 HWND hWnd , //指明消息框是属于哪个窗口的，可以为NULL  
 LPCSTR lpText, //消息提示具体内容  
 LPCSTR lpCaption, //提示框窗口标题  
 UINT uType); //指明提示框类型，按钮，图标

这里只说下uType的常用可选值：  
按钮：  
MB\_ABORTRETRYIGNORE      终止 重试  忽略  
MB\_OK                                     确定  
MB\_OKCANCEL                       确定  取消  
MB\_RETRYCANCEL                重试  取消  
MB\_YESNO                              是     否  
MB\_YESNOCANCEL                是     否  取消  
图标：  
MB\_ICONWARNING       感叹号  
MB\_ICONINFORMATION   提示i  
MB\_ICONQUESTION      问号  
MB\_ICONSTOP          红X号  
按钮和图标可以结合用，如：

MessageBox(NULL,"该内存不能访问","出错",MB\_OK|MB\_ICONSTOP);

系统模式：MB\_SYSTEMMODAL

函数的返回值确定用户选择了哪个按钮，正面给各按钮的定义：  
IDABORT    “放弃”按钮  
IDCANCEL “取消”按钮  
IDIGNORE  “忽略”按钮  
IDNO       “否”按钮  
IDOK        确定  
IDRETRY     重试  
IDYES       是  
判断返回值是否与其相等即可。

**第六十四个GetForegroundWindow获得当前激活的窗口句柄**

函数没参数，调用即返回最前窗口句柄

这里举一个例子：每当切换窗口的时候弹出一个消息提示框

#include<windows.h>  
 int main()  
 {  
 char WindowName[52];  
 HWND wnd,Orgwnd;  
 wnd=Orgwnd=NULL;  
 while(1)  
 {  
 wnd=GetForegroundWindow();  
 if(wnd!=Orgwnd)  
 { GetWindowText(wnd,WindowName,sizeof(WindowName));  
 MessageBox(NULL,WindowName,"切换窗口到",MB\_OK);  
 Orgwnd=wnd;  
 }  
 Sleep(200);  
 }  
 }

**第六十五个GetTopWindow根据窗口句柄获得其下第一子窗口句柄（如果有）**

用过MFC的人都知道，在对话编辑区，如果要为控件排序的话，就按CTRL+D显示出每个控件的顺序，如下图：
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而GetTopWindow函数获取的就是控件顺序为1的窗口句柄。

例子：改变一个主窗口下的第一子窗口的显示内容（前提得它有），这里就以上面那个abc对话框为例：

#include<windows.h>  
 int main()  
 {  
 HWND wnd;  
 wnd=FindWindow(NULL,"abc");  
 HWND FirstWnd=GetTopWindow(wnd);  
 SetWindowText(FirstWnd,"first");  
 return 0;  
 }

执行效果：
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**第六十六个GetNextWindow根据子窗口句柄获得下一个或上一个同级的窗口句柄（返回NULL，函数执行失败）**

函数有两个参数，第一个是子窗口句柄，第二个参数指明寻找上一个，还是一下个窗口句柄，值：GW\_HWNONEXT（下一个），GW\_HWNDPREV（上一个）。比如子窗口句柄在主窗口的顺序为3，那么获取的是顺序为2或顺序为3的窗口句柄（具体取决于第二个参数），函数返回获得的窗口句柄.这样GetNextWindow结合GetTopWindow函数就可以遍历一个主窗口里的所有子窗口了。

例子：遍历一个窗口里的所有子窗口，以上面的abc窗口为例

#include<stdio.h>  
 #include<windows.h>  
 int main()  
 {  
 char Name[52];  
 HWND wnd;  
 wnd=FindWindow(NULL,"abc");   
 wnd=GetTopWindow(wnd);  
 while(wnd!=NULL)  
 {  
 GetWindowText(wnd,Name,sizeof(Name));  
 printf("窗口句柄:%d,名称:%s\n",wnd,Name);  
 wnd=GetNextWindow(wnd,GW\_HWNDNEXT); //GW\_HWNDNEXT获取下一个  
 }  
 return 0;  
 }

**第六十七个InvalidateRect发送一个WM\_PAINT消息给窗口（刷新窗口）**

函数定义：

BOOL InvalidateRect(  
 HWND hWnd , //要刷新窗口的句柄  
 CONST RECT \*lpRect, //刷新的范围  
 BOOL bErase //重画为TRUE  
 );

例子：在SetTimer函数里会举例

**第六十八个SetTimer设置一个定时器（每隔一段时间执行一次定时器函数）**

函数定义：

UINT SetTimer(  
 HWND hWnd , //窗口句柄  
 UINT nIDEvent, //定时器ID号，为了能设置多个定时器  
 UINT uElapse, //时间，指明间隔多久执行一次定时器函数，单位：毫秒  
 TIMERPROC lpTimerFunc); //定时器回调函数的地址

定时器函数的固定格式：VOID CALLBACK TimerProc(HWND hwnd,UINT uMsg,UINT\_PTR idEvent, DWORD dwTime);

例子：在用w,a,s,d键控制一个矩形移动的同时，一个相同的矩形自动移动。

#include<windows.h>  
 LRESULT CALLBACK WinSunProc(HWND hwnd,UINT uMsg,WPARAM wParam,LPARAM lParam);//函数声明  
 VOID CALLBACK TimerProc(HWND hwnd,UINT uMsg,UINT\_PTR idEvent, DWORD dwTime);  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 WNDCLASS wndcls; //定义一个存储窗口信息WNDCLASS变量  
 wndcls.cbClsExtra=0; //默认为0  
 wndcls.cbWndExtra=0; //默认为0  
 wndcls.hbrBackground=(HBRUSH)GetStockObject(GRAY\_BRUSH); //背景画刷  
 wndcls.hCursor=LoadCursor(NULL,IDC\_ARROW); //光标  
 wndcls.hIcon=LoadIcon(NULL,IDI\_ERROR); //窗口图标  
 wndcls.hInstance=hInstance; //应用程序实例句柄由WinMain函数传进来   
 wndcls.lpfnWndProc=WinSunProc; //窗口消息处理函数  
 wndcls.lpszClassName="windowclass"; //窗口类名  
 wndcls.lpszMenuName=NULL; //窗口菜单名，没有菜单，为NULL  
 wndcls.style=CS\_HREDRAW | CS\_VREDRAW; //窗口类型，CS\_HREDRAW和CS\_VERDRAW 表明  
 //当窗口水平方向垂直方向的宽度变化时重绘整个窗口  
 RegisterClass(&wndcls); //把窗口信息提交给系统，注册窗口类  
 HWND hwnd; //用以存储CreateWindow函数所创建的窗口句柄  
 hwnd=CreateWindow("windowclass","first windows",   
 WS\_OVERLAPPEDWINDOW,0,0,600,400,NULL,NULL,hInstance,NULL); //创建窗口  
 ShowWindow(hwnd,SW\_SHOWNORMAL); //窗口创建完了，显示它  
 UpdateWindow(hwnd); //更新窗口，让窗口毫无延迟的显示  
 SetTimer(hwnd,1,200,(TIMERPROC)TimerProc); //设置定时器  
 MSG msg; //消息结构类型  
 while(GetMessage(&msg,NULL,0,0)) //获取消息  
 {  
 TranslateMessage(&msg); //此函数用于把键盘消息(WM\_KEYDOWN,WM\_KEYUP)转换成字符消息WM\_CHAR  
 DispatchMessage(&msg); //这个函数调用窗口过程处理函数，并把MSG里的信息处理后传给过程函数的四个参数  
 }  
 return 0;  
 }  
 VOID CALLBACK TimerProc(HWND hwnd,UINT uMsg,UINT\_PTR idEvent, DWORD dwTime) //定时器函数  
 {  
 static int x=0,y=0;  
 x+=15;  
 if(x>500)  
 {y+=15;x=0;}  
 HDC dc=GetDC(hwnd);  
 Rectangle(dc,x,y,x+30,y+30);  
 }  
 LRESULT CALLBACK WinSunProc(HWND hwnd,UINT uMsg,WPARAM wParam,LPARAM lParam)  
 { static int x=0,y=0;  
 switch(uMsg)  
 {  
 case WM\_CHAR:  
 {  
 if(wParam=='a') x-=10;  
 else if(wParam=='d') x+=10;  
 else if(wParam=='w') y-=10;  
 else if(wParam=='s') y+=10;  
 RECT rect;  
 GetClientRect(hwnd,&rect);  
 ::InvalidateRect(hwnd,&rect,TRUE); //发送WM\_PAINT消息，刷新窗口  
 }  
 break;  
 case WM\_PAINT:  
 HDC dc;   
 PAINTSTRUCT ps;   
 dc=BeginPaint(hwnd,&ps); //BeginPaint只能在响应WM\_PAINT,不能用GetDC获取设备上下文  
 Rectangle(dc,x,y,x+30,y+30);  
 break;  
 case WM\_CLOSE: //用户关闭了窗口  
 DestroyWindow(hwnd); //销毁窗口，并发送WM\_DESTROY消息  
 break;  
 case WM\_DESTROY: //如果窗口被销毁  
 PostQuitMessage(0); //让进程退出  
 break;  
 }  
 return DefWindowProc(hwnd,uMsg,wParam,lParam); //未处理的消息通过DefWindowProc函数交给系统处理  
 }

**第六十九个RegisterHotKey注册一个热键**

函数定义：

BOOL RegisterHotKey(  
 HWND hWnd ,  
 int id,  
 UINT fsModifiers,  
 UINT vk);

第一个参数hWnd表明热键消息（HOT\_KEY）发送给哪个窗口，为NULL表明直接把消息投递给调用这个函数进程的消息队列。

第二个参数可以自定取值，取值范围0xC000-0xFFFF,这个参数是为了程序能同时拥有多个热键而存在。

第三个参数fsModifiers的可选取值如下：MOD\_ALT（Alt键），MOD\_CONTROL（Ctrl键），MOD\_SHIFT（Shift键），MOD\_WIN（‘田’图标键）  
最一个参数是一个ASCII值，指明具体和哪个非系统键组合。  
如QQ的热键ctrl+alt+z，注册这个热键的语句是RegisterHotKey(NULL,0x0001,MOD\_CONTROL|MOD\_ALT,‘Z’)  
如QQ的截图热键 RegisterHotKey(NULL,0x0001,MOD\_CONTROL|MOD\_ALT,'A')

例子：按下ctrl+alt+x热键，弹出消息提示框，询问是否要退出。

//#include "stdafx.h" 新建空工程，不需要该头文件  
 #include<windows.h>  
 int APIENTRY WinMain(HINSTANCE hInstance,  
 HINSTANCE hPrevInstance,  
 LPSTR lpCmdLine,  
 int nCmdShow)  
 {  
 RegisterHotKey(NULL,0x0001,MOD\_CONTROL|MOD\_ALT,'X'); //注册热键  
 MSG msg;  
 while(GetMessage(&msg,NULL,0,0)) //从消息队伍获取消息  
 {  
 if(msg.message==WM\_HOTKEY) //热键消息  
 {  
 if(MessageBox(NULL,"你确定要退出程序吗？","热键提示",MB\_YESNO|MB\_SYSTEMMODAL)==IDYES)  
 {  
 UnregisterHotKey(NULL,0x0001); //卸载热键  
 break;  
 }  
 }  
 }  
 return 0;  
 }

记得要退出程序

**第七十个StretchBlt在窗口输出一个位图**

这个函数比BitBlt多了两个参数，那就是源目标DC的宽高，像BitBlt函数，只有目标DC的宽高。

有了这两个参数的加入，StretchBlt函数功能就比BitBlt函数强大了许多，它可以缩小或放大图片，可以把一张图片上的任意矩形区域覆盖到另一张图片上的任意区域。

函数语句：StretchBlt(hdc,0,0,bmInfo.bmWidth,bmInfo.bmHeight,memDC,0,0,50,50,SRCCOPY);

具体用法参考BitBlt函数。

**第七十一个TextOut根据设备DC在窗口输出文字**

函数定义:

BOOL TextOut(HDC hdc, // 设备DC  
 int nXStart, // 窗口x坐标  
 int nYStart, // 窗口y坐标，字符串左上角是将是x,y  
 LPCTSTR lpString, // 字符串  
 int cbString // 字符串中字符的个数  
 );

例子：在窗口输出文字，为了方便，这里依旧在"无标题.txt - 记事本",窗口里输出文字

#include<windows.h>  
 #include<string.h>  
 int main()  
 {  
 char Text[52]="从坐标点50,50开始输出文字";  
 HWND wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 HDC dc=GetDC(wnd);  
 SetTextColor(dc,RGB(255,0,0)); //设置文字颜色  
 while(1)  
 {  
 TextOut(dc,50,50,Text,strlen(Text));  
 Sleep(200);  
 }  
 return 0;  
 }

**第七十二个DrawText根据设备DC在窗口的一个矩形区输出文字。**

int DrawTextW(  
 HDC hDC, //设备DC  
 LPCWSTR lpString, //字符串  
 int nCount, //字符串的个数  
 LPRECT lpRect, //指明一个矩形区  
 UINT uFormat); //输出格式

uFormat的常用取值

值                             说明   
DT\_BOTTOM              将正文调整到矩形底部。此值必须和DT\_SINGLELINE组合。   
DT\_CENTER               使正文在矩形中水平居中。   
DT\_VCENTER             使正文在矩形中垂直居中。   
DT\_END\_ELLIPSIS      对于显示的文本，如果结束的字符串的范围不在矩形内，它会被截断并以省略号标识。   
如果一个字母不是在字符串的末尾处超出了矩形范围，它不会被截断并以省略号标识。   
字符串不会被修改，除非指定了DT\_MODIFYSTRING标志。   
T\_WORD\_ELLIPSIS, DT\_PATH\_ELLIPSIS和DT\_END\_ELLIPSIS不能和此参数一起使用   
DT\_LEFT 正文左对齐。   
T\_RIGHT 正文右对齐。   
DT\_RTLREADING 当选择进设备环境的字体是希伯来文或阿拉伯文字体时，为双向正文安排从右到左的阅读顺序都是从左到右的。   
DT\_TOP 正文顶端对齐（仅对单行）。   
DT\_WORDBREAK 断开字。当一行中的字符将会延伸到由lpRect指定的矩形的边框时，此行自动地在字之间断开。一个回车一换行也能使行折断。   
DT\_WORD\_ELLIPSIS 截短不符合矩形的正文，并增加省略号。

**第七十三个GetLogicalDriveStrings获取系统分区信息**

函数定义：

DWORD GetLogicalDriveStrings(  
 DWORD nBufferLength, //指明lpBuffer参数大小  
 LPSTR lpBuffer //分区信息将会存储在这个参数，格式是“分区NULL分区NULL分区NULL NULL”两个NULL结尾  
 //假设当前电脑有C，D，E分区，那字符串的存储格式是 "C:\\\0D:\\\0E:\\\0\0"; ('\\'转义字符\)  
 );

例子：枚举当前磁盘所有分区

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char \*szBuffer=new char[52];  
 GetLogicalDriveStrings(52,szBuffer);  
 while(\*szBuffer!='\0')  
 {  
 printf("%s\n",szBuffer);  
 szBuffer+=strlen(szBuffer)+1;  
 }  
 return 0;  
 }

**第七十四个GetDiskFreeSpaceEx获取一个分区（盘符）的信息（已用空间，总大小，可用空间）**

这个函数必须用ULARGE\_INTEGER联合类型来存储磁盘使用信息。因为要获取磁盘的已用空间，总大小，可用空间，所以我们必须定义三个ULARGE\_INTEGER类型变量来存储这三个信息。而具体信息就存储在ULARGE\_INTEGER类型的QuadPart成员变量（该成员占八位字节）

如获取C盘的信息：ULARGE\_INTEGER dwAvailable,dwFree,dwTotal;

GetDiskFreeSpaceEx("c:\\",&dwAvailable,&dwTotal,&dwFree);//获取分区信息

下面结合GetLogicalDriveStrings举个例子：获取当前磁盘所有分区信息并输出

#include<windows.h>  
 #include<stdio.h>  
 int GetSpace(char \*P);  
 int main()  
 {  
 char \*szBuffer=new char[52];  
 GetLogicalDriveStrings(52,szBuffer);  
 while(\*szBuffer!='\0')  
 {  
 printf("%s ",szBuffer);  
 GetSpace(szBuffer);  
 szBuffer+=strlen(szBuffer)+1;  
 }  
 return 0;  
 }  
 int GetSpace(char \*Par)  
 {  
 ULARGE\_INTEGER dwAvailable,dwFree,dwTotal;  
 double fDwa,fDwf,fDwt;  
 char szSize[128]={0};  
 int Size;  
 GetDiskFreeSpaceEx(Par,&dwAvailable,&dwTotal,&dwFree); //获取分区信息  
 Size=dwTotal.QuadPart/1024/1024; //获取总大小  
 fDwt=Size/1024.0;  
 Size=dwAvailable.QuadPart/1024/1024; //获取已用空间  
 fDwa=Size/1024.0;  
 Size=dwFree.QuadPart/1024/1024; //获取可用空间  
 fDwf=Size/1024.0;  
 sprintf(szSize,"总大小:%0.2fGB 已用空间:%0.2fGB 可用空间:%0.2fGB",fDwt,fDwa,fDwf);  
 printf("%s\n",szSize);  
 return 0;  
 }

**第七十五个WritePrivateProfileString修改或创建一个INI文件里的数据**

INI文件的内容一般由节名，键名，键值组成，先来看一下INI文件的结构，打开一个INI文件,我们可能会看到以下内容

////////////////////////////////////////////////////////////////////////////////////

[gmy\_p]  
exist\_p=0  
linux\_p=

[boot]  
a20=0  
a21=0

///////////////////////////////////////////////////////////////////////////////////

上面的内容中[gmy\_p]和[boot]便是INI文件的节名，节名包含键名，和键值。一个INI文件可以有多个节名.

那么哪些是键名，那些是键值呢，在“=”左边的是键名，而在右边的就是键值，键值可以为NULL。

好了，看一下WritePrivateProfileString的函数的定义：

BOOL WritePrivateProfileString(  
 LPCWSTR lpAppName, //节名  
 LPCWSTR lpKeyName, //键名  
 LPCWSTR lpString, //修改的数据  
 LPCWSTR lpFileName //INI文件名  
 );

如果要修改键值，那么要提供哪些信息呢，首先，必须要知道INI文件的路径（lpFileName)，要修改的键值是在哪个节名下(lpAppName)，以及具体是哪个键名(lpKeyName)，还有修改的键值数据(lpString).

比如我要把之前INI文件里节名为gmy\_p下的键名exist\_p的键值改为100(假设这个文件的路径为d:\gho.ini).

那么就是语句：WritePrivateProfileString("gmy\_p","exist\_p","100","d:\\gho.ini");

WritePrivateProfileString函数功能不止于此，当函数提供的INI文件名，节名，键名不存在时，那么函数就会创建他们。这样，我们就可以用这个函数创建一个INI文件，或在一个INI文件里创建一个节名，或在一个节名下创建一个键名。

如：WritePrivateProfileString("ZhengYong","QQ","\*\*\*980073","d:\\Info.ini");

**第七十六个GetPrivateProfileString获取一个INI文件里的数据**

函数定义：

DWORD GetPrivateProfileStringW(  
 LPCWSTR lpAppName, //节名  
 LPCWSTR lpKeyName, //键名  
 LPCWSTR lpDefault, //默认值，填0既可  
 LPWSTR lpReturnedString, //接收数据的缓存区（字符串）  
 DWORD nSize, //指明缓存区的大小  
 LPCWSTR lpFileName //INI文件名  
 );

例子获取一个键值：假设D盘下有一个名为Info.ini文件，它的内容如下：

////////////////////////////////////////////////////////////////////////////

[ZhengYong]  
QQ=\*\*\*980073  
Age=100  
Weight=65kg  
[LiYang]  
QQ=\*\*\*990129  
Age=22  
Weight=55kg

///////////////////////////////////////////////////////////////////////////

如果我想要获取节名为"ZhengYong"下的键名QQ的键值，那么就是：

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char KeyValue[252];  
 ::GetPrivateProfileString("ZhengYong","QQ",0,KeyValue,252,"d:\\Info.ini");  
 printf("%s\n",KeyValue);  
 return 0;  
 }

同WritePrivateProfileString类似，如果提供的节名，或键名为NULL，则获取当前所有的节名或键名。跟分区信息存储格式一样，字符串里，多个节名，或键名以'\0'间隔，字符串最终以两个'\0'结束。

例子：枚举ZhengYong节名下的所有键名：

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Data[252];  
 ::GetPrivateProfileString("ZhengYong",NULL,0,Data,252,"d:\\Info.ini");  
 char \*pKey=Data;  
 while(\*pKey!='\0')  
 {  
 printf("%s\n",pKey);  
 pKey+=strlen(pKey)+1;  
 }  
 return 0;  
 }

那么枚举节名只要在上面的例子中，把函数的节名参数设为NULL就行了，如：

GetPrivateProfileString(NULL,NULL,0,Data,252,"d:\\Info.ini");

大家可以用这个函数编一个读取INI文件内容的程序，以便更好的掌握这个函数。记得把接收数据的缓存区设置大一点。

**第七十七个GetSystemMetrics获得特定窗口的高宽度**

该函数只有一个参数，常用取值如下：

SM\_CXSCREEN 屏幕宽度

SM\_CYSCREEN屏幕高度

SM\_CXFULLSCREEN窗口客户区宽度

SM\_CYFULLSCREEN窗口客户区高度

SM\_CYMENU菜单栏高度

SM\_CYCAPTION//标题栏高度

SM\_CXBORDER窗口边框宽度

SM\_CYBORDER窗口边框高度

例子：获取屏幕分辨率（桌面宽高度）

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 int ScreenX=::GetSystemMetrics(SM\_CXSCREEN);  
 int ScreenY=::GetSystemMetrics(SM\_CYSCREEN);  
 printf("屏幕分辨率:%dX%d\n",ScreenX,ScreenY);  
 return 0;  
 }

**第七十八个SetWindowPos设置一个窗口的大小和它的Z序**

窗口的Z序是什么意思呢？用过MFC的人应该都清楚，在对话框编辑区按CTRL+D就会显示出每个控件的顺序。如下图：

![http://pic002.cnblogs.com/images/2012/377802/2012022716211219.jpg](data:image/jpeg;base64,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)

设置控件的顺序有什么用呢，大家看到上面两个控件有什么特别的吗？对了，两个控件正好有一部分重叠，这时候问题就来了，重叠的部分显示的是那个窗口呢，或者说是以什么来确定显示哪个窗口，我想大家也应该猜到了，是以控件的顺序来确定的。顺序较大的会被显示。这个程序运行如下图如示：

![http://pic002.cnblogs.com/images/2012/377802/2012022716212419.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCADYAPoDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwA+NdvLdL4eggiaSRxKqIoyWO5cACqVtc6v4G8ETWS6fHHe3tjkwy2gJcmXbkt/EcSD5TnFdZ44+0/8JL4X+yIz3Pk3RiVWCktt4wW4H41yWm+HfG/izxK+s6sPIgtUdbeK7lDYcLtBVTxnIBJwAa7niF9WjRt53OWcZuba2Wvr5Hnmo6BrOlyxXeradLaG4+cbotiknnAA4H0qV9I1KCzW8msLmO2YBhM8RCkHoc46Guh8WaX4y1FrzUtZmc6dpzBP3j7VZ8hTsXJJGT19PyqrP4mt7vwzHpc1lJNcQqiwXU0wJhCnJAAUEqcngk4rujip1oxcY2townFX1JH8KXMXhS11o+estxdi2S2eEruyMhlOeQRjtU3iDwtJ4fvYtPY3M165UbVt8RsSASEbOWIJA6Crms+O4te0oWdzpjo7XUd1JJHcYG5UCEAbeAQPXg0XPjVJfGcPiS3sCky8SRSTb1Ybdny/KMHH15rKLrN6rv8A8ATVPoUvEWgHw9c2cJmeT7Tapc4kj8tk3E/KRk8jFZaVq+Itfh157B47R7f7JbLbfPMJNyr0PQc8mspTW1Pm5ff3M52v7pOv0qVaiWpVqySdPpUyVClTJSAnSplqFKmUikIlWplqFamWkBMtTrUC1Mp96TAnWpkqFamSkBMlTL1qFKmWkBMtTrUC1OtICZamWoUqZKQEy/SplqBanWkBOnUd6XX9YbRF+1PZLJYxuRcSIoLQp2bbj5h69xSJxz6Via1qmnavOqXVjq8trHKXaFbVhHN6bxjJHfH51x4m+ljow9tbjr7xBPqPhLUdQtbf7NbFf9Fn2gPKp4LgY+UenetxOY1PHQdq4y8ltYtC1HT9NsNWRLk7ord7ZvLiOeQvHAPp0rtE4jUew7UsPzWdx17aWJdQ02x1CO2N5ZwXPlodnmxhtuSc4z0ql/wj2i/9Amy/78L/AIVry/6uH/d/qairi5n0OuyMw+HNDYYOkWJHoYF/wpv/AAjOg/8AQF0//wAB1/wrVop88u4cqMv/AIRrQv8AoDWH/gOv+FKPDmh/9Aew/wDAdf8ACtOij2k+4uVdjN/4R3RB/wAwix/8B1/wpf8AhH9G7aTY/wDfhf8ACtGijnl3Hyozv7A0btpVkP8Atgv+FKNC0jtpdmP+2K/4VoUUc8u4uVdigND0jtpln/35X/ClGi6T2020/wC/K/4Veoo55dx8q7FH+xtL7ada/wDflf8AClGj6Z/0D7X/AL9L/hV2ijnl3FyrsUxpGm/8+Ft/36H+FH9lad2sLb/v0P8ACrlFHtJdw5V2Kn9l6eP+XG3/AO/Q/wAKX+zLAdLK3/79j/CrVFHPLuHKuxW/s6x7WcH/AH7FA0+yHS0h/wC/YqzRRzy7hyrsV/sFn/z6w/8AfApfsVr/AM+0P/fAqfFGKXPLuHKuxB9jtv8An3i/74FL9ltx0gj/AO+amxRijnl3DlXYi+zQDpDH/wB8il8iEdIk/wC+akxRijnl3DlXYj8mIf8ALNPypRFH2jX8qfRT55dw5V2G7F7KPypdo9B+VLRS5pdw5V2E2j0H5UbB/dX8qWjn2o5pdw5V2JZf9XD/ALn9TUVSy/6uH/c/qaipMYUUUUgCiiigAooooAKKKKACiiigAooooAKKKKBhRRRQIKKKKACiiigAooooAKKKKACiiigAooooAKKKKBksv+rh/wBz+pqKpZf9XD/uf1NRU2IKKKKQBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAwooooEFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAyWX/Vw/7n9TUVSy/6uH/c/qaipsQUUUUgCiiigAooooAKKKKACiiigAooooAKKKKBhRRRQIKKKKACiiigAooooAKKKKACiiigAooooAKKKKBjipS2tlZ2ciPBZsZbk8nFNpRLHcWttNEweOSLcrDuCTg0lN6iQUUUUgGyyJDE8khwiAsx9AKxx4u0E/8AMRj/ACP+FX9U/wCQTef9cH/ka2PCkMR8I6QTGhP2SPqo/uiqSuDOY/4S7Qf+gjH/AN8n/Cj/AIS7Qf8AoIR/98n/AArv/Ji/55J/3yKPJi/55J/3yKfKK5wH/CXaD/0EI/8Avk/4Uf8ACXaD/wBBCP8A75P+Fd/5MX/PJP8AvkUeTF/zyT/vkUcoXOA/4S7Qf+ghH/3yf8KP+Eu0H/oIR/8AfJ/wrv8AyYv+eSf98ijyYv8Ankn/AHyKOULnAf8ACXaD/wBBCP8A75P+FH/CXaD/ANBCP/vk/wCFd/5MX/PJP++RR5MX/PJP++RRyhc4mw13TdUufs9lcrNLtLFVU9B3PFaOD6Vr6pEgsn2wk5VhtiOxj8p4B4x+dcgNHtef9H1Pgj/mIS884/56enP0pNILmxg+lGD6VjDSbbjNrqgzjrqEnHT/AKae5/I+2QaTbHH+i6oM466hJx0/6ae5/I+2SyHc2cH0owfSsYaTbHH+i6oM466hJx0/6ae5/I+2QaTbHGbXVBnHXUJOOn/TT3P5H2yWQXNnB9KMH0rGGk2xx/ouqDOOuoScdP8App7n8j7ZBpNscf6LqgzjrqEnHT/pp7n8j7ZLILmzg+lGPasYaTakD/RtUHTrqEnHT/pp7n8j7ZxNJndPiHJawz3H2M6d5oiluHlG7cvPJPPPaiwHaUUUVIBRRRQAUUUUAFFFFAyzegCUADAGeP8AgRqtVq+/13/fX/oRqrTe4lsFFFFIZV1T/kEXn/XF/wCRra8J/wDIo6R/16R/+gisTVMnSrwDk+S3H4Vs+GHSDwtpUUzCORLWNWRuCp2jgirjsSzaoqP7RD/z2T/vqj7RD/z2T/vqqESUVH9oh/57J/31R9oh/wCeyf8AfVAElFR/aIf+eyf99UfaIf8Ansn/AH1QBJRUf2iH/nsn/fVH2iH/AJ7J/wB9UAQ3/wDqR+P/AKCa89XW79NaurWRoXihukgVFtnXKsqkEyklcjd06nHvXf3k0bxAI6seeAc/wmuPXQUF5PPJqF1NFNcLctbsqBPMXG05AzxtHftUsaJYtcsLjPlPKx8qSUL5LgkI21sZHUHjHWqjeJIV8PWWsG3n2XTRKIxGxZd7AemcDPpz+NWI9Eih1Vb6O8uFVRIBbYXZ+8IZ+cZ5YZ61IukQrp32Dz5TCrKYchcw7SCoHrggYzn3qdBk81/awXSW8kuJHxgbSQM8DJ7ZPAz1NU49ahv4JBpmXnVtoE0TRgYbazYYDcF7gfSppdJhmuIp5J5ndAgk4UecUO5Cw7YbJ4xWdJ4TjkjRP7ZvlKtK28KmWEjBmUjGMZH60aBqaemz3Fxbs0+x8PtSWNSqyrj7wUkkDOR15xnvVyoLS3ktYfLkvJbts5DyoqkD0woAxU9AAen4Vw2lHd8S2Oc50kc5znlPc/zNdyeR+FcNpO7/AIWU2/739kjd165T15/OmgO5oooqRhRRRQAUUUUAFFFFAFq+/wBd/wB9f+hGqtWr7/Xf99f+hGqtN7iWwUUUUgAEg5HWpPtE3/PV/wDvqo6KAJPPm/56v/31R583/PV/++qjopgSefN/z1f/AL6o8+b/AJ6v/wB9VHRQBJ583/PV/wDvqkaebY2JXzg/xUyigDhYvGmqx2dpG+i6/wCfDAI3kWJvnO0Akggg88g1IfHWqnONH8QDOf8Alh06/wCx2yPyHvntsn1oyfU07iscS3jnVWDD+xvEGDn/AJYfX/Y9x+Q98tHjS/Gf+JBrhyRj/RzxznH3fw/Cu43H1NLuPqaLjscIPGV+Mf8AEi104x1tuvT/AGPY/mfbCjxlqAx/xItdOMdbbr0/2PY/mfbHc7j6mjcfU0rgcMPGeoDH/Ei104x1t+vT/Y9j+Z9sA8ZagMf8SLXTjH/Lv16f7HsfzPtjudx9TRuPqaLgcKPGWoDH/Ei104x1tuvT/Y9j+Z9sKPGWoDH/ABItdOMdbfr0/wBj2P5n2x3O4+po3H1NFwOGHjK/GP8AiRa6fX/R+vT/AGPY/mfbEXhl7q+8cPfvpl7aW66eYc3EJQZDLgdAO3au/wAn1pMmncLBRRRUgFFFFABRRRQAUUUUDLV9/rv++v8A0I1Vq1ff67/vr/0I1VpvcS2CiiikAUUUUAFFFFABRRRQAUUUUAFFFFAwooooAKKKKBBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQMtX3+u/76/wDQjVWrV9/rv++v/QjVWm9xLYKKKKQBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAwooooEFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAy1ff67/vr/ANCNVatX3+u/76/9CNVab3EtgooopAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUDCiiigQUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUDLV9/rv++v8A0I1Vq1ff67/vr/0I1VpvcS2CiiikAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQMKKKKBBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQMtX3+u/76/wDQjVWrV9/rv++v/QjVWm9xLYKKKKQBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAwooooEFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAyhqnizQre/kt5dShWWJmR1znB3HjiqX/CYeH/+gpD+tFFW0TcP+Ew8P/8AQUh/Wj/hMPD/AP0FIf1ooo5UMP8AhMPD/wD0FIf1o/4TDw//ANBSH9aKKOVAH/CYeH/+gpD+tH/CYeH/APoKQ/rRRRyoA/4TDw//ANBSH9aP+Ew8P/8AQUh/WiijlQB/wmHh/wD6CkP60f8ACYeH/wDoKQ/rRRRyoA/4TDw//wBBSH9aP+Ew8P8A/QUh/WiijlQB/wAJh4f/AOgpD+tH/CY+H/8AoKQ/rRRRyoA/4TDw/wD9BSH9aP8AhMPD/wD0FIf1ooo5UAf8Jh4f/wCgpD+tH/CYeH/+gpD+tFFHKgD/AITDw/8A9BSH9aP+Ew8P/wDQUh/WiijlQB/wmHh//oKQ/rR/wmHh/wD6CkP60UUcqAP+Ew8P/wDQUh/Wj/hMPD//AEFIf1ooo5UAf8Jh4f8A+gpD+tH/AAmHh/8A6CkP60UUcqAP+Ew8P/8AQUh/Wj/hMPD/AP0FIf1ooo5UAf8ACYeH/wDoKQ/rR/wmPh//AKCkP50UUcqA/9k=)

明白窗口的Z序了，我们就来看一下这个函数的参数及其意思。

函数定义：

BOOL SetWindowPos(  
 HWND hWnd, //要设置的窗口句柄  
 HWND hWndInsertAfter,  
 int X,  
 int Y, //X,Y指明窗口左上角的位置  
 int cx, //窗口宽度  
 int cy, //窗口高度  
 UINT uFlags);

第二个参数hWndInsertAfter的常用取值：

HWND\_BOTTOM：  
将窗口置于Z序的底部.  
HWND\_NOTOPMOST：如果窗口在Z序顶部，则取消顶部位置，如果不是，则该参数无效  
HWND\_TOP:将窗口置于Z序的顶部。  
HWND\_TOPMOST:将窗口置于Z序的顶部。窗口当前未被激活，也依然是顶部位置

最后一个参数uFlags可以是Z序中hWnd的前一个窗口句柄的或以下常用取值：

SWP\_HIDEWINDOW;隐藏窗口

SWP\_SHOWWINDOW：显示窗口

SWP\_NOMOVE指明X,Y参数无效

SWP\_NOSIZE指明CX ,CY参数无效

SWP\_NOZORDER指明hWndInsertAfter参数无效

例子：设置一个窗口像PPS和任务栏那样，总在最前显示。

以"无标题.txt - 记事本"窗口为例

#include<windows.h>  
 int main()  
 {  
 HWND wnd=::FindWindow(NULL,"无标题.txt - 记事本");  
 ::SetWindowPos(wnd,HWND\_TOPMOST,0,0,0,0,SWP\_SHOWWINDOW|SWP\_NOMOVE|SWP\_NOSIZE);  
 return 0;  
 }

例子2：全屏一个窗口

依旧以"无标题.txt - 记事本"窗口为例：

#include<windows.h>  
 int main()  
 {  
 int ScreenX=::GetSystemMetrics(SM\_CXSCREEN);  
 int ScreenY=::GetSystemMetrics(SM\_CYSCREEN);  
 HWND wnd=::FindWindow(NULL,"无标题.txt - 记事本");  
 ::SetWindowPos(wnd,HWND\_TOPMOST,0,0,ScreenX,ScreenY,SWP\_SHOWWINDOW);  
 return 0;  
 }

**第七十九个CreateFile创建一个文件，或打开一个文件用于读写,函数返回文件句柄**

函数定义：

HANDLE CreateFile(  
 LPCSTR lpFileName, //文件名  
 DWORD dwDesiredAccess, //指明对文件进行何种操作，是要读它（GENERIC\_READ）还是要写入（GENERIC\_WRITE）  
 DWORD dwShareMode, //指明文件可以同时被多个程序读写吗？FILE\_SHARE\_READ可以同时读，FILE\_SHARE\_WRITED可以同时写  
 LPSECURITY\_ATTRIBUTES lpSecurityAttributes, //指向一个SECURITY\_ATTRIBUTES结构的指针，一般为NULL  
 DWORD dwCreationDisposition, //安全属性，指明以何种方式打开或创建文件  
 DWORD dwFlagsAndAttributes, //指明文件的属性，隐藏？只读？系统文件？为NULL表示默认属性  
 HANDLE hTemplateFile //如果不为零，则指定一个文件句柄。新文件将从这个文件中复制扩展属性   
 );

第五个参数dwCreationDisposition的常用取值及意思

TRUNCATE\_EXISTING 将现有文件缩短为零长度，清空文件的内容，文件必须已经存在

CREATE\_ALWAYS 创建一个文件，如果文件已经存在，则覆盖它

CREATE\_NEW 创建文件，如果文件已经存在，则函数执行失败

OPEN\_ALWAYS打开文件，如果文件不存在，则创建它

OPEN\_EXISTING 打开文件，文件必须存在。

第六个参数dwFlagsAndAttributes的常用取值及其意思

FILE\_ATTRIBUTE\_NORMAL 默认属性

FILE\_ATTRIBUTE\_HIDDEN 隐藏

FILE\_ATTRIBUTE\_READONLY 只读

FILE\_ATTRIBUTE\_SYSTEM 系统文件

**第八十个ReadFile根据文件句柄，从文件中读取一段数据**

函数定义：

BOOL WINAPI ReadFile(  
 HANDLE hFile, //文件句柄  
 LPVOID lpBuffer, //接收文件数据的缓存区  
 DWORD nNumberOfBytesToRead, //指明读取多少数据(字节）  
 LPDWORD lpNumberOfBytesRead, //实际读取数据  
 LPOVERLAPPED lpOverlapped //一般为NULL，如文件打开时指定了FILE\_FLAG\_OVERLAPPED，该参才有具体取值。  
 );

例子：读取txt文件的内容，假设E盘下有一个名a.txt的文件，文件内容为123456789

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Text[25]={0};  
 DWORD dwSize;  
 HANDLE FileHandle=CreateFile("e:\\a.txt",GENERIC\_READ,0,NULL,OPEN\_EXISTING  
 ,FILE\_ATTRIBUTE\_NORMAL ,NULL); //获取文件句柄  
 ReadFile(FileHandle,Text,15,&dwSize,NULL); //从文件中读取15个字节  
 printf("内容：%s 实际读入字节：%d\n",Text,dwSize);  
 return 0;  
 }

**第八十一个WriteFile根据文件句柄，写入一段数据到文件中**

函数定义：

BOOL WriteFile(  
 HANDLE hFile, //文件句柄  
 LPCVOID lpBuffer, //该缓存区的数据将要写入到文件里  
 DWORD nNumberOfBytesToWrite, //指明写入多少数据  
 LPDWORD lpNumberOfBytesWritten, //实际写入数据  
 LPOVERLAPPED lpOverlapped //一般为NULL  
 );

例子：在E盘创建一个名为aa.txt的文件，并向其写入数据

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Text[25]="123456789";  
 DWORD dwSize;  
 HANDLE FileHandle=CreateFile("e:\\aa.txt",GENERIC\_WRITE,0,NULL,CREATE\_ALWAYS,  
 FILE\_ATTRIBUTE\_NORMAL,NULL);  
 ::WriteFile(FileHandle,Text,9,&dwSize,0);  
 return 0;  
 }

**第八十二个SetFilePointer移动一个文件指针的位置**

移动一个文件指针的位置有什么用呢，作用是读取一个文件里指定位置的数据，比如我只要读取文件中第四个字节到第七个字节这一段的数据，用SetFilePointer函数就可以完成。

函数定义：

DWORD SetFilePointer(  
 HANDLE hFile, //文件句柄  
 LONG lDistanceToMove, //移动字节，负数表示反向移动  
 PLONG lpDistanceToMoveHigh, //为了支持超大文件而存在，一般为NULL  
 DWORD dwMoveMethod //从哪里开始移动，FILE\_BEGIN 从文件开始处开始移动，FILE\_CURRENT当前位置，FILE\_END文件末尾  
 );

例子：假设E盘下有一个名为a.txt的文件，内容为"123456789",读取该文件第四个字节到第七个字节的数据

#include<stdio.h>  
 int main()  
 {  
 char Text[25]={0};  
 DWORD dwSize;  
 HANDLE FileHandle=CreateFile("e:\\a.txt",GENERIC\_READ,0,NULL,OPEN\_ALWAYS,  
 FILE\_ATTRIBUTE\_NORMAL,NULL);  
 SetFilePointer(FileHandle,3,NULL,FILE\_BEGIN);  
 ReadFile(FileHandle,Text,4,&dwSize,NULL);  
 printf("%s\n",Text);  
 return 0;

例子2：从文件中第四个字节开始写入数据，被新数据所占位置的数据会被覆盖掉，依旧以上面a.txt文件为例子

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 char Text[25]={"abcd"};  
 DWORD dwSize;  
 HANDLE FileHandle=CreateFile("e:\\a.txt",GENERIC\_WRITE,0,NULL,OPEN\_ALWAYS,  
 FILE\_ATTRIBUTE\_NORMAL,NULL);  
 SetFilePointer(FileHandle,3,NULL,FILE\_BEGIN);  
 WriteFile(FileHandle,Text,4,&dwSize,NULL);  
 return 0;  
 }

则写入后a.txt文件里的数据为123abcd89

如果要在文件的末尾添加数据，就用这个语句：SetFilePointer(FileHandle,0,NULL,FILE\_END);

**第八十三个GetFileSize获取一个文件的大小**

函数定义：

DWORD GetFileSize(  
 HANDLE hFile, //文件句柄  
 LPDWORD lpFileSizeHigh //一般为NULL  
 );

如获取a.txt文件的大小：

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 DWORD FileSize;  
 HANDLE FileHandle=CreateFile("e:\\a.txt",GENERIC\_WRITE,0,NULL,OPEN\_ALWAYS,  
 FILE\_ATTRIBUTE\_NORMAL,NULL);  
 FileSize=GetFileSize(FileHandle,NULL);  
 printf("%d字节\n",FileSize);  
 return 0;  
 }

**第八十四个SetTextColor根据窗口输出文本颜色**

第一个参数是设备DC，第二个参数是一个COLORREF类型的颜色值，可用RGB进行转换。

**第八十五个SetBkColor设置背景颜色**

参数跟SetTextColor函数一样，第一个DC，第二个COLORREF

**第八十六个GetWindowDC获取整个窗口设备上下文DC**

像GetDC获取的只是客户区DC，不能对窗口标题栏，状态栏等进行操作。该函数用法跟GetDC一样，仅区域不一样。

例子：在一个窗口的标题栏输出文字

#include<windows.h>  
 int main()  
 {  
 HWND wnd=FindWindow(NULL,"无标题.txt - 记事本");  
 HDC dc=GetWindowDC(wnd);  
 SetTextColor(dc,RGB(255,0,0)); //文本颜色设置为红色  
 ::SetBkColor(dc,RGB(0,0,255)); //文本背景颜色设置为蓝色  
 while(1)  
 {  
 TextOut(dc,0,0,"123456",6);  
 Sleep(200);  
 }  
 return 0;  
 }

**第八十七个GetDesktopWindow获取桌面窗口句柄**

该函数没有参数，调用返回桌面窗口句柄

例子：

#include<windows.h>  
 int main()  
 {   
 HWND DeskWnd=GetDesktopWindow(); //获取桌面窗口句柄  
 HDC DeskDC=GetWindowDC(DeskWnd); //获取DC  
 HBRUSH brush=::CreateSolidBrush(RGB(255,0,0)); //红色画刷  
 SelectObject(DeskDC,brush); //选入画刷  
 while(1)  
 {  
 ::Rectangle(DeskDC,50,50,200,200);  
 Sleep(200);  
 }  
 return 0;  
 }

**第八十八个CreateCompatibleBitmap根据DC创造一个兼容的位图**

该函数需与CreateCompatibleDC函数配合使用

函数第一个参数是窗口DC，第二，三参数指明窗口宽高，函数返回位图句柄(HBITMAP）

创建一个兼容的位图是什么意思呢？就好比给HBITMAP分配内存以及指定这位图相关的一些信息（跟DC相关的信息），如位图的宽高，数据大小，但此时数据没有具体取值。就好比一个字符串，我已经知道字符串大小了，但却不知道字符串具体是什么：

如：

char \*p;  
 p=new char[15]; //知道字符串大小为15

但此时p所指向的缓存区，没有具体取值。

而用CreateCompatibleBitmap函数，创建的位图，只是一个空壳子。数据没有赋值，那要怎样给数据赋值呢？

首先得把这个位图句柄选入一个DC（该DC必须为CreateCompatibleDC函数创建的）里，然后再用BitBlt函数具体给数据赋值就行了。

例子：实时获取屏幕图像

为了方便，在记事本窗口输出图像，自己就不创建窗口了（打开"无标题.txt - 记事本")

#include<windows.h>  
 int main()  
 {   
 HWND TextWnd=FindWindow(NULL,"无标题.txt - 记事本");  
 HDC TextDC=GetDC(TextWnd);  
 HWND DeskWnd=::GetDesktopWindow();  
 RECT DeskRC;  
 ::GetClientRect(DeskWnd,&DeskRC);  
 HDC DeskDC=GetDC(DeskWnd);  
 HBITMAP DeskBmp=::CreateCompatibleBitmap(DeskDC,DeskRC.right,DeskRC.bottom);  
 HDC memDC;  
 memDC=::CreateCompatibleDC(DeskDC);  
 SelectObject(memDC,DeskBmp);  
 while(1)  
 {  
 StretchBlt(memDC,0,0,DeskRC.right,DeskRC.bottom,DeskDC,0,0,DeskRC.right,DeskRC.bottom,SRCCOPY);  
 RECT TextRC;  
 GetClientRect(TextWnd,&TextRC);  
 ::StretchBlt(TextDC,0,0,TextRC.right,TextRC.bottom,memDC,0,0,DeskRC.right,  
 DeskRC.bottom,SRCCOPY);  
 Sleep(300);  
 }  
 return 0;  
 }

**第八十九个GetDIBits从一个兼容位图里获取位图数据**  
先来分析一下位图文件信息结构，一个位图由以下四部分组成：

位图文件头（BITMAPFILEHEADER）//占14字节

位图信息头（BITMAPINFOHEADER）//占40字节

调色板（LOGPALLETE）//如果真彩位图，那该部分没有，直接是位图数据

实际位图数据

而GetDIBits函数获取的就是实际位图数据这一部分了。

接来看一下BITMAPFILEHEADER这个结构以及它成员的意思和取值

typedef struct tagBITMAPFILEHEADER {  
 WORD bfType; //表示文件类型，值必须为0x4d42  
 DWORD bfSize; //文件的大小  
 WORD bfReserved1; //保留，必须为0  
 WORD bfReserved2; //保留，必须为0  
 DWORD bfOffBits; //位图前三部分所占的字节，真彩色位图为54  
 } BITMAPFILEHEADER;

上面的成员，只有bfSize的取值不确定，其它都一样，也就是说，每个真彩位图，这几个成员取值都是一样的.下面的例子可以说明。

读取一个真彩位图的文件信息头。

#include<windows.h>  
 #include<stdio.h>  
 int main()  
 {  
 BITMAPFILEHEADER bfh;  
 HANDLE hFile=CreateFile("e:\\aa.bmp",GENERIC\_READ,0,NULL,OPEN\_EXISTING,  
 FILE\_ATTRIBUTE\_NORMAL,0);  
 DWORD dwSize;  
 ReadFile(hFile,(void \*)&bfh,sizeof(BITMAPFILEHEADER),&dwSize,0);  
 printf("bfType:%x\n",bfh.bfType);  
 printf("bfSize:%d\n",bfh.bfSize);  
 printf("bfReserved1:%d\n",bfh.bfReserved1);  
 printf("bfReserved2:%d\n",bfh.bfReserved2);  
 printf("bfOffbits:%d\n",bfh.bfOffBits);  
 return 0;  
 }

再来看一下BITMAPINFOHEADER这个结构以及它成员的意思和取值

typedef struct tagBITMAPINFOHEADER{  
 DWORD biSize; //本结构大小，为40  
 LONG biWidth; //位图的宽度，以像素为单位  
 LONG biHeight; //位图的高度，以像素为单位  
 WORD biPlanes; //目标设备的级别，必须是1  
 WORD biBitCount; //每个像素所占的位数，24表示真彩位图  
 DWORD biCompression; //位图压缩类型，一般为BI\_RGB（未经压缩）  
 DWORD biSizeImage; //实际位图数据这部分的所占用的字节数  
 LONG biXPelsPerMeter; //指定目标设备水平分辨率，单位像素/米，为0  
 LONG biYPelsPerMeter; //指定目标垂直分辨率真，单位像素/米，为0  
 DWORD biClrUsed; //指定目标设备实际用到的颜色数，如果该值为0，则用到的颜色数为2的biBitCount方  
 DWORD biClrImportant; //表示图像中重要的颜色数，如果为0，则所有颜色都是重要的。  
 } BITMAPINFOHEADER;

调色板（LOGPALLETE）由于大部分都是针对真彩位图操作，此部分略过

GetDIBits函数定义：

int GetDIBits(  
 HDC hdc, //位图兼容的DC  
 HBITMAP hbmp, //位图句柄  
 UINT uStartScan, //从哪行开始扫描  
 UINT cScanLines, //扫描多少行数据  
 LPVOID lpvBits, //接收数据的缓存区  
 LPBITMAPINFO lpbi, //真彩位图，此处填文件信息头就行了  
 UINT uUsage //真彩位图填DIB\_RGB\_COLORS，表示由R,G,B三色直接构成  
 );

例子：截屏，并把屏幕图片保存成位图

#include<windows.h>  
 void ScreenSnap(HBITMAP hBitmap,char \*bmpPath,HDC dc);  
 int main()  
 {   
 HWND DeskWnd=::GetDesktopWindow(); //获取桌面窗口句柄  
 RECT DeskRC;  
 ::GetClientRect(DeskWnd,&DeskRC); //获取窗口大小  
 HDC DeskDC=GetDC(DeskWnd); //获取窗口DC  
 HBITMAP DeskBmp=::CreateCompatibleBitmap(DeskDC,DeskRC.right,DeskRC.bottom); //兼容位图  
 HDC memDC=::CreateCompatibleDC(DeskDC); //兼容DC  
 SelectObject(memDC,DeskBmp); //把兼容位图选入兼容DC中  
 BitBlt(memDC,0,0,DeskRC.right,DeskRC.bottom,DeskDC,0,0,SRCCOPY); //拷贝DC  
 ScreenSnap(DeskBmp,"d:\\Screen.bmp",DeskDC);  
 return 0;  
 }  
 void ScreenSnap(HBITMAP hBitmap,char \*bmpPath,HDC dc)  
 {  
 BITMAP bmInfo;  
 DWORD bmDataSize;  
 char \*bmData; //位图数据  
 GetObject(hBitmap,sizeof(BITMAP),&bmInfo); //根据位图句柄，获取位图信息  
 bmDataSize=bmInfo.bmWidthBytes\*bmInfo.bmHeight; //计算位图数据大小  
 bmData=new char[bmDataSize]; //分配数据  
 BITMAPFILEHEADER bfh; //位图文件头  
 bfh.bfType=0x4d42;  
 bfh.bfSize=bmDataSize+54;  
 bfh.bfReserved1=0;  
 bfh.bfReserved2=0;  
 bfh.bfOffBits=54;  
 BITMAPINFOHEADER bih; //位图信息头  
 bih.biSize=40;  
 bih.biWidth=bmInfo.bmWidth;  
 bih.biHeight=bmInfo.bmHeight;  
 bih.biPlanes=1;  
 bih.biBitCount=24;  
 bih.biCompression=BI\_RGB;  
 bih.biSizeImage=bmDataSize;  
 bih.biXPelsPerMeter=0;  
 bih.biYPelsPerMeter=0;  
 bih.biClrUsed=0;  
 bih.biClrImportant=0;  
 ::GetDIBits(dc,hBitmap,0,bmInfo.bmHeight,bmData,(BITMAPINFO \*)&bih,DIB\_RGB\_COLORS);//获取位图数据部分  
 HANDLE hFile=CreateFile(bmpPath,GENERIC\_WRITE,0,NULL,CREATE\_ALWAYS,  
 FILE\_ATTRIBUTE\_NORMAL,0); //创建文件  
 DWORD dwSize;  
 WriteFile(hFile,(void \*)&bfh,sizeof(BITMAPFILEHEADER),&dwSize,0); //写入位图文件头  
 WriteFile(hFile,(void \*)&bih,sizeof(BITMAPINFOHEADER),&dwSize,0); //写入位图信息头  
 WriteFile(hFile,(void \*)bmData,bmDataSize,&dwSize,0); //写入位图数据  
 ::CloseHandle(hFile); //关闭文件句柄  
 }