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# 1 Objetivo

Estudo dirigido de MySQL.

# 2 Referência

Vídeo aulas “O curso completo de Banco de Dados e SQL, sem mistérios” - Udemy.

# 3 Módulo 2 - Teoria

## 3.1 Modelagem

Obs.: alguns softwares (ex.: brModelo) chamam a modelagem lógica de modelo conceitual.

1. Analise de requisitos

* Modelo das necessidades do Cliente, o que é do interesse do cliente e o que ele precisa no banco de dados.
* Processos a serem controlados pelo sistema.
* É uma fase de muita conversa e reunião com o cliente para investigar as regras do negocio.

1. processos de modelagem

* Fases 01 e 02 do projeto de banco de dados são feitos pelo administrador de dados:  
  1. Modelo conceitual
  + Rascunho dos requisitos do projeto.
  + Desenho conceitual.
  1. Modelo lógico
  + Coloca os requisitos num programa de diagramas.
  + Cria **entidades**, posteriormente serão tabelas.
  + Cria **atributos**, posteriormente serão campos, colunas nas tabelas.
  + **Atributos identificador**, posteriormente será **Chave Primaria** *Artificial*.  
    - Normalmente leva o nome “ID” + “o\_nome\_da\_tabela”.
  + Modelo **entidades-relacionamentos**, define os relacionamentos entre os agentes.  
    - Relacionamentos:  
      * Obrigatoriedade  
        A obrigatoriedade de preencher as duas tabelas/entidades.  
        Tipos:  
        0  
        Não existe obrigatoriedade, se entrar com dados em um, não é obrigado a entrar com dados no outro.  
        1  
        Existe obrigatoriedade, se entrar com dados em um, obrigatoriamente é necessario entrar com dados no outro.
      * Cardinalidade  
        Maximo de preenchimentos:  
        Se obrigatoriedade 0, no minimo 0 e no maximo n dados.  
        Se obrigatoriedade 1, no minimo 1 e no maximo n dados.
    - tipos de relacionamentos de entidade:  
      * (1,1)  
        É obrigatorio, pode entrar apenas com 1 dado.
      * (0,1)  
        Não é obrigadorio, quando entrar, entrar com 1 dado.
      * (1,n)  
        É obrigatorio, pode entrar com varios dados.
      * (0,n)  
        Não é obrigatorio, pode entrar com varios dados.
    - Como ler os relacionamentos entre entidades:  
      Exemplos:  
      * (1,1) -> (0,n)  
        Ignorar a primeira coordenanda de obrigatoriedade dos dois relacionamentos, e fica 1 para n, logo “um para muitos”.
      * (0,n) -> (0,1)  
        Ignorar a primeira coordenanda de obrigatoriedade dos dois relacionamentos, e fica n para 1, logo “muitos para um”.
* Fase 03 do projeto de banco de dados é feita tanto pelo administrador de bancos de dados(DBA) quanto administrador de dados(AD):  
  1. Modelo físico
  + Criando banco de dados.  
    **CREATE DATABASE** *nome\_do\_banco\_de\_dados*;
  + Conectando-se a um dos banco de dados do sistema.  
    **USE** *nome\_do\_banco\_de\_dados*;
  + Criando tabela.  
    **CREATE** **TABLE** *nome\_da\_tabela*(  
    *coluna1* *tipo*(*tamanho*) *chave\_ou\_não* *restrições*,  
    *coluna2* *tipo*(*tamanho*) *restrições*,  
    …,  
    **FOREIGN KEY**(*nome\_da\_coluna\_da\_chave\_estrangeira*)  
    **REFERENCES** *nome\_da\_tabela\_da\_chave\_primaria*(*nome\_da\_coluna\_da\_chave\_primaria*)  
    );
  + Criando VIEWS.  
    **CREATE** **VIEW** *VW\_nome\_da\_view* **AS**  
    **SELECT**  
    …  
    **FROM** *nome\_tabela*  
    …;
  + Verificando os banco de dados no sistema.  
    **SHOW DATABASES**;
  + Verificando as tabelas (e **VIEWS**) do banco de dados.  
    **SHOW TABLES**;
  + Visualização detalhada de tabelas, mais detalhado que **DESC**.  
    **SHOW** **CREATE** **TABLE** *nome\_da\_tabela*;
  + *Descrevendo* como é a estrutura de uma tabela, verificando quais são as colunas.  
    **DESC** *nome\_da\_tabela*;
  + Verificar em qual **DATABASE** esta conectado no momento e outros status do em uso.  
    **STATUS**  
    Não precisa de “;” (delimitador) pois não é um comando **SQL**, é um comando de infraestrutura.
  + Deletando um banco de dados.  
    **DROP** **DATABASE** *nome\_do\_banco\_de\_dados*;
  + Deletando uma tabela.  
    **DROP** **TABLE** *nome\_da\_tabela*;
  + Deletando uma **VIEW**.  
    **DROP** **VIEW** *VW\_nome\_da\_view*;

## 3.2 Tipagem de campos

A tipagem correta diminui o tempo de resposta, otimiza os processos.

1. Tipo caracteres

* **CHAR**  
  + Usado quando o numero de caracteres não varia, separa na memoria um espaço determinado para ser preenchido.
  + Sintaxe:  
    **CHAR**(*numero\_maximo\_de\_caracteres*)
* **VARCHAR**  
  + Usado quando o numero de caracteres varia, dependendo da entrada adapta o espaço separado na memoria para caber os caracters.
  + Sintaxe:  
    **VARCHAR**(*numero\_maximo\_de\_caracteres*)

1. Tipo **ENUM**

* Conjunto de dados enumerados, ou seja, um conjunto fixo de dados.
* Limita dados em uma coluna, lista de opções.
* tipo caracterisco do **MySQL**.
* Sintaxe:  
  **ENUM**(‘*primeira\_opção*’,‘*segunda\_opção*’,…)

1. Tipo numerico

* **INT**  
  + Para numeros inteiros.
  + Numero maximo de 11 digitos, para numeros maiores que isso usar **VARCHAR**.
  + Sintaxe:  
    **INT**
* **FLOAT**  
  + Ponto flutuante, ou seja, numeros reais.
  + Ao entrar com o valor (em **INSERT**, **UPDATE**, …), usar “.” ao inves de “,” para separar as casas decimais.
  + Para numeros com casas decimais.  
    **FLOAT**(*total*, *virgula*)

1. Para fotos e documentos

* **BLOB**

1. Tipo textos

* **TEXT**

## 3.3 Subtipos - regras e restrições

### 3.3.1 Restrições

* **PRIMARY KEY**  
  + Define que a coluna/campo é uma *Chave Primaria*.
  + *Chave Primaria* é um campo que identifique todo registro como sendo único.
* **UNIQUE**  
  + Define aquela coluna/campo sem repetições.
  + Tem valores unicos.
* **NOT NULL**  
  + A coluna/campo não aceita valor NULL, deve ser preenchida.
* **AUTO\_INCREMENT**  
  + A coluna/campo se auto preenche com um valor inteiro não repetido, a cada registro.

### 3.3.2 Regras chave estrangeira

* **FOREIGN KEY**  
  + *Chave Estrangeira* é a *Chave Primaria* de uma tabela, que vai ate a outra tabela, para fazer referencia entre registros.
  + Regra de onde fica a *Chave Estrangeira* (**FK**):  
    - 1 x 1 (um pra um) a *Chave Estrangeira* fica na tabela mais fraca.  
      * Se for 1 x 1, leva **UNIQUE**.
    - 1 x n (um pra muitos) a *Chave Estrangeira* fica na tabela n.
    - n x n (muitos pra muitos), necessidade da criação de uma tabela associativa.  
      * Uma tabela associativa representa uma entidade que não existe por si só e sua existência está condicionada à existência de duas ou mais entidades com relacionamento do tipo N:N. Além disso, o identificador negocial da tabela é formado exclusivamente pelas colunas que são geradas pela FK dessas tabelas relacionadas.
  + Sintaxe:  
    **FOREIGN KEY**(*nome\_da\_coluna\_da\_chave\_estrangeira*)
* **REFERENCES**  
  + Aponta para onde a *Chave Estrangeira* faz referencia, qual *Chave Primaria*.
  + Sintaxe:  
    **REFERENCES** *nome\_da\_tabela\_da\_chave\_primaria*(*nome\_da\_coluna\_da\_chave\_primaria*)

Obs.: A sintaxe para inserção de *Chave Estrangeira* em **MySQL** fica:  
**FOREIGN KEY**(*nome\_da\_coluna\_da\_chave\_estrangeira*)  
**REFERENCES** *nome\_da\_tabela\_da\_chave\_primaria*(*nome\_da\_coluna\_da\_chave\_primaria*)  
Sem virgula entre eles.

# 4 Módulo 3 - Comandos

## 4.1 Inserir registros na tabela - **INSERT**

* Existem diversas formas de inserir dados na tabela, entre eles temos:  
  + Omitindo colunas/campos.  
    - Determina apenas a tabela, que puxa todos os campos para serem preenchidos, na ordem que aparece na tabela.
    - Sintaxe:  
      **INSERT INTO** *nome\_da\_tabela*  
      **VALUES** (*valor\_na\_coluna\_1*, *valor\_na\_coluna\_2*,…);
  + Colocando as colunas.
    - Especifica a ordem das entradas e os campos a serem preenchidos.
    - Sintaxe:  
      **INSERT INTO** *nome\_da\_tabela*(*coluna\_3*, *coluna\_1*, *coluna\_2*,…)  
      **VALUES** (*valor\_na\_coluna\_3*, *valor\_na\_coluna\_1*,…);
  + INSERT COMPACTO, somente **MySQL**.  
    - Insere diversos registros de uma vez, na ordem que aparecem na tabela.
    - Sintaxe:  
      **INSERT INTO** *nome\_da\_tabela*  
      **VALUES** (*valor\_na\_coluna\_1\_registro1*, *valor\_na\_coluna\_2\_registro1*,…),  
      (*valor\_na\_coluna\_1\_registro2*, *valor\_na\_coluna\_2\_registro2*,…),  
      …;
  + Inserindo dados num campo com **AUTO\_INCREMENT**.  
    - Na coluna/campo em que tem **AUTO\_INCREMENT**, insere-se o valor **NULL**, assim o **MySQL** entende que ele proprio deve auto incrementar aquele campo.

## 4.2 Consultando campos na tabela - **SELECT**

* O comando **SELECT** serve para projeção, seleção e junção.
* O comando **SELECT** seleciona os campos/colunas a serem mostrados.
* Projeta/constroi o que deve ser mostrado, não apenas os dados da tabela.
  + Exemplo de codigo:  
    **SELECT** ‘*SERGIO PEDRO*’ **AS** *MEU\_NOME*;
  + Sintaxe:  
    **SELECT** ‘*algo a mostrar*’ **AS** *alias\_da\_coluna*;
* Seleciona o que deve ser mostrado da tabela.  
  + Exemplo de codigo:  
    **SELECT** *NOME*, *SEXO*, *EMAIL*, *ENDERECO* **FROM** *CLIENTE*;
  + Sintaxe:  
    **SELECT** *coluna\_1*, *coluna\_6*, *coluna\_3*, *coluna\_5* **FROM** *tabela*;
  + Seleciona todas as colunas da tabela:  
    **SELECT** \* **FROM** *tabela*;  
    Obs.: ’\*’, Diminui a eficiencia da pesquisa na tabela.

## 4.3 Consultando registros na tabela - **WHERE**

* O comando **WHERE** serve para filtrar os registros/linhas da tabela, antes de mostrar.  
  + Sintaxe:  
    **SELECT** *coluna\_1*, *coluna\_2* **FROM** *tabela*  
    **WHERE** *coluna\_1* **=** *criterio*;
* O comando **WHERE** não precisa ter haver com a seleção **SELECT**.  
  + Sintaxe:  
    **SELECT** *coluna\_1*, *coluna\_3* **FROM** *tabela*  
    **WHERE** *coluna\_2* **=** *criterio*;
* Para trabalhar com *strings*, é util usar o comando **LIKE** e os *caracteres coringas*.  
  + Caracteres coringas:  
    - ‘%’  
      Qualquer coisa.
    - ’\_’  
      Um único caracter.
  + Sintaxe:  
    **SELECT** *coluna\_1*, *coluna\_3* **FROM** *tabela*  
    **WHERE** *coluna\_2* **LIKE** ‘*string\_procurada*’;  
    Obs.: Os caracteres coringas podem entrar em qualquer lugar da string para complementar o texto a procurar.
* Filtrando valores **NULL**.  
  + Para filtrar valores **NULL**, basta utilizar o **IS NULL**, ao inves de ‘= **NULL**’.  
    - Sintaxe:  
      **SELECT** *coluna1*, *coluna2*, … **FROM** *tabela*  
      **WHERE** *colunaX* **IS NULL**;
  + Para filtrar valores não **NULL**, basta utilizar **IS NOT NULL**, ao inves de uma expressão.
    - Sintaxe:  
      **SELECT** *coluna1*, *coluna2*, … **FROM** *tabela*  
      **WHERE** *colunaX* **IS NOT NULL**;

# 5 Módulo 5 - Operadores Lógicos, **GROUP BY** e **ORDER BY**

## 5.1 Operadores Lógicos e Performance de operadores lógicos

* Operadores lógicos:  
  + **OR**/OU  
    - Apenas uma condição precisa ser verdadeira para dar verdadeiro.
    - Sintaxe:  
      **SELECT** \* **FROM** *tabela*  
      **WHERE** (*condição\_1* **OR** *condição\_2*);
  + **AND**/E  
    - Todas as condições precisam ser verdadeiras para dar verdadeiro.
    - Sintaxe:  
      **SELECT** \* **FROM** *tabela*  
      **WHERE** (*condição\_1* **AND** *condição\_2*);
  + **NOT**/negação  
    - Nega e inverte e inverte o valor de uma expressão.
    - Sintaxe:  
      **SELECT** \* **FROM** *tabela*  
      **WHERE** (*condição\_1* **AND** **NOT** *condição\_2*);  
      Obs.: Inverte o resultado da *condição\_2*.
  + **IN**  
    - Lista determinados valores validos de uma coluna.
    - Pode ser usado em conjunto com o operador **NOT**, para negar a lista (exceto a lista).
    - Sintaxe:  
      **UPDATE** *tabela* **SET** *coluna* **=** *valor\_novo*  
      **WHERE** *coluna* **IN** (*valor\_1*, *valor\_2*, …);
* *Tabela verdade*

## A NOT\_A B NOT\_B A\_OR\_B A\_AND\_B  
## 1 V F V F V V  
## 2 V F F V V F  
## 3 F V V F V F  
## 4 F V F V F F

* Performance de operadores lógicos.  
  + Para melhorar a performance das consultas, com operadores lógicos, dois casos podem ser avaliados:  
    - No caso **OR**:  
      * Colocar a condição que oferece maior incidencia de verdadeiro na frente.
      * Se a primeira condição é verdadeira, a segunda não é avaliada, melhorando assim a performance da consulta.
    - No caso **AND**:  
      * Colocar a condição que oference menor inicidencia de verdadeiro na frente.
      * Se a primeira condição for falsa, a segunda nem é avaliada, pois o resultado é falso. Melhorando assim a performance da consulta.

## 5.2 Agregador e funções de agregação - **GROUP BY**

* **COUNT**(\*)  
  + Conta o numero de registros.
  + Sintaxe:  
    **SELECT** **COUNT** (\*) **FROM** *tabela*;
* **GROUP BY**  
  + Agrupa dados em torno de determinado campo.
  + Usar em conjunto com funções de agrupamento, como:  
    - **COUNT** (\*)  
      Conta todos os registros.
    - **COUNT** (*coluna\_x*)  
      Conta os registros da coluna x.
    - **AVG** (*coluna\_x*)  
      Calcula a media dos valores da coluna x.
    - **MAX** (*coluna\_x*)  
      Encontra o valor maximo da coluna x.
    - **MIN** (*coluna\_x*)  
      Encontra o valor minimo da coluna x.
    - **SUM** (*coluna\_x*)  
      Calcula a soma dos valores na coluna x.
  + Sintaxe:  
    **SELECT** *coluna\_x*, **COUNT**(\*) **FROM** *tabela*  
    **GROUP BY** *coluna\_x*;
  + É possivel agrupar mais de uma coluna de uma vez.  
    - A ordem em que as colunas aparecem na instrução **GROUP BY**, determinam a ordem de prioridade no agrupamento.
    - Sintaxe:  
      **SELECT** *coluna1*, *coluna2*,.. **FROM** *tabela*  
      **GROUP BY** *coluna1*, *coluna2*;  
      Obs.: Prioridade primeiro agrupar a *coluna1*, depois agrupar em função da *coluna1* a *coluna2*.

## 5.3 Ordenando registros - **ORDER BY**

* **ORDER BY**  
  + Organiza os dados segundo uma ordem.
  + Por default é ordem crescente, **ASC**.
  + Para ordem decrescente só adicionar ao final **DESC**.
  + Utilizado normalmente ao final de **WHERE** ou **GROUP BY**.
  + Ao inves de colocar o nome da coluna, pode indicar a numeração da coluna na ordem em que aparece na instrução **SELECT**.
  + Sintaxe:  
    **SELECT** *coluna1*, *coluna2*, … **FROM** *tabela*  
    **GROUP BY** *coluna1*  
    **ORDER BY** *coluna2*; (ou **ORDER BY** *2*;)
  + Também é possivel colocar em ordem, mais de uma coluna de uma vez.  
    - A tabela é ordenada de acordo com a precedencia em que as colunas aparecem no **ORDER BY**.
    - Sintaxe:  
      **SELECT** *coluna1*, *coluna2*, … **FROM** *tabela*  
      **GROUP BY** *coluna1*  
      **ORDER BY** *coluna2* **ASC**, *coluna1* **DESC**; (ou **ORDER BY** *2* **ASC**, *1* **DESC**;)
  + O comando **ORDER BY** também coloca em ordem **VIEWS**.

# 6 Módulo 7 - Mais comandos **UPDATE** e **DELETE**

## 6.1 Atualizando registros na tabela - **UPDATE**

* Atualizar todos os dados de uma coluna/campo de uma tabela, de uma vez.  
  + Para atualizar todos os dados, de uma determinada coluna/campo, de uma tabela, para um dado determinado, basta usar **UPDATE** sem filtros.
  + Muito cuidado ao utilizar esse comando assim, pois pode gerar muitos problemas.
  + Sintaxe:  
    **UPDATE** *tabela* **SET** *coluna\_a\_atualizar* **=** *valor\_atualizado*;
* Para atualizar um determinado registro.  
  + Para atualizar um determinado dado de uma coluna/campo, utilizar o **UPDATE** em conjunto com a instrução **WHERE**.
  + Sintaxe:  
    **UPDATE** *tabela* **SET** *coluna\_a\_atualizar* **=** *valor\_atualizado*  
    **WHERE** *condição* **=** *valor*;

## 6.2 Deletando registros - **DELETE**

* Deletar todos os registros de uma tabela.  
  + Sintaxe:  
    **DELETE** **FROM** *tabela*;
* Deletar apenas determinados registros de uma tabela, usar **DELETE** em conjunto com filtro **WHERER**.  
  + Sintaxe:  
    **DELETE** **FROM** *tabela*  
    **WHERE** *criterio\_do\_que\_se\_quer\_deletar* **=** *valor*;
* Dicas:  
  + Antes de deletar qualquer registro, deve-se conferir atraves de uma consulta, se os dados que aparecem são os que querem ser deletados.  
    **SELECT** \* **FROM** *tabela*  
    **WHERE** *mesmo\_criterio\_do\_delete* **=** *valor*;
  + Contar os registros antes, durante a consulta e depois do **DELETE**. Para ter certeza sobre o que foi deletado.  
    **SELECT** **COUNT**(\*) **FROM** *tabela*  
    **WHERE** *mesmo\_criterio\_do\_delete* **=** *valor*;  
    Obs.: Exemplo de consulta de quantos registros devem ser deletados.

## 6.3 Transação - **START TRANSACTION**

* **START TRANSACTION;**  
  + As instruções dentro da transação, que serão avalidadas, ficam identadas dentro da transação.
  + Sintaxe:  
    **START TRANSACTION;**  
    *instrução\_1*;  
    *instrução\_2*;  
    …
* **COMMIT;**  
  + Aceita a transação (**START TRANSACTION;**). Confirma as instruções da transação.
  + Fica fora da identração da instrução **START TRANSACTION**.
* **ROLLBACK;**  
  + Nega a transação (**START TRANSACTION;**). Desfaz as instruções da transação.
  + Instrução para voltar atrás em instruções.
  + Desfaz instruções (como **UPDATE**, **DELETE**, …), tudo que estiver dentro de **START TRANSACTION**.
  + Fica fora da identração da instrução **START TRANSACTION**.

Obs.: Essas instruções (**START TRANSACTION**, **COMMIT** e **ROLLBACK**) levam “;” ao final delas, não esta errado como escrito a cima.

# 7 Módulo 8 - Modelagem

## 7.1 Primeira forma normal

* 3 Regras:  
  1. Todo campo vetorizado se tornará outra tabela.
  + Campo vetorizado é todo campo que apresenta algo como um vetor dentro dele.
  + Varios dados do mesmo tipo (vetor).
  + Exemplo:  
    *vetor* [VERDE, AMARELO, LARANJA,…]
  1. Todo campo multivalorado se tornará outra tabela.
  + Campo multivalorado é todo campo que apresenta algo como uma lista dentro dele.
  + Diversos dados de tipos diferentes (lista).
  + Exemplo:  
    *list* (1, VERDE, CASA, …)
  1. Toda tabela necessita de pelo menos um campo que identifique todo registro como sendo único (é o que chamamos de “**Chave Primaria**” ou “**Primary Key**”).
  + Tipos de **CHAVE PRIMARIA**:  
    - NATURAL  
      * Pertence ao registro intrinsecamente.
      * Muito útil, porem pouco confiavel. Depende de terceiros para existir, como o governo por exemplo.
      * Exemplo: CPF.
    - ARTIFICIAL  
      * É criada pelo/para o banco de dados para identificar o registro.
      * Exemplo: ID.
      * Mais indicado de se trabalhar, pois oferece controle total por parte do administrador do banco de dados e não depende de terceiros para existir.

## 7.2 Segunda forma normal

## 7.3 Terceira forma normal

# 8 Módulo 9 - PROJEÇÃO, SELEÇÃO E JUNÇÃO

Principais passos de uma consulta.

## 8.1 PROJEÇÃO

* O primeiro passo de uma consulta é montar o que quer ver na tela - **SELECT**.
* É tudo que você quer ver na tela.
* Sintaxe comentada:  
  **SELECT** *coluna\_1* (PROJEÇÃO)  
  **FROM** *tabela*; (ORIGEM)  
  ou  
  **SELECT** 2+2 **AS** *alias*; (PROJEÇÃO)  
  Obs.: o que esta entre parênteses é comentario.

## 8.2 SELEÇÃO

* O segundo passo de uma consulta é a seleção dos dados de uma consulta - **WHERE**.
* É filtrar.
* Trazer um subconjunto do conjunto total de registros de uma tabela.
* Sintaxe comentada:  
  **SELECT** *coluna\_1*, *coluna\_2*, *coluna\_3* (PROJEÇÃO)  
  **FROM** *tabela* (ORIGEM)  
  **WHERE** *critero* **=** *valor\_do\_criterio*; (SELEÇÃO)  
  Obs.: o que esta entre parênteses é comentario.

## 8.3 JUNÇÃO

### 8.3.1 Junção forma errada - gambiarra

* Usa seleção como uma forma de juntar tabelas.
* Como conseguencia:  
  + Uso de operadores lógicos para mais criterios de seleção - **WHERE**.
  + Ineficiencia na pesquisa, maior custo computacional.
* Sintaxe comentada:  
  **SELECT** *coluna1\_tab1*, *coluna2\_tab1*, *coluna1\_tab2* (PROJEÇÃO)  
  **FROM** *tabela1*, *tabela2* (ORIGENS)  
  **WHERE** *chave\_primaria\_tab1* **=** *chave\_estrangeira\_tab2*;(JUNÇÃO)  
  ou  
  **SELECT** *coluna1\_tab1*, *coluna2\_tab1*, *coluna1\_tab2* (PROJEÇÃO)  
  **FROM** *tabela1*, *tabela2* (ORIGENS)  
  **WHERE** *chave\_primaria\_tab1* **=** *chave\_estrangeira\_tab2* (JUNÇÃO)  
  **AND** *criterio* **=** *valor*;(SELEÇÃO com operador lógico)  
  Obs.: o que esta entre parênteses é comentario.

### 8.3.2 Junção forma certa - **JOIN**

* Junção **JOIN**, junta duas ou mais tabelas apartir das colunas de *chaves primarias* e *chaves estrangeiras*.
* Exclui os registros sem par (orfans) na outra tabela - **INNER**.
* Admite seleção - **WHERE** - sem maiores custos computacionais.
* Consulta com duas tabelas.  
  + Sintaxe comentada:  
    **SELECT** *coluna1\_tab1*, *coluna2\_tab1*, *coluna1\_tab2* (PROJEÇÃO)  
    **FROM** *tabela1* (ORIGEM)  
    **INNER** **JOIN** *tabela2* (JUNÇÃO)  
    **ON** *chave\_primaria\_tab1* **=** *chave\_estrangeira\_tab2*  
    **WHERE** *criterio* **=** *valor*;(SELEÇÃO)
* Consulta com mais de duas colunas.  
  + Indicar de onde vem cada coluna atraves de “*nome\_da\_tabela*.*nome\_da\_coluna*”.
  + Sintaxe comentada:  
    **SELECT**  
    *tabela1*.*coluna1\_tab1*,  
    *tabela1*.*coluna2\_tab1*,  
    *tabela2*.*coluna1\_tab2*,  
    *tabela3*.*coluna1\_tab3* (PROJEÇÃO)  
    **FROM** *tabela1* (ORIGEM)  
    **INNER** **JOIN** *tabela2* (JUNÇÃO)  
    **ON** *tabela1*.*chave\_primaria\_tab1* **=** *tabela2*.*chave\_estrangeira\_tab2*  
    **INNER** **JOIN** *tabela3* (JUNÇÃO)  
    **ON** *tabela1*.*chave\_primaria\_tab1* **=** *tabela3*.*chave\_estrangeira\_tab3*  
    **WHERE** *criterio* **=** *valor*;(SELEÇÃO)  
    Obs.: o que esta entre parênteses é comentario.
* Ponteiramento (alias para tabelas)  
  + Melhora a performance da consulta.
  + Sintaxe comentada:  
    **SELECT**  
    *A*.*coluna1\_tab1*,  
    *A*.*coluna2\_tab1*,  
    *B*.*coluna1\_tab2*,  
    *C*.*coluna1\_tab3*  
    **FROM** *tabela1* *A* (PONTEIRAMENTO DA TABELA 1)  
    **INNER** **JOIN** *tabela2* *B* (PONTEIRAMENTO DA TABELA 2)  
    **ON** *A*.*chave\_primaria\_tab1* **=** *B*.*chave\_estrangeira\_tab2*  
    **INNER** **JOIN** *tabela3* *C* (PONTEIRAMENTO DA TABELA 3)  
    **ON** *A*.*chave\_primaria\_tab1* **=** *C*.*chave\_estrangeira\_tab3*  
    **WHERE** *criterio* **=** *valor*;

# 9 Categoria de comandos

## 9.1 **DML** - *Data Manipulation Language* (Linguagem de Manipulação de Dados)

É um conjunto de instruções usada nas consultas e modificações dos dados armazenados nas tabelas do banco de dados.

* **INSERT**  
  + Adiciona registros numa tabela.
  + Sintaxe:  
    **INSERT INTO** *nome\_da\_tabela*  
    **VALUES**  
    (*valor\_na\_coluna\_1\_registro1*, *valor\_na\_coluna\_2\_registro1*,…),  
    (*valor\_na\_coluna\_1\_registro2*, *valor\_na\_coluna\_2\_registro2*,…),  
    …;
* **UPDATE**  
  + Altera os dados de um ou mais registros em uma tabela.
  + Sintaxe:  
    **UPDATE** *tabela* **SET** *coluna\_a\_atualizar* **=** *valor\_atualizado*  
    **WHERE** *condição* **=** *valor*;
* **DELETE**  
  + Remove um ou mais registros de uma tabela.
  + Sintaxe:  
    **DELETE** **FROM** *tabela*  
    **WHERE** *criterio\_do\_que\_se\_quer\_deletar* **=** *valor*;

## 9.2 **DDL** - *Data Definition Language* (Linguagem de definição de dados)

É um conjunto de instruções usado para criar e modificar as estruturas dos objetos armazenados no banco de dados.

* **CREATE**  
  Utilizada para construir um novo banco de dados, tabela, índice ou consulta armazenada.  
  + **DATABESE**  
    - Criação de banco de dados.
    - Sintaxe:  
      **CREATE** **DATABASE** *nome\_banco\_de\_dados*;
  + **TABLE**  
    - Criação de tabela.
    - Sintaxe:  
      **CREATE** **TABLE** *nome\_tabela* (  
      *coluna1* *tipo* *regra* *retrições*,  
      *coluna2* *tipo* *regra* *retrições*,  
      …  
      );
* **DROP**  
  Remove um banco de dados, tabela, índice ou visão existente.  
  + **DATABESE**  
    - Remove banco de dados.
    - Sintaxe:  
      **DROP** **DATABASE** *nome\_do\_banco\_de\_dados*;
  + **TABLE**  
    - Remove tabela.
    - Sintaxe:  
      **DROP** **TABLE** *nome\_da\_tabela*;
* **ALTER**  
  + Modifica um objeto existente do banco de dados.
  + É possível incluir, eliminar e alterar colunas.
  + Para alterar uma tabela existente, é necessario que os registros existentes já sejam compativeis com a alteração.  
    - **CHANGE**  
      * Altera o nome e o tipo da coluna/campo.
      * Para alterar apenas o tipo, é necessario repetir o nome da coluna/campo.
      * Sintaxe:  
        **ALTER TABLE** *nome\_tabela*  
        **CHANGE** *nome\_coluna* *(novo)nome\_coluna* *modificação\_tipo*;
    - **MODIFY**  
      * Altera o tipo e regras de uma coluna/campo.
      * Sintaxe:  
        **ALTER TABLE** *nome\_tabela*  
        **MODIFY** *nome\_coluna* *modificação\_tipo*;
    - **ADD**  
      * Adiciona chaves (primaria ou estrangeira) a uma coluna.
      * Não é possivel adicionar “*auto\_increment*”.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **ADD** **PRIMARY KEY**(*coluna*);  
        ou  
        **ALTER** **TABLE** *tabela*  
        **ADD** **FOREING KEY**(*coluna\_da\_tabela*)  
        **REFERENCES** (*coluna\_chave\_primaria\_de\_outra\_tabela*);
      * O comando **ADD** funciona como abreviaçãodo do comando **ADD COLUMN**.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **ADD** *nova\_coluna* *tipo*;
    - **ADD COLUMN**  
      * Adicionando uma nova coluna.
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*;
      * Para alterar a posição de entrada da coluna na tabela, usar **FIRST** (para aparecer na primeira posição da tabela) ou **AFTER** (depois de tal coluna).
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*  
        **FIRST**;  
        ou  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*  
        **AFTER** *coluna\_de\_referencia*;
    - **DROP COLUMN**  
      * Deleta uma determinada coluna de uma tabela.
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **DROP COLUMN** *nome\_coluna*;
    - **RENAME**  
      * Renomeia o nome de uma tabela.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **RENAME** *novo\_nome\_tabela*;
* **TRUNCATE**  
  + Esvazia imediatamente todo o conteúdo de uma tabela ou objeto que contenha dados.
  + É muito mais rápido que um comando DELETE, pois, ao contrário deste, não armazena os dados sendo removidos no log de transações. Por esse motivo, em vários SGBDs é um comando não-transacional e irrecuperável, não sendo possível desfazê-lo com **ROLLBACK**.
  + Sintaxe:  
    **TRUNCATE** **TABLE** *nome\_tabela*;
* **RENAME**  
  + Mudar nome da tabela e/ou database.
  + Sintaxe:  
    **RENAME TABLE** *nome\_database*.*nome\_tabela* **TO** *nome\_database*.*novo\_nome\_tabela*;  
    ou  
    **RENAME TABLE** *nome\_database*.*nome\_tabela* **TO** *novo\_nome\_database*.*nome\_tabela*;

## 9.3 **DCL** - *Data Control Language* (Linguagem de Controle de Dados)

São usados para controle de acesso e gerenciamento de permissões para usuários em no banco de dados. Com eles, pode facilmente permitir ou negar algumas ações para usuários nas tabelas ou registros (segurança de nível de linha).

* USER - usuário  
  + **CREATE USER**  
    - Comando para criação de usuários.
    - Determina user = usuário, host = local (IP do servidor ou *localhost* - maquina local) e password = senha.
    - Sintaxe:  
      **CREATE USER** ‘*user*’@‘*host*’ **IDENTIFIED BY** ‘*password*’;
  + Listar usuários:  
    **SELECT** **user** **FROM** **mysql.user**;
  + Mostrar usuário conectado atual:  
    **SELECT** **user()**;
  + Removendo usuários:  
    **DROP USER** ‘*exemplo*’@‘*host*’;
  + Conectando ao MySQL por um usuário:  
    mysql -u *nome\_usuário* -p *password*
* **GRANT**  
  + Permitir que usuários especificados realizem tarefas especificadas.
  + Tambem permite gerenciar permissão para realizar tarefas especificas em database e/ou tabelas especificas.
  + Sintaxe:  
    **GRANT** *tipo\_de\_permissão* **ON** *nome\_database*.*nome\_tabela* **TO** ‘*username*’@‘*localhost*’;  
    ou para dar permissão de root:  
    **GRANT** **ALL PRIVILEGES** **ON** \* . \* **TO** ‘*newuser*’@‘*localhost*’;
  + Carregar/atualizar permissões:  
    **FLUSH PRIVILEGES**;
  + Revisar as permissões atuais de um usuário:  
    **SHOW GRANTS** **FOR** ‘*username*’@‘*localhost*’;
* **REVOKE**  
  + Cancela/revoga permissões previamente concedidas.
  + Sintaxe:  
    **REVOKE** *tipo\_de\_permissão* **ON** *nome\_database*.*nome\_tabela* **FROM** ‘*username*’@‘*localhost*’;  
    Obs.: Note que no **REVOKE** é usado **FROM** e no **GRANT** é usado **TO**.
* Privilégios que podem ser CONCEDIDOS à ou REVOCADOS de um usuário:  
  + **ALL PRIVILEGES** — como vimos anteriormente, isso garante ao usuário do MySQL acesso completo a um banco de dados (ou, se nenhum banco de dados for selecionado, acesso global a todo o sistema).
  + **CREATE** — permite criar novas tabelas ou bancos de dados.
  + **DROP** — permite deletar tabelas ou bancos de dados.
  + **DELETE** — permite excluir linhas de tabelas.
  + **INSERT** — permite inserir linhas em tabelas.
  + **SELECT** - permite usar o comando SELECT para ler os bancos de dados.
  + **UPDATE** — permite atualizar linhas de tabelas.
  + **GRANT OPTION** — permite conceder ou remover privilégios de outros usuários.
* Outras instruções:  
  + **CONNECT**
  + **EXECUTE**
  + **USAGE**

## 9.4 **TCL** - *Tool Command Language* (Linguagem de Comandos de Ferramentas)

São usados para gerenciar as mudanças feitas por instruções DML. Ele permite que as declarações a serem agrupadas em transações lógicas.

* **START TRANSACTION**  
  + O comando garante que diversas instruções sejam executadas, porem se alguma for mal sucedida todas falham.
  + É possivel avaliar o processo de implementação das instruções e seus resultados e caso necessario regredir ao estado anterior as instruções ou confirmar sua implementação.
  + Principais instruções que são comuns de serem usadas na transação são as **DML** (**INSERT**, **UPDATE** e **DELETE**).
  + Sintaxe:  
    **START TRANSACTION**;
* **BACKROLL**  
  + Regressão para o estado anterior ao inicio da transação (**START TRANSACTION**).
  + Sintaxe:  
    **BACKROLL**;
* **COMMIT**  
  + Confirmação de que as instruções da transação (**START TRANSACTION**) podem ser implementadas sem problemas.
  + Sintaxe:  
    **COMMIT**;

# 10 Módulo 11 - Funções e **VIEWS**

## 10.1 Funções

Função é um bloco de programação que executa algo.

* **IFNULL**()  
  + Converte os valores **NULL** de uma coluna em um valor-padrão especificado.
  + Os argumentos da função são a coluna a ser checada e o valor-padrão.
  + Se o valor-padrão for um texto, ele entra entre aspas (‘*valor-padrão*’).
  + Uma observação é quanto ao cabeçalho da coluna/campo, o ideal é que ele seja modificado com uso do **AS** para um novo nome, senão ele imprime em tela a formulação que esta passando a coluna.
  + É igual a função *coalesce*() em SQL.
  + Sintaxe:  
    **SELECT**  
    …  
    **IFNULL**(*coluna*,*valor-padrão*) **AS** *novo\_nome\_coluna*,  
    …
* Funções de tempo  
  + **NOW**()  
    - Função que retorna data e hora do sistema do computador.
    - Formato ‘AAAA-MM-DD HH:MM:SS’.
    - É possivel fazer operações com a data usando operador desejado, ‘**INTERVAL**’ e adicionando o que deseja trabalhar (ex.: 1 DAY).
    - A função **NOW**() Pode ser usada como argumento das outras funções de tempo, para pegar o momento atual do sistema.
    - Sintaxe:  
      **SELECT** **NOW**() **AS** *alias*,  
      **NOW**() + **INTERVAL** 1 **DAY** **AS** *alias*;
  + **TIME**()  
    Retorna apenas a parte em formato de tempo ‘HH:MM:SS’.
  + **DATE**()  
    Retorna apenas a parte em formato de data ‘AAAA-MM-DD’.
  + **YEAR**()  
    Retorna apenas a parte em formato de anos.
  + **MONTH**()  
    Retorna apenas a parte em formato de meses.
  + **DAY**()  
    Retorna apenas a parte em formato de dias.
  + **HOUR**()  
    Retorna apenas a parte em formato de horas.
  + **MINUTE**()  
    Retorna apenas a parte em formato de minutos.
  + **SECOND**()  
    Retorna apenas a parte em formato de segundos.

Obs.: **INTERVAL** é usado para operações em todas essas funções de tempo.

## 10.2 **VIEWS**

### 10.2.1 **DDL** **VIEW**

* Quando salvamos uma consulta em um banco de dados, ela se chama **VIEW**.
* Uma **VIEW** se comporta de forma semelhante a uma tabela, para todos os efeitos.
* Perde um pouco de performance da consulta, porem ganha em desenvolvimento da consulta.
* Criando **VIEW**  
  + As VIEWS ficam salvas junto das tabelas, logo para consulta-las é necessario usar o ‘**SHOW TABLES**;’.
  + Por conta de onde fica armazenada as VIEWS se torna necessario dar um nome diferente para criar um diferenciação, normalmente é usado o prefixo ‘*VW\_*’, ex.: *VW\_nome\_da\_view*.
  + Sintaxe:  
    **CREATE** **VIEW** *VW\_nome\_da\_view* **AS**  
    **SELECT**  
    …  
    **FROM** *nome\_tabela*  
    …;
* Apagando uma **VIEW**  
  + Sintaxe:  
    **DROP** **VIEW** *VW\_nome\_da\_view*;

### 10.2.2 **DML** **VIEW**

* Consultando uma **VIEW** - **SELECT** e **WHERE**  
  + Como a **VIEW** funciona como uma tabela do banco de dados, é possivel fazer consulta na **VIEW**, ao inves de consultar alguma tabela do banco de dados.
  + Funciona de maneira semelhante a consulta numa tabela.
  + Sintaxe:  
    **SELECT**  
    …  
    **FROM** *VW\_nome\_da\_view*  
    …  
    **WHERE** *coluna* **=** *criterio*;
* Não dá para fazer **INSERT** e **DELETE** em **VIEW** formada por **JOIN**, que junta duas ou mais tabelas.
* Porem **UPDATE** é possivel fazer.
* **VIEWS** sem **JOIN**, não tem restrição quanto ao **INSERT** e **DELETE**.
* Alterar a **VIEW** altera as tabelas que ela aponta. CUIDADO!

# 11 Módulo 12 - Diagrama ER - brModelo e StarUML

* Existem dois tipo de notação para diagrama ER (Entidade Relacionamento):
  + Peter Chen  
    - Esse mais utilizado em literatura sobre banco de dados.
    - Software:  
      **brModelo**
  + Cross foot  
    - Vantagem do diagrama ser menos poluido.
    - Esse mais utilizado por arquitetos de dados.
    - Software:  
      **StarUML**

## 11.1 Peter Chen

* Notação do Peter Chen  
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  + Entidade = Tabela
  + Relacionamento = Relacionamento entre tabelas
  + Atributo = Coluna/Campo
  + Cardinaliade (x,y):  
    - x = Obrigatoriedade (“0” não obrigatorio, “1” obrigatorio)
    - y = Tipo de relacionamento (“N” para muitos, “1” para um)

## 11.2 Cross Foot (pé de galinha)

* Entidades  
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  + PK = Primary Key (Chave Primaria)
  + FK = Foreing Key (Chave Estrangeira)
* Atributos e Tipos  
  ![Atributos Croos](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArUAAABhCAAAAADt+waNAAAFc0lEQVR42uyb0U3jWBhGD5HfuVtB7lSAqcBOBTEV5E4FeCrAVDCZCjAVkFRgpwIuFcRUEFOBd0ejXbRCa2nHODfg77yMNDzc8//6H0DyOevgftNyUphsRS9ynrbzWdcu/NxyUjTPcWXoQc4Td+5WPHSnxh2rrgc5T9yZA9fd6XHNoeencp6488yTcXpkeP4bOU/ceYYQHw1drdDVCqGrFeItEYMonwFYWV5Ji5RxkfPEnWcDzfbdT/gbn8I6pigYEzlP3DliGC4FgF2y9cu43b7sEmh21r9cGPDGMgJynrjzjPchzavDZd1Wh4rcN/u9vyuAq5oxkPPEnSOGcb8D5g5iR7tZp3UBpDZ15usaf3CMgZwn7jxjGN1PAFKwnley8w2lYxTkPAnn8X+vxb75ySbbPjAKcp64c8Q70Row/zL74s5jRkHOE3eOGMbTGcDc4lOI4aUFoAW7/HrDOMh54s4Rg4gfHgCcSwzYFrexdWzI87bEuYxxkPPUnSuqbhxuVt1v028l54k7R4xE8+POMxJynrjzbDSzc28ZCTlP3DliJNKU0ZDzR3fWl4pC39cKoasVQlcrhK5W6GqF0NUKwVsi+GY4OVr6kPPEnSPoOk6OfqX/5dw+XZgP4RxgouB79sS/5VxRdSMS/quOiupDOAeYKPyek+S3nPV7rdBfY0KMT8RAijOAuTurUn5R1DUAr/8zLoWz4LfXJvAk4d8tnwHgJvye+6caqj9jILf77i+gignEbQN+MTfBJwn/btdVd13XBd9z/1TD9aP3KzHB70xiAWi2rDgefvHdAX5nE9M8J0Adm1CThHvXQVEXND6G9imp4/ppGQP1Lk2Ouuf+qYbrz3gnFp4y3T+mNUBzuT9kRz/aPDs82Ia0gY0zwSYJ/+5lC5sVi6vNIc1pL4vuZhFgzz1TDdSPeD/yTUr87REokjX1giPhb5cOaH48xuRFmWxyNi7YJOHftRdlziaHeUn6dV0eHsGWLtCe3041XD9iKAuAmwLql92OxgM0KaQci/Vy42PwZrvlpcHd5u39Ptwk4d/Nf+TttoQM4hb/5Rb+aI655/6phutHDKV61ehgHqDNX2frxaOlOe9gfoHLvV/acJOEfzfLm3ppwIClaehgmR5zz/1TDdePeDcszvIL00LDsTDk/qoy8XMBAK5ssoCThH/XZOvGAT6lxqa+CLDnnqmG6894N2xy2+IcQHbftLcckbK7Ip1/o71aQ17WLuQk4d/NNz4DyoZyidvWNF+aUHt+O9Vw/RkDScw//2662LDGxrhVGidLw9i8GtTnJfXexhc5WOtCTRL8XRsDxMYBOGfaElsVZ9l3O8qeB0w1QP9Tfj1zMPsJfz3zugGqk99zkvTpT+nrmXKxtEyacrGyAfc8vv6MT0ezKpk2zfUa4MaOvedQ+hGfjoKpUxxlEcXY+vpSUej7WiF0tULoaoWuVghdrRC6WqHaUbWjakfVjqodVTuqdlTtqNpRtaNqR9WOqh1VO6p2VO2o2lG1o2pH1Y6qHVU7qnZU7ajaUbWjakfVjqodVTuqdlTtqNpRtaNqR9WOqh1VO6p2FELf1wpdrRC6WiF0tULoaoWuVgjVjqodVTuqdlTtqNpRtaNqR9WOqh1VO6p2VO2o2lG1o2pH1Y6qHVU7qnZU7ajaUbWjakfVjqodVTuqdlTtqNpRteOf7dtBEYQwEETRTxREykhAwjpYnFA4IQ4iZaTEASggVXAaSH8FLzlPa+2otaPWjlo7au2otaPWjrpUVN8oQSNefZPMg5vTTCVehZnrZB7cnFjLRrS2utJJ5sHN08FSsEygmvPf6XXH3NzyW8w3X/T+f3bsiXk6wKs3ApXtZ3STeWzzCeyk+VO6/n8aAAAAAElFTkSuQmCC)
* Cardinalidade  
  ![Cardinalidade Cross](data:image/png;base64,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)  
  Obs.: Para inserir cardionalidade, deve clicar e arrastar o mouse entre as entidades.

# 12 Módulo 13 - **DELIMITER** e STORED PROCEDURES

## 12.1 Como mudar o delimitador

* O delimitador serve para indicar ao banco de dados o final de uma instrução.
* Por padrão o delimitador do **MySQL** é o “;” (ponto e virgula).
* Dá para verificar o delimitador em uso atraves do comando **STATUS**.
* Porem é possivel mudar o delimitador para poder programar no **MySQL**.  
  + O delimitador é apenas um caractere.
  + É um comando de infraestrutura, logo não precisar de delimitador no final.
  + Sintaxe:  
    **DELIMITER** *novo\_caractere*

## 12.2 STORED PROCEDURES - Procedimentos Armazenados - Funções

### 12.2.1 Bloco anônimo

* Blocos anônimos não são armazenados.
* São instruções simples que servem apenas para serem executadas uma única vez, como uma consulta pontual e etc.

### 12.2.2 Blocos nomeados

* Blocos nomeados são **STORED** **PROCEDURES**, procedimentos armazenadas (funções programadas com instruções, armazenadas pelo sistema).
* São blocos de programação (instruções) que serão usados varias vezes.
* Criando função (**CREATE PROCEDURE**)  
  + É necessario mudar o delimitador para não confundir o delimitador do final da função com das instruções.
  + Sintaxe:  
    **DELIMITER** $  
    **CREATE** **PROCEDURE** *nome\_função*()  
    **BEGIN**  
    instruções;  
    …  
    **END**  
    $  
    Obs.: As instuções internas da função estão com o delimitador padrão “;”, enquanto que a **CREATE PROCEDURE** termina com o novo delimitador “$”, para diferenciar o que é um e o que é o outro para o sistema.
* Chamando uma função (Chamando uma **PROCEDURE**)  
  + Posso voltar com meu delimitador para o padrão “;”.
  + Sintaxe:  
    **DELIMITER** ;  
    **CALL** *nome\_função*();
* Criando uma função que recebe parametros.  
  + É necessario determinar qual o *tipo* de dado de cada *parametro* (ver Módulo 2).
  + Sintaxe:  
    **DELIMITER** $  
    **CREATE** **PROCEDURE** *nome\_função*(*parametro1* *tipo*, *parametro2* *tipo*)  
    **BEGIN**  
    instruções com os parametros;  
    …  
    **END**  
    $
* Chamando uma função com parametros (Chamando uma **PROCEDURE**)  
  + Posso voltar com meu delimitador para o padrão “;”.
  + Sintaxe:  
    **DELIMITER** ;  
    **CALL** *nome\_função*(*parametro1*, …);
* Apagar uma função.  
  + Sintaxe:  
    **DROP** **PROCEDURE** *nome\_função*;  
    Obs.: Sem os “()” da função.

### 12.2.3 Problemas de usar **PROCEDURES**

* Cada banco de dados (**MySQL**, **ORACLE**,… ) tem sua linguagem de programação, logo dificulta a migração de banco de dados.
* As regras de negócio ficam atreladas ao banco de dados, não é uma boa pratica.

### 12.2.4 Pontos positivos de usar **PROCEDURES**

* Desafoga a área de controle (**C#**, **JAVA**, **JS**, **Ruby**, **PHP**,…) do sistema a qual se esta trabalhando.
* Pode ser uma boa saida para melhorar o desempenho da área de controle (linguagens de programação), destribuir as regras de negócio entre controle e banco de dados.

# 13 Módulo 14 - Funções Básicas

* **COUNT** (\*)  
  + Conta todos os registros.
* **COUNT** (*coluna\_x*)  
  + Conta os registros da coluna x.
* **AVG** (*coluna\_x*)  
  + Calcula a media dos valores da coluna x.
* **MAX** (*coluna\_x*)  
  + Encontra o valor maximo da coluna x.
* **MIN** (*coluna\_x*)  
  + Encontra o valor minimo da coluna x.
* **SUM** (*coluna\_x*)  
  + Calcula a soma dos valores na coluna x.
* **TRUNCATE** (*numero*, *numero\_casa\_decimais*)  
  + Trunca o numero para um numero com as casas decimais estabelecidos.
  + O numero pode ser uma função que calculou algo a partir de uma coluna (**AVG**, **SUM**, …).
  + Não confundir com a função **TRUNCATE TABLE**.

# 14 Módulo 15 - Subqueries (Subconsulta) e Trabalhando com linhas

## 14.1 Subqueries (Subconsulta)

* Uma consulta dentro do resultado de outra consulta.
* Pode ser usado como o filtro de uma nova consulta, quando usado dentro do **WHERE**.  
  + O retorno de colunas da segunda consulta deve ser igual ao numero de colunas do filtro.
  + Sintaxe:  
    **SELECT**  
    *coluna1*  
    …  
    **FROM** *tabela*  
    **WHERE** *coluna1* = (**SELECT** *coluna* **FROM** *tabela* **WHERE** *coluna\_x* = *criteiro*);

## 14.2 Trabalhando com linhas

* Não tem funções especificas para trabalhar com linhas/registros.
* Porem atraves da projeção (**SELECT**) é possivel manipular novas colunas.
* Sintaxe:  
  **SELECT**  
  *coluna\_1*,  
  …,  
  **TRUNCATE**(*coluna\_1*+*coluna\_2*+…/10, 2) **AS** “Media”  
  **FROM** *tabela*;

# 15 Módulo 16 - Modificação de tabelas

## 15.1 Modificação de tabelas - **ALTER**

* **ALTER**  
  + Modifica um objeto existente do banco de dados.
  + É possível incluir, eliminar e alterar colunas.
  + Para alterar uma tabela existente, é necessario que os registros existentes já sejam compativeis com a alteração.  
    - **CHANGE**  
      * Altera o nome e o tipo da coluna/campo.
      * Para alterar apenas o tipo, é necessario repetir o nome da coluna/campo.
      * Sintaxe:  
        **ALTER TABLE** *nome\_tabela*  
        **CHANGE** *nome\_coluna* *(novo)nome\_coluna* *modificação\_tipo*;
    - **MODIFY**  
      * Altera o tipo e regras de uma coluna/campo.
      * Sintaxe:  
        **ALTER TABLE** *nome\_tabela*  
        **MODIFY** *nome\_coluna* *modificação\_tipo*;
    - **ADD**  
      * Adiciona chaves (primaria ou estrangeira) a uma coluna.
      * Não é possivel adicionar “*auto\_increment*”.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **ADD** **PRIMARY KEY**(*coluna*);  
        ou  
        **ALTER** **TABLE** *tabela*  
        **ADD** **FOREING KEY**(*coluna\_da\_tabela*)  
        **REFERENCES** (*coluna\_chave\_primaria\_de\_outra\_tabela*);
      * O comando **ADD** funciona como abreviaçãodo do comando **ADD COLUMN**.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **ADD** *nova\_coluna* *tipo*;
    - **ADD COLUMN**  
      * Adicionando uma nova coluna.
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*;
      * Para alterar a posição de entrada da coluna na tabela, usar **FIRST** (para aparecer na primeira posição da tabela) ou **AFTER** (depois de tal coluna).
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*  
        **FIRST**;  
        ou  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **ADD COLUMN** *nome\_coluna* *tipo*  
        **AFTER** *coluna\_de\_referencia*;
    - **DROP COLUMN**  
      * Deleta uma determinada coluna de uma tabela.
      * Sintaxe:  
        **ALTER TABLE** [nome\_database.]*nome\_tabela*  
        **DROP COLUMN** *nome\_coluna*;
    - **RENAME**  
      * Renomeia o nome de uma tabela.
      * Sintaxe:  
        **ALTER** **TABLE** *tabela*  
        **RENAME** *novo\_nome\_tabela*;
    - **CONSTRAINTS**  
      * Cria regras, muito usado para adicionar chaves (PK e FK) a tabela.
      * Sintaxe:  
        **ALTER** **TABLE** *nome\_tabela*  
        **ADD** **CONSTRAINTS** *nome\_da\_regra*  
        **PRIMARY** **KEY**(*coluna\_chave\_primaria*);  
        ou  
        **ALTER** **TABLE** *nome\_tabela*  
        **ADD** **CONSTRAINTS** *nome\_da\_regra*  
        **FOREIGN** **KEY**(*coluna\_chave\_estrangeira*)  **REFERENCES** *tabela\_chave\_primaria*(*coluna\_chave\_primaria*);
    - **DROP CONSTRAINTS**  
      * Apaga regras.
      * Sintaxe:  
        **ALTER** **TABLE** *nome\_tabela*  
        **DROP** **FOREIGN** **KEY** *nome\_da\_regra*;  
        ou  
        **ALTER** **TABLE** *nome\_tabela*  
        **DROP** **PRIMARY** **KEY** *nome\_da\_regra*;
* **RENAME**  
  + Mudar nome da tabela e/ou database.
  + Sintaxe:  
    **RENAME TABLE** *nome\_database*.*nome\_tabela* **TO** *nome\_database*.*novo\_nome\_tabela*;  
    ou  
    **RENAME TABLE** *nome\_database*.*nome\_tabela* **TO** *novo\_nome\_database*.*nome\_tabela*;

## 15.2 Constraints - regras e boas praticas

* Para poder visualizar de maneira mais organizada atraves do *dicionario de dados*, é interessante adicionar as chaves fora da criação de tabelas.
* Ao adicionar a chave dentro da criação de tabelas o sistema dá um nome automatico para a chave no sistema. O que não é desejado e pode ficar confuso.
* Ao adicionar a chave fora da criação de tabelas o usuario determina o nome daquela chave que ficara gravada no sistema.
* Os nomes das chaves podem ser consultados no *dicionario de dados* do sistema e no:  
  **SHOW CREATE TABLE** *nome\_da\_tabela*;
* Boas praticas:  
  + Criar primeiro as tabelas, **CREATE TABLE**.
  + Depois criar as chaves primarias e estrangeiras.
  + Nome da regra, serve para nomear esta regra no dicionario de dados.
  + Uma boa pratica é nomear a regra em *chave primaria*(PK) como **PK**\_(*tabela\_da\_PK*), sem os paranteses.
  + Uma boa pratica é nomear a regra em *chave estrangeira*(FK) como **FK**\_(*tabela\_da\_PK*)\_(*tabela\_da\_FK*), sem os paranteses.
  + Sintaxe:  
    **ALTER** **TABLE** *nome\_tabela*  
    **ADD** **CONSTRAINTS** *nome\_da\_regra*  
    **PRIMARY** **KEY**(*coluna\_chave\_primaria*);  
    ou  
    **ALTER** **TABLE** *nome\_tabela*  
    **ADD** **CONSTRAINTS** *nome\_da\_regra*  
    **FOREIGN** **KEY**(*coluna\_chave\_estrangeira*)  **REFERENCES** *tabela\_chave\_primaria*(*coluna\_chave\_primaria*);

## 15.3 Dicionario de dados do sistema

* O dicionario de dados é o **metadado**, os dados sobre os dados (como nome das tabelas, data de criação, responsavel pela criação,…).
* O dicionario de dados é constituido no **MySQL** pelas **DATABASES** (**SHOW DATABASES**):  
  + *information\_schema*  
    - **CONSTRAINTS** (TABLES\_CONSTRAINTS)
  + *mysql*
  + *performance\_schema*
* Para averiguar as tabelas dentro da **DATABASE** *dicionario de dados* basta usar **DESC** (descrição da tabela) e **SELECT** (verificar os dados/registros contidos na tabela, basta fazer uma consulta normal na tabela do dicionario de dados).

# 16 Detalhes

* ***Comentarios*** no **MySQL**, diferente do **SQL** onde comentarios são ’/\*\*/‘, no MySQL é’#‘. Ou’- -’ para comentario de linha.
* O que são e o que fazem os administradores:  
  + Administrador de dados(AD):  
    O Administrador de Dados (AD) tem o objetivo de gerenciar o Modelo de Dados Corporativo, contribuindo para assegurar a qualidade das informações, a integração dos sistemas, a retenção e a disseminação do conhecimento dos negócios.  
    Cabe a ele, guiado por certos princípios e através de atividades de planejamento, organização e controle dos dados corporativos, gerenciar os dados como recursos de uso comum da organização, promovendo-lhes os valores de autenticidade, autoridade, precisão, acessibilidade, seguridade e inteligibilidade.  
    Tem como função o planejamento central, a documentação e o gerenciamento dos dados a partir da perspectiva de seus significados e valores para a organização como um todo.
  + Administrador de banco de dados (DBA):  
    O DBA (database administrator), sigla em inglês para Administrador de Banco de Dados, é um profissional da área de tecnologia responsável pela criação, instalação, monitoramento, reparos e análise de estruturas de um banco de dados.  
    O banco de dados fica sob análise periódica do DBA, que trabalha para que não haja sobrecargas do sistema e que as informações inseridas tenham destino correto nos servidores. Outras funções também importantes são analisar o espaço em disco, buscar melhorias para os sistemas e realizar backups.
* Acesso ao **MySQL** pelo terminal é necessario usar o comando:  
  mysql -u root -p  
  + Depois colocar a senha.
* Ao final dos comandos do **SQL** e do **MySQL**, usar o ‘;’(delimitador), ele informa que o comando acabou e deve ser executado.

# 17 Andamento dos Estudos

## 17.1 Assunto em andamento:

Atualmente estou estudando Módulo 18.