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### Overview

This raw data will be cleaned and wrangled into a form which then can be analyzed. The following will be performed:

* Column names will be renamed to be short, simple and descriptive
* All columns with characters will be changed to lower case. This includes brewery name, beer name, beer style, and profile name
* Any missing values found will be replaced accordingly
* The amount of beer styles will be reduced from 104 to a more manageable size

### Lower Case

Change all columns with characters to lower case. This includes four columns, brewery name, beer name, profile name, and beer style.

# ---- Lower Case ----  
brewery\_name = tolower(beer\_reviews$brewery\_name)  
beer\_name = tolower(beer\_reviews$beer\_name)  
profile\_name = tolower(beer\_reviews$review\_profilename)  
beer\_style = tolower(beer\_reviews$beer\_style)

### Rename Columns

Some columns need to be renamed in order to be more concise. The changes are summarized in the table below.

|  |  |
| --- | --- |
| Old Name | New Name |
| review\_overall | overall |
| review\_aroma | aroma |
| review\_appearance | appearance |
| review\_palate | palate |
| review\_taste | taste |
| review\_profilename | profile\_name |
| brewery\_name | *no change* |
| brewery\_id | *no change* |
| beer\_style | *no change* |
| beer\_name | *no change* |
| beer\_abv | *no change* |
| beer\_id | *no change* |
| review\_time | *no change* |

# ---- Rename Columns ----  
taste = beer\_reviews$review\_taste  
palate = beer\_reviews$review\_palate  
appearance = beer\_reviews$review\_appearance  
aroma = beer\_reviews$review\_aroma  
overall = beer\_reviews$review\_overall  
brewery\_id = beer\_reviews$brewery\_id  
beer\_id = beer\_reviews$beer\_beerid  
review\_time = beer\_reviews$review\_time  
beer\_abv = beer\_reviews$beer\_abv  
  
# put together the data frame  
beer\_reviews = data\_frame(brewery\_name, beer\_name, profile\_name, beer\_style, taste, palate,   
 appearance, aroma, overall, brewery\_id, beer\_id, review\_time, beer\_abv)

### Finding Missing Values

Approach:

1. Create a function for finding missing values
2. Iterate this function over every column
3. Create a matrix of missing values for easier visualization

find\_NA = function(column\_name){  
 beer\_reviews %>%   
 filter(is.na(column\_name)) %>%  
 summarise(missing\_values = n())  
}  
  
columns\_name = list(  
 beer\_reviews$beer\_id,  
 beer\_reviews$brewery\_name,  
 beer\_reviews$brewery\_id,  
 beer\_reviews$beer\_abv,  
 beer\_reviews$profile\_name,  
 beer\_reviews$taste,  
 beer\_reviews$palate,  
 beer\_reviews$beer\_style,  
 beer\_reviews$appearance,  
 beer\_reviews$aroma,  
 beer\_reviews$overall,  
 beer\_reviews$review\_time,  
 beer\_reviews$beer\_name  
)  
missing\_vals = sapply(columns\_name, find\_NA)  
# matrix of missing values  
columns = c('beer id', 'brewery name', 'brewery id', 'beer ABV', 'profile name', 'taste', 'palate', 'beer style',  
 'appearance', 'aroma', 'overall', 'review time', 'beer name')  
rows = c('missing values')  
missing\_matrix = matrix(missing\_vals, byrow = TRUE, nrow = 1)  
colnames(missing\_matrix) = columns  
rownames(missing\_matrix) = rows  
missing\_matrix

## beer id brewery name brewery id beer ABV profile name taste  
## missing values 0 15 0 67785 348 0   
## palate beer style appearance aroma overall review time  
## missing values 0 0 0 0 0 0   
## beer name  
## missing values 0

Missing values are found in the following columns:

|  |  |
| --- | --- |
| Column | Amount of missing values |
| brewery name | 15 |
| beer ABV | 67,785 |
| profile name | 348 |

The alcohol content is not always written on the container and relatively low ABV is not required to be printed on containers. This may explain the large amount of missing values in the beer\_abv column.

### Missing Values: beer ABV (alcohol by volume)

To deal with these missing values, the mean of the beer\_abv will be computed and used to replace the missing values. After replacing the missing values, the column will be checked again for any missing values in order to confirm the result.

mean\_abv = mean(beer\_reviews$beer\_abv, na.rm = TRUE) # = 7.04  
median\_abv = median(beer\_reviews$beer\_abv, na.rm = TRUE) # 6.6  
  
# replace the missing values in ABV with the mean  
beer\_reviews =   
 beer\_reviews %>%  
 replace\_na(list(beer\_abv = mean\_abv))  
# check for missing values again  
find\_NA(beer\_reviews$beer\_abv)

## # A tibble: 1 x 1  
## missing\_values  
## <int>  
## 1 0

### Missing Values: Brewery Name

At the moment, we can't make any accurate guesses as to what the names are of the breweries. Therefore their missing values will be replaced with the string '*unknown*'. After replacing the missing values, the column will be checked again for any missing values in order to confirm the result.

# view the matrix with missing values  
missing\_matrix

## beer id brewery name brewery id beer ABV profile name taste  
## missing values 0 15 0 67785 348 0   
## palate beer style appearance aroma overall review time  
## missing values 0 0 0 0 0 0   
## beer name  
## missing values 0

# replace the missing names with 'unknown'  
beer\_reviews =   
 beer\_reviews %>%  
 replace\_na(list(brewery\_name = 'unknown'))  
# check for missing values again  
find\_NA(beer\_reviews$brewery\_name)

## # A tibble: 1 x 1  
## missing\_values  
## <int>  
## 1 0

### Missing Values: Profile Name

Profile names will be replaced with the string '*unknown*' since we can't make any accurate guesses of somebody's name in this instance.

# view the matrix with missing values  
missing\_matrix

## beer id brewery name brewery id beer ABV profile name taste  
## missing values 0 15 0 67785 348 0   
## palate beer style appearance aroma overall review time  
## missing values 0 0 0 0 0 0   
## beer name  
## missing values 0

# glance over the missing values  
beer\_reviews %>%  
 select(profile\_name) %>%  
 filter(is.na(profile\_name))

## # A tibble: 348 x 1  
## profile\_name  
## <chr>  
## 1 <NA>  
## 2 <NA>  
## 3 <NA>  
## 4 <NA>  
## 5 <NA>  
## 6 <NA>  
## 7 <NA>  
## 8 <NA>  
## 9 <NA>  
## 10 <NA>  
## # ... with 338 more rows

# replace the missing profile names with 'Unknown'  
beer\_reviews =   
 beer\_reviews %>%  
 replace\_na(list(profile\_name = 'unknown'))  
  
# check for missing values again  
find\_NA(beer\_reviews$profile\_name)

## # A tibble: 1 x 1  
## missing\_values  
## <int>  
## 1 0

### Beer Styles

Currently, there are 104 unique beer styles included in this data set. However, some of these styles are highly specific due to their brewing process, ingredient ratios, yeast type, or other factors; but they can be grouped together as they are, in some cases, a variation of an ale or a lager. The goal is to classify them into more general terms, but without over simplifying, in order to produce plots that are easy to read and translate. A new column will be created to represent these styles. The approach will involve doing some research on the current beer styles included and deciding how to categorize them to yield a smaller list. The *gsub* function will be used to iterate over beer styles and categorize them accordingly.

New Beer-Style column will consist of the following styles:

|  |  |
| --- | --- |
| Beer Styles to be Added |  |
| ale | lager | stout | lambic | spiced |
| pilsner | porter | smoked | barleywine | ipa |
| wheat | bock | bitter | rye | trappist |

# create a list of beer styles to use within 'gsub'  
style\_list = c(beer\_reviews %>% select(beer\_style))  
  
style\_list = unlist(style\_list)  
ale = gsub(pattern = '.\*ale.\*|^alt.\*|.\*winter.\*|.\*garde$|^k.\*lsch.\*', replacement = 'ale', x = style\_list)  
lager = gsub(pattern = '.\*lager.\*|^schwarz.\*|^m.\*rzen.\*|.\*steam.\*|.\*zwickel.\*', replacement = 'lager', x = ale)  
stout = gsub(pattern = '.\*stout.\*', replacement = 'stout', x = lager)  
pils = gsub(pattern = '.\*pils.\*', replacement = 'pilsner', x = stout)  
porter = gsub(pattern = '.\*porter.\*', replacement = 'porter', x = pils)  
wheat = gsub(pattern = '.\*weizen.\*|.\*wit.\*|.\*weiss.\*|.\*gose.\*', replacement = 'wheat', x = porter)  
bock = gsub(pattern = '.\*bock.\*', replacement = 'bock', x = wheat)  
lambic = gsub(pattern = '^lambic.\*|.\*faro.\*|.\*gueuze.\*', replacement = 'lambic', x = bock)  
smoked = gsub(pattern = '^smoked.\*|^rauch.\*', replacement = 'smoked', x = lambic)  
barleywine = gsub(pattern = '.\*barleywine.\*', replacement = 'barleywine', x = smoked)  
bitter = gsub(pattern = '.\*bitter.\*', replacement = 'bitter', x = barleywine)  
rye = gsub(pattern = '.\*rye.\*|.\*roggen.\*|kvass', replacement = 'rye', x = bitter)  
spiced = gsub(pattern = '.\*herbed.\*|.\*braggot.\*|^chile.\*', replacement = 'spiced/herbed', x = rye)  
trappist = gsub(pattern = '^quad.\*|^dub.\*|^tri.\*', replacement = 'trappist', x = spiced)  
ipa = gsub(pattern = '.\*ipa.\*', replacement = 'ipa', x = trappist)  
  
style\_list\_mod = ipa  
unique(style\_list\_mod) # print out the list of distinct beer styles

## [1] "wheat" "ale"   
## [3] "stout" "pilsner"   
## [5] "ipa" "spiced/herbed"   
## [7] "lager" "smoked"   
## [9] "porter" "fruit / vegetable beer"   
## [11] "bitter" "barleywine"   
## [13] "bock" "low alcohol beer"   
## [15] "rye" "trappist"   
## [17] "flanders oud bruin" "black & tan"   
## [19] "wheatwine" "american malt liquor"   
## [21] "lambic" "happoshu"   
## [23] "sahti" "bière de champagne / bière brut"

length(unique(style\_list\_mod)) # number of distinct beer styles: 24

## [1] 24

# create new column with the new styles using mutate()  
beer\_reviews =   
 beer\_reviews %>%  
 mutate(general\_beer\_style = style\_list\_mod)  
  
glimpse(beer\_reviews)

## Observations: 1,586,614  
## Variables: 14  
## $ brewery\_name <chr> "vecchio birraio", "vecchio birraio", "vecc...  
## $ beer\_name <chr> "sausa weizen", "red moon", "black horse bl...  
## $ profile\_name <chr> "stcules", "stcules", "stcules", "stcules",...  
## $ beer\_style <chr> "hefeweizen", "english strong ale", "foreig...  
## $ taste <dbl> 1.5, 3.0, 3.0, 3.0, 4.5, 3.5, 4.0, 3.5, 4.0...  
## $ palate <dbl> 1.5, 3.0, 3.0, 2.5, 4.0, 3.0, 4.0, 2.0, 3.5...  
## $ appearance <dbl> 2.5, 3.0, 3.0, 3.5, 4.0, 3.5, 3.5, 3.5, 3.5...  
## $ aroma <dbl> 2.0, 2.5, 2.5, 3.0, 4.5, 3.5, 3.5, 2.5, 3.0...  
## $ overall <dbl> 1.5, 3.0, 3.0, 3.0, 4.0, 3.0, 3.5, 3.0, 4.0...  
## $ brewery\_id <int> 10325, 10325, 10325, 10325, 1075, 1075, 107...  
## $ beer\_id <int> 47986, 48213, 48215, 47969, 64883, 52159, 5...  
## $ review\_time <int> 1234817823, 1235915097, 1235916604, 1234725...  
## $ beer\_abv <dbl> 5.0, 6.2, 6.5, 5.0, 7.7, 4.7, 4.7, 4.7, 4.7...  
## $ general\_beer\_style <chr> "wheat", "ale", "stout", "pilsner", "ipa", ...

# summarize the new beer styles by calling distinct()  
beer\_reviews %>%  
 group\_by(general\_beer\_style) %>%  
 summarise(style\_count = n()) %>%  
 arrange(desc(style\_count))

## # A tibble: 24 x 2  
## general\_beer\_style style\_count  
## <chr> <int>  
## 1 ale 577361  
## 2 ipa 216034  
## 3 stout 182268  
## 4 lager 132481  
## 5 wheat 80947  
## 6 porter 73249  
## 7 trappist 68397  
## 8 bock 46501  
## 9 barleywine 40459  
## 10 pilsner 40330  
## # ... with 14 more rows

### Plot: Beer ABV

Plotting the beer's ABV as a histogram will reveal it's distribution and help us spot any outliers that may be present before diving into deeper analysis.

#glimpse(beer\_reviews)  
blues = brewer.pal(6, 'Blues')  
ggplot(beer\_reviews, aes(x = beer\_abv)) +   
 geom\_histogram(binwidth = 0.5, position = 'identity', fill = '#3182BD') +   
 scale\_x\_continuous('Alcohol by Volume (%)', breaks = seq(0, 60, by = 5)) +  
 scale\_y\_continuous('Beer Count') +  
 ggtitle('Beer ABV Distribution') +  
 theme\_classic()

![](data:image/png;base64,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)

This plot shows us that the ABV is actually a right-skewed distribution due to some beers having a a very high alcohol by volume content. The minimum and maximum of ABV content are 0.01% and 57.7%, respectively. The mean lies at 7.04, the median at 6.6, and the standard deviation is 2.27. We can also infer that the distribution is right-skewed due to the median being lower than the mean. Although the values range from 0.01 to 57.7, in theory, about 95% of these values should lie within two standard deviations from the mean.

# find max and min for beer ABV  
# replace the missing values before finding MAX and MIN  
max(beer\_reviews$beer\_abv) # 57.7 %

## [1] 57.7

min(beer\_reviews$beer\_abv) # 0.01 %

## [1] 0.01

### Interval: Beer ABV

In order to better visualize the alcohol level content, the ABV can be distributed into five factored levels using the calculated mean and standard deviation. These five levels will be labeled as, 'low', 'below normal', 'normal', 'above normal', and 'high'. The computed standard deviation will be used to create the breaks for the labels.

abv\_vector = beer\_reviews$beer\_abv  
mean\_abv = mean(abv\_vector) # 7.04  
median\_abv = median(abv\_vector) # 6.6  
sd(abv\_vector) # 2.27

## [1] 2.272372

var(abv\_vector) # 5.16

## [1] 5.163673

length(abv\_vector)

## [1] 1586614

# calculate the deviation breaks  
one\_sd\_below = mean(abv\_vector) - sd(abv\_vector) # 4.77 -> 1 SD below mean  
one\_sd\_above = mean(abv\_vector) + sd(abv\_vector) # 9.31 -> 1 SD above mean  
two\_sd\_below = mean(abv\_vector) - 2\*sd(abv\_vector) # 2.50 -> 2 SD below mean  
two\_sd\_above = mean(abv\_vector) + 2\*sd(abv\_vector) # 11.59 -> 2 SD above mean  
  
# Interval of ABV  
# use cut() and a vector for the breaks  
# normal ABV level will be considered being within 1 SD of the mean  
breaks\_vect = c(0, two\_sd\_below, one\_sd\_below, one\_sd\_above, two\_sd\_above, 60)  
interval\_abv = cut(abv\_vector,   
 breaks = breaks\_vect,   
 labels = c('low', 'below normal', 'normal', 'above normal', 'high'))  
table(interval\_abv)

## interval\_abv  
## low below normal normal above normal high   
## 1630 140735 1193157 200598 50494

length(interval\_abv)

## [1] 1586614

# sum the amounts within two standard deviations and divide by total amount of rows  
# this will contain about 95% of all the data points in the beer's abv column  
(140735 + 1193157 + 200598) / length(abv\_vector) \* 100

## [1] 96.71476

# NEW COLUMN: beer\_abv\_factor  
beer\_reviews =   
 beer\_reviews %>%  
 mutate(beer\_abv\_factor = interval\_abv)  
  
glimpse(beer\_reviews)

## Observations: 1,586,614  
## Variables: 15  
## $ brewery\_name <chr> "vecchio birraio", "vecchio birraio", "vecc...  
## $ beer\_name <chr> "sausa weizen", "red moon", "black horse bl...  
## $ profile\_name <chr> "stcules", "stcules", "stcules", "stcules",...  
## $ beer\_style <chr> "hefeweizen", "english strong ale", "foreig...  
## $ taste <dbl> 1.5, 3.0, 3.0, 3.0, 4.5, 3.5, 4.0, 3.5, 4.0...  
## $ palate <dbl> 1.5, 3.0, 3.0, 2.5, 4.0, 3.0, 4.0, 2.0, 3.5...  
## $ appearance <dbl> 2.5, 3.0, 3.0, 3.5, 4.0, 3.5, 3.5, 3.5, 3.5...  
## $ aroma <dbl> 2.0, 2.5, 2.5, 3.0, 4.5, 3.5, 3.5, 2.5, 3.0...  
## $ overall <dbl> 1.5, 3.0, 3.0, 3.0, 4.0, 3.0, 3.5, 3.0, 4.0...  
## $ brewery\_id <int> 10325, 10325, 10325, 10325, 1075, 1075, 107...  
## $ beer\_id <int> 47986, 48213, 48215, 47969, 64883, 52159, 5...  
## $ review\_time <int> 1234817823, 1235915097, 1235916604, 1234725...  
## $ beer\_abv <dbl> 5.0, 6.2, 6.5, 5.0, 7.7, 4.7, 4.7, 4.7, 4.7...  
## $ general\_beer\_style <chr> "wheat", "ale", "stout", "pilsner", "ipa", ...  
## $ beer\_abv\_factor <fctr> normal, normal, normal, normal, normal, be...

### Write the cleaned data to a new file

The clean file is now ready to be written.

beer\_reviews\_clean = beer\_reviews  
glimpse(beer\_reviews\_clean)

## Observations: 1,586,614  
## Variables: 15  
## $ brewery\_name <chr> "vecchio birraio", "vecchio birraio", "vecc...  
## $ beer\_name <chr> "sausa weizen", "red moon", "black horse bl...  
## $ profile\_name <chr> "stcules", "stcules", "stcules", "stcules",...  
## $ beer\_style <chr> "hefeweizen", "english strong ale", "foreig...  
## $ taste <dbl> 1.5, 3.0, 3.0, 3.0, 4.5, 3.5, 4.0, 3.5, 4.0...  
## $ palate <dbl> 1.5, 3.0, 3.0, 2.5, 4.0, 3.0, 4.0, 2.0, 3.5...  
## $ appearance <dbl> 2.5, 3.0, 3.0, 3.5, 4.0, 3.5, 3.5, 3.5, 3.5...  
## $ aroma <dbl> 2.0, 2.5, 2.5, 3.0, 4.5, 3.5, 3.5, 2.5, 3.0...  
## $ overall <dbl> 1.5, 3.0, 3.0, 3.0, 4.0, 3.0, 3.5, 3.0, 4.0...  
## $ brewery\_id <int> 10325, 10325, 10325, 10325, 1075, 1075, 107...  
## $ beer\_id <int> 47986, 48213, 48215, 47969, 64883, 52159, 5...  
## $ review\_time <int> 1234817823, 1235915097, 1235916604, 1234725...  
## $ beer\_abv <dbl> 5.0, 6.2, 6.5, 5.0, 7.7, 4.7, 4.7, 4.7, 4.7...  
## $ general\_beer\_style <chr> "wheat", "ale", "stout", "pilsner", "ipa", ...  
## $ beer\_abv\_factor <fctr> normal, normal, normal, normal, normal, be...

# write the clean file   
write\_csv(beer\_reviews\_clean, 'beer\_reviews\_clean.csv')