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| 2º Grado Ingeniería Informática |

El problema del viajante de comercio (TSP, por Traveling Salesman Problem) se define como sigue: dado un conjunto de ciudades y una matriz con las distancias entre todas ellas, un viajante debe recorrer todas las ciudades exactamente una vez, regresando al punto de partida, de forma tal que la distancia recorrida sea mínima.

Mas formalmente, dado un grafo G, conexo y ponderado, se trata de hallar el ciclo hamiltoniano de mínimo peso de ese grafo.

Una solución para TSP es una permutación del conjunto de ciudades que indica el orden en que se deben recorrer. Para el cálculo de la longitud del ciclo no debemos olvidar sumar la distancia que existe entre la última ciudad y la primera (hay que cerrar el ciclo).

Por su interés teórico y práctico, existe una variedad muy amplia de algoritmos para abordar la solución del TSP y sus variantes (siendo un problema NP-Completo, el diseño y aplicación de algoritmos exactos para su resolución no es factible en problemas de cierto tamaño). Nos centraremos en una serie de algoritmos aproximados de tipo greedy y evaluaremos su rendimiento en un conjunto de instancias del TSP. Para el diseño de estos algoritmos, utilizaremos dos enfoques diferentes: a) estrategias basadas en alguna noción de cercanía, y b) estrategias

de inserción.

En el primer caso emplearemos la heurística del vecino más cercano, cuyo funcionamiento es extremadamente simple: dada una ciudad inicial v0, se agrega como ciudad siguiente aquella vi (no incluida en el circuito) que se encuentre más cercana a v0. El procedimiento se repite hasta que todas las ciudades se hayan visitado.

En las estrategias de inserción, la idea es comenzar con un recorrido parcial, que incluya algunas de las ciudades, y luego extender este recorrido insertando las ciudades restantes mediante algún criterio de tipo greedy. Para poder implementar este tipo de estrategia, deben definirse tres elementos:

1. Cómo se construye el recorrido parcial inicial.

2. Cuál es el nodo siguiente a insertar en el recorrido parcial.

3. Dónde se inserta el nodo seleccionado.

El recorrido inicial se puede construir a partir de las tres ciudades que formen un triángulo lo más grande posible: por ejemplo, eligiendo la ciudad que está más a Este, la que está más al Oeste, y la que está más al norte.

Cuando se haya seleccionado una ciudad, ésta se ubicará en el punto del circuito que provoque el menor incremento de su longitud total. Es decir, hemos que comprobar, para cada posible posición, la longitud del circuito resultante y quedarnos con la mejor alternativa. Por último, para decidir cuál es la ciudad que añadiremos a nuestro circuito, podemos aplicar el siguiente criterio, denominado inserción más económica: de entre todas las ciudades no visitadas, elegimos aquella que provoque el menor incremento en la longitud total del circuito.

En otras palabras, cada ciudad debemos insertarla en cada una de las soluciones posibles y quedarnos con la ciudad (y posición) que nos permita obtener un circuito de menor longitud.

Seleccionaremos aquella ciudad que nos proporcione el mínimo de los mínimos calculados para cada una de las ciudades.

|  |
| --- |
| Elementos de Greedy |

Greedy proporciona varios elementos que facilitan la implementación y su correcto uso. Para este problema, del cual tenemos tres estrategias diferentes, obtenemos todos los elementos.

A continuación pasamos a describirlos:

* **Conjunto de Candidatos**: Representa al conjunto de posibles decisiones que se pueden tomar en cada momento
* **Conjunto de Seleccionados:** Representa al conjunto de decisiones tomadas hasta este momento
* **Función Solución:** Determina si se ha alcanzado una solución (no necesariamente óptima)
* **Función de Factibilidad:** Determina si es posible completar el conjunto de candidatos seleccionados para alcanzar una solución al problema (no necesariamente óptima)
* **Función Selección:** Determina el candidato más prometedor del conjunto a seleccionar.
* **Función Objetivo:** Da el valor de la solución alcanzada

|  |
| --- |
| Vecino Más Cercano |

Tomamos como referencia una ciudad, y de manera recursiva con respecto a ella seleccionamos aquella que se encuentre más cerca hasta haber seleccionado todas las ciudades.

Para este caso, consideramos los siguientes elementos:

* **Función Selección:** 
  + Elegir del conjunto de candidatos *no seleccionados* la ciudad cuya distancia con respecto a la actual sea menor.
* **Conjunto de Candidatos:**
  + Todas las ciudades
* **Conjuntos de Seleccionados:**
  + Las ciudades que ya han sido elegidas
* **Función de Factibilidad:**
  + *Solo se puede seleccionar si no se ha usado anteriormente*
* **Función Solución:**
  + Cuando se hayan seleccionado todas las ciudades
* **Función Objetivo:**
  + Selección de ciudades ordenadas ascendentemente según su distancia con respecto a la actual

Así pues, si tuviéramos la siguiente situación:
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Considerando que partimos de la ciudad uno, y que en el gráfico se representa la conectividad entre ciudades con su distancia asociada, visitaríamos inmediatamente después la 6, a continuación la 5, después la 3, seguida por la 4, y finalmente la 2 para regresar a la 1 y cerrar así el ciclo hamiltoniano.

|  |
| --- |
| Inserción más económica |

Aquí lo que se pretende es seleccionar aquellas ciudades que provoquen el menor incremento posible en la longitud total al finalizar el recorrido.

Para este caso, consideramos los siguientes elementos:

* **Función Selección:** 
  + Elegir aquella ciudad cuya selección junto a las siguientes ciudades, provoque un incremento menor en la longitud total al finalizar el recorrido
* **Conjunto de Candidatos:**
  + Todas las ciudades
* **Conjuntos de Seleccionados:**
  + Las ciudades que ya han sido elegidas
* **Función de Factibilidad:** 
  + *Solo se puede seleccionar si no se ha usado anteriormente*
* **Función Solución:**
  + Cuando se hayan seleccionado todas las ciudades
* **Función Objetivo:**
  + Selección de ciudades ordenadas ascendentemente en función del menor incremento que provocan en la longitud final del recorrido

Partimos de 3 ciudades que representan la que está más al norte, más al este y más al oeste. Con respecto cada una de ellas, considerando una ciudad inicial X0, desde la cual, teniendo en cuenta aquellas ciudades con las que tiene conexión X0, se comprobaría cual sería la siguiente que provocaría menor longitud total al finalizar el recorrido hasta pasar por todas las ciudades.

|  |
| --- |
| Heurística Propuesta: Mejor Distancia con Triangulación Matricial |

Tomando como referencia los valores de las distancias entre ciudades, se selecciona el menor de ellos y se almacenan las dos ciudades entre las que existe tal distancia. Este proceso se repite hasta haber seleccionado todas las ciudades.

Usando esto por sí mismo, puede dar lugar a la generación de ciclos entre ciudades, por lo que la selección de las mismas debe tener en cuenta esto también para generar la solución.

Usamos varias cosas:

-Un vector en donde cada posición representa a una ciudad, donde los valores en cada celda pueden variar entre 0 y 2, dependiendo de cuántas veces se haya seleccionado una distancia que involucre a esa ciudad.

-Una matriz binaria con dimensiones nxn, siendo n el nº de ciudades, donde cada fila representa a una ciudad, lo mismo para las columnas, y una celda representa con un 0 si no se ha elegido el camino entre esas dos ciudades, o con un 1 en caso contrario.

Con estas dos representaciones, para elegir una distancia hay que probar lo siguiente:

* La distancia a elegir debe ser la menor de las distancia
* Las ciudades que conecta esa distancia no puede haber sido elegida dos veces anteriormente
* No se ha elegido ya esa distancia anteriormente
* El coger esa distancia no crea un circuito antes de terminar el circuito con todas las ciudades

Para este caso, consideramos los siguientes elementos:

* **Función Selección:** 
  + Elegir el par de ciudades cuya distancia entre ellas, comparada con el resto de distancias de las demás ciudades, es menor.
* **Conjunto de Candidatos:**
  + Todas las ciudades
* **Conjuntos de Seleccionados:**
  + Las ciudades que han sido elegidas
* **Función de Factibilidad:** 
  + No se ha seleccionado la ciudad anteriormente más de dos veces, y no se generan ciclos si se inserta en al solución
* **Función Solución:**
  + Cuando se hayan seleccionado todas las ciudades
* **Función Objetivo:**
  + Selección de ciudades ordenadas de manera ascendente según el valor de *distancia*

Al pedirse proponer una heurística propia, se decide implementar una que actúe de la siguiente manera:

Considerando como punto de partida un vector bidimensional que almacena la distancia existente entre todas las ciudades, se concluye que, con el fin de facilitar las operaciones y reducir el tiempo y carga computacional, se tomarán los datos únicamente de la matriz triangular superior de dicho vector.

![](data:image/png;base64,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)

En ellos quedan reflejados las distancias entre una ciudad de origen y una de destino. De manera recursiva, se analizan todos ellos y se selecciona el menor, guardándose las dos ciudades implicadas, hasta haber realizado esta operación con todas las ciudades.

|  |
| --- |
| Estudio comparativo |

|  |  |  |  |
| --- | --- | --- | --- |
| Algoritmo | Archivo | Ciudades | D |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |