**OOPs**

# 1. SIB – Static Initialization Block, Static Variables And Static Methods:

Static variables, Static Initialization Block and Static Methods – these all are static components or static members of a class. These static members are stored inside the Class Memory. To access static members, you need not to create objects. Directly you can access them with class name.

Static Initialization Block is used to initialize only static variables. It is a block without a name. It contains set of statements enclosed within { }. The syntax of SIB looks like this,

|  |  |
| --- | --- |
| 1  2  3  4 | static  {       //Set Of Statements  } |

Consider the following program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class StaticComponents  {       static int staticVariable;         static       {            System.out.println("StaticComponents SIB");            staticVariable = 10;       }         static void staticMethod()       {            System.out.println("From StaticMethod");            System.out.println(staticVariable);       }  }    public class MainClass  {       static       {            System.out.println("MainClass SIB");       }         public static void main(String[] args)       {           //Static Members directly accessed with Class Name            StaticComponents.staticVariable = 20;            StaticComponents.staticMethod();       }  } |

Let us discuss execution of above program step by step.

**Step 1:**

When you trigger >java MainClass, java command divides allocated memory into two parts – Stack and Heap. First, java command enters stack memory for execution. First, it checks whether **MainClass** is loaded into heap memory or not. If it is not loaded, loading operation of MainClass starts. Randomly some memory space is allocated to MainClass. It is called **Class memory**. All static members are loaded into this class memory. There is only one satic member in MainClass – main() method. It is loaded into class memory of MainClass.

**Step 2:**

After loading all static members, SIB – Static initialization Blocks are executed. Remember, **SIBs are not stored in the heap memory. They just come to stack, execute their tasks and leaves the memory**. So, after loading main() method, SIB of MainClass enters stack for execution. There is only one statement (Line 22) in SIB. it is executed. It prints “MainClass SIB” on console. After executing this statement, SIB leaves the stack memory.

**Step 3:**

Now, java command calls main() method for execution. main() method enters the stack. First statement (Line 28) is executed first. First, It checks whether class StaticComponents is loaded into memory. If it is not loaded, loading operation of StaticComponents takes place. Randomly, some memory is allocated to Class StaticComponents, then all static members of StaticComponents – ‘staticVariable’ and ‘staticMethod()’ are loaded into that class memory. ‘staticVariable’ is a global variable. So, first it is initialized with default value i.e 0.

**Step 4 :**

After loading all static members of StaticComponents, SIB blocks are executed. So, SIB of class StaticComponents enters the stack for execution. First Statement (Line 7) is executed. It prints “StaticComponents SIB” on the console. In the second statement, value 10 is assigned to ‘staticVariable’. There are no other statements left for execution, so it leaves stack memory.

**Step 5 :**

Now control comes back to main() method. The remaining part of first statement i.e value 20 is assigned to ‘staticVariable’ of class StaticComponents, is executed. In the second statement (Line 29), it calls staticMethod() of class StaticComponents for execution.

**Step 6:**

staticMethod() of StaticComponents enters stack for execution.  First statement (Line 13) is executed first. It prints “From staticMethod” on the console. In the second statement (Line 14), it prints the value of staticVariable i.e 20 on the console. There are no statements left. so, it leaves the stack.

**Step 7:**

Again, control comes back to main() method. There are no other statements left in main() method. so, it also leaves stack. java command also leaves the stack.

Diagramatic representation of memory allocation of above program looks like this.
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**Output :**

Main Class SIB  
StaticComponents SIB  
From StaticMethod  
20

# 2. Non-Static Members And Their Memory Management In Java:

we will see non-static components of a class.

Let’s start with simple definitions of class and object.

Class : Class is the model/template/blueprint for the objects to be created of its type.

Object : It is an instance of a class. It is the real-time copy of class.

If you don’t understand with the definitions, read out this example. A class is like a blue print of a house. With this blueprint, you can build any number of houses. Each house build with this blueprint is an object or an instance of that blue print.

Non-Static variables and Non-Static methods are non-static components of a class. These are also called instance components of a class. Non-static components are stored inside the object memory. Each object will have their own copy of non-static components. But,  static components are common to all objects of that class.

Let’s have a look at this example.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | class A  {       int nonStaticVariable;       static int staticVariable;         static void staticMethod()       {            System.out.println(staticVariable);       //   System.out.println(nonStaticVariable);       }         void nonStaticMethod()       {            System.out.println(staticVariable);            System.out.println(nonStaticVariable);       }  }    class MainClass  {       public static void main(String[] args)       {            A.staticVariable = 10;       //   A.nonStaticVariable = 10;            A.staticMethod();      //    A.nonStaticMethod();              A a1 = new A();            A a2 = new A();              System.out.println(a1.nonStaticVariable);            System.out.println(a1.staticVariable);            a1.nonStaticMethod();            a1.staticMethod();              System.out.println(a2.staticVariable);            a1.staticVariable = 20;            System.out.println(a2.staticVariable);       }  } |

Let’s discuss memory allocation of above example step by step.

**Step 1 :**

When you trigger >java MainClass, java command divides allocated memory into two parts – stack and heap. First java command enters stack for execution. First it loads class **MainClass**into heap memory. Randomly some memory is allocated to MainClass. All static members are loaded into this class memory. There is only one static member in MainClass i.e main() method. It is loaded into class memory. After loading static members, SIBs are executed. But there is no SIBs in MainClass. So, directly java command calls main() method for execution.

**Step 2 :**

main() method enters stack for execution. First statement (Line 23) refers to class A. First it checks whether class A is loaded into heap memory or not. If it is not loaded, it loads class A into heap memory. Randomly some memory is allocated to class A. All static members of class A , ‘staticVariable’ and ‘staticMethod()’ , are loaded into this memory. ‘staticVariable’ is first initialized with default value 0. No SIBs in Class A. So, after loading static members, main() method assigns value 10 to ‘staticVariable’ of class A.

Second statement (Line 24) of main() method is commented. **Because, you can’t refer a non-static members through a class name. Because, non-static members are stored inside the object memory. You have to refer them through objects only.**

**Step 3 :**

In Line 25, it calls staticMethod() of class A. staticMethod() comes to stack for execution. First statement(Line 8) prints value of ‘staticVariable’ i. e 10 on the console.

Second statement(Line 9) is commented. Because, **directly** **you can’t use non-static member inside a static method. Because, non-static members are stored inside the object memory. You have to create objects to use them. You have to refer them through objects only.**

No statements left in staticMethod(). So, it leaves the stack memory.

**Step 4 :**

Control comes back to main() method. The next statement (Line 26) is also commented. **Because, You can’t refer non-static member through a class name.** In the next statement (Line 28), an object of class A type is created. Randomly, some memory is allocated to object. **All non-static members, ‘nonStaticVariable’ and ‘nonStaticMethod()’,  of class A are loaded into this object memory.** ‘nonStaticVariable’ is a global variable, so it is first initialized with default value 0. A reference variable of type class A  **‘a1’** is created in main() method. It points to this newly created object.

In the same manner, object ‘a2’ is also created (Line 29). In the next statement (Line 31), value of ‘nonStaticVariable’ of ‘a1’ i.e 0 is printed. In the next statement (Line 32), value of ‘staticVariable’ of class A i.e 10 is printed.

**You can refer a static member of a class through object of that class like in Line 32. Whenever you refer a static member through a object, compiller replaces object name with its class name like a1.staticVariable is treated as A.staticVariable by the compiler.**

In the next statement (Line 33), it calls ‘nonStaticMethod()’ of a1.

**Step 5 :**

‘nonStaticMethod()’ of a1 comes to the stack for execution. First statement (Line 14) prints value of  ‘staticVariable’ of class A i.e 10 on the console. Second statement (Line 15) prints the value of ‘nonStaticVariable’ of a1 i.e 0. There are no other statements left in ‘nonStaticMethod()’ , so it leaves the stack.

**Step 6 :**

Control comes back to Line 34 of main() method. It calls staticMethod() of class A. ‘staticMethod()’ enters the stack for execution. First statment (Line 8) prints value of  ‘staticVariable’  i.e 10 on the console. It leaves the memory after executing this statement.

**Step 7 :**

Control comes back to the main() method. Line 36 prints value of ‘staticVariable’ i.e 10 on the console through object a2. In the next statement it changes value of ‘staticVariable’ to 20 through a1. In the next statement, again it prints the value of ‘staticVariable’ through a2. This time 20 is printed on the console.

**This means changes made to static components through one object is reflected in another object also. Because, the same copy of static components is available to all the objects of that class.**

As all statements are executed, first main() method then java command leaves the stack memory.

Diagramatic representation of memory allocation of above program looks like this,

![non static members in java](data:image/png;base64,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)

**Output :**

10  
0  
10  
10  
0  
10  
10  
20

# 3. Constructor:

Basic Rules Need to Follow When Writing Constructors In Java:

Let’s discuss some basic rules need to follow when writing the constructors in java.

* Name of the constructor must be same as that of a class name. If you give another name it will give compile time error. If you give another name, it is neither a method because of no return type, nor constructor because name is different from class name.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | class A  {       A()       {           // Constructor of Class A       }       A1()       {           // Compile time error, It is neither a constructor nor a method       }  } |

* Constructors must not have a return type. If you keep return type for the constructor, it will be treated as another method.But compiler gives a warning saying that this method has a constructor name. That means, it is legal to have method name same as constructor name or same as class name but it is not recommended.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class A  {       A()       {           // Constructor of Class A, not having any return type.       }         void A()       {           // constructor having a return type, It will be treated as method but with a warning.       }  } |

* Every class should have at least one constructor. If you don’t write constructor for your class, compiler will give default constructor. Default constructor is always public and it has no arguments (No-Arg Constructor).

|  |  |
| --- | --- |
| 1  2  3  4 | class A  {       // No Constructors written  } |

Compiler will treat the above code as,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | class A  {      public A()      {          //   Constructor provided by the compiler.      }  } |

* Constructor can be declared as private. If you declare constructor as private, you can’t use it outside that class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | class A  {       private A()       {            // Private Constructor       }         void methodOne()       {            //You can use private constructor inside the class            A a1 = new A();       }  }    class MainClass  {       public static void main(String[] args)       {            //You can't use private constructor ouside the class like this            // A a1 = new A();       }  } |

* One class can have more than one constructors. It is called **Constructor Overloading.**Through constructor overloading, you can have multiple ways to create objects.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class A  {       A()       {          // First Constructor       }         A(int i)       {          // Second Constructor       }        A(int i, int j)      {         // Third Constructor      }  } |

you can create the objects to the above class in three ways like below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class MainClass  {       public static void main(String[] args)       {            A a1 = new A();      //Using First Constructor            A a2 = new A(10);    // Using Second Constructor            A a3 = new A(10, 20);    // Using Third Constructor       }  } |

* Duplicate Constructors not allowed. If you keep duplicate constructors, you will get compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class A  {       A(int i)       {           // Duplicate Constructor       }         A(int i)       {          // Duplicate Constructor       }  } |

* Multiple arguments of the constructors can’t have same name. If the two arguments have the same name, you will get compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | class A  {       A(int i, int i)       {           // Duplicate Arguments Passed. It gives compile time error       }  } |

* Only public, protected and private keywords are allowed before a constructor name. If you keep any other keyword before a constructor name, it gives compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class A  {       final A()       {           //Constructor can not be final       }       static A()       {           //Constructor can not be static       }       abstract A()       {          //Constructors can not be abstract       }  } |

* First statement in a constructor must be either super() or this(). If you put any other statements you will get compile time error.If you don’t include these statements, by default compiler will keep super() calling statement. super() – It is a calling statement to default constructor of super class. this()- it is a calling statement to constructor of the same class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | class A  {       A()       {            //By Default, Compile will keep super() calling statement here.            System.out.println("First Constructor");       }       A(int i)       {            //Compiler will not keep any statement here            super();            System.out.println("Second Constructor");       }       A(int i, int j)       {            //Compiler will not keep any statement here            this();            System.out.println("Third Constructor");       }       A(int i, int j, int k)       {            System.out.println("Fourth Constructor");            // super(); It will give error if you keep super() here       }  } |

* Recursive constructor calling is not allowed.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class A  {       A()       {            this();            // It gives compile time error       }  } |

* No Cylic calling of constructors.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | class A  {       A()       {            this(10);            // It gives compile time error       }       A(int i)       {            this();            // It gives compile time error       }  } |

# 4. IIB – Instance Initialization Block:

IIB stands for **Instance Initialization Block**. As the name suggest this block is used to initialize **state of an object**. State of an object is indicated by instance variables or non-static variables. So, IIB is used to initialize instance variables or non-static variables.

This is a block with no name and enclosed within {}. The syntax for IIB is,

|  |  |
| --- | --- |
| 1  2  3 | {        //Set Of Statements, mostly initialization statements  } |

Consider this example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | class A  {       int i;         {           i = 10;       }         A(int j)       {           i = j;       }  }    class MainClass  {       public static void main(String[] args)       {            A a = new A(50);            System.out.println(a.i);       }  } |

In the above example, **Class A**has one instance variable (int i), one IIB block (From Line 5 to Line 7) and one constructor.

We all know that [first statement of constructor](https://javaconceptoftheday.com/constructors-in-java/) is super() or this(). After executing first statement, IIB blocks are called. After executing IIB blocks, remaining statements are executed.

So, when the constructor is called while creating an object (Line 19), compiler will treat constructor code like this,

![instance initialization block in java](data:image/png;base64,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)

where (this) is a calling statement to IIB block.

You can keep any number of IIB blocks in a class. All blocks are called after super() in the constructor in the order they appear.

**Important Note :** IIB blocks will not be called from the constructor in which **this()** statement is written as a first statement. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class A  {       int i;         {            System.out.println("First IIB Block");       }         {            System.out.println("Second IIB Block");       }         A(int j)       {            this();            System.out.println("First Constructor");       }         A()       {            System.out.println("Second Constructor");       }  }    class MainClass  {       public static void main(String[] args)       {            A a = new A(50);       }  } |

For the above code, both the IIBs are executed only once. You are creating an object through First constructor. It has this() statement as first statement. It is nothing but the calling statement to second constructor. IIBs will not be executed in first constructor. They will be executed only in second constructor. If you execute above program, output will be,

First IIB Block  
Second IIB Block  
Second Constructor  
First Constructor,

IIBs can also be written as,

|  |  |
| --- | --- |
| 1  2  3  4 | class A  {       int i = 10;  } |

This is same as,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class A  {       int i;         {            i = 10;       }  } |

# 5. Class Variables And Instance Variables In Java:

While methods represent the behavior of an object, variables represent the state of an object. Variables in Java are of two types – Class Variables and Instance Variables. Class variables (or static variables) are common to all instances of a class where as instance variables (or non-static variables) are specific to an object. Let’s discuss class variables and instance variables in Java and difference between them in detail.

### **Class Variables OR Static Variables In Java :**

1) Class variables, also called as static variables, are declared with static keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | class StaticVariables  {      static int i;        //Static Variable        static String s;     //Static Variable  } |

2) Class variables are common to all instances of a class i.e these variables will be shared by all objects of a class. Hence, changes made to these variables through one object will reflect in all objects.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | class ClassVariables  {      static int i = 10;        //Static Variable        static String s = "STATIC";     //Static Variable  }    public class MainClass  {      public static void main(String[] args)      {          ClassVariables obj1 = new ClassVariables();            ClassVariables obj2 = new ClassVariables();            //accessing class variables through obj1            System.out.println(obj1.i);      //Output : 10            System.out.println(obj1.s);      //Output : STATIC            //accessing class variables through obj2            System.out.println(obj2.i);      //Output : 10            System.out.println(obj2.s);      //Output : STATIC            //Making changes to class variables through obj2            obj2.i = 20;            obj2.s = "STATIC - STATIC";            //accessing class variables through obj1            System.out.println(obj1.i);      //Output : 20            System.out.println(obj1.s);      //Output : STATIC - STATIC            //accessing class variables through obj2            System.out.println(obj2.i);      //Output : 20            System.out.println(obj2.s);      //Output : STATIC - STATIC      }  } |

3) Class variables can be accessed through class name as well as object reference.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | class A  {      static int i = 100;        //Class Variable  }    public class MainClass  {      public static void main(String[] args)      {          //Accessing class variable through class name            System.out.println(A.i);            A a = new A();            //Accessing class variable through object reference            System.out.println(a.i);      }  } |

### **Instance Variables OR Non-Static Variables In Java :**

1) Instance variables, also called as non-static variables, are declared without static keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | class InstanceVariables  {      int i;        //Instance Variable        String s;     //Instance Variable  } |

2) Instance variables are not common to all instances of a class. Each object will have it’s own copy of instance variables. Hence, changes made to instance variables through one object will not reflect in another object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | class InstanceVariables  {      int i = 10;        //Instance Variable        String s = "NON-STATIC";     //Instance Variable  }    public class MainClass  {      public static void main(String[] args)      {          InstanceVariables obj1 = new InstanceVariables();            InstanceVariables obj2 = new InstanceVariables();            //obj1 instance variables            System.out.println(obj1.i);       //Output : 10            System.out.println(obj1.s);       //Output : NON-STATIC            //obj2 instance variables            System.out.println(obj2.i);       //Output : 10            System.out.println(obj2.s);       //Output : NON-STATIC            //changing obj1 instance variables            obj1.i = 20;            obj1.s = "INSTANCE VARIABLE";            //obj1 instance variables            System.out.println(obj1.i);       //Output : 20            System.out.println(obj1.s);       //Output : INSTANCE VARIABLE            //obj2 instance variables            System.out.println(obj2.i);       //Output : 10            System.out.println(obj2.s);       //Output : NON-STATIC      }  } |

3) Instance variables can be accessed only through object reference.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | class A  {      int i = 100;        //Instance Variable  }    public class MainClass  {      public static void main(String[] args)      {          A a = new A();            //Accessing instance variable through object reference            System.out.println(a.i);            //You can't access instance variable through class name, you will get compile time error            //System.out.println(A.i);      }  } |

### **Differences Between Class Variables And Instance Variables In Java :**

|  |  |
| --- | --- |
| **Class Variables** | **Instance Variables** |
| Class variables are declared with static keyword. | Instance variables are declared without static keyword. |
| Class variables are common to all instances of a class. These variables are shared between the objects of a class. | Instance variables are not shared between the objects of a class. Each instance will have it’s own copy of instance variables. |
| As class variables are common to all objects of a class, changes made to these variables through one object will reflect in another. | As each object will have its own copy of instance variables, changes made to these variables through one object will not reflect in another object. |
| Class variables can be accessed using either class name or object reference. | Instance variables can be accessed only through object reference. |

### **Class Variables Vs Instance Variables In Java :**
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# ****6.**** Inheritance In Java:

**Inheritance** in java is used to add additional functionalities to the existing class. Inheritance is used to extend the present class by adding some more properties to it. Inheritance is used to reuse the present tried and tested code so that you may not have to write them and compile them again.

Inheritance in java is implemented by using **extend** keyword like below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class A  {      int i;      void methodOne()      {          System.out.println("From methodOne");      }  }    class B extends A  {      int j;      void methodTwo()      {          System.out.println("From methodTwo");      }  } |

Here, **Class A** has two members – **‘i’** and **‘methodOne()’**. **Class B** also has two members – **‘j’** and **‘methodTwo()’**. **Class B** is extending **Class A**. Therefore, members of **class A** are inherited to **Class B**. Now, **Class B** will have two additional members inherited from **class A** along with its members. Have a look at the below diagram,
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Here, **Class A** is called **super class** and **Class B** is called **sub class**. Here, you can analyse the inheritance like this – we are extending **class A** by adding additional properties to it through **Class B** or We are reusing properties of **Class A** in **Class B**.

## **Points-To-Remember About Inheritance In Java :**

Here are some points regarding inheritance in java.

* Constructors, SIB – Static Initialization Block and IIB – Instance Initialization Block of super class will not be inheriting to its sub class. But they are executed while creating an object to sub class. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class A  {      int i;        static      {          System.out.println("Class A SIB");      }        {          System.out.println("Class A IIB");      }        A()      {          System.out.println("Class A Constructor");      }  }    class B extends A  {      int j;  }    class MainClass  {      public static void main(String[] args)      {          B b = new B();      }  } |

In the above example, **Class B** is extending **Class A**. In the **MainClass**, We are creating an object to **Class B**. While creating this object, SIB, IIB and constructor of **Class A** are also executed. The output of the above program will be,

**Output :**  
Class A SIB  
Class A IIB  
Class A Constructor

* Static members of super class are inheriting to sub class as static members and non-static members are inheriting as non-static members only.
* Try to compile the following program,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class A  {      int i;        A(int i)      {          System.out.println("Class A Constructor");      }  }    class B extends A  {      int j;  } |

You will get a compile time error saying implicit default constructor A() is undefined for Class A. Compiler will force you to write constructor in Class B. Because, we are not defining constructor for Class B. So, compiler will be providing default constructor. In that default constructor, first statement is super() – it is a calling statement to default constructor of Class A. But it is not defined in Class A. Therefore you will get a compile time error. To avoid this error, write the constructor for sub class. From that constructor call super class constructor explicitly. See the below code,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | class A  {      int i;        A(int i)      {          System.out.println("Class A Constructor");      }  }    class B extends A  {      int j;        public B()      {          super(10);     //Explicitly Calling Class A constructor          System.out.println("Class B Constructor");      }  } |

* By default, every class is a sub class of **java.lang.Object** class. So, every class in java has properties inherited from Object class. Look at the below code,

|  |  |
| --- | --- |
| 1  2  3  4 | class A  {       //some satements  } |

Compiler will treat the above code as,

|  |  |
| --- | --- |
| 1  2  3  4 | class A extends Object  {       //some satements  } |

* Any class can not extend itself i.e

|  |  |
| --- | --- |
| 1  2  3  4 | class A extends A  {       //It gives compile time error  } |

* We can call super class constructor explicitly through **super()** calling statement from sub class constructor and we can call other constructors of the same class through **this()** calling statement but, we can’t call sub class constructor from super class constructor.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class A  {       A()       {            //B();      There is no statement in java to call subclass constructor            System.out.println("Class A Constructor");       }  }    class B extends A  {       B()       {            super();        // calling statement to super class constructor            System.out.println("Class B Constructor");       }  } |

## **Effect of private, default, protected and public keyword on inheritance in java:**

**private :**Private members can not be inherited to sub class.

**Default** : Default members can be inherited to sub class within package.

**protected** : protected members can be inherited to any sub class but usage of protected member is limited within package.

**public** : public members are inherited to all sub classes.

Let’s discuss this concept with example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67 | package com1;    public class A  {      private int i;      int j;      protected int k;      public int m;  }    class B extends A  {      void methodOfClassB()      {          //System.out.println(i);        Private member can not be inherited          System.out.println(j);           //Default member can be inherited within package          System.out.println(k);         //protected member can be inherited to any subclass          System.out.println(m);       //public member can be inherited to all sub classes      }  }    class C extends B  {      void methodOfClassC()      {          System.out.println(j);     //Default member can be inherited within package          System.out.println(k);    //protected member can be inherited to any subclass          System.out.println(m);    //public member can be inherited to any subclass            B b = new B();          System.out.println(b.j);   //Default member can be used within package          System.out.println(b.k);   //Protected member can be used anywhere in the package          System.out.println(b.m);  //Public member can be used anywhere      }  }    package com2;  import com1.A;    public class D extends A  {      void methodOfClassD()      {          //System.out.println(j);   Default members can not be inherited outside package          System.out.println(k);  //Protected member can be inherited to any subclass          System.out.println(m);  //public member is always inherited to any subclass            A a = new A();          //System.out.println(a.i);   private member not visible outside the class          //System.out.println(a.j);   Default members are not visible outside package          //System.out.println(a.k);   Protected member can not be used outside the package.          System.out.println(a.m);     //public member can be used anywhere      }  }    class E extends D  {      void methodOfClassE()      {          System.out.println(k);     //Protected member can be inherited to any subclass          System.out.println(m);     //public member is always inherited            D d = new D();          //System.out.println(d.k);     Protected member can not be used outside the package.          System.out.println(d.m);    //public member can be used anywhere      }  } |

## **Types Of Inheritance In Java :inheritance in java**

**1) Single Inheritance :** One class is extended by only one class.

**2) Multilevel Inheritance :** One class is extended by a class and that class is extended by another class thus forming chain of inheritance.

**3) Hierarchical Inheritance :** One class is extended by many class.

**4) Hybrid Inheritance :** It is a combination of above types of inheritance.

There exist one more type of inheritance – **Multiple Inheritance.**

**5) Multiple Inheritance :** One class extends more than one class.

But, **Multiple Inheritance is not supported in java.** To avoid the ambiguity, complexity and confusion, multiple inheritance is not supported in java. Look at the below example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | class A  {      void methodOne()      {          System.out.println("From methodOfClassA");      }  }    class B  {      void methodOne()      {          System.out.println("From methodOfClassB");      }  }    class C extends A, B (If it is supported)  {      //Both the methods with same name are inherited to Class B      //This causes ambiguity and confusion. Therefore,      //Multiple Inheritance is not supported in java  } |

In the above example, **Class A** also has **methodOne()** and **Class B** also has **methodOne()**. **Class C** is extending both the classes. So both the methods with same name are inheriting to **Class C**. It causes confusion and ambiguity for which method to use. Therefore, To avoid this, multiple inheritance is not supported in java.

# 7. super and this keywords in java:

## **super keyword :**

super keyword is used to access super class members inside the sub class. Using super keyword, we can access super class methods, super class fields and super class constructors in the sub classes.

For example, following program calls super class constructor, field and method from sub class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class SuperClass  {      int i;    //Field        SuperClass(int j)      {          System.out.println("Super Class Constructor");      }        void methodOfSuperClass()     //method      {          System.out.println("From method of super class");      }  }    class SubClass extends SuperClass  {      SubClass()      {          super(10);          //Calling statement to super class constructor      }        void methodOfSubClass()      {          System.out.println(super.i);  //super class field is accessed          super.methodOfSuperClass();  // super class method is called          System.out.println("From method of sub class");      }  } |

super class constructor is called by **super()** calling statement.You can’t use super() calling statement outside the constructor. By default, super() calling statement is the first statement in any constructor. You can go through the constructors rules [here](https://javaconceptoftheday.com/constructors-in-java/).

## **When to Use super keyword?.**

If you want same implementation as that of super class method in the sub class, but want to add some more extra statements to it, in such cases, super keyword will be very useful. First call the super class method using super keyword and after it add extra statements according to requirements in the sub class method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | class SuperClass  {      void methodOfSuperClass()      {          //Some task      }  }    class SubClass extends SuperClass  {      void methodOfSubClass()      {          super.methodOfSuperClass();  // super class method is called            //add some other extra statements fulfilling the requirements      }        //you can implement same task by overriding super class method also        void methodOfSuperClass()      {          //super class method is overrided.            super.methodOfSuperClass();            //add some other extra statements fulfilling the requirements        }  } |

## **this keyword :**

this keyword is used to access other members of the same class. Using this keyword, you can access methods, fields and constructors of the same class within the class. this refers to current instance of the class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | class AnyClass  {      int i;        AnyClass()      {          System.out.println("First Constructor");      }        AnyClass(int j)      {          this();    //calling statement to First Constructor          System.out.println("Second Constructor");      }        void methodOne()      {          System.out.println("From method one");      }        void methodTwo()      {          System.out.println(this.i);  //Accessing same class field          this.methodOne();      //Accessing same class method      }  } |

this() is the calling statement to same class constructor. It must be used within constructor only. If it is used, it must be the first statement in the constructor. You can go through the constructors rules [here](https://javaconceptoftheday.com/constructors-in-java/).

## **Important Notes :**

* You can’t use super and this keywords in a static method and in a static initialization block even though you are referring static members.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | class SuperClassOne  {      int i;      //Non-Static member        static void methodOne()      {          //static method          System.out.println("From Super Class");      }  }    class SubClassOne extends SuperClassOne  {      static      {          System.out.println(super.i);          this.methodTwo();            //Above statements give compile time error          //You can't use super and this keywords inside SIB      }        static void methodTwo()      {          super.methodOne();          this.methodOne();            //These also give compile time error          //You can't use super and this keywords inside static method          //even though you are accessing static methods      }  } |

* You should call super() and this() calling statements inside the constructors only and they must be first statement in the constructors.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | class SuperClassOne  {      void methodOne()      {          System.out.println("From Super Class");      }  }    class SubClassOne extends SuperClassOne  {      public SubClassOne()      {          System.out.println("constructors");          super();          //compile time error          //super() calling statement must be first statement in constructor      }      void methodTwo()      {          super();          this();          //compile time error          //you should call super() and this()          //calling statements only in constructors.      }  } |

# 8. Abstraction In Java:

In the computer science perspective, Abstraction is the process of separating ideas from their action. (Courtesy : [Wiki](http://en.wikipedia.org/wiki/Abstraction_(computer_science))).

Yes, In the computer science, Abstraction is used to separate ideas from their implementation. Abstraction in java is used to define only ideas in one class so that the idea can be implemented by its sub classes according to their requirements. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | abstract class Animal  {      abstract void soundOfAnimal();  // It is just an idea  }    class Cat extends Animal  {      void soundOfAnimal()      {          System.out.println("Meoh");          //Implementation of the idea according to requirements of sub class      }  }    class Dog extends Animal  {      void soundOfAnimal()      {          System.out.println("Bow Bow");          //Implementation of the idea according to requirements of sub class      }  } |

Abstraction in java is implemented using Abstract classes and interfaces.

Today we will discuss only Abstract Classes. In the next concept, we will discuss about interfaces.

**Abstract Classes :**

Abstract classes contain abstract methods (you can refer them as ideas) so that they can be implemented in sub classes according to their requirements. They are also called as incomplete classes as they have some unimplemented abstract methods(ideas).

Let’s discuss some rules need to follow while using abstract classes and abstract methods.

* Abstract classes and abstract methods are declared using ‘**abstract**‘ keyword. We can’t create objects to those classes which are declared as abstract. But, we can create objects to sub classes of abstract class, provided they must implement abstract methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | abstract class AbstractClass  {      abstract void abstractMethod();  }    class ConcreteClass extends AbstractClass  {      void abstractMethod()      {          System.out.println(&quot;Abstract Method Implemented&quot;);      }  }    public class Abstraction  {      public static void main(String[] args)      {          //AbstractClass A = new AbstractClass();  Can't create objects to Abstract class          ConcreteClass C = new ConcreteClass();          //ConcreteClass implements abstract method,          //so we can create object to ConcreteClass          AbstractClass A1 = C;          //ConcreteClass object is auto-upcasted to AbsractClass      }  } |

* The methods which are not implemented or which don’t have definitions must be declared with ‘abstract’ keyword and the class which contains it must be also declared as abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | // It gives compile time error  class AbstractClass  {      void abstractMethod();  //This method must be declared as abstract or must be defined      abstract void abstractMethod();  //The Class must be also declared as abstract  }    //      \*\*\*\*\*   \*\*\*\*\*     \*\*\*\*\*   \*\*\*\*\*  // This is OK  abstract class AbstractClass  {      abstract void abstractMethod();  } |

* It is not compulsory that abstract class must have abstract methods. It may or may not have abstract methods. But the class which has at least one abstract method must be declared as abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | abstract class AbstractClass  {      void methodOne()      {          //Concrete Method      }      //No Abstract methods but class is abstract  } |

* You can’t create objects to abstract class even though it does not contain any abstract methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | abstract class AbstractClass  {      void methodOne()      {          //Concrete Method      }        void methodTwo()      {          //Concrete Method      }  }    public class Abstraction  {      public static void main(String[] args)      {          AbstractClass a = new AbstractClass();  //Compile time error          //You can't create objects to AbstractClass          //even though it does not contain any abstract methods.      }  } |

* Abstract Class can be a combination of concrete and abstract methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | abstract class AbstractClass  {      void methodOne()      {          //Concrete Method      }        void methodTwo()      {          //Concrete Method      }        abstract void methodThree();  //Abstract Method        abstract void methodFour();  //Abstract Method  } |

* Any class extending an abstract class must implement all abstract methods. If it does not implement, it must be declared as abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | abstract class AbstractClass  {      abstract void abstractMethodOne();  //Abstract Method        abstract void abstractMethodTwo();  //Abstract Method  }    class ConcreteClass extends AbstractClass  {      void abstractMethodOne()      {          //abstractMethodOne() is implemented      }        //This class must implement second abstract method also,      //otherwise, this class has to be declared as abstract        void abstractMethodTwo()      {          //abstractMethodTwo() is also implemented.          //No need to declare this class as abstract      }  } |

* Inside abstract class, we can keep any number of constructors. If you are not keeping any constructors, then compiler will keep default constructor.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | abstract class AbstractClass  {      AbstractClass()      {          //First Constructor      }        AbstractClass(int i)      {          //Second Constructor      }        abstract void abstractMethodOne();  //Abstract Method  } |

* Abstract methods can not be private. Because, abstract methods must be implemented somehow in the sub classes. If you declare them as private, then you can’t use them outside the class.

|  |  |
| --- | --- |
| 1  2  3  4  5 | abstract class AbstractClass  {      private abstract void abstractMethodOne();      //Compile time error, abstract method can not be private.  } |

* Constructors and fields can not be declared as abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | abstract class AbstractClass  {      abstract int i;      //Compile time error, field can not be abstract        abstract AbstractClass()      {          //Compile time error, constructor can not be abstract      }  } |

* Abstract methods can not be static.

|  |  |
| --- | --- |
| 1  2  3  4  5 | abstract class AbstractClass  {      static abstract void abstractMethod();      //Compile time error, abstract methods can not be static  } |

# 9. Interface:

interfaces, another way of implementing abstraction in java.

Interfaces in java are very much similar to abstract classes but interfaces contain only abstract methods (you can refer to them as only ideas). Abstract classes may contain both abstract methods as well as concrete methods. But interfaces must contain only abstract methods. Concrete methods are not allowed in interfaces. Therefore, Interfaces show 100% abstractness.

Let’s discuss some of the points regarding Interfaces.

* Interfaces are declared with keyword ‘**interface**‘ and interfaces are implemented by the class using ‘**implements**‘ keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | interface InterfaceClass  {      //Some Abstract methods  }    class AnyClass implements InterfaceClass  {      //Use 'implements' while implementing Interfaces      //Don't use 'extends'  } |

* Interfaces should contain only abstract methods. Interfaces should not contain a single concrete method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | interface InterfaceClass  {      abstract void abstractMethodOne();  //abstract method        abstract void abstractMethodTwo();  //abstract method        void concreteMethod()      {          //Compile Time Error.          //Concrete Methods are not allowed in interface      }  } |

* Interface can have two types of members.  **1) Fields     2) Abstract Methods.**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | interface InterfaceClass  {      int i = 0;      //Field        abstract void abstractMethodOne();  //abstract method        abstract void abstractMethodTwo();  //abstract method  } |

* By default, Every field of an interface is public, static and final (we will discuss about final keyword Later). You can’t use any other modifiers other than these three for a field of an interface.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | interface InterfaceClass  {      int i = 0;      //By default, field is public, static and final        //Following statements give compile time errors        private double d = 10;      protected long l = 15;        //You can't use any other modifiers other than public, static and final  } |

* You can’t change the value of a field once they are initialized. Because they are static and final. Therefore, sometimes fields are called as **Constants**. (We will discuss this feature in detail while covering ‘final’ keyword)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | interface InterfaceClass  {      int i = 0;  }    class AnyClass implements InterfaceClass  {      void methodOne()      {          //Following statement gives compile time error.            InterfaceClass.i = 10;            //final field can not be re-assigned      }  } |

* By default, All methods of an interface are public and abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | interface InterfaceClass  {      void abstractMethodOne();  //Abstract method        void abstractMethodTwo();  //Abstract Method            //No need to use abstract keyword,          //by default methods are public and abstract  } |

* Like classes, for every interface .class file will be generated after compilation.
* While implementing any interface methods inside a class, that method must be declared as public. Because, according to [method overriding](https://javaconceptoftheday.com/method-overriding-java/) rule, you can’t reduce visibility of super class method. By default, every member of an interface is public and while implementing you should not reduce this visibility.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | interface InterfaceClass  {      void methodOne();  }    class AnyClass implements InterfaceClass  {      void methodOne()      {          //It gives compile time error.          //Interface methods must be implemented as public      }  } |

* By default, Interface itself is not public but by default interface itself is abstract like below,

|  |  |
| --- | --- |
| 1  2  3  4  5 | abstract interface InterfaceClass  {      //By default interface is abstract      //No need to use abstract keyword  } |

* [SIB](https://javaconceptoftheday.com/static-members-java/) – Static Initialization Block and [IIB](https://javaconceptoftheday.com/instance-initialization-block-in-java/) – Instance Initialization Block are not allowed in interfaces.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | interface InterfaceClassOne  {      static      {          //compile time error          //SIB's are not allowed in interfaces      }        {          //Here also compile time error.          //IIB's are not allowed in interfaces      }        void methodOne();  //abstract method  } |

* As we all know that, any class in java can not extend more than one class. But class can implement more than one interfaces. This is how **multiple inheritance** is implemented in java.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | interface InterfaceClassOne  {      void methodOne();  }    interface InterfaceClassTwo  {      void methodTwo();  }    class AnyClass implements InterfaceClassOne, InterfaceClassTwo  {      public void methodOne()      {          //method of first interface is implemented      }        //method of Second interface must also be implemented.      //Otherwise, you have to declare this class as abstract.        public void methodTwo()      {          //Now, method of Second interface is also implemented.          //No need to declare this class as abstract      }  } |

# 10. Does An Interface Extend Object Class In Java.?

## **Does an interface extend Object class in java.?**

You may have come across this question while reading about interfaces in java. You may also know that only classes in java are inherited from java.lang.Object class. Interfaces in java don’t inherit from Object class. They don’t have default parent like classes in java. But, following two cases may surprise you.

**Case 1 :**

If an interface does not extend Object class, then why we can call methods of Object class on interface variable like below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | interface A  {    }    class InterfaceAndObjectClass  {      public static void main(String[] args)      {          A a = null;            a.equals(null);            a.hashCode();            a.toString();      }  } |

**Case 2 :**

If an interface does not extend Object class, then why the methods of Object class are visible in interface.?

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | interface A  {      @Override      public boolean equals(Object obj);        @Override      public int hashCode();        @Override      public String toString();  } |

**Explanation :**

This is because, for every public method in Object class, there is an implicit abstract and public method declared in every interface which does not have direct super interfaces. This is the standard Java Language Specification which states like this,

“If an interface has no direct superinterfaces, then the interface implicitly declares a public abstract member method m with signature s, return type r, and throws clause tcorresponding to each public instance method m with signature s, return type r, and throws clause t declared in Object, unless a method with the same signature, same return type, and a compatible throws clause is explicitly declared by the interface.”

# 11. Final Keyword in java:

# 10 Points Every Java Programmer Should Know About final keyword in java

A **final keyword in java** can be used with a class, with a variable and with a method. final keyword restricts the further modification. When you use final keyword with an entity (class or variable or method), it gets the meaning that entity is complete and can not be modified further.

In this post, we will discuss some about 10 important points about final keyword which every java programmer should know. Let’s start with some simple basic things about final keyword in java.

## **final class in java :**

We can’t create a subclass to the class or we can’t extend a class or we can’t modify a class which is declared as **final**.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | final class FinalClass  {      //some statements  }    class SubClass extends FinalClass  {      //compile time error      //Can't create sub class to the final class  } |

## **final method in java :**

We can’t override a method or we can’t modify a method in the sub class which is declared as **final** in the super class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class SuperClass  {      final void methodOne()      {          //some statements      }  }    class SubClass extends SuperClass  {      @Override      void methodOne()      {          //Compile time error          //can not override final method      }  } |

## **final variable in java :**

The value of a final variable can not be changed in the whole execution once it got initialized.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class AnyClass  {      final int i = 10;        void methodOne()      {          i = 20;     //compile time error          //final field can not be re-assigned      }  } |

## **10 Points Every Java Programmer Should Know About final Keyword In Java :**

**1)** Any class or any method can be either **abstract or final** but not both. abstract and final are totally opposite. Because, abstract class or abstract method must be implemented or modified in the sub classes but final does not allow this. This creates an ambiguity.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | //The following class gives compile time error    final abstract class AnyClass  {      //Any class can not be final and abstract        final abstract void methodOne();      //method can not be final and abstract at a time  } |

**2)** final method can be overloaded and that overloaded method can be overridden in the sub class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class SuperClass  {      final void methodOne()      {          //final method      }        void methodOne(int i)      {          //final method can be overloaded      }  }    class SubClass extends SuperClass  {      @Override      void methodOne(int i)      {          //Overloaded method can be overridden      }  } |

**3)** final variable can not be re-initialized but final variable can be used to initialize other variables.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class AnyClassOne  {      final int i = 10;        void methodOne()      {          i++;          //above statement gives Compile time error.          //value of final variable can not be changed            int j = i;        //final variable can be used to initialize other variables.            System.out.println(i);  //final variable can be used      }  } |

**4)** When an array reference variable is declared as final, only variable itself is final but not the array elements.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | public class UseOfFinalKeyword  {      public static void main(String[] args)      {          final int X[] = new int[10];     //final array variable            X[2] = 10;          X[2] = 20;     //Array element can be re-assigned            X = new int[30];  //compile time error          //can't re-assign new array object to final array variable      }  } |

**5)** When a reference variable is declared as final, you can’t re-assign a new object to it once it is referring to an object. But, you can change the state of an object to which final reference variable is referring.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | class A  {      int i = 10;  }    public class UseOfFinalKeyword  {      public static void main(String[] args)      {          final A a = new A();  //final reference variable            a.i = 50;          //you can change the state of an object to which final reference variable is pointing            a = new A();  //compile time error            //you can't re-assign a new object to final reference variable      }  } |

**6)** Static variables, non-static variables and local variables all can be final. once the final variables are initialized, even you can’t re-assign the same value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | class A  {      static final int i = 10;   //final static variable      final int j = 20;          //final non-static variable        void methodOne(final int k)      {          //k is final local variable          k = 20;   //compile time error      }  }    public class UseOfFinalKeyword  {      public static void main(String[] args)      {          A a = new ();            a.i = 10;     //Compile time error          a.j = 20;     //even you can't assign same value to final variables            a.methodOne(20);      }  } |

**7)** If the global variables are not initialized explicitly, they get default value at the time of object creation. But final global variables don’t get default value and they must be explicitly initialized at the time of object creation. Uninitialized final field is called **Blank Final Field**.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class A  {      int i;   //Non-final global variable, no need to initialize them        final int j;         //Blank Final Field        A()      {          j=20;            //final global variable must get a value at the time of object creation.      }  }    public class UseOfFinalKeyword  {      public static void main(String[] args)      {          A a = new A();      }  } |

**8)** final non-static global variable must be initialized at the time of declaration or in all constructors or in any one of IIBs – Instance Initialization Blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | class A  {      final int i;  //Final non-static global variable may be initialized here  OR        //may be initialized in any one of IIB's,      // because while object creation, all IIBs are called.  OR        {          i = 30;      }        {          //i = 40;      }        //must be initialized in all constructors.      //because while object creation, only one constructor is called        A()      {          //i=20;      }        A(int j)      {         // i=j;      }        A(int j, int k)      {         // i = 50;      }  } |

**9)** final static global variable must be initialized at the time of declaration or in any one of SIBs – Static Initialization Blocks. (final static global variable can’t be initialized in constructors)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | class A  {      static final int i;   //final static global variable may be initialized here OR        //may be initialized in any one of SIBs.        static      {          i = 30;      }        static      {          //i = 40;      }        //final static global variable can not be initialized in constructors        A()      {          //i=20;      }        A(int j)      {          //i=j;      }        A(int j, int k)      {          //i = 50;      }  } |

**10)** The global variable which is declared as final and static remains unchanged for the whole execution. Because, Static members are stored in the class memory and they are loaded only once in the whole execution. They are common to all objects of the class. If you declare static variables as final, any of the objects can’t change their value as it is final. Therefore, variables declared as final and static are sometimes referred to as **Constants**. All fields of interfaces are referred as constants, because they are final and static by default.
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# 12. Nested Class in Java:

Nested classes in java can be defined as classes within the class. i.e A class can be a member of another class. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class OuterClass  {      int i;       //Field as a member        void methodOne()      {          //method as a member      }        class NestedClass      {          //class as a member      }  } |

There are 2 types of Nested Classes.

1. Static Nested Classes
2. Non-Static Nested Classes or Inner Classes

Today, we will discuss about Static Nested Classes.

## **Static Nested Classes In Java :**

If nested class is declared as static, then that nested class is called as **static nested class**.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class OuterClass  {      int i;       //Field as a member        void methodOne()      {          //method as a member      }        static class NestedClass      {          //class as a member which is declared as static      }  } |

Let’s discuss some interesting points about Static Nested Classes.

* Static nested classes can contain both static and non-static members.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class OuterClass  {      //Some members of OuterClass        static class NestedClass      {          static int i;    //Static Field            int j;      //Non-static Field            void methodOne()          {              //Non-static method          }            static void methodTwo()          {              //Static Method          }      }  } |

* We can access only static members of outer class inside a static nested class. We can’t access non-static members of outer class inside a static nested class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | class OuterClass  {      static int i;  //static field of OuterClass      int j;         //Non-static field of OuterClass        void methodOne()      {          //Non-static method of OuterClass      }        static void methodTwo()      {          //static method of OuterClass      }        static class NestedClass      {          void methodOfInnerClass()          {              System.out.println(i);    //static field can be accessed                System.out.println(j);    //This gives Compile time error                //can't access non-static field                methodTwo();   //can access static method                methodOne();   //This gives Compile time error                //can't access non-static method          }      }  } |

* We have seen that static methods can’t be abstract but static nested classes can be abstract.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class OuterClass  {      //static and abstract inner class        abstract static class NestedClass      {          abstract void methodOne();  //abstract method of NestedClass            void methodTwo()          {              //concrete method of NestedClass          }      }  } |

* Static nested class can be final.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class OuterClass  {      //final and static nested class        final static class NestedClass      {          void methodOne()          {              //concrete method of NestedClass          }      }  } |

* Below example shows how to refer Objects of the static nested class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | class OuterClass  {      int i = 10;   //Non-static Field of OuterClass        static void methodOne()      {          System.out.println("Static method of OuterClass");      }        static class NestedClassOne      {          int i = 20;   //Non-static Field of NestedClassOne            static void methodOne()          {              System.out.println("Static method of NestedClassOne");          }      }        static class NestedClassTwo      {          int i = 30;    //Non-static Field of NestedClassTwo            static void methodOne()          {              System.out.println("static method of NestedClassTwo");          }      }  }    public class NestedClasses  {      public static void main(String[] args)      {          OuterClass.methodOne();      //static member can be accessed directly through class name.          OuterClass outer = new OuterClass();          System.out.println(outer.i);  //Instance member must be accessed through object reference            OuterClass.NestedClassOne.methodOne();  //static member can be accessed directly through class name.          OuterClass.NestedClassOne nestedOne = new OuterClass.NestedClassOne();          System.out.println(nestedOne.i);     //Instance member must be accessed through object reference            OuterClass.NestedClassTwo.methodOne();  //static member can be accessed directly through class name.          OuterClass.NestedClassTwo nestedTwo = new OuterClass.NestedClassTwo();          System.out.println(nestedTwo.i);     //Instance member must be accessed through object reference      }  } |

* Constructors and methods of nested classes can be overloaded.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | class OuterClass  {      static class NestedClass      {          NestedClass()          {              //First constructor          }            NestedClass(int i)          {              //Second Constructor          }            NestedClass(int i, int j)          {              //Third Constructor          }            void methodOne()          {              //Overloaded method          }            void methodOne(int i)          {              //Overloaded method          }            void methodOne(int i, int j)          {              //Overloaded method          }      }  } |

* Static Nested Classes can be chained. i.e Nested class may contain another nested class and that nested class may contain another nested class and so on.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | class OuterClass  {      static class NestedClass      {          static class NestedClassOne          {              static class NestedClassTwo              {                  static class NestedclassThree                  {                      static void methodOne()                      {                          System.out.println("Chain Of Nested Classes");                      }                  }              }          }      }  }    public class NestedClasses  {      public static void main(String[] args)      {          OuterClass.NestedClass.NestedClassOne.NestedClassTwo.NestedclassThree.methodOne();      }  } |

If you compile the above program, for each class, .class file will be generated. The generated .class files are –  OuterClass.class, OuterClass$NestedClass.class, OuterClass$NestedClass$NestedClassOne.class, OuterClass$NestedClass$NestedClassOne$NestedClassTwo.class, OuterClass$NestedClass$NestedClassOne$NestedClassTwo$NestedclassThree.class.

If you observe names of generated .class files, you will come to know that name contains name of outer class and nested classes seperated by $.

# 13. Non-static Nested classes or Inner Classes:

## **Non-Static Nested Classes In Java :**

Nested classes which are declared as non-static or nested classes which can be accessed only though instantiating it’s outer class are called non-static nested classes. Non-static nested classes are also called as **Inner Classes.**

They are 3 types of Inner Classes in java.

1. Member Inner Classes
2. Local Inner Classes
3. Anonymous Inner classes

Today we will discuss about Member Inner Classes.

## **Member Inner Classes :**

Member Inner Classes are non-static nested classes which are declared as non-static members of outer class.

Let’s discuss important observations about member inner classes.

* Member inner classes must contain only non-static members. Static members are not allowed inside member inner classes.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | class OuterClass  {      //Member Inner Class : Class As a Non-Static Member      class InnerClass      {          int i;    //can contain non-static field            static int j = 10;    //It gives compile time error            //Should not contain static field            void methodOne()          {              //can have non-static method          }            static void methodTwo()          {              //Compile time error              //should not contain static method          }      }  } |

* But, here is the interesting point. You can declare a static field inside a member inner class if the field is final. And such field must be initialized at the time of declaration only. Remember, this rule is only for the fields not for the methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | class OuterClass  {      class InnerClass      {          int i;    //can contain non-static field            static final int j = 10;   //can contain static and final field            //it must be initialized at the time of declaration.      }  } |

* Member inner class may contain any number of IIB’s but should not contain any SIB’s.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class OuterClass  {      class InnerClass      {          int i;            {              System.out.println("First IIB");          }            {              System.out.println("Second IIB");          }            static          {              //compile time error              //Member Inner Class should not contain SIB          }      }  } |

* We can access both static and non-static members of outer class inside a member inner class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class OuterClass  {      int i;     //Non-static field of OuterClass        static int j;    //Static field of OuterClass        void methodOne()      {          System.out.println("Non-Static Method Of OuterClass");      }        static void methodTwo()      {          System.out.println("Static Method Of OuterClass");      }        class InnerClass      {          void methodOfInnerClass()          {              System.out.println(i); //can use non-static field of OuterClass                System.out.println(j);   //can use static field of OuterClass                methodOne();    //can call non-static method of OuterClass                methodTwo();    //can call static method of OuterClass          }      }  } |

* Below example shows how to instantiate member inner class and how to access it’s members.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class OuterClass  {      class InnerClass      {          int i;     //Non-static field of InnerClass            static final int j = 10;  //static and final field of InnerClass            void methodOne()          {              System.out.println("Non-static method of InnerClass");          }      }  }    public class InnerClasses  {      public static void main(String args[])      {          OuterClass outer = new OuterClass();  //creating an instance of OuterClass            OuterClass.InnerClass inner = outer.new InnerClass();  //creating an instance of InnerClass            System.out.println(inner.i);    //accessing non-static field of InnerClass            System.out.println(OuterClass.InnerClass.j);    //static field can be accessed directly through class name            inner.methodOne();     //accessing non-static method of InnerClass      }  } |

* All members of outer class are accessible inside member inner class and all members of member inner class are accessible inside the outer class irrespective of their visibility.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | class OuterClass  {      private int i;   //private field of OuterClass        int j;           //Default field of OuterClass        protected int k; //protected field of OuterClass        public int m;    //public field of OuterClass        void methodOfOuterClass()      {          InnerClass inner = new InnerClass(); //creating instance of InnerClass            System.out.println(inner.a);  //accessing private field of InnerClass            System.out.println(inner.b);  //accessing default field of InnerClass            System.out.println(inner.c);  //accessing protected field of InnerClass            System.out.println(inner.d);  //accessing public field of InnerClass      }        class InnerClass      {          private int a;    //private field of InnerClass            int b;            //Default field of InnerClass            protected int c;  //protected field of InnerClass            public int d;     //public field of InnerClass            void methodOfInnerClass()          {              OuterClass outer = new OuterClass(); //creating an instance of OuterClass                System.out.println(outer.i);    //accessing private field of OuterClass                System.out.println(outer.j);    //accessing default field of OuterClass                System.out.println(outer.k);    //accessing protected field of OuterClass                System.out.println(outer.m);    //accessing public field of OuterClass          }      }  } |

* Member inner classes can be abstract or can be final but not both.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class OuterClass  {      abstract class InnerClassOne      {          //abstract Inner Class      }        final class InnerClassTwo      {          //final inner class      }  } |

This is all about Member Inner Classes. Tomorrow, we will discuss about Local Inner Classes.

# 14. Local Inner classes in Java:

Local inner class in java is non-static nested class which is declared inside a method or a block.

Let’s discuss some of behaviors of Local Inner Class in java.

* Local inner classes must be defined inside a method or a block.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52 | class OuterClass  {      static      {          class LocalInnerClassOne          {              //Class defined inside Static Initialization Block          }      }        {          class LocalInnerClassTwo          {              //Class defined inside Instance Initialization Block          }      }        void methodOne()      {          class LocalInnerClassThree          {              //Class defined inside a non-static method          }      }        static void methodTwo()      {          class LocalInnerClassFour          {              //Class defined inside a static method          }      }        void methodThree()      {          if(true)          {              class LocalInnerClassFive              {                  //Class defined inside if-statement              }          }            for(int i=0; i<=5; i++)          {              class LocalInnerClassSix              {                  //Class defined inside a for loop              }          }      }  } |

* Local Inner Classes can’t be static. Because, local inner classes are nothing but local variables and local variables can’t be static.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | class OuterClass  {      void methodOne()      {          static class LocalInnerClass          {              //compile time error              //Local Inner class can't be static          }      }  } |

* Local inner classes can’t have static members. Only non-static members are allowed inside local inner classes. But local inner classes can contain static and final field.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | class OuterClass  {      void methodOne()      {          class LocalInnerClass          {              int i;     //can contain Non-static field                static final int j = 10; //can contain static and final field                static int k;   //Compile time error : can't have static field                {                  //can contain instance initializer              }                static              {                  //can't have static initializer              }                void methodOne()              {                  //can contain non-static method              }                static void methodTwo()              {                  //compile time error : can't have static method              }          }      }  } |

* To access members of local inner class, you must create an instance of it.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | class OuterClass  {      void methodOne()      {          class LocalInnerClass          {              int i;     //Non-static field                static final int j = 10; //static and final field                void methodOne()              {                  System.out.println("From LocalInnerClass");              }          }            System.out.println(LocalInnerClass.j);  //static and final field can be accessed directly through class name            LocalInnerClass inner = new LocalInnerClass();  //Creatin an object to LocalInnerClass            System.out.println(inner.i);     //accessing non-static field through object reference            inner.methodOne();   //calling non-static method through object reference      }  }    public class InnerClasses  {      public static void main(String args[])      {          OuterClass outer = new OuterClass();          outer.methodOne();      }  } |

* Local inner classes are local to a method or a block in which they are defined. i.e you can’t use local inner classes outside the method or block in which they are defined.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | class OuterClass  {      void methodOne()      {          class LocalInnerClass          {              int i;     //Non-static field                static final int j = 10; //static and final field                void methodOne()              {                  System.out.println("From LocalInnerClass");              }          }            LocalInnerClass inner = new LocalInnerClass();            //can use LocalInnerClass within the method in which it is defined      }        void methodTwo()      {          LocalInnerClass inner = new LocalInnerClass();  //compile time error            //can't use LocalInnerClass outside the methodOne().      }  } |

* Only final local variables of methods or blocks containing local inner class can be used inside local inner class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class OuterClass  {      void methodOne()      {          int i;    //Non-final local variable            final int j;   //final local variable            class LocalInnerClass          {              void methodOne()              {                  System.out.println(i);  //compile time error                    //can't use non-final local variable                    System.out.println(j);  //can use final local variable              }          }      }  } |

* Local inner classes can not be declared with access modifiers. i.e Local inner classes can not be private, protected and public. But they can have private, public, protected and default members in them.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class OuterClass  {      void methodOne()      {          private class LocalInnerClassOne          {              //Compile time error              //Local inner class can't be private          }            protected class LocalInnerClassTwo          {              //Compile time error              //Local inner class can't be protected          }            public class LocalInnerClassThree          {              //Compile time error              //Local inner class can't be public          }            class LocalInnerClassFour          {              private int i;    //can have private member              protected int j;  //can have protected member              public int k;    //can have public member              int m;          //can have default member          }      }  } |

* Local inner classes can be abstract or can be final but not both.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class OuterClass  {      void methodOne()      {          abstract class LocalInnerClassOne          {              //abstract local inner class          }            final class LocalInnerClassTwo          {              //final local inner class          }      }  } |

This is all about Local Inner Classes in java. Tomorrow, we will discuss about Anonymous Inner Classes.

# 15. Anonymous Inner classes in Java:

Anonymous inner class, the name itself suggest that it is a class without a name. Anonymous inner class in java is an inner class or non-static nested class without a name.

Consider the below class definition.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class SuperClass  {      void methodOne()      {          System.out.println("From SuperClass");      }        void methodTwo()      {          System.out.println("From SuperClass");      }  } |

Let’s consider that we have a requirement in which the above class ‘SuperClass’ has to be re-used with little modification to the ‘methodOne()’. To do this, we have to create a subclass to ‘SuperClass’ and override the ‘methodOne()’ method. Let’s implement this.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class SubClass extends SuperClass  {      @Override      void methodOne()      {          System.out.println("From Sub Class");      }  } |

To use the methodOne(), we have to create an object of ‘SubClass’ type and call ‘methodOne()’ from that object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | public class InnerClasses  {      public static void main(String args[])      {          SubClass subclass = new SubClass();          subclass.methodOne();      }  } |

This method of implementing is little bit lengthy. There is one more method of implementing this requirement which takes less time than this and you need to write only few lines of code to implement this requirement. That is called Anonymous Inner Class.

Let’s implement this requirement with anonymous inner class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | public class InnerClasses  {      public static void main(String args[])      {          SuperClass superclass = new SuperClass()          {              @Override              void methodOne()              {                  System.out.println("From Anonymous Inner Class");              }          };          superclass.methodOne();      }  } |

That’s it. You just have to create an object reference variable of type ‘SuperClass’ and override the method which needs modification in the curly brackets and end with semicolon. No need to create sub class separately. This method is easier than the above method. isn’t it?.

Let’s discuss some of features of anonymous inner class.

* Anonymous inner classes don’t have name. They are nameless.
* You can create only one object to anonymous inner class. If you want to create another object, you have to write the whole class again.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | public class InnerClasses  {      public static void main(String args[])      {          //First Object Creation          SuperClass firstObject = new SuperClass()          {              @Override              void methodOne()              {                  System.out.println("From First Object");              }          };            //Second Object Creation          SuperClass secondObject = new SuperClass()          {              @Override              void methodOne()              {                  System.out.println("From Second Object");              }          };      }  } |

* When you are creating an anonymous inner class, you are actually creating a sub class to a class which needs to be modified. This sub class doesn’t have name and it is declared in another class. That’s why it is called Anonymous Inner Class.
* While creating an anonymous inner class you are also creating an object to that subclass and it is referenced by super class reference variable. This also shows the polymorphism. Because, Super class reference variable can refer to super class object and also it’s sub class object.
* Using anonymous inner class, you can implement both abstract classes and interfaces.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | abstract class AbstractClass  {      abstract void methodOne();        abstract void methodTwo();  }    interface InterfaceClass  {      abstract void methodOfInterface();  }    public class InnerClasses  {      public static void main(String args[])      {          //Implementing abstract class          AbstractClass a = new AbstractClass()          {              @Override              void methodOne()              {                  System.out.println("From AbstractClass");                }                //You have to override second abstract method also,              //otherwise, you will get compile time error.              @Override              void methodTwo()              {                  System.out.println("From AbstractClass");              }          };            //Implementing Interface          InterfaceClass i = new InterfaceClass()          {              @Override              public void methodOfInterface()              {                  System.out.println("From Interface");              }          };      }  } |

# 16. Variable Hiding or Shadowing in Java:

As we all know that there are two types of variables. One is Local Variables and another one is global variables. Global variables may be static or non-static.

Have a look at the following example.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | public class Shadowing  {      int x = 10;        void methodOne(int x)      {          //local x shadows or hides global x            System.out.println(x);   //output : 20      }        public static void main(String[] args)      {          Shadowing shadow = new Shadowing();          shadow.methodOne(20);      }  } |

In the above example, Class ‘Shadowing’ has global variabe ‘x’ and it’s scope is inside the class. ‘methodOne()’ of this class also has a local variable with the same name  and it’s scope is inside the method. If you try to print the ‘x’ inside the methodOne(), the value of local variable is printed but not that of global variable. Because, local ‘x’ shadows or hides global ‘x’. This is called variable hiding or shadowing.

## **Variable Hiding Or Shadowing In Java :**

A variable is hidden or shadowed, if there is another variable exist with the same name in the nearer scope.

## **How To access hidden or shadowed variable?.**

* When a global variable is hidden or shadowed by local variable.

To access the hidden static variable inside a method or block – use class name and to access the hidden non-static variable – use this keyword. this keyword refers to current instance of the class.

For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class Shadowing  {      static int x = 10;        int y = 20;        void methodOne(int x, int y)      {          //accessing hidden static variable using class name            System.out.println(Shadowing.x);   //output : 10            //accessing hidden non-static variable using this keyword.            System.out.println(this.y);    //output : 20      }        public static void main(String[] args)      {          Shadowing shadow = new Shadowing();          shadow.methodOne(30, 40);      }  } |

**Note :** Static hidden variable can be accessed using this keyword also, but only in non-static context. Because, this can not be used in static context.

* When a Super Class variable is hidden or shadowed by sub class variable :

If sub class has variables with the same name as that of super class, it hides or shadows super class variable. To access, Super class hidden variables, just refer sub class object through super class reference variable. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | class SuperClass  {      int x = 10;        static int y = 20;  }    class SubClass extends SuperClass  {      //subclass hides superclass variables with same name        int x = 30;        static int y = 40;  }    public class Shadowing  {        public static void main(String[] args)      {          SubClass subClass = new SubClass();  //Creating object to SubClass            System.out.println(subClass.x);   //Output : 30          System.out.println(subClass.y);   //Output : 40            //accessing super class hidden variables in the same object.            SuperClass superClass = subClass;   //casting from subclass to superclass            System.out.println(superClass.x);     //Output : 10          System.out.println(superClass.y);     //Output : 20      }  } |

From the above example, it is clear that super class variables are not overridden in the sub class but they are hidden.

**Note :**If you want to access super class variable in sub class itself, use [super](https://javaconceptoftheday.com/super-and-this-keywords-in-java/) keyword.

* When Outer Class Variable is hidden in Inner Class :

If inner class has a variable with the same name as that of an outer class, then it hides or shadows outer class variable. To access non-static hidden outer class variable in inner class, use this syntax : **OuterClassName.this.variableName** and to access static hidden outer class variable in inner class use the same syntax or use **OuterClassName.variableName**. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | class OuterClass  {      int x = 10;        static int y = 20;        class InnerClass      {          int x = 30;            static final int y = 40;            void methodOfInnerClass()          {              System.out.println(x);  //output : 30                System.out.println(y);  //output : 40                //accessing non-static hidden outer class variable in inner class                System.out.println(OuterClass.this.x);  //Output : 10                //accessing static hidden outer class variable in inner class                System.out.println(OuterClass.this.y);   //Output : 20                //OR                System.out.println(OuterClass.y);  //Output : 20            }      }  }    public class Shadowing  {        public static void main(String[] args)      {          OuterClass outer = new OuterClass();            OuterClass.InnerClass inner = outer.new InnerClass();            inner.methodOfInnerClass();        }  } |

# 17. Inheritance Of Inner Classes in Java:

we will see various scenarios of inheritance of inner classes in java.

* One inner class can extend another inner class of the same class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class OuterClass  {      class InnerClassOne      {          int x = 10;            void methodOfInnerClassOne()          {              System.out.println("From InnerClassOne");          }      }        class InnerClassTwo extends InnerClassOne      {          //One Inner Class can extend another inner class      }  }    public class InnerClasses  {      public static void main(String args[])      {          OuterClass outer = new OuterClass();   //Instantiating OuterClass            OuterClass.InnerClassTwo innerTwo = outer.new InnerClassTwo();  //Instantiating InnerClassTwo            System.out.println(innerTwo.x);    //Accessing inherited field x from InnerClassOne          innerTwo.methodOfInnerClassOne();  //calling inherited method from InnerClassOne      }  } |

* An inner class can be extended by another class outside of it’s outer class. If you are extending static inner class (Static nested class), then it is a straight forward implementation. If you are extending non-static inner class, then sub class constructor must explicitly call super class constructor using an instance of outer class. Because, you can’t access non-static inner class without the instance of outer class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | class OuterClass  {      static class InnerClassOne      {          //Class as a static member      }        class InnerClassTwo      {          //Class as a non-static member      }  }    //Extending Static inner class or static nested class  class AnotherClassOne extends OuterClass.InnerClassOne  {      //static nested class can be referred by outer class name,  }    //Extending non-static inner class or member inner class  class AnotherClassTwo extends OuterClass.InnerClassTwo  {      public AnotherClassTwo()      {          new OuterClass().super();  //accessing super class constructor through OuterClass instance      }  } |

* When an outer class is extended by it’s sub class, Member inner classes will not be inherited to sub class. To use inner class properties inside the sub class of outer class, sub class must also have an inner class and that inner class must extend inner class of the outer class. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | class OuterClass  {      int x;        void methodOfOuterClass()      {          System.out.println("From OuterClass");      }        //Class as a member      class InnerClass      {          int y;      }  }    class AnotherClass extends OuterClass  {       //Only fields and methods are inherited.      // To use inner class properties,      //it's inner class must extend inner class of it's super class      class AnotherInnerClass extends InnerClass      {          //Inner Class of AnotherClass extends Inner Class of OuterClass      }  }    public class InnerClasses  {      public static void main(String args[])      {          AnotherClass anotherClass = new AnotherClass();  //creating AnotherClass Object            System.out.println(anotherClass.x);    //accessing inherited field x from OuterClass            anotherClass.methodOfOuterClass();    //calling inherited method from OuterClass           //Using the properties of InnerClass            AnotherClass.AnotherInnerClass anotherInnerClass = anotherClass.new AnotherInnerClass();            //creating object to AnotherInnerClass            System.out.println(anotherInnerClass.y);  //accessing inherited field y from InnerClass        }  } |

* Inner class can extend it’s outer class. But, it does not serve any meaning. Because, even the private members of outer class are available inside the inner class. Even though, When an inner class extends its outer class, only fields and methods are inherited but not inner class itself.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | class OuterClass  {      int x;        void methodOfOuterClass()      {          System.out.println("From OuterClass");      }        //Class as a member      class InnerClass extends OuterClass      {          //only fields and methods are inherited, but not member Inner Classes      }        class InnerClassOne      {          //another class as a member      }  }    public class InnerClasses  {      public static void main(String args[])      {          OuterClass outer = new OuterClass();          //You have to create OuterClass object to access non-static inner class            OuterClass.InnerClass inner = outer.new InnerClass();  //creating object to InnerClass            System.out.println(inner.x);   //accesiing inherited field x            inner.methodOfOuterClass();   //accessing inherited method      }  } |

# 18. Packages in Java:

Packages in java are used to organize related or similar classes, interfaces and enumerations into one group. For example, java.sql package has all classes needed for database operation. java.io package has classes related to input-output operation.Packages are also used to avoid naming conflict between the classes. Using packages, you can give same name to different classes.

Let’s discuss Packages in java.

* Packages are declared using keyword ‘package’. They should be declared in the first statement in a java file. If you try to declare packages at any other statements, you will get compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | package com;  class A  {       //Some statements  }  //package com; If you declare here, it gives compile time error |

* Only alphabets, numbers and an underscore are allowed in naming the packages. By convention, names of package should start with lowercase although it is not a condition. Package name should start with a alphabets or underscore but not with a number.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | package javaConcept;      //Valid package name  package java\_Concept;     //Valid package name  package java\_12;          //Valid package name  package 12\_java;          //Invalid package name, should not start with a number.  package \_java12           //Valid package Name  package JAVA;            //Valid package name but not recommended. |

* When you declare a package name in your java file, and after compiling it with [-d option](https://javaconceptoftheday.com/javac-command-and-java-command/), a folder with the same name is created in the specified location and all generated .class files will be stored in that folder.
* You can give same name to more than one classes in different packages.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | package pack1;  class A  {       //Some statements  }    package pack2;  class A  {       //Some statements  } |

* You can compile all the classes in a package at a time like this,

**>javac pack1/\*.java**

all the classes in the package pack1 are compiled at a time.

To run the program, simply call  the class which has main method in it.

**>java pack1.MainClass**

* Packages can have any number of sub packages. While declaring, packages and sub packages are separated by **‘.’**For example,

|  |  |
| --- | --- |
| 1  2  3  4  5 | package pack1.subpack1;  class A  {      //Some Statements  } |

When you compile above example with -d option, generated .class file is stored in subfolder subpack1 of pack1 folder in the specified location.

# 19. Access Modifier:

## **Access Modifiers In Java :**

Access modifiers in java are used to control the visibility of a field, method, class and constructor. There are 4 access modifiers in java. They are : **1). Private   2). Default or Package  3). Protected  4). Public**

Let’s discuss these access modifiers one by one.

## **1). Private**

**Usage of Private members :**

Private members of a class whether it is a field or method or constructor can not be accessed outside the class.

**Inheritance of Private Members :**

Private members will not be inherited to sub class.

**Important Note :**

1). Class can not be a private except inner classes. Inner classes are nothing but again members of outer class. So members of a class (field, method, constructor and inner class) can be private but not the class itself.

2). We can’t create sub classes to that class which has only private constructors.

Look at the below examples,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | class A  {      private int i;        private void methodOfClassA()      {          //Private Method          System.out.println(i);  //Private field can be used within class          B b = new B();          //Private inner class can be used within class      }        private class B      {        //Private Inner Class      }  }    class C extends A  {      void methodOfClassC()      {          //System.out.println(i);  Private member can not be inherited          A a = new A();          //System.out.println(a.i);     Private field can not be used outside the class          //a.methodOfClassA();          Private method can not be used outside the class          //A.B b = new A.B();           Private inner class can not be used outside the class      }  } |
| 1  2  3  4 | private class A  {       //Outer class Can not be private  } |

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class A  {      private A()      {          //Private Constructor      }      private A(int i)      {          //Private constructor      }  }    class B extends A  {      //Can't create subclass to the class      //which has only private constructors  } |

### **2). Default or Package or No-Access Modifiers**

**Usage of Default members :**

Default members or members with No-Access modifiers are accessed or visible within the package only. It applies to outer classes also.

**Inheritance Of Default Members :**

Default members can be inherited to sub classes within package.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51 | package pack1;  class A  {      int i;        A()      {          //Constructor with default modifier      }        void methodOfClassA()      {          //Method with default access modifier          System.out.println(i);          B b = new B();      }        class B      {        //Inner Class with default access modifier      }  }    class C extends A  {      void methodOfClassC()      {          System.out.println(i);        //Default field can be inherited within package            A a = new A();          System.out.println(a.i);     //Default field can be used within the package          a.methodOfClassA();          //Default method can be used within the package          A.B b = new A.B();           //Default inner class can be used within the package      }  }    package pack2;  //import pack1.A;      Class A with default access modifier not visible outside the package    /\*class D extends A      Default Class can not have sub class outside the package  {      void methodOfClassD()      {          System.out.println(i);        Default field can not be inherited outside package            A a = new A();           Can't use constructor with default access modifier outside the package          System.out.println(a.i);     Default field can not be used outside the package          a.methodOfClassA();          Default method can not be used outside the package          A.B b = new A.B();           Default inner class can not be used outside the package      }  }\*/ |

### **3). Protected**

**Usage of Protected Member :**

Protected member can be used within the package only.

**Inheritance Of Protected Member :**

Protected Member can be inherited to any sub classes.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | package pack1;    public class A  {      protected int i;        protected void methodOfClassA()      {          //Protected method          System.out.println(i); //Protected field can be used within class          B b = new B();         //Protected Inner Class can be used within class.      }        protected class B      {        //Protected Inner Class      }  }    class C extends A  {      void methodOfClassC()      {          System.out.println(i);        //Protected field can be inherited to any sub class            A a = new A();          System.out.println(a.i);     //Protected field can be used within the package          a.methodOfClassA();          //Protected method can be used within the package          A.B b = new A.B();           //Protected Inner Class can be used within the package      }  }    package pack2;  import pack1.A;    class D extends A  {      void methodOfClassD()      {          System.out.println(i);        //Protected field can be inherited to any sub class            A a = new A();          //System.out.println(a.i);     Protected field can not be used outside the package          //a.methodOfClassA();          Protected method can not be used outside the package          //A.B b = new A.B();           Protected inner class can not be used outside the package      }  } |

**Important Note :**

1). Outer class can not be protected.

2). We can create sub classes to a class which has only protected constructors but we can’t create objects to that class outside the package.

### **4). Public**

**Usage of Public members :**

Public members can be used anywhere.

**Inheritance Of Public Members :**

Public members can be inherited to any sub class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | package pack1;    public class A  {      public int i;        public void methodOfClassA()      {          //public method          System.out.println(i); //public field can be used anywhere          B b = new B();         //public Inner Class can be used anywhere.      }        public class B      {        //public Inner Class      }  }    class C extends A  {      void methodOfClassC()      {          System.out.println(i);        //public field can be inherited to any sub class            A a = new A();          System.out.println(a.i);     //public field can be used anywhere          a.methodOfClassA();          //public method can be used anywhere          A.B b = new A.B();           //public Inner Class can be used anywhere.      }  }    package pack2;  import pack1.A;    class D extends A  {      void methodOfClassD()      {          System.out.println(i);        //public field can be inherited to any sub class            A a = new A();          System.out.println(a.i);     //Public field can be used anywhere          a.methodOfClassA();          //Public method can be used anywhere          A.B b = new A.B();           //Public inner class can be used anywhere      }  } |

Above concepts can be summarized like below,

|  |  |  |
| --- | --- | --- |
| **Access Modifier** | **Usage or Access or Visibility** | **Inheritance** |
| **private** | Within Class Only | Can not be inherited |
| **Default or No-Access Modifier** | Within Package Only | Can be inherited to sub class within package |
| **Protected** | Within Package Only | Can be inherited to any subclass |
| **Public** | Anywhere | To any subclass |

# 20. Illegal Forward Reference Error In Java:

## **Illegal Forward Reference Error In Java :**

Illegal forward reference error in java is a compile time error. You will encounter with this error when you try to use a field before it is defined just like in the below example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class A  {      static      {          System.out.println(i);  //You will get compile time error here      //  can not refer a field before it is defined      }        static int i;  } |

That means we can’t use a field before it is defined. But there is an interesting point, We can initialize a field before it is defined. Have look at below code. There will be no compile time errors here.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class A  {      static      {          i = 10;   //A field can be initialized before it is defined.      }        static int i;  } |

Above two examples can be summarized like this, **We can’t use a field before it is defined but we can initialize a field before it is defined.**

Let’s have a look at some other examples.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | public class A  {      static int i;        static      {             System.out.println(i);      //     System.out.println(j);  can't use a field before it is defined      //     i=j;                   even you can't use it to initialize other fields             j=i;                    //but, can be initialized.      }        static int j;  } |

Even you can’t use undefined field to initialize other fields (Line 9 in the above example).

**Important Note :  In the assignment statement, you can use undefined field on LHS only but not on RHS.**

Illegal forward reference error applies to non-static variables also.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | public class A  {      {      //  System.out.println(i); can't use a field before it is defined          i = 20;               //but, can be initialized      }        int i;  } |

In the case of local variables, neither you can use it nor you can initialize it before it is defined.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class A  {      void methodOfClassA()      {      //  System.out.println(i); can't use a local field before it is defined      //  i = 10;                can't initialize a local field before it is defined          int i;      }  } |

Illegal forward reference issue can be analysed like this. Consider the following statements.

|  |  |
| --- | --- |
| 1  2  3 | int a = 10;  int b = c;  int c = 30; |

Compiler always compiles the program from top to bottom. In the first statement, compiler declares variable ‘a’ and assigns value 10 to it. In the second statement, it declares variable ‘b’ and tries to find where is ‘c’. But, it is not declared yet. Therefore, it gives illegal forward reference error.**Illegal forward reference is nothing but you are referring to something in advance that does not exist yet.**

# 21. Type Casting in Java:

Type casting in java or simply casting is used to convert data from one data type to another data type. Please note that by using casting, data can not be modified but only type of data can be modified.

There are two types of casting,

1) Primitive Casting.

2) Derived Casting

## **1) Primitive Casting.**

Primirive Casting is used to convert data from one primitive data type to another primitive data type.

Consider primitive data types in java which represent the numbers.

**These are data types with no decimal places.**

1) byte     2) short     3) int      4) long

**and these are data types with decimal places.**

5) float     6) double

When you put them in the increasing order of their memory size, you get

**byte < short < int < long < float < double.**

Please remember this order we will be using this order in below examples. byte is the smallest data type and double is the biggest data type in terms of memory size.

There are two types in primitive casting. **1) Auto Widening   2) Explicit Narrowing**

**1) Auto Widening**

When you are converting data from small sized data type to big sized data type, i.e when you are converting data from left-placed data type to right-placed data type in the above order, auto widening will be used. For example, when you are converting byte to short or short to int, auto widening will be used.

Go through this example.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | class AutoWidening  {      static float methodOne(int i)      {          long j = i;     //int is auto widened to long          return j;       //long is auto widened to float      }        public static void main(String[] args)      {          byte b = 10;          short s = b;      //byte is auto widened to short          double d = methodOne(s);    //short is auto widened to int and float to double          System.out.println(d);      }  } |

**2) Explicit Narrowing**

When you are converting data from big sized data type to small sized data type, i.e when you are converting data from right-placed data type to left-placed data type in the above order, explicit narrowing will be used. For example, when you are converting double to float or float to int, explicit narrowing will be used.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | class ExplicitlyNarrowing  {      static short methodOne(long l)      {          int i = (int) l;     //long is explicitly narrowed to int          return (short)i;       //int is explicitly narrowed to short      }        public static void main(String[] args)      {          double d = 10.25;          float f = (float) d;      //double is explicitly narrowed to float          byte b = (byte) methodOne((long) f);    //float is explicitly narrowed to long and short to byte          System.out.println(b);      }  } |

## **2) Derived Casting**

Derived casting is used to change the type of object from one user defined data type to another user defined data type in the class hierarchy.

There are two types in derived casting. **1) Auto-up Casting  2) Explicit Down Casting.**

**1) Auto-Up Casting**

Auto-Up Casting is used to change the type of object from sub class type to super class type. i.e an object of sub class type is automatically converted to an object of super class type. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | class A  {      int i = 10;  }    class B extends A  {      int j = 20;  }    class C extends B  {      int k = 30;  }    class D extends C  {      int m = 40;  }    public class AutoUpCasting  {      public static void main(String[] args)      {          D d = new D();          C c = d;       // D type object is Auto-Up Casted to C type          B b = d;      // D type object is Auto-Up Casted to B type          C c1 = new C();          A a = c1;    // C type object is Auto-Up Casted to A type          A a1 = new B(); // B type object is Auto-Up Casted to A type      }  } |

**2) Explicit Down Casting**

Explicit down Casting is used to change the type of object from super class type to sub class type. i.e you have to explicitly convert an object of super class type to an object of sub class type. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | class A  {      int i = 10;  }    class B extends A  {      int j = 20;  }    class C extends B  {      int k = 30;  }    class D extends C  {      int m = 40;  }    public class ExplicitDownCasting  {      public static void main(String[] args)      {          A a = new A();          B b = (B) a;   //A type is explicitly downcasted to B type          C c = (C) a;   //A type is explicitly downcasted to C type          D d = (D) a;   //A type is explicitly downcasted to D type          B b1 = new B();          D d1 = (D) b1;  //B type is explicitly downcasted to D type          d1 = (D) new C();  //C type is explicitly downcasted to D type      }  } |

# 22. ClassCastException In Java:

ClassCastException in java is a run time error it occurs when an object can not be casted to another type.

An object is automatically upcasted to its super class type. You need not to mention class type explicitly. But, when an object is supposed to be downcasted to its sub class type, then you have to mention class type explicitly. In such case, there is a possibility of occurring class cast exception. In most of time, it occurs when you are trying to downcast an object explicitly to its sub class type.

Try to run below program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | package com;  class A  {      int i = 10;  }    class B extends A  {      int j = 20;  }    class C extends B  {      int k = 30;  }    public class ClassCastExceptionDemo  {      public static void main(String[] args)      {          A a = new B();   //B type is auto up casted to A type          B b = (B) a;     //A type is explicitly down casted to B type.          C c = (C) b;    //Here, you will get class cast exception          System.out.println(c.k);      }  } |

You will get ClassCastException. Below is the sample of the error.

**Exception in thread “main” java.lang.ClassCastException: com.B cannot be cast to com.C**  
**at com.ClassCastExceptionDemo.main(ClassCastExceptionDemo.java:23)**

In the above example, Class B extends Class A and Class C extends Class B. In the main method, Class B-type object is created (Line 21). It will be having two non-static fields. one field (int i) is inherited from class A and another one is its own field (int j). ‘a’ is Class A-type reference variable which will be pointing to this newly created object. In the next statement (Line 22), reference variable ‘a’ is assigned to ‘b’ which is Class B-type reference variable. After execution of this statement, ‘b’ will also be pointing to the same object to which ‘a’ is pointing. In the third statement, ‘b’ is assigned to ‘c’ which is Class C-type reference variable. So, ‘c’ will also be pointing to same object to which ‘a’ and ‘b’ are pointing. While executing this statement, you will get run time exception called Class Cast Exception.

The memory allocation of above program can be diagrammatically represented as,

![ClassCastException In Java](data:image/png;base64,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)

**Why you got this exception?**

Every sub class extends its super class. i.e every child class will have some additional properties along with some inherited properties from its parent class. In the above example, Class A has one property (int i). Class B has two properties, one is it’s own and another one is inherited. Class C has three properties. one is it’s own and two are inherited. In this example, Class C-type reference variable is referring to Class B-type object. Class B-type object will be having only two properties. But, through Class C-type reference variable, you can access Class C’s own property (int k) like in the line 24. But, actually this property does not exist in Class B-type object. This creates the confusion. Class B-type can not be casted to Class C-type. That’s why, you will get class cast exception.

Put ClassCastException in simple terms. ClassCastException occurs when code has attempted to cast an object to a type of which it is not an object. In the above example, Class B is a Class A type but Class B is not a Class C type. Therefore, you are getting ClassCastException.

Consider one more case of ClassCastException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | public class ClassCastExceptionDemo  {      public static void main(String[] args)      {          Object o = new String();          Integer i = (Integer) o;      }  } |

We all know that every class in java is a sub class of java.lang.Object class. String is also a subclass of Obeject class and Integer is also a subclass of Object class. In the above example, String object is created and it is automatically up casted to Object type. Further, this object is explicitly downcasted to Integer type. This causes ClassCastException, because, String object is not an Integer type.

# 23. Method Overloading In Java:

When a class has more than one method with same name, then we call that method is overloaded. The overloaded methods will have different number of arguments or different types of arguments, but name of the methods remains same.

Compiler checks **method signature** for duplicate methods or for method overloading. method signature consist of three things, **1) Method Name   2) Number Of Arguments   3) Types of arguments.**

If these three things are same for any two methods in a class, then compiler gives **duplicate method error.**

Compiler first checks method name. If it is same, then it checks number of arguments. If methods differs in number of arguments, then it does not check types of argument. It treats as methods are overloaded. If number of arguments are same then compiler checks types of arguments. If types of arguments are also same, then compiler will give duplicate method error. If types of arguments are not same, then compiler will treat them as methods are overloaded.

For method overloading to be successful, method name must be same and methods must have different number of arguments or different types of arguments. If method names are different, then those methods will be treated as two different methods.

Go though this example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | public class MethodOverloading  {      void methodOverloaded()      {          //No argument method      }        void methodOverloaded(int i)      {          //One argument is passed      }        void methodOverloaded(double d)      {          //One argument is passed but type of argument is different      }        void methodOverloaded(int i, double d)      {          //Two argument method          //Method signature of this method is methodOverloaded(int, double)      }        void methodOverloaded(double d, int i)      {          //It is also two argument method but type of arguments changes          //Method signature of this method is methodOverloaded(double, int)      }        void methodOverloaded(double d1, int i1)      {                  //It has same method signature methodOverloaded(double, int) as of above method          //So, it is a Duplicate method, You will get compile time error here      }        void differentMethod()      {          //Different method      }  } |

Overloaded methods may have same return types or different return types. It does not effect method overloading.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class MethodOverloading  {      void methodOverloaded()      {          //No argument method, return type is void      }        int methodOverloaded(int i)      {          //Returns int type          return i;      }        int methodOverloaded(double d)      {          //Same return type as of above method          return 0;      }        void methodOverloaded(double d)      {          //Duplicate method because it has same method signature as of above method      }  } |

**Important Note :**

If two methods have same signature and different return types, then those methods will not be treated as two different methods or methods overloaded. For duplication, compiler checks only method signature not return types. If method signature is same, straight away it gives duplicate method error.

Overloaded methods may have same access modifiers or different access modifiers. It also does not effect method overloading.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class MethodOverloading  {      private void methodOverloaded()      {          //No argument, private method      }        private int methodOverloaded(int i)      {          //One argument private method          return i;      }        protected int methodOverloaded(double d)      {          //Protected Method          return 0;      }        public void methodOverloaded(int i, double d)      {          //Public Method      }  } |

Overloaded methods may be static or non-static. This also does not effect method overloading.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class MethodOverloading  {      private static void methodOverloaded()      {          //No argument, private static method      }        private int methodOverloaded(int i)      {          //One argument private non-static method          return i;      }        static int methodOverloaded(double d)      {          //static Method          return 0;      }        public void methodOverloaded(int i, double d)      {          //Public non-static Method      }  } |

From the above examples, it is clear that compiler will check only method signature for method overloading or for duplicate methods. It does not check return types, access modifiers and static or non-static.

# 24. Method Overridding In Java:

## **Method Overriding In Java :**

When a class extends its super class, all or some members of super class are inherited to sub class. When a inherited super class method is modified in the sub class, then we call it as method is overrided. Through method overriding, we can modify super class method according to requirements of sub class.

Method Overriding in java is most useful features of java. Through inheritance we can reuse already existed code and through method overriding we can modify that reused code according to our requirements. This can be best explained with example.

Read through this example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | class SuperClass  {      void methodOfSuperClass()      {          System.out.println("From Super Class");      }  }    class SubClass extends SuperClass  {      void methodOfSuperClass()      {          //SuperClass method is overrided          //We can keep any tasks here according to our requirements.          System.out.println("From Sub Class");      }  }    public class MethodOverriding  {      public static void main(String[] args)      {          SuperClass superclass = new SuperClass();          superclass.methodOfSuperClass();         //Output : From Super Class          SubClass subclass = new SubClass();          subclass.methodOfSuperClass();          //Output : From Sub Class      }  } |

Let’s discuss rules to be followed while overriding a method.

* **Name of the overrided method** must be same as in the super class. You can’t change name of the method in subclass.
* **Return Type Of Overrided Method :**

The return type of the overrided method must be compatible with super class method. If super class method has primitive data type as its return type, then overrided method must have same return type in sub class also. If super class method has derived or user defined data type as its return type, then return type of sub class method must be of same type or its sub class. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38 | class SuperClass  {      void firstMethodOfSuperClass()      {          System.out.println("From Super Class");      }        double secondMethodOfSuperClass()      {          return 0.0;      }        Object thirdMethodOfSuperClass()      {          return new Object();      }  }    class SubClass extends SuperClass  {      int firstMethodOfSuperClass()      {          //Compile time error, return type must be void not int      }        void secondMethodOfSuperClass()      {          //Complie time error, return type must be double not void      }        String thirdMethodOfSuperClass()      {          //No Compile time error,          //return type is compatible with super class method, because          //String is sub class of Object class          return new String();      }  } |

* **Visibility Of Overrided method :**

You can keep same visibility or increase the visibility of overrided method but you can’t reduce the visibility of overrided methods in the subclass. For example, default method can be overided as default or protected or public method but not as private.For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | class SuperClass  {      protected void methodOfSuperClass()      {          System.out.println("From Super Class");      }  }    class SubClass extends SuperClass  {      private void methodOfSuperClass()      {          //Compile time error, can't reduce visibility of overrided method          //here, visibility must be protected or public but not private or default      }  } |

**Note : Visibility goes on decreasing from public to protected to default to private members.**

* **Arguments Of Overrided Methods :**

For method to be properly overrided, You must not change arguments of method in subclass. If you change the number of arguments or types of arguments of overrided method in the subclass, then method will be overloaded not overrided.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class SuperClass  {      void methodOfSuperClass()      {          System.out.println("From Super Class");      }  }    class SubClass extends SuperClass  {      //This class will have two methodOfSuperClass() methods.      //one is from super class which takes no argument      //and one is below method which takes one argument      void methodOfSuperClass(int i)      {          System.out.println(i);      }  }    public class MethodOverloading  {      public static void main(String[] args)      {          SuperClass superclass = new SuperClass();          superclass.methodOfSuperClass();         //Output : From Super Class          SubClass subclass = new SubClass();          subclass.methodOfSuperClass();          //Output : From Super Class          subclass.methodOfSuperClass(10);       // Output : 10      }  } |

# 25. Polymorphism In Java:

In greek, Poly means many and morph means shapes or forms. So. Polymorphism refers to any entity which takes many form.

Polymorphism in java refers to any entity whether it is an operator or a constructor or any method which takes many forms or can be used for multiple tasks either while compiling or while running a java program.

There are two types of polymorphism in Java.   **1) Static Polymorphism       2) Dynamic Polymorphism**

## **1) Static Polymorphism**

Any entity which shows polymorphism during compile time is called static polymorphism. Operator Overloading, Constructor Overloading and [method overloading](https://javaconceptoftheday.com/method-overloading-in-java/) are best examples of static polymorphism. Because, they show polymorphism during compilation.

In static polymorphism, object used is determined during compilation itself. So, it is called **static binding or Early Binding**.

**Operator Overloading :**For example, Operator ‘+’ can be used to add two numbers and also can be used to concatenate two strings. It is called operator overloading. ‘+’ is the only operator in java which is used for operator overloading.

**Constructor Overloading :**We can include multiple constructors in a class. This is called constructor overloading. Through [constructor overloading](https://javaconceptoftheday.com/constructors-in-java/), we can create objects to the class in multiple ways. This shows the polymorphism.

**Method Overloading :**We can have different forms of same method in the same class. This is called [method overloading](https://javaconceptoftheday.com/method-overloading-in-java/). Through method overloading we can perform different tasks through different forms of the same method. This shows the polymorphism.

In [casting](https://javaconceptoftheday.com/type-casting-in-java/), we have seen super class reference variable can refer to objects of its sub class. This also shows polymorphism. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | class A  {       //Some Statements  }  class B extends A  {       //Some Statements  }  class C extends B  {      //Some Statements  }    public class D  {      public static void main(String[] args)      {          A a = new A();  //A-Class variable refers to A-Class object          a = new B();    //A-Class variable refers to B-Class object          a = new C();    //A-Class variable refers to C-Class object      }  } |

In the above example, ‘a’ is Class A-type reference variable which can be used to refer objects of A-type, B-type or C-type. Because, B-type and C-type are sub class of A-type. This also shows the polymorphism.

## **2) Dynamic Polymorphism**

Any entity which shows polymorphism during run time is called dynamic polymorphism. [Method Overriding](https://javaconceptoftheday.com/method-overriding-java/) is the best example of dynamic polymorphism. It is also called **dynamic binding or late binding**, because type of the object used will be determined at run time only.

Consider the following example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37 | class SuperClass  {      void methodOfSuperClass()      {          System.out.println("From Super Class");      }  }  class SubClass extends SuperClass  {      //Super Class Method Overrided      void methodOfSuperClass()      {          System.out.println("From Sub Class");      }  }    public class D  {      static void util(SuperClass superclass)      {          superclass.methodOfSuperClass();          //For each execution of this method, different objects will be passed to it.          //which Object will be used is determined during run time only.          //This shows dynamic polymorphism.      }        public static void main(String[] args)      {          SuperClass superclass1 = new SuperClass();          SubClass subclass = new SubClass();          SuperClass superclass2 = new SubClass();            util(superclass1);  //SuperClass object is passes to util()          util(subclass);     //SubClass object is passed to util()          util(superclass2); //SubClass object is passed to util()      }  } |

# 26. Difference Between Method Overloading And Method Overriding In Java:

## **What is the difference between method overloading and method overriding in java?**

Method overloading and method overriding are two important java concepts which allows java programmer to define the methods with same name but different behavior. Both method overloading and method overriding shows polymorphism. It is also one of the most asked java interview question for freshers. In this article, I have tried to list out the differences between method overloading and method overriding in java. You can also go through the some basics about method overloading and method overriding in java [here](https://javaconceptoftheday.com/method-overloading-in-java/) and [here](https://javaconceptoftheday.com/method-overriding-java/).

|  |  |  |
| --- | --- | --- |
|  | **Method Overloading** | **Method Overriding** |
| **Definition** | When a class has more than one method with same name but with different arguments, then we call it as method overloading. | When a super class method is modified in the sub class, then we call this as method overriding. |
| **Method Signature** | Overloaded methods must have different method signatures.  That means they should differ at least in any one of these three things – Number of arguments, Types of arguments and order of arguments. But, they must have same name. | Overridden methods must have same method signature. I.e. you must not change the method name, types of arguments, number of arguments and order of arguments while overriding a super class method. |
| **Return Types** | Overloaded methods can have same or different return types. | The return type of the overridden method must be compatible with that of super class method. That means if super class method has primitive type as its return type, then it must be overridden with same return type. If super class method has derived type as its return type then it must be overridden with same type or its sub class type. |
| **Visibility**(private, public, protected and default) | Overloaded methods can have same visibility or different visibility. | While overriding a super class method either you can keep the same visibility or you can increase the visibility. But you can’t reduce it. |
| **Static Context** | Overloaded methods can be static or not static. It does not affect the method overloading. | You can’t override a static method. |
| **Binding** | Binding between method call and method definition happens at compile time (Static Binding). | Binding between method call and method definition happens at run time (Dynamic Binding). |
| **Polymorphism** | It shows static polymorphism. | It shows dynamic polymorphism. |
| **Private methods** | Private methods can be overloaded. | Private methods can’t be overridden. |
| **Final Methods** | Final methods can be overloaded. | Final methods can’t be overridden. |
| **Class Requirement** | For method overloading, only one class is required. I.e. Method overloading happens within a class. | For method overriding, two classes are required – super class and sub class. That means method overriding happens between two classes. |
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## **Method Overloading Example :**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | public class MainClass  {      static String concateString(String s1, String s2)      {          return s1+s2;      }        static String concateString(String s1, String s2, String s3)      {          return s1+s2+s3;      }        static String concateString(String s1, String s2, String s3, String s4)      {          return s1+s2+s3+s4;      }        public static void main(String[] args)      {          concateString("ONE", "TWO");            concateString("ONE", "TWO", "THREE");            concateString("ONE", "TWO", "THREE", "FOUR");      }  } |

## **Method Overriding Example :**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | class SuperClass  {      void SuperClassMethod()      {          System.out.println("SUPER CLASS METHOD");      }  }    class SubClass extends SuperClass  {      @Override      void SuperClassMethod()      {          System.out.println("SUPER CLASS METHOD IS OVERRIDDEN");      }  } |

# 27. Static Binding And Dynamic Binding:

# Difference Between Static Binding And Dynamic Binding In Java

Before knowing what are the differences between static binding and dynamic binding in java, let’s know what is **binding** first.

**Binding** refers to the link between method call and method definition. This picture clearly shows what is binding.  
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In this picture, **“a1.methodOne()”** call is binding to corresponding **methodOne()** definition and **“a1.methodTwo()”** call is binding to corresponding **methodTwo()** definition.

For every method call there should be proper method definition. This is a rule in java. If compiler does not see the proper method definition for every method call, it throws error.

Now, come to static binding and dynamic binding in java.

## **Static Binding In Java :**

**Static binding** is a binding which happens during **compilation**. It is also called **early binding** because binding happens before a program actually runs.

Static binding can be demonstrated like in the below picture.  
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In this picture, **‘a1’** is a reference variable of type Class A pointing to object of class A.  **‘a2’** is also reference variable of type class A but pointing to object of Class B.

During compilation, while binding, compiler does not check the type of object to which a particular reference variable is pointing. It just checks the type of reference variable through which a method is called and checks whether there exist a method definition for it in that type.

For example, for **“a1.method()”** method call in the above picture, compiler checks whether there exist method definition for **method()** in Class A. Because ‘**a1′** is Class A type. Similarly, for **“a2.method()”** method call, it checks whether there exist method definition for **method()** in Class A. Because ‘**a2′** is also Class A type. It does not check to which object, **‘a1’** and **‘a2’** are pointing. This type of binding is called **static binding**.

## **Dynamic Binding In Java :**

**Dynamic binding** is a binding which happens during **run time**. It is also called **late binding** because binding happens when program actually is running.

During run time actual objects are used for binding. For example, for **“a1.method()”** call in the above picture, **method()** of actual object to which **‘a1’** is pointing will be called. For **“a2.method()”** call, **method()** of actual object to which **‘a2’** is pointing will be called. This type of binding is called dynamic binding.

The dynamic binding of above example can be demonstrated like below.  
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## **Differences Between Static Binding And Dynamic Binding In Java :**

The above findings can be summarized like below.

|  |  |
| --- | --- |
| **Static Binding** | **Dynamic Binding** |
| It is a binding that happens at compile time. | It is a binding that happens at run time. |
| Actual object is not used for binding. | Actual object is used for binding. |
| It is also called early binding because binding happens during compilation. | It is also called late binding because binding happens at run time. |
| Method overloading is the best example of static binding. | Method overriding is the best example of dynamic binding. |
| Private, static and final methods show static binding. Because, they can not be overridden. | Other than private, static and final methods show dynamic binding. Because, they can be overridden. |

# 2. ENums:

Enums in java are mainly used for grouping similar kind of constants as a one unit. constants means static and final. Enums are introduced in JDK 1.5 onward. Before that similar kind of constants are grouped by declaring them as static and final in one class. Below example shows how the constants will look without enums.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | class ConstantsWithoutEnums  {      public static final String north = "NORTH";      public static final String south = "SOUTH";      public static final String east = "EAST";      public static final String west = "WEST";  }    public class MainClass  {      public static void main(String[] args)      {          System.out.println(ConstantsWithoutEnums.north);          System.out.println(ConstantsWithoutEnums.south);          System.out.println(ConstantsWithoutEnums.east);          System.out.println(ConstantsWithoutEnums.west);      }  } |

Above constatnts can be defined with enums as below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | enum Directions  {      NORTH, SOUTH, EAST, WEST;  }    public class EnumsExample  {      public static void main(String[] args)      {          Directions d1 = Directions.EAST;          System.out.println(d1);            Directions d2 = Directions.NORTH;          System.out.println(d2);            System.out.println(Directions.SOUTH);            System.out.println(Directions.WEST);      }  } |

Let’s see some things-to-remember about java enums.

* Enums in java are declared with **enum** keyword and constants in enums must be valid java identifier. It is good practice to declare constants with UPPERCASE letters.

|  |  |
| --- | --- |
| 1  2  3  4 | enum Days  {      MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY, SUNDAY;  } |

* Duplicate enum constants are not allowed.

|  |  |
| --- | --- |
| 1  2  3  4 | enum Directions  {      NORTH, NORTH, SOUTH, EAST, WEST;  //Compile Time Error : Duplicate Constants  } |

* Every constant of enum is public, static and final by default. As every constant is static, they can be accessed directly using enum name.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | enum enums  {      A, B, C;  }    public class EnumsExample  {      public static void main(String[] args)      {          enums en = enums.A;   //accessing constant A through enum name            enums en1 = enums.B;  //accessing constant B through enum name            enums en2 = enums.C;  //accessing constant C through enum name      }  } |

* Enums can have any number of fields. methods and constructors and Each constant will have their own copy of fields and methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | enum enums  {      A, B, C;        int i;  //enums can have fields        private enums()      {          //enums can have Constructor      }        void methodOfEnum()      {          //enums can have methods      }  }    public class EnumsExample  {      public static void main(String[] args)      {          enums en = enums.A;          System.out.println(en.i);  //Constant A has field i          en.methodOfEnum();         //Constant A has methodOfEnum()            enums en1 = enums.B;          System.out.println(en1.i);  //Constant B has field i          en1.methodOfEnum();         //Constant B has methodOfEnum()            enums en2 = enums.C;          System.out.println(en2.i);   //Constant C has field i          en2.methodOfEnum();          //Constant C has methodOfEnum()      }  } |

* If enum has only constants, then semicolon (;) at the end of constant declaration is not mandatory. But, if enum has other members, then semicolon is mandatory.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | enum enums  {      A, B, C, D     //semicolon at the end of this statement is not mandatory  }    enum enums  {      A, B, C;    //semocolon at the end of this statement is mandatory, because it has other members        int i;  //enums has a field        void methodOfEnum()      {          //enums has a method      }  } |

* Every enum in java extends java.lang.Enum class. Enum class is an abstract class in java.lang package. As every enum extends Enum class, it should not extend any other class. Because, Multiple inheritance is not allowed in java. But enums can implement any number of interfaces.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | interface AnyInterface  {      abstract void methodOfInterface();  }    enum enums implements AnyInterface  {      A, B, C;        @Override      public void methodOfInterface()      {          //MethodOfInterface is implemented      }  } |

* Enums can be declared inside a class. If declared inside a class, they are static by default and can be accessed directly by Class name.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class ClassContainingEnum  {      enum enums      {          A, B, C      }  }    public class MainClass  {      public static void main(String[] args)      {          System.out.println(ClassContainingEnum.enums.A);  //Accessing enums directly using class name      }  } |

* Enum constants can override generalized method defined in the enum body.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | enum enums  {      FIRST      {          @Override          void commonMethod()          {              System.out.println("Common method Overridden in FIRST");          }      },        SECOND      {          @Override          void commonMethod()          {              System.out.println("Common method Overridden in SECOND");          }      },        THIRD      {          @Override          void commonMethod()          {              System.out.println("Common method Overridden in THIRD");          }      };        void commonMethod()      {          System.out.println("Generalized method, Common to all constants");      }  }    public class EnumsExample  {      public static void main(String[] args)      {          enums.FIRST.commonMethod();     //Output : Common method Overridden in FIRST            enums.SECOND.commonMethod();    //Output : Common method Overridden in SECOND            enums.THIRD.commonMethod();     //Output : Common method Overridden in THIRD      }  } |

* Enum can have abstract method declared in it’s body provided each enum constants must implement it.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | enum enums  {      FIRST      {          @Override          void abstractMethod()          {              //Abstract Method Implemented          }      },        SECOND      {          @Override          void abstractMethod()          {              //Abstract Method Implemented          }      },        THIRD      {          @Override          void abstractMethod()          {              //Abstract Method Implemented          }      };        abstract void abstractMethod();  } |

* Enum Constants can have their own fields and method defined in their body, but these fields and methods are visible only within the constant body.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56 | enum enums  {      FIRST      {          int j = 10;   // Field of FIRST            void methodOfFirst()          {              System.out.println(j);  //Field j can be used within the constant body          }            @Override          void abstractMethod()          {              methodOfFirst();     //methodOfFirst() can be used within the constant body          }      },        SECOND      {          int k = 20;   //Field of SECOND            void methodOfSecond()          {              System.out.println(k);  //Field k can be used within the constant body          }            @Override          void abstractMethod()          {              methodOfSecond();     //methodOfSecond() can be used within the constant body          }      };        int i;   //this field is available in all constants        abstract void abstractMethod();  //this method is available in all constants  }    public class EnumsExample  {      public static void main(String[] args)      {          System.out.println(enums.FIRST.j);   //Compile time error : Field j is not visible here            enums.FIRST.methodOfFirst();  //Compile time error : methodOfFirst() is not visible here            enums.FIRST.abstractMethod();            System.out.println(enums.SECOND.k);   //Compile time error : Field k is not visible here            enums.SECOND.methodOfSecond();  //Compile time error : methodOfSecond() is not visible here            enums.SECOND.abstractMethod();      }  } |

* After observing all the above features of enums, we come to know that enums can have constuctors, fields and methods. Enums can implement interface. Enums extend Enum class. That means they have all features of classes. Therefore they are special type of classes. Moreover, after compilation, .class files are generated for all enums. Then what enum constants are?….  You can treat them as static inner classes of enums as they can be referred directly using enum name and they can hold fields and methods in them

# 3. VarArgs OR Variable Argument Method In Java:

If a method has VarArgs as an argument, then you can pass any number of arguments of same type to that method and the method is called Variable Argument Method. The VarArgs should have datatype, followed by 3 dots and an argument name. The syntax of VarArgs is as follows,

**DataType … ArgumentName**

Let’s start the discussion with simple program which calculates average of two, three and four numbers. Here is the code.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | public class VarArgsDemo  {      static double average(int a, int b)      {          //Average Of two numbers            return (a + b)/2;      }        static double average(int a, int b, int c)      {          //Average of three numbers            return (a + b + c)/3;      }        static double average(int a, int b, int c, int d)      {          //Average of four numbers            return (a + b + c +d)/4;      }        public static void main(String[] args)      {          System.out.println(average(10, 20));   //prints average of two numbers            System.out.println(average(10, 20, 30));  //prints average of three numbers            System.out.println(average(10, 20, 30, 40));  //prints average of four numbers      }  } |

This program can be used to calculate average of two, three and four numbers. What if user wants to calculate average of ‘n‘ numbers?. The soloution for this question is VarARgs or Variable Argument Method. To Variable argument method you can pass any number of arguments of same type. The above program can be written using VarArgs as below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | public class VarArgsDemo  {      static double average(int... a)      {          //Average Of 'n' numbers            int n = a.length;            int sumOfNumbers = 0;            //Claculating sum of numbers          for(int i : a)          {              sumOfNumbers = sumOfNumbers + i;          }            return (sumOfNumbers/n);      }        public static void main(String[] args)      {          System.out.println(average(10, 20, 30, 40, 50));   //prints average of 5 numbers            System.out.println(average(10, 20, 30, 40, 50, 60, 70, 80));  //prints average of 8 numbers            System.out.println(average(10, 20, 30, 40, 50, 60, 70, 80, 90, 100, 110));  //prints average of 11 numbers      }  } |

In this program, Variable argument method is used to calculate average of different set of numbers. Now, user can calculate average of  ‘n‘ numbers. It improves the flexibility of the code.

## **Here are some points you should know about VarArgs or Variable argument method in java :**

* VarArgs internally behave like array. The best example for this is, you can replace String array argument of main method with VarArgs.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public class VarArgsDemo  {      public static void main(String... args)      {          //main method taking VarArgs as an argument      }  } |

* Even constructors can have VarArgs as an argument.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | public class VarArgsDemo  {      public VarArgsDemo(Double... d)      {          //Constructor having Variable arguments      }        public static void main(String[] args)      {          VarArgsDemo demo1 = new VarArgsDemo(10.2, 15.4);            VarArgsDemo demo2 = new VarArgsDemo(15.6, 23.5, 14.7, 16.9);      }  } |

* VarArgs, if used in the method, must be the last argument.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class VarArgsDemo  {       static void methodOne(String... strings, int a)       {            //Compile time error : VarArgs must be last parameter       }       static void methodTwo(int a, String... strings)       {            //This one is OK       }  } |

# 4. Wrapper classes:

Java is an object oriented language and java treats everything as an object. For example, A simple file (java.io.File), a Calendar (java.util.Calendar), a date (java.util.Date), an image (java.awt.Image), a color (java.awt.Color) are represented by the classes and their objects. Primitive data types like int, float, double, boolean, char etc. are also represented by the classes called **Wrapper Claases**. For every primitive data type, there is a Wrapper Class in java. All wrapper classes are placed in **java.lang package**. Below is the list of primitive data types and their corresponding wrapper classes.

|  |  |
| --- | --- |
| **Primitive Data Type** | **Corresponding Wrapper Class** |
| **byte** | java.lang.Byte |
| **short** | java.lang.Short |
| **int** | java.lang.Integer |
| **long** | java.lang.Long |
| **float** | java.lang.Float |
| **double** | java.lang.Double |
| **boolean** | java.lang.Boolean |
| **char** | java.lang.Character |

Wrapper classes are mainly used to wrap the primitive content into an object. This operation of wrapping primitive content into an object is called **boxing.**The reverse process i.e  unwrapping the object into corresponding primitive data is called **Unboxing**.

## **Boxing :**

Following example shows the boxing i.e wrapping primitive content into corresponding wrapper object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          byte b = 10;             //Primitive byte data          Byte B = new Byte(b);   //Wrapping primitive byte data into Byte Object            short s = 15;              //Primitive short data          Short S = new Short(s);   //Wrapping of primitive short data into Short Object            int i = 20;                   //Primitive int Data          Integer I = new Integer(i);   //Wrapping of primitive int data into Integer Object            long l = 25;            //Primitive long data          Long L = new Long(l);   //Wrapping primitive long data into Long Object            float f = 12;            //Primitive float data          Float F = new Float(f);  //Wrapping primitive float data into Float Object            double d = 18.58;           //Primitive double data          Double D = new Double(d);   //Wrapping primitive double data into Double Object            boolean bln = true;               //Primitive boolean data          Boolean BLN = new Boolean(bln);   //Wrapping primitive boolean data into Boolean Object            char c = 'C';                     //Primitive char data          Character C = new Character(c);   //Wrapping primitive char data into Character Object      }  } |

## **Auto-Boxing :**

From JDK 1.5 onwards, Auto-Boxing is introduced. According to this feature, you need not to explicitly wrap the primitive content into an object. Just assign primiive data to corresponding wrapper class reference variable, java automatically wraps primitive data into corresponding wrapper object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          byte b = 10;    //Primitive byte data          Byte B = b;    //Auto-Boxing of byte data            short s = 15;     //Primitive short data          Short S = s;     //Auto-Boxing of short data            int i = 20;       //Primitive int Data          Integer I = i;    //Auto-Boxing of int data            long l = 25;    //Primitive long data          Long L = l;     //Auto-Boxing of long data            float f = 12;     //Primitive float data          Float F = f;     //Auto-Boxing of float data            double d = 18.58;     //Primitive double data          Double D = d;        //Auto-Boxing of double data            boolean bln = true;    //Primitive boolean data          Boolean BLN = bln;     //Auto-Boxing of boolean data            char c = 'C';          //Primitive char data          Character C = c;     //Auto-Boxing of char data      }  } |

## **Unboxing :**

All wrapper classes have methods to unwrap the object to corresponding primitive data. Go through the following example, it shows unboxing i.e unwrapping wrapper object into corresponding primitive data.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte((byte) 10);   //Byte Object          byte b = B.byteValue();         //Unwrapping Byte object to byte data            Short S = new Short((short) 20);   //Short Object          short s = S.shortValue();          //Unwrapping Short object to short data            Integer I = new Integer(15);    //Integer Object          int i = I.intValue();           //Unwrapping Integer object to int data            Long L = new Long(50);     //Long Object          long l = L.longValue();    //Unwrapping Long object to long data            Float F = new Float(20);      //Float Object          float f = F.floatValue();    //Unwrapping Float object to float data            Double D = new Double(20.5);   //Double Object          double d = D.doubleValue();    //Unwrapping Double object to double data            Boolean BLN = new Boolean(true);      //Boolean Object          boolean bln = BLN.booleanValue();    //Unwrapping Boolean object to boolean data            Character C = new Character('C');    //Character Object          char c = C.charValue();              //Unwrapping Character object to char data      }  } |

## **Auto-Unboxing :**

From JDK 1.5 onwards, Auto-Unboxing is introduced. According to this feature, you need not to call method of wrapper class to unbox the wrapper object. Java implicitly converts wrapper object to corresponding primitive data if you assign wrapper object to primitive type variable.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte((byte) 10);   //Byte Object          byte b = B;                    //Auto-Unboxing of Byte Object            Short S = new Short((short) 20);   //Short Object          short s = S;                      //Auto-Unboxing of Short Object            Integer I = new Integer(15);    //Integer Object          int i = I;                     //Auto-Unboxing of Integer Object            Long L = new Long(50);     //Long Object          long l = L;               //Auto-Unboxing of Long Object            Float F = new Float(20);      //Float Object          float f = F;                 //Auto-Unboxing of Float Object            Double D = new Double(20.5);   //Double Object          double d = D;                 //Auto-Unboxing of Double Object            Boolean BLN = new Boolean(true);      //Boolean Object          boolean bln = BLN;                   //Auto-Unboxing of Boolean Object            Character C = new Character('C');    //Character Object          char c = C;                         //Auto-Unboxing of Character Object      }  } |

# 5. Constructors And Parsing Methods Of Wrapper Classes In Java:

## **Constructors Of Wrapper Classes In Java:**

Every wrapper class in java has two constructors,

1. First constructor takes corresponding primitive data as an argument
2. Second constructor takes string as an argument.

## **Notes :**

* The string passed to second constructor should be parse-able to number , otherwise you will get run time NumberFormatException.
* Wrapper Class Character has only one constructor which takes char type as an argument. It doesn’t have a constructor which takes String as an argument. Because, String can not be converted into Character.
* Wrapper class Float has three constructors. The third constructor takes double type as an argument.

Following example shows constructors in wrapper classes.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B1 = new Byte((byte) 10);     //Constructor which takes byte value as an argument          Byte B2 = new Byte("10");          //Constructor which takes String as an argument            //Byte B3 = new Byte("abc");      //Run Time Error : NumberFormatException            //Because, String abc can not be parse-able to byte            Short S1 = new Short((short) 20);   //Constructor which takes short value as an argument          Short S2 = new Short("10");         //Constructor which takes String as an argument            Integer I1 = new Integer(30);     //Constructor which takes int value as an argument          Integer I2 = new Integer("30");   //Constructor which takes String as an argument            Long L1 = new Long(40);      //Constructor which takes long value as an argument          Long L2 = new Long("40");    //Constructor which takes String as an argument            Float F1 = new Float(12.2f);      //Constructor which takes float value as an argument          Float F2 = new Float("15.6");   //Constructor which takes String as an argument          Float F3 = new Float(15.6d);    //Constructor which takes double value as an argument            Double D1 = new Double(17.8d);       //Constructor which takes double value as an argument          Double D2 = new Double("17.8");     //Constructor which takes String as an argument            Boolean BLN1 = new Boolean(false);       //Constructor which takes boolean value as an argument          Boolean BLN2 = new Boolean("true");      //Constructor which takes String as an argument            Character C1 = new Character('D');      //Constructor which takes char value as an argument          Character C2 = new Character("abc");    //Compile time error : String abc can not be converted to character      }  } |

## **Important Note :**

If you pass a string other than true or false to the second constructor of Boolean wrapper class, the object is initialized with false.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | public class WrapperClasses  {      public static void main(String[] args)      {          Boolean BLN1 = new Boolean("true");    //passed string "true"            System.out.println(BLN1);       //output : true            Boolean BLN2 = new Boolean("false");   //passed string "false"            System.out.println(BLN2);       //output : false            Boolean BLN3 = new Boolean("abc");     //passed string "abc"            System.out.println(BLN3);       //output : false      }  } |

## **Parsing Methods Of Wrapper Classes In Java :**

All wrapper classes in java have methods to parse the given string to corresponding primitive data provided the string should be parse-able. If the string is not parse-able, you will get NumberFormatException. All parsing methods of wrapper classes are static i.e you can refer them directly using class name.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | public class WrapperClasses  {      public static void main(String[] args)      {          byte b = Byte.parseByte("10");          System.out.println(b);               //Output : 10            short s = Short.parseShort("25");          System.out.println(s);              //Output : 25            int i = Integer.parseInt("123");          System.out.println(i);              //Output : 123            long l = Long.parseLong("100");          System.out.println(l);             //Output : 100            float f = Float.parseFloat("12.35");          System.out.println(f);            //Output : 12.35            double d = Double.parseDouble("12.87");          System.out.println(d);            //Output : 12.87            boolean bln = Boolean.parseBoolean("true");          System.out.println(bln);                   //Output : true            boolean bln1 = Boolean.parseBoolean("abc");          System.out.println(bln1);                 //Output : false            char c = Character.parseChar("abc");     //compile time error            //parseChar() is not defined for Character wrapper class      }  } |

# 6. ValueOf() Method Of Wrapper Classes In Java:

Every wrapper class in java has 3 forms of valueOf method. They are,

1. A valueOf() method which takes primitive type as an argument
2. A valueOf() method which takes String type as an argument
3. A valueOf() method which takes two arguments. One is String type and another one is int type.

All these forms are public and static. The valueOf() methods are mainly used to wrap or box the primitive content into wrapper class objects.

Let’s discuss these three forms in detail.

## **A valueOf() method with primitive type as an argument :**

This form of valueOf method takes primitive type data as an argument and returns corresponding wrapper class object. The template of this form looks like :

**public static return\_type valueOf ( primitive\_type )**

where return\_type is any Wrapper Class.

Following example shows the usage of this form of valueOf() method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = Byte.valueOf((byte) 123);          System.out.println(B);              //Output : 123            Short S = Short.valueOf((short) 25);          System.out.println(S);             //Output : 25            Integer I = Integer.valueOf(46);          System.out.println(I);            //Output : 46            Long L = Long.valueOf(235);          System.out.println(L);            //Output : 235            Float F = Float.valueOf(23.5f);          System.out.println(F);           //Output : 23.5            Double D = Double.valueOf(15.4d);          System.out.println(D);           //Output : 15.4            Boolean BLN = Boolean.valueOf(true);          System.out.println(BLN);        //Output : true            BLN = Boolean.valueOf(false);          System.out.println(BLN);        //Output : false            Character C = Character.valueOf('C');          System.out.println(C);          //Output : C      }  } |

## **valueOf() Method with string as an argument :**

This form of valueOf method takes string as an argument and returns corresponding wrapper class object. It throws NumberFormatException, if string is not a valid numeric value. **Character wrapper class doesn’t have this method as string can not be converted to character.**The template of this form looks like :

**public static return\_type valueOf(String s) throws NumberFormatException**

where return\_type is any wrapper class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = Byte.valueOf("123");          System.out.println(B);              //Output : 123            Short S = Short.valueOf("25");          System.out.println(S);             //Output : 25            Integer I = Integer.valueOf("46");          System.out.println(I);            //Output : 46            Long L = Long.valueOf("235");          System.out.println(L);            //Output : 235            Float F = Float.valueOf("23.5");          System.out.println(F);           //Output : 23.5            Double D = Double.valueOf("15.4");          System.out.println(D);           //Output : 15.4            Boolean BLN = Boolean.valueOf("true");          System.out.println(BLN);        //Output : true            BLN = Boolean.valueOf("false");          System.out.println(BLN);        //Output : false            BLN = Boolean.valueOf("abc");          System.out.println(BLN);       //Output : false            //Character C = Character.valueOf("C");    //Compile Time Error : Character Class doesn't have this method      }  } |

## **valueOf() Method with string and int as an arguments :**

This form of valueOf method takes two arguments. One is String type which holds valid numeric value to be converted into wrapper class object and second argument is int type which indicates the radix or base of that numeric value. This form also throws NumberFormatException if String is not a valid numeric value. **This method is available only in Byte, Short, Integer and Long wrapper classes.** The template of this form is,

**public static return\_type valueOf(String s, int radix) throws NumberFormatException**

where return\_type is any wrapper class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = Byte.valueOf("10110", 2);  //A number with base 2 is converted into decimal value          System.out.println(B);              //Output : 22            B = Byte.valueOf("43", 5);         //A number with base 5 is converted into decimal value          System.out.println(B);             //Output : 23            Short S = Short.valueOf("12043", 8);     //A number with base 8 is converted into decimal value          System.out.println(S);                  //Output : 5155            S = Short.valueOf("4751", 10);      //A number with base 10 is converted into decimal value          System.out.println(S);              //Output : 4751            Integer I = Integer.valueOf("4673AB", 12);    //A number with base 12 is converted into decimal value          System.out.println(I);            //Output : 1132403            I = Integer.valueOf("6489CDF", 16);     //A number with base 16 is converted into decimal value          System.out.println(I);                  //Output : 105422047            Long L = Long.valueOf("GHFTDJ", 36);    //A number with base 36 is converted into decimal value          System.out.println(L);                 //Output : 996750199            L = Long.valueOf("DFGCHJ", 36);      //A number with base 36 is converted into decimal value          System.out.println(L);               //Output : 812017207      }  } |

Following example shows some cases where you may get NumberFornatException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = Byte.valueOf("1012", 2);            //NumberFormatException : Because, Number with base 2 must contain only 0 and 1.            Byte B = Byte.valueOf("12043", 5);            //NumberFormatException : Value is out of range for Byte Type.            Short S = Short.valueOf("12043", 5);  //No Run time error : value is within the range of Short          System.out.println(S);                //Output : 898            Integer I = Integer.valueOf("1891BGH", 16);            //NumberFormatException : Because, Number with base 16 must contain any digits from 0 to 9          //and any character in A, B, C, D, E and F.            Long L = Long.valueOf("GHJBDFR", 36);            //No Run Time error : A number with base 36 can contain any digits and any alphabets from A to Z          System.out.println(L);     //Output : 35888885703      }  } |

# 7. Number Class:

Number Class in java is an abstract class. It is placed in **java.lang package**. It has four abstract methods and two concrete methods. The definition of Number Class Looks like this,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | public abstract class Number extends Object implements Serializable  {       //Four Abstract Methods       public abstract int intValue();       public abstract long longValue();       public abstract float floatValue();       public abstract double doubleValue();         //Two Concrete Methods       public byte byteValue()       {            return (byte)intValue();       }         public short shortValue()       {            return (short)intValue();       }  } |

You can notice that, even concrete methods byteValue() and shortValue() call abstract intValue() method from their body. That means, to use these two methods, abstract intValue() method must be implemented.

All wrapper classes which represent numeric values i.e Byte, Short, Integer, Long, Float and Double are sub classes of Number class and they implement all four abstract methods.

Let’s see these methods one by one.

* **intValue() Method :**

This method returns int value of the specified object. It may involve truncation of the value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          int i = B.intValue();          System.out.println(i);      //Output : 55            Short S = new Short("23");          i = S.intValue();          System.out.println(i);     //Output : 23            Integer I = new Integer("56");          i = I.intValue();          System.out.println(i);    //Output : 56            Long L = new Long("125");          i = L.intValue();          System.out.println(i);    //Output : 125            Float F = new Float("23.56");          i = F.intValue();          System.out.println(i);    //Output : 23  (Value is truncated)            Double D = new Double("521.56");          i = D.intValue();          System.out.println(i);   //Output : 521  (Value is truncated)      }  } |

* **longValue() Method :**

It returns long value of  the specified object. It may involve truncation of the value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          long l = B.longValue();          System.out.println(l);      //Output : 55            Short S = new Short("23");          l = S.longValue();          System.out.println(l);     //Output : 23            Integer I = new Integer("56");          l = I.longValue();          System.out.println(l);    //Output : 56            Long L = new Long("125");          l = L.longValue();          System.out.println(l);    //Output : 125            Float F = new Float("23.56");          l = F.longValue();          System.out.println(l);    //Output : 23  (Value is truncated)            Double D = new Double("521.56");          l = D.longValue();          System.out.println(l);   //Output : 521  (Value is truncated)      }  } |

* **floatValue() Method :**

It returns float value of the specified object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          float f = B.floatValue();          System.out.println(f);      //Output : 55.0            Short S = new Short("23");          f = S.floatValue();          System.out.println(f);     //Output : 23.0            Integer I = new Integer("56");          f = I.floatValue();          System.out.println(f);    //Output : 56.0            Long L = new Long("125");          f = L.floatValue();          System.out.println(f);    //Output : 125.0            Float F = new Float("23.56");          f = F.floatValue();          System.out.println(f);    //Output : 23.56            Double D = new Double("521.56");          f = D.floatValue();          System.out.println(f);   //Output : 521.56      }  } |

* **doubleValue() Method :**

It returns double value of the specified object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          double d = B.doubleValue();          System.out.println(d);      //Output : 55.0            Short S = new Short("23");          d = S.floatValue();          System.out.println(d);     //Output : 23.0            Integer I = new Integer("56");          d = I.floatValue();          System.out.println(d);    //Output : 56.0            Long L = new Long("125");          d = L.floatValue();          System.out.println(d);    //Output : 125.0            Float F = new Float("23.56");          d = F.floatValue();          System.out.println(d);    //Output : 23.559999465942383            Double D = new Double("521.56");          d = D.floatValue();          System.out.println(d);   //Output : 521.5599975585938      }  } |

* **byteValue() Method :**

It returns byte value of the specified object. It may involve truncation.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          byte b = B.byteValue();          System.out.println(b);      //Output : 55            Short S = new Short("23");          b = S.byteValue();          System.out.println(b);     //Output : 23            Integer I = new Integer("56");          b = I.byteValue();          System.out.println(b);    //Output : 56            Long L = new Long("125");          b = L.byteValue();          System.out.println(b);    //Output : 125            Float F = new Float("23.56");          b = F.byteValue();          System.out.println(b);    //Output : 23    (Value is truncated)            Double D = new Double("521.56");          b = D.byteValue();          System.out.println(b);   //Output : 9      }  } |

* **shortValue() Method :**

It returns short value of specified object. It may involve truncation.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class WrapperClasses  {      public static void main(String[] args)      {          Byte B = new Byte("55");          short s = B.shortValue();          System.out.println(s);      //Output : 55            Short S = new Short("23");          s = S.shortValue();          System.out.println(s);     //Output : 23            Integer I = new Integer("56");          s = I.shortValue();          System.out.println(s);    //Output : 56            Long L = new Long("125");          s = L.shortValue();          System.out.println(s);    //Output : 125            Float F = new Float("23.56");          s = F.shortValue();          System.out.println(s);    //Output : 23     (value is truncated)            Double D = new Double("521.56");          s = D.shortValue();          System.out.println(s);   //Output : 521      (value is truncated)      }  } |

# 8. Auto-Widening Vs Auto-Boxing Vs Auto-UpCasting In Java:

Just go through the following example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | public class WrapperClasses  {      static void overloadedMethod(Integer I)      {          System.out.println("Integer Wrapper Class Type");      }        static void overloadedMethod(long l)      {          System.out.println("long primitive type");      }        public static void main(String[] args)      {          int i = 21;            overloadedMethod(i);      }  } |

In the above example, ‘overloadedMethod’ is overloaded. One method takes Integer wrapper class type as an argument and another method takes primitive long type as an argument. In the main method, we are calling this ‘overloadedMethod’ by passing primitive int type as an argument. When you run this program, you will get “long primitive type” as output. That means, auto-widening is happening not auto-boxing.

Now, make little modification to the above example. Change the argument of second method from primitive long type to Long wrapper class type.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | public class WrapperClasses  {      static void overloadedMethod(Integer I)      {          System.out.println("Integer Wrapper Class Type");      }        static void overloadedMethod(Long L)      {          System.out.println("Long Wrapper Class Type");      }        public static void main(String[] args)      {          int i = 21;            overloadedMethod(i);      }  } |

Now run this program. you will get “Integer Wrapper Class Type” as output. That means auto-boxing is happening.

Now, make one more modification to the above program. Change the argument of first method from Integer Wrapper Class Type to Double Wrapper Class Type.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | public class WrapperClasses  {      static void overloadedMethod(Double D)      {          System.out.println("Double Wrapper Class Type");      }        static void overloadedMethod(Long L)      {          System.out.println("Long Wrapper Class Type");      }        public static void main(String[] args)      {          int i = 21;            overloadedMethod(i);   //compile time error      }  } |

Above example gives compile time error. Because, there is no method definition which takes int type as an argument. Primitive int type can be auto-widened to big sized primitive types or can be auto-boxed to Integer wrapper class type but can not be converted into Double or Long wrapper class type.

Now, add one more overloadedMethod which takes Number Class type as an argument to the above class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class WrapperClasses  {      static void overloadedMethod(Number N)      {          System.out.println("Number Class Type");      }        static void overloadedMethod(Double D)      {          System.out.println("Double Wrapper Class Type");      }        static void overloadedMethod(Long L)      {          System.out.println("Long Wrapper Class Type");      }        public static void main(String[] args)      {          int i = 21;            overloadedMethod(i);      }  } |

Now run this program, you will get “Number Class Type” as output. What happened here is, internally primitive int type is auto-boxed to Integer type and Integer type is auto-UpCasted to Number type as Integer wrapper class is a sub class of Number class.

Above examples can be summarized like below,

* If you are passing primitive data type as an argument to the method call, compiler first checks for a method definition which takes **same data type** as an argument.
* If such method does not exist, then it checks for the method definition which takes big sized primitive data type than passed data type. i.e It tries to perform **auto-widening conversion** of passed data type.
* If auto-widening conversion is not possible, then it checks for method definition which takes corresponding wrapper class type as an argument. i.e It tries to perform **auto-boxing conversion**.
* If such method does not exist, then it checks for the method which takes super class type (Number or Object type) as an argument.
* If such method also does not exist, then compiler gives compile time error.

It can be diagrammatically represented as,
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# Java OOP Concepts Cheat Sheet:

Java is an object oriented programming language. Object oriented programming model visualizes everything as object. An object, in object oriented programming concept, is a real world entity which has both state and behavior. A class is a template for same type of objects. For example, A Car is a class which acts as a template for car1, car2, car3… objects. The whole object oriented programming paradigm or simply OOP model is based on four fundamental concepts. They are – Inheritance, Abstraction, Polymorphism and Encapsulation. These are often called as four main pillars of the object oriented programming model. Let’s see these OOP concepts one by one and how they are implemented in Java.

Below is the Java OOP Concepts Cheat Sheet. You can download it and refer whenever required.
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#### **1) Inheritance**

Inheritance, as name itself suggests, is used to inherit properties from parent class to child class. Using inheritance, you can reuse existing tried and tested code or else you can add more features to existing class without modifying it by extending it through its subclass.

In Java, inheritance is implemented by using extends keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | class SuperClass  {      String superClassField = "Super\_Class\_Field";        void superClassMethod()      {          System.out.println("Super\_Class\_Method");      }  }    class SubClass extends SuperClass  {      String subClassField = "Sub\_Class\_Field";        void subClassMethod()      {          System.out.println("Sub\_Class\_Method");      }  }    public class JavaOOPConcepts  {      public static void main(String[] args)      {          SubClass subClass = new SubClass();            subClass.subClassMethod();          System.out.println(subClass.subClassField);            //SuperClass properties are inherited to SubClass            subClass.superClassMethod();          System.out.println(subClass.superClassField);        }  } |

In the above program, SubClass is extending SuperClass. Hence, SubClass will have properties inherited from SuperClass along with its own properties. You can say that either we are reusing properties of SuperClass in SubClass or we are adding additional features to SuperClass by extending it through SubClass.

#### **2) Abstraction**

In computer science terms, abstraction means separating ideas from their actual implementations. Using abstraction, you define only ideas in one class so that those ideas can be implemented by its subclasses according to their requirements.

In Java, abstraction is implemented by abstract classes and interfaces.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | abstract class AbstractClass  {      abstract void anIdea();  }    class SubClassOne extends AbstractClass  {      @Override      void anIdea()      {          System.out.println("An idea is implemented according to SubClassOne requirement");      }  }    class SubClassTwo extends AbstractClass  {      @Override      void anIdea()      {          System.out.println("An idea is implemented according to SubClassTwo requirement");      }  } |

In the above code, AbstractClass has only idea and that idea is implemented by SubClassOne and SubClassTwo according to their requirements.

You can also use interfaces in Java to implement abstraction.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | interface Interface  {      void anIdea();  }    class ClassOne implements Interface  {      @Override      public void anIdea()      {          System.out.println("An idea is implemented according to ClassOne requirement");      }  }    class ClassTwo implements Interface  {      @Override      public void anIdea()      {          System.out.println("An idea is implemented according to ClassTwo requirement");      }  } |

In the above code snippet, Interface has anIdea() which is implemented by ClassOne and ClassTwo according to their requirements.

Till Java 8, interfaces are allowed to have only abstract methods. From Java 8, they can also have concrete methods in the form of default and static methods thus reducing the gap between abstract classes and interfaces. See the differences between abstract classes Vs Interfaces after Java 8 [here](https://javaconceptoftheday.com/interface-vs-abstract-class-after-java-8/).

#### **3) Polymorphism**

Poly means many and morphs means forms. So, anything which has multiple forms is called as polymorphism. In computer science terms, any entity like operator or method or constructor which takes many forms and can be used for multiple tasks is called as polymorphism. For example, ‘+’ operator can be used for addition of two numbers as well as for concatenation of two strings.

In Java, there are two types of polymorphism – static polymorphism and dynamic polymorphism.

**Static Polymorphism :**

Any entity which shows polymorphism during compilation is called static polymorphism. In this type of polymorphism, object used is determined during compilation itself. Hence, it is also called as static binding or early binding.

Operator overloading, method overloading and constructor overloading are best examples of static polymorphism.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class AnyClass  {      int i;      String s;        //Constructor Overloading        public AnyClass()      {          this.i = 1;          this.s = "";      }        public AnyClass(int i, String s)      {          this.i = i;          this.s = s;      }        //Method Overloading        void anyMethod(int i)      {          System.out.println(i+this.i);   //Here, '+' is used to add two numbers      }        void anyMethod(String s)      {          System.out.println(s+this.s);   //Here, '+' is used to concatenate two strings      }  } |

**Dynamic Polymorphism :**

Any entity which shows polymorphism at run time is called as dynamic polymorphism. It is also called as late binding or dynamic binding as object used is determined at run time. Method overriding shows dynamic polymorphism.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | class SuperClass  {      void superClassMethod()      {          System.out.println("Super\_Class\_Method");      }  }    class SubClass extends SuperClass  {      @Override      void superClassMethod()      {          System.out.println("Super\_Class\_Method\_Is\_Overridden");      }  }    public class JavaOOPConcepts  {      public static void main(String[] args)      {          SuperClass superClass = new SuperClass();            superClass.superClassMethod();        //Output : Super\_Class\_Method            superClass = new SubClass();            superClass.superClassMethod();        //Output : Super\_Class\_Method\_Is\_Overridden        }  } |

#### **4) Encapsulation**

Bundling of data and operations to be performed on that data into single unit is called as encapsulation. Encapsulation in Java can be achieved by including both variables (data) and methods (operations) which act upon those variables into a single unit called class.

Encapsulation is often used to hide important information from outside the world. It is called data hiding. This can be achieved by declaring all important variables as private and providing public getter and setter methods.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | class Customer  {      private int custID;      private String name;      private String address;        //Getter and setter for custID        public int getCustID()      {          return custID;      }        public void setCustID(int custID)      {          this.custID = custID;      }        //Getter and setter for name        public String getName() {          return name;      }        public void setName(String name)      {          this.name = name;      }        //Getter and setter for address        public String getAddress()      {          return address;      }        public void setAddress(String address)      {          this.address = address;      }  } |

# Exception Handling

# 1. Exception Handling in Java:

An exception is an abnormal condition which occurs during run time and disrupts the normal flow of the program.  This exception must be handled to maintain the normal flow of the program. If this exception is not handled properly, the rest of the program will not be executed. Hence, causing the abrupt termination of the program. Therefore, you must handle the exceptions for the smooth flow of the program. To handle the run time exceptions, one mechanism is provided in java and it is called exception handling.

Let’s see some of the exceptions and their handling using **try and catch** blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            Integer I = new Integer("abc");  //This statement throws NumberFormatException            System.out.println("This statement will not be executed");      }  } |

In the above example, Line 7 throws NumberFormatException. This causes the abrupt termination of the program i.e remaining statement (Line 8) will not be executed. To make it run normally, enclose the statement which is throwing an exception in try-catch blocks. This is shown below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            try          {              Integer I = new Integer("abc");  //This statement throws NumberFormatException          }          catch (Exception e)          {              System.out.println("exception caught");          }            System.out.println("Now, This statement will also be executed");      }  } |

Below example throws ArithmaticException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            int i = 1000/0;    //This statement throws ArithmaticException : / by zero            System.out.println("This statement will not be executed");      }  } |

Below example shows how ArithmaticException can be handled using try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            try          {              int i = 1000/0;    //This statement throws ArithmaticException : / by zero          }          catch (Exception e)          {              System.out.println("Exception Caught");          }            System.out.println("Now, This statement will also be executed");      }  } |

This example throws ArrayIndexOutOfBoundsException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            String s = args[1];    //This statement throws ArrayIndexOutOfBoundsException            System.out.println("This statement will not be executed");      }  } |

and this can be handled using try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            try          {              String s = args[1];    //This statement throws ArrayIndexOutOfBoundsException          }          catch (Exception e)          {              System.out.println("Exception Caught");          }            System.out.println("Now, This statement will also be executed");      }  } |

Below example throws ClassCastException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            Object o = new Object();            ExceptionHandling e = (ExceptionHandling) o;   //This statement throws ClassCastException            System.out.println("This statement will not be executed");      }  } |

Below example shows handling of ClassCastException using try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            Object o = new Object();            try          {              ExceptionHandling e = (ExceptionHandling) o;   //This statement throws ClassCastException          }          catch (Exception e)          {              System.out.println("Exception Caught");          }            System.out.println("Now, This statement will also be executed");      }  } |

Below example throws NullPointerException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            String s = null;            System.out.println(s.length());  //This statement throws NullPointerException            System.out.println("This statement will not be executed");      }  } |

and this example shows how NullPointerException can be handled using try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("This statement will be executed");            String s = null;            try          {              System.out.println(s.length());  //This statement throws NullPointerException          }          catch (Exception e)          {              System.out.println("Exception Caught");          }            System.out.println("Now, This statement will also be executed");      }  } |

# 2. try, catch and finally blocks In Java:

Exception Handling in java is implemented using five keywords.

1) try       2)catch       3)finally       4)throw         5)throws

Today we will discuss about try, catch and finally keywords. Remaining keywords will be discussed in subsequent concepts.

* try, catch and finally keywords are main fundamentals of exception handling in java. The syntax for using these three keywords is,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | try  {      //This is the try block      //In this block, keep those statements which may      //throw run time exceptions  }    catch(Exception e)  {      //This is the catch block.      //It takes one argument of type java.lang.Exception      //This block catches the exceptions thrown by try block  }    finally  {      //This is the finally block.  } |

**try block :**In try block, keep those statements which may throw exceptions during run time.

**catch block :** This block handles the exceptions thrown by try block. It takes one argument of type java.lang.Exception.

**finally block :** Whether exception is thrown or not and thrown exception is caught or not, this block will be always executed.

For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", "xyz", "456"};   //String Array containing valid and invalid numeric values            for (int i = 0; i < s.length; i++)          {              try              {                  int intValue = Integer.parseInt(s[i]); //This statement may throw NumberFormatException              }              catch(NumberFormatException ex)              {                  System.out.println("The thrown NumberFormatException will be caught here");              }              finally              {                  System.out.println("This block is always executed");              }          }      }  } |

In the above example, A string array, containing valid and invalid numeric values, is iterated through for loop. Each element of an array is parsed to primitive int type. Element with valid numeric value is parsed without throwing an exception. Element with invalid numeric value can not be parsed to int type and it throws the NumberFormatException. This exception is caught in catch block making the flow of the program normal. finally block is executed for every iteration whether element is parsed or not.

* When a statement throws an exception in the try block, the remaining part of the try block will not be executed. Program control comes out of the try block and enters directly into catch block.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              int i = 10/0;           //This statement throws ArithmeticException                System.out.println("This statement will not be executed");          }          catch(Exception ex)          {              System.out.println("This block is executed immediately after an exception is thrown");          }          finally          {              System.out.println("This block is always executed");          }      }  } |

* try, catch and finally blocks form one unit. i.e You can’t keep other statements in between try, catch and finally blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | public class ExceptionHandling  {      public static void main(String[] args)      {          System.out.println("You can keep any number of statements here");            try          {              int i = 10/0;           //This statement throws ArithmeticException                System.out.println("This statement will not be executed");          }            //You can't keep statements here            catch(ArithmeticException ex)          {              System.out.println("This block is executed immediately after an exception is thrown");          }            //You can't keep statements here            finally          {              System.out.println("This block is always executed");          }            System.out.println("You can keep any number of statements here");      }  } |

* You can display the description of an exception thrown using Exception object in the catch block.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              String s = null;                System.out.println(s.length());   //This statement throws NullPointerException                System.out.println("This statement will not be executed");          }          catch(Exception ex)          {              System.out.println(ex);    //Output : java.lang.NullPointerException                ex.printStackTrace();     //This prints stack trace of exception          }          finally          {              System.out.println("This block is always executed");          }      }  } |

# 3. Multiple Catch Blocks In Java:

We will discuss about Multiple Catch Blocks In Java

* In some cases, A single statement may throw more than one type of exception. In such cases, Java allows you to put more than one catch blocks. One catch block handles one type of exception.  When an exception is thrown by the try block, all the catch blocks are examined in the order they appear and one catch block which matches with exception thrown will be executed. After, executing catch block, program control comes out of try-catch unit.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < 6; i++)          {              try              {                  int a = s[i].length() + Integer.parseInt(s[i]);                    //This statement may throw NumberFormatException, NullPointerException and ArrayIndexOutOfBoundsException                }                catch(NumberFormatException ex)              {                  System.out.println("NumberFormatException will be caught here");              }                catch (ArrayIndexOutOfBoundsException ex)              {                  System.out.println("ArrayIndexOutOfBoundsException will be caught here");              }                catch (NullPointerException ex)              {                  System.out.println("NullPointerException will be caught here");              }                System.out.println("After executing respective catch block, this statement will be executed");          }      }  } |

In the above example, a string array is iterated through for loop. First statement of try block (Line 11) may throw NumberFormatException because string array contain some non-numeric values or It may throw NullPointerException because string array contains one null object or it may throw ArrayIndexOutOfBoundsException because we are trying to iterate 6 elements, but actually string array contains only 4 elements. Depending upon the type of exception thrown, corresponding catch block will be executed.

* From Java 7 onward, there is one more way for handling multiple exceptions. Multiple exceptions thrown by the try block can be handled by a single catch block using **pipe (|) operator**. By using pipe operator, the above example can be written as,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < 6; i++)          {              try              {                  int a = s[i].length() + Integer.parseInt(s[i]);                    //This statement may throw NumberFormatException, NullPointerException and ArrayIndexOutOfBoundsException              }                catch(NumberFormatException | NullPointerException | ArrayIndexOutOfBoundsException ex)              {                  System.out.println("Now, this block handles NumberFormatException, NullPointerException and ArrayIndexOutOfBoundsException");              }          }      }  } |

* java.lang.Exception is super class of all types of exception. (Types of exceptions will be discussed later). It handles all types of exceptions. In the above example, all catch blocks can be replaced by one catch block which handles all types of exceptions. This type of exception handling comes very handy when you are not sure about the types of exceptions your code may throw.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < 6; i++)          {              try              {                  int a = s[i].length() + Integer.parseInt(s[i]);                    //This statement may throw NumberFormatException, NullPointerException and ArrayIndexOutOfBoundsException              }                catch(Exception ex)              {                  System.out.println("This block handles all types of exceptions");              }          }      }  } |

* The order of catch blocks should be from most specific to most general ones. i.e Sub classes of Exception must come first and super classes later. If you keep the super classes first and sub classes later, you will get compile time error : **Unreachable Catch Block**.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              int i = Integer.parseInt("abc");   //This statement throws NumberFormatException          }            catch(Exception ex)          {              System.out.println("This block handles all exception types");          }            catch(NumberFormatException ex)          {              //Compile time error              //This block becomes unreachable as              //exception is already handled by above catch block          }      }  } |

Below is the correct way to write above program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              int i = Integer.parseInt("abc");   //This statement throws NumberFormatException          }            catch(NumberFormatException ex)          {              System.out.println("This block handles NumberFormatException");          }            catch(Exception ex)          {              System.out.println("This block handles all exception types");          }            catch (Throwable ex)          {              System.out.println("Throwable is super class of Exception");          }      }  } |

# 4. Nested try catch Blocks In Java:

In Java, try-catch blocks can be nested. i.e one try block can contain another try-catch block. The syntax for nesting try blocks is,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | try     //Outer try block  {      //Some Statements        try    //Inner try block      {          //Some Statements      }      catch (Exception ex)    //Inner catch block      {        }  }  catch(Exception ex)     //Outer catch block  {    } |

Let’s discuss some of the points about nested try catch blocks in java.

* Nested try blocks are useful when different statements of try block throw different types of exceptions.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < s.length; i++)          {              try     //Outer try block              {                  int a = s[i].length();    //This statement may throw NullPointerException                    try    //Inner try block                  {                      a = Integer.parseInt(s[i]);    //This statement may throw NumberFormatException                  }                  catch (NumberFormatException ex)   //Inner catch block                  {                      System.out.println("NumberFormatException will be caught here");                  }              }              catch(NullPointerException ex)     //Outer catch block              {                  System.out.println("NullPointerException will be caught here");              }          }      }  } |

* try blocks can be nested at any level.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < s.length; i++)          {              //First Level try-catch block              try              {                  int a = s[i].length();    //This statement may throw NullPointerException                    //second level try-catch block                  try                  {                      System.out.println(s[i+1]);   //This statement may throw ArrayIndexOutOfBoundsException                        //third level try-catch block                      try                      {                          a = Integer.parseInt(s[i]);    //This statement may throw NumberFormatException                      }                      catch (NumberFormatException e)                      {                          System.out.println("NumberFormatException will be caught here");                      }                  }                  catch (ArrayIndexOutOfBoundsException ex)                  {                      System.out.println("ArrayIndexOutOfBoundsException will be caught here");                  }              }              catch(NullPointerException ex)              {                  System.out.println("NullPointerException will be caught here");              }          }      }  } |

* If the exception thrown by the inner try block can not be caught by it’s catch block, then this exception is propagated to outer try blocks. Any one of the outer catch block should handle this exception otherwise program will terminate abruptly.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | public class ExceptionHandling  {      public static void main(String[] args)      {          String[] s = {"abc", "123", null, "xyz"};   //String array containing one null object            for (int i = 0; i < s.length; i++)          {              //First Level try-catch block              try              {                  int a = s[i].length();    //This statement may throw NullPointerException                    //second level try-catch block                  try                  {                      System.out.println(s[i+1]);   //This statement may throw ArrayIndexOutOfBoundsException                        //third level try-catch block                      try                      {                          a = Integer.parseInt(s[i]);    //This statement may throw NumberFormatException                      }                      catch (NullPointerException e)                      {                          System.out.println("NumberFormatException will not be caught here");                      }                  }                  catch (NumberFormatException ex)                  {                      System.out.println("NumberFormatException will be caught here");                  }              }              catch(Exception ex)              {                  System.out.println("This block catches all types of exceptions");              }          }      }  } |

* In the following example also, try-catch blocks are nested. main() method calls nestedTry() method. nestedTry() method has one try-catch block. First statement in try block throws NumberFormatException which is not handled by it’s catch block. So, It propagates to try-catch block of main method which handles this exeption.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              nestedTry();          }          catch(Exception ex)          {              System.out.println("NumberFormatException will be caught here");          }      }        static void nestedTry()      {          try          {              int i = Integer.parseInt("abc");    //This statement throws NumberFormatException          }          catch(NullPointerException ex)          {              System.out.println("NumberFormatException will not be caught here");          }      }  } |

* From the above examples, we come to know that exception thrown must be handled somewhere in the program. If it is not handled, then program will be terminated abruptly.

# 5. Return Value From try-catch-finally Blocks:

we will see some examples in which try-catch-finally blocks return a value.

* If method returns a value and also has try, catch and finally blocks in it, then following two rules need to follow.

1) If finally block returns a value then try and catch blocks may or may not return a value.

2) If finally block does not return a value then both try and catch blocks must return a value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          try          {              //This block may or may not return a value as finally block is returning a value          }          catch (Exception e)          {              //This block may or may not return a value as finally block is returning a value          }          finally          {              return 20;          }      }  } |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          try          {              return 10;          }          catch (Exception e)          {              return 20;          }          finally          {              //Now, This block may or may not return a value              //as both try and catch blocks are returning a value          }      }  } |

* If try-catch-finally blocks are returning a value according to above rules, then you should not keep any statements after finally block. Because they become unreachable and in Java, Unreachable code gives compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          try          {              return;          }          catch (Exception e)          {              return;          }          finally          {              return;          }            System.out.println("Unreachable code");    //Compile Time Error : Unreachable Code      }  } |

* finally block overrides any return values from try and catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());    //Output : 50      }        static int methodReturningValue()      {          try          {              return 10;          }          catch (Exception e)          {              return 20;          }          finally          {              return 50;    //This method returns 50 not 10 or 20          }      }  } |

* finally block will be always executed even though try and catch blocks are returning the control.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());    //Output : 10      }        static int methodReturningValue()      {          try          {              return 10;    //control will not be passed to main() method here          }          catch (Exception e)          {              return 20;    //Control will not be passed to main() method here          }          finally          {              System.out.println("finally block is always executed");                //Control will be passed to main() method after executing this block          }      }  } |

* Go through the following examples and try to analyse their output.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static String methodReturningValue()      {          String s = null;          try          {              s = "return value from try block";              return s;          }          catch (Exception e)          {              s = s + "return value from catch block";              return s;          }          finally          {              s = s + "return value from finally block";          }      }  } |

OUTPUT : return value from try block

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          int i = 0;            try          {              i = 1;              return i;          }          catch (Exception e)          {              i = 2;              return i;          }          finally          {              i = 3;          }      }  } |

OUTPUT : 1

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          int i = 0;            try          {              i = 1;              return i;          }          catch (Exception e)          {              i = 2;          }          finally          {              i = 3;          }            return i;      }  } |

OUTPUT : 1

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          try          {              int i = Integer.parseInt("123");              return 20;          }          finally          {              return 50;          }      }  } |

OUTPUT : 50

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ReturnValueFromTryCatchFinally  {      public static void main(String[] args)      {          System.out.println(methodReturningValue());      }        static int methodReturningValue()      {          try          {              int i = Integer.parseInt("abc");   //This statement throws NumberFormatException              return 20;          }          finally          {              return 50;          }      }  } |

OUTPUT : 50

# 6. Hierarchy Of Exceptions In Java:

let’s see what is checked and unchecked exceptions in brief. (we will discuss about them in detail later).

## **Checked Exceptions**

Checked exceptions are known to compiler i.e they are the exceptions that are checked at compile time. Checked exceptions are also called compile time exceptions, because they can be known during compile time.

## **Unchecked Exceptions**

Unchecked exceptions are not known to compiler.  They are the exceptions that are not checked at compile time, because they occur only at run time.That’s why these exceptions are also called run time exceptions.

Now, come to hierarchy of exceptions in java.

## **java.lang.Throwable :**

java.lang.Throwable is the super class of all errors and exceptions in java. Throwable class extends java.lang.Object class. The only argument of catch block must be it’s type or it’s sub class type. You can check the documentation of Throwable class [here](http://docs.oracle.com/javase/7/docs/api/java/lang/Throwable.html). It has two sub classes.

1)java.lang.Error

2)java.lang.Exception

## **1) java.lang.Error :**

java.lang.Error is the super class for all types of errors in java. You can follow the documentation of Error class [here](http://docs.oracle.com/javase/7/docs/api/java/lang/Error.html). Some of the common errors are,

* [java.lang.VirtualMachineError](http://docs.oracle.com/javase/7/docs/api/java/lang/VirtualMachineError.html) : The most common virtualMachineErrors are [StackOverFlowError](http://docs.oracle.com/javase/7/docs/api/java/lang/StackOverflowError.html) and [OutOfMemoryError.](http://docs.oracle.com/javase/7/docs/api/java/lang/OutOfMemoryError.html)
* [java.lang.AssertionError](http://docs.oracle.com/javase/7/docs/api/java/lang/AssertionError.html)
* [java.lang.LinkageError](http://docs.oracle.com/javase/7/docs/api/java/lang/LinkageError.html)  : The common LinkageError are [NoClassDefFoundError](http://docs.oracle.com/javase/7/docs/api/java/lang/NoClassDefFoundError.html) and subclasses of [IncompatibleClassChangeError](http://docs.oracle.com/javase/7/docs/api/java/lang/IncompatibleClassChangeError.html). The most frequent IncompatibleClassChangeErrors are NoSuchMethodError, NoSuchFieldError, AbstractMethodError, IllegalAccessError and InstantiationError.

All sub classes of Error class are unchecked type of exceptions. i.e They occur during run time only.

## **2) java.lang.Exception :**

java.lang.Exception is the super class for all types of Exceptions in java. You can follow the documentation of Exception class [here](http://docs.oracle.com/javase/7/docs/api/java/lang/Exception.html). All sub classes of Exception class except sub classes of RunTimeException are checked type of exceptions. Some of the common sub classes of Exception are,

* [java.lang.RunTimeException](http://docs.oracle.com/javase/7/docs/api/java/lang/RuntimeException.html)

All sub classes of RunTimeException are unchecked type of exceptions. i.e They occur during run time only. Some common RunTimeException are [ArithmeticException](http://docs.oracle.com/javase/7/docs/api/java/lang/ArithmeticException.html), [NumberFormatException](http://docs.oracle.com/javase/7/docs/api/java/lang/NumberFormatException.html), [NullPointerException](http://docs.oracle.com/javase/7/docs/api/java/lang/NullPointerException.html), [ArrayIndexOutOfBoundsException](http://docs.oracle.com/javase/7/docs/api/java/lang/ArrayIndexOutOfBoundsException.html) and [ClassCastException](http://docs.oracle.com/javase/7/docs/api/java/lang/ClassCastException.html).

* [java.lang.InterruptedException](http://docs.oracle.com/javase/7/docs/api/java/lang/InterruptedException.html)
* [java.lang.IOException](http://docs.oracle.com/javase/7/docs/api/java/io/IOException.html)
* [java.lang.SQLException](http://docs.oracle.com/javase/7/docs/api/java/sql/SQLException.html)
* [java.lang.ParseException](http://docs.oracle.com/javase/7/docs/api/java/text/ParseException.html)

All above classes are placed in java.lang package. Click on class to follow the documentation of that class. The above hierarchy can be represented as,
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# 7. Throwing And Re-Throwing An Exception In Java:

Till now, we are catching the exceptions which are thrown by Java Run Time System. Today, we will learn how to throw and re-throw exceptions explicitly.

## **Throwing An Exception :**

We all know that Throwable class is super class for all types of errors and exceptions. An object to this Throwable class or it’s sub classes can be created in two ways. First one is using an argument of catch block. In this way, Throwable object or object to it’s sub classes is implicitly created and thrown by java run time system. Second one is using new operator. In this way, Throwable object or object to it’s sub classes is explicitly created and thrown by the code.

An object to Throwable or to it’s sub classes can be explicitly created and thrown by using **throw** keyword. The syntax for using throw keyword is,

**throw InstanceOfThrowableType;**

where, InstanceOfThrowableType must be an object of type Throwable or subclass of Throwable.

Such explicitly thrown exception must be handled some where in the program, otherwise program will be terminated.

For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | public class ExceptionHandling  {      public static void main(String[] args)      {          methodWithThrow();      }        static void methodWithThrow()      {          try          {              NumberFormatException ex = new NumberFormatException();    //Creating an object to NumberFormatException explicitly                throw ex;        //throwing NumberFormatException object explicitly using throw keyword          }          catch(NumberFormatException ex)          {              System.out.println("explicitly thrown NumberFormatException object will be caught here");          }      }  } |

It is not compulsory that explicitly thrown exception must be handled by immediately following try-catch block. It can be handled by any one of it’s enclosing try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              methodWithThrow();          }          catch(NumberFormatException ex)          {              System.out.println("NumberFormatException object thrown in methodWithThrow() method will be handled here");          }      }        static void methodWithThrow()      {          try          {              NumberFormatException ex = new NumberFormatException("This is an object of NumberFormatException");                throw ex;        //throwing NumberFormatException object explicitly using throw keyword          }          catch(ArithmeticException ex)          {              System.out.println("Explicitly thrown NumberFormatException object will not be caught here");          }      }  } |

## **Re-throwing An Exception :**

We all know that exceptions occurred in the try block are caught in catch block. Thus caught exceptions can be re-thrown using **throw** keyword. Re-thrown exception must be handled some where in the program, otherwise program will terminate abruptly. For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              methodWithThrow();          }          catch(NullPointerException ex)          {              System.out.println("NullPointerException Re-thrown in methodWithThrow() method will be handled here");          }      }        static void methodWithThrow()      {          try          {              String s = null;              System.out.println(s.length());   //This statement throws NullPointerException          }          catch(NullPointerException ex)          {              System.out.println("NullPointerException is caught here");                throw ex;     //Re-throwing NullPointerException          }      }  } |

# 8. throws Keyword In Java:

If a method is capable of throwing an exception that it could not handle, then it should specify that exception using throws keyword. It helps the callers of that method in handling that exception. The syntax for using throws keyword is,

|  |  |
| --- | --- |
| 1  2  3  4 | return\_type method\_name(parameter\_list) throws exception\_list  {       //some statements  } |

where, exception\_list is the list of exceptions that method may throw. Exceptions must be separated by commas.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              methodWithThrows();          }          catch(NullPointerException ex)          {              System.out.println(&quot;NullPointerException thrown by methodWithThrows() method will be caught here&quot;);          }      }        static void methodWithThrows() throws NullPointerException      {          String s = null;          System.out.println(s.length());   //This statement throws NullPointerException      }  } |

Let’s see some of the points-to-remember about throws keyword.

* Multiple exceptions can be declared using throws keyword separated by commas.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ExceptionHandling  {      static void methodWithThrows() throws NumberFormatException, NullPointerException      {          int i = Integer.parseInt(&quot;abc&quot;);   //This statement throws NumberFormatException            String s = null;            System.out.println(s.length());    //This statement throws NullPointerException      }        public static void main(String[] args)      {          try          {              methodWithThrows();          }          catch(Exception ex)          {              System.out.println(&quot;This block can handle all types of exceptions&quot;);          }      }  } |

* The main use of throws keyword in java is that an exception can be propagated through method calls.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class ExceptionHandling  {      static void methodOne() throws NumberFormatException      {          int i = Integer.parseInt(&quot;abc&quot;);   //This statement throws NumberFormatException      }        static void methodTwo() throws NumberFormatException      {          methodOne();     //NumberFormatException is propagated here      }        static void methodThree() throws NumberFormatException      {          methodTwo();    //NumberFormatException is propagated here      }        public static void main(String[] args)      {          try          {              methodThree();          }          catch(NumberFormatException ex)          {              System.out.println(&quot;NumberFormatException will be caught here&quot;);          }      }  } |

* Even constructor can use throws keyword.For this, object creation statement must be enclosed in try-catch blocks.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | class A  {      int i;        public A(String s) throws NumberFormatException      {          i = Integer.parseInt(s);    //This statement throws NumberFormatException      }  }    public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              A a = new A(&quot;abc&quot;);    //Object creation statement enclosed in try-catch block          }          catch (NumberFormatException ex)          {              System.out.println(&quot;NumberFormatException will be caught here&quot;);          }      }  } |

* When a method is throwing unchecked type of exceptions, then you need not to mention it using throws keyword. But for a method throwing checked type of exceptions, you must declare it with throws keyword or enclose the statement which is throwing an exception in try-catch block. (We will discuss about this in detail while covering checked and unchecked exceptions).

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | public class ExceptionHandling  {      //method throwing Unchecked Exception declared without throws clause        static void methodThrowingUncheckedException()      {          int i = Integer.parseInt(&quot;abc&quot;);            //Above statement throws NumberFormatException which is unchecked type of exception      }        //method throwing checked Exception declared with throws clause        static void methodThrowingCheckedException() throws ClassNotFoundException      {          Class.forName(&quot;AnyClassName&quot;);            //Above statement throws ClassNotFoundException which is checked type of exception      }        public static void main(String[] args)      {          try          {              methodThrowingUncheckedException();          }          catch(NumberFormatException ex)          {              System.out.println(&quot;NumberFormatException will be caught here&quot;);          }            try          {              methodThrowingCheckedException();          }          catch (ClassNotFoundException e)          {              System.out.println(&quot;ClassNotFoundException will be caught here&quot;);          }      }  } |

# 9. Method Overriding With throws Clause:

Let’s discuss some rules need to follow when overriding a method with **throws** clause.

* If super class method is not throwing any exceptions, then it can be overrided with any unchecked type of exceptions, but can not be overrided with checked type of exceptions.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | class SuperClass  {      void methodOfSuperClass()      {          System.out.println("Super class method is not throwing any exceptions");      }  }    class SubClass extends SuperClass  {      @Override      void methodOfSuperClass() throws ArrayIndexOutOfBoundsException      {          System.out.println("can be overrided with any unchecked Exception");      }  }    class SubClassOne extends SuperClass  {      @Override      void methodOfSuperClass() throws NumberFormatException, NullPointerException, RuntimeException      {          System.out.println("Can be overrided with any number of Unchecked Exceptions");      }  }    class SubClassTwo extends SuperClass  {      @Override      void methodOfSuperClass() throws SQLException      {          //Compile time error          //Can not be overrided with checked exception      }  } |

* If a super class method is throwing unchecked exception, then it can be overrided in the sub class with same exception or any other unchecked exceptions but can not be overrided with checked exceptions.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | class SuperClass  {      void methodOfSuperClass() throws ArrayIndexOutOfBoundsException      {          System.out.println("Super class method is throwing Unchecked exception");      }  }    class SubClass extends SuperClass  {      @Override      void methodOfSuperClass() throws ArrayIndexOutOfBoundsException      {          System.out.println("Can be Overrided with same unchecked exception");      }  }    class SubClassOne extends SuperClass  {      @Override      void methodOfSuperClass() throws NumberFormatException, NullPointerException, RuntimeException      {          System.out.println("Can be overrided with any other Unchecked Exceptions");      }  }    class SubClassTwo extends SuperClass  {      @Override      void methodOfSuperClass() throws IOException      {          //Compile time error          //Can not be overrided with checked exception      }  } |

* If super class method is throwing checked type of exception, then it can be overrided with same exception or with it’s sub class exceptions i.e you can decrease the scope of the exception, but can not be overrided with it’s super class exceptions i.e you can not increase the scope of the exception.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44 | class SuperClass  {      void methodOfSuperClass() throws IOException      {          System.out.println("Super class method is throwing checked exception");      }  }    class SubClass extends SuperClass  {      @Override      void methodOfSuperClass() throws IOException      {          System.out.println("Can be Overrided with same checked exception");      }  }    class SubClassOne extends SuperClass  {      @Override      void methodOfSuperClass() throws FileNotFoundException      {          System.out.println("Can be overrided with checked Exception with lesser scope");      }  }    class SubClassTwo extends SuperClass  {      @Override      void methodOfSuperClass() throws NullPointerException, ArrayIndexOutOfBoundsException, FileNotFoundException      {          System.out.println("Can be overrided with any unchecked exceptions and checked exception with lesser scope");      }  }    class SubClassThree extends SuperClass  {      @Override      void methodOfSuperClass() throws Exception      {          //Compile time error          //Can not be overrided with checked exception with higher scope      }  } |

* One more example with overriding a method throwing both checked and unchecked exceptions.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44 | class SuperClass  {      void methodOfSuperClass() throws IOException, ClassNotFoundException, NumberFormatException      {          System.out.println("Super class method is throwing both checked and unchecked exceptions");      }  }    class SubClass extends SuperClass  {      @Override      void methodOfSuperClass() throws IOException, ClassNotFoundException      {          System.out.println("Can be Overrided with same checked exceptions");      }  }    class SubClassOne extends SuperClass  {      @Override      void methodOfSuperClass() throws FileNotFoundException      {          System.out.println("Can be overrided with checked Exception with lesser scope");      }  }    class SubClassTwo extends SuperClass  {      @Override      void methodOfSuperClass() throws NullPointerException, ArrayIndexOutOfBoundsException, FileNotFoundException      {          System.out.println("Can be overrided with any other unchecked exceptions and checked exception with lesser scope");      }  }    class SubClassThree extends SuperClass  {      @Override      void methodOfSuperClass() throws Exception      {          //Compile time error          //Can not be overrided with checked exception with higher scope      }  } |

# 10. Checked Vs Unchecked Exceptions In Java:

An exception is an abnormal condition which occurs during the execution of a program and disturbs the normal flow of a program. There are two types of exceptions in Java – one is checked exceptions and another one is unchecked exceptions. Checked exceptions are the exceptions which are checked during compilation itself and those exceptions which are not checked during compilation are called unchecked exceptions. Let’s see checked Vs unchecked exceptions in Java in detail.

## **Checked Exceptions In Java :**

Checked exceptions are the exceptions which are checked during compilation itself. They are also called compile time exceptions. Compiler is aware of these exceptions and immediately throws the error wherever it sees the statements which may throw checked exceptions.

All sub classes of java.lang.Exception (except sub classes of RunTimeException) are checked exceptions. For example, FileNotFoundException, IOException, SQLException, ClassNotFoundException etc…

These exceptions must be handled either using try-catch blocks or using throws clause. If not handled properly, they will give compile time error.

For example,

Below code throws ClassNotFoundException which is a checked exception. But it is not handled, so it gives compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class CheckedException  {      public static void main(String[] args)      {          Class.forName("AnyClassName");            //Compile time error because          //above statement throws ClassNotFoundException which is a checked exception          //this statement must be enclosed within try-catch block or declare main method with throws clause      }  } |

Below are the correct ways to write the above code.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | public class CheckedException  {      public static void main(String[] args)      {          try          {              Class.forName("AnyClassName");          }          catch (ClassNotFoundException ex)          {              System.out.println("ClassNotFoundException will be caught here");          }      }  } |

**OR**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public class CheckedException  {      public static void main(String[] args) throws ClassNotFoundException      {          Class.forName("AnyClassName");      }  } |

## **Unchecked Exceptions In Java :**

Unchecked exceptions are the exceptions which are not checked during compilation. Compiler is not aware of these exceptions. These exceptions occur only at run time. That’s why they are also called Run Time Exceptions.

All the sub classes of java.lang.RuntimeException are unchecked exceptions. For example, NullPointerException, ArithmeticException, ClassCastException, ArrayIndexOutOfBoundsException etc…

If any statement in the program throws unchecked exceptions and you are not handling them either using try-catch blocks or throws clause, then it does not give compile time error. Compilation will be successful but program may fail at run time. Therefore, to avoid the premature termination of the program, you have to handle them properly.

For example,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | public class UncheckedException  {      public static void main(String[] args)      {            int i = Integer.parseInt("Unchecked Exception");              //Above statement throws NumberFormatException which is an unchecked exception      }  } |

Above program throws NumberFormatException at run time, but it is not handled properly. So, program will terminate abruptly. To avoid this, you have to handle this exception using try-catch blocks as below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | public class UncheckedException  {      public static void main(String[] args)      {          try          {              int i = Integer.parseInt("Unchecked Exception");                //Above statement throws NumberFormatException which is an unchecked exception          }          catch (NumberFormatException e)          {              System.out.println("NumberFormatException will be caught here");          }      }  } |

## **Checked Vs Unchecked Exceptions In Java :**

|  |  |
| --- | --- |
| **Checked Exceptions** | **Unchecked Exceptions** |
| They are known at compile time. | They are known at run time. |
| They are checked at compile time. | They are not checked at compile time. |
| They are compile time exceptions. | They are run time exceptions. |
| These exceptions must be handled properly either using try-catch blocks or using throws clause, otherwise compiler will throw error. | If these exceptions are not handled properly, compiler will not throw any error. But, you may get error at run time. |
| All the sub classes of java.lang.Exception (except sub classes of java.lang.RunTimeException) are checked exceptions. | All the sub classes of java.lang.RunTimeException are unchecked exceptions. |
| Ex : FileNotFoundException, IOException, SQLException, ClassNotFoundException | Ex : NullPointerException, ArithmeticException, ClassCastException, ArrayIndexOutOfBoundsException |
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# 11. User Defined Exceptions In Java:

In java, we can define our own exception classes as per our requirements. These exceptions are called **user defined exceptions in java OR Customized exceptions**. User defined exceptions must extend any one of the classes in the hierarchy of exceptions.

Let’s see how to use user defined exceptions in java.

Consider the following example. This example throws an exception when user enters negative age.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ExceptionHandling  {      public static void main(String[] args)      {            Scanner sc = new Scanner(System.in);  //Declaring Scanner variable to take input from user              System.out.println("Enter Your Age");              int age = sc.nextInt();         //Taking input from user              try            {                if(age < 0)                {                    throw new Exception();    //throws an Exception if age is negative                }            }            catch(Exception ex)            {                System.out.println(ex);     //Prints exception description            }      }  } |

When user enters negative value in the above example, it throws an exception and prints exception description which user may not understand. So, Let’s make this program more user friendly. Modify above example so that user can understand why the exception has occurred. To do this, create one sub class to Exception class and override toString() method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | //Defining Our own exception by extending Exception class    class AgeIsNegativeException extends Exception  {      String errorMessage;        public AgeIsNegativeException(String errorMessage)      {          this.errorMessage = errorMessage;      }        //Modifying toString() method to display customized error message        @Override      public String toString()      {          return errorMessage;      }  } |

Above defined exception is called **user defined exception or customized exception.**Now throw this customized exception when user enters negative value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | public class ExceptionHandling  {      public static void main(String[] args)      {            Scanner sc = new Scanner(System.in);  //Declaring Scanner variable to take input from user              System.out.println("Enter Your Age");              int age = sc.nextInt();         //Taking input from user              try            {                if(age < 0)                {                    throw new AgeIsNegativeException("Age can not be negative");    //throws AgeIsNegativeException if age is negative                }            }            catch(AgeIsNegativeException ex)            {                System.out.println(ex);    //Output : Age can not be negative            }      }  } |

Now, this prints “Age can not be negative” when user enters a negative value. This makes the user understand easily why the error has occurred.

One more example to show user defined exceptions in java.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49 | //Defining Our own exception class by extending ArithmeticException class    class InvalidWithdrawlMoneyException extends ArithmeticException  {      //Overriding toString() method of ArithmeticException as per our needs        @Override      public String toString()      {          return "You don't have that much of money in your account";      }  }    //Using above customized ArithmeticException  public class ExceptionHandling  {      public static void main(String[] args)      {          int balance = 5000;            //Initializing the balance            Scanner sc = new Scanner(System.in);     //Scanner variable to take input from user            System.out.println("Enter Withdrawl Money");            int withdrawlMoney = sc.nextInt();      //taking input from the user            try          {              //checking withdrawl money with the balance              //if withdrawl money is more than the balance,              //then it throws Exception                if(withdrawlMoney > balance)              {                  throw new InvalidWithdrawlMoneyException();              }              else              {                  System.out.println("Transaction Successful");              }          }          catch(InvalidWithdrawlMoneyException ex)          {              //InvalidWithdrawlMoneyException will be caught here                System.out.println(ex);          }      }  } |

We can throw modified exception using anonymous inner class also. Whenever exception occurs, create anonymous inner class, override toString() method and throw the exception. No need to define exception class separately. Above example can be written using anonymous inner classs as,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | public class ExceptionHandling  {      public static void main(String[] args)      {          int balance = 5000;            //Initializing the balance            Scanner sc = new Scanner(System.in);     //Scanner variable to take input from user            System.out.println("Enter Withdrawl Money");            int withdrawlMoney = sc.nextInt();      //taking input from the user            try          {              //checking withdrawl money with the balance              //if withdrawl money is more than the balance,              //then it throws Exception                if(withdrawlMoney > balance)              {                  //throwing exception using anonymous inner class                    throw new ArithmeticException()                  {                      @Override                      public String toString()                      {                          return "You don't have that much of money in your account";                      }                  };              }              else              {                  System.out.println("Transaction Successful");              }          }          catch(ArithmeticException ex)          {              System.out.println(ex);          }      }  } |

# 12. Chained Exceptions In Java:

In an application, one exception throws many exceptions. i.e one exception causes another exception and that exception causes another exception thus forming chain of exceptions. It is better to know where the actual cause of the exception lies. This is possible with chained exceptions feature of the Java.

Chained exceptions are introduced from JDK 1.4. To implement chained exceptions in java, two new constructors and two new methods are added in the Throwable class. They are,

## **Constructors Of Throwable class Which support chained exceptions in java :**

1) Throwable(Throwable cause)    —-> where cause is the exception that causes the current exception.

2) Throwable(String msg, Throwable cause)   —-> where msg is the exception message and cause is the exception that causes the current exception.

## **Methods Of Throwable class Which support chained exceptions in java :**

1) getCause() method : This method returns actual cause of an exception.

2) initCause(Throwable cause) method : This method sets the cause for the calling exception.

Let’s see one example for how to set and get the actual cause of an exception.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | public class ExceptionHandling  {      public static void main(String[] args)      {          try          {              //creating an exception                NumberFormatException ex = new NumberFormatException("Exception");                //setting a cause of the exception                ex.initCause(new NullPointerException("This is actual cause of the exception"));                throw ex;          }          catch(NumberFormatException ex)          {              System.out.println(ex);     //displaying the exception                System.out.println(ex.getCause());    //getting the actual cause of the exception          }      }  } |

# 13. Difference Between final, finally and finalize In Java:

## **What is the difference between final, finally and finalize in java?**

This is one of the most favorite question of many interviewer for Java freshers as well as for java experienced professionals. They ask this question to confuse the candidate because they spell very similar. That is the only similarity between them. They are totally different things conceptually.
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In this post, we will see how final keyword, finally block and finalize() method differ from each other.

## **final keyword :**

final is a keyword which is used to make a variable or a method or a class as “**unchangeable**“. In simple terms,

A variable which is declared as final, it’s value can not be changed once it is initialized.

|  |  |
| --- | --- |
| 1  2  3 | final int i = 10;    //final variable    i = 20;      //Compile time error, Value can not be changed |

A method declared as final can not be overridden or modified in the sub class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class SuperClass  {      final void methodOfSuperClass()      {          System.out.println("final Method");      }  }    class SubClass extends SuperClass  {      void methodOfSuperClass()      {          //Compile time error, final method can not be overridden.      }  } |

A class declared as final can not be extended.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | final class SuperClass  {      //final class  }    class SubClass extends SuperClass  {      //Compile time error, can not create a sub class to final class  } |

You can read more about final keyword [here](https://javaconceptoftheday.com/final-keyword-in-java/) and [here](https://javaconceptoftheday.com/final-keyword-in-java-2/).

## **finally Block :**

**finally** is a block which is used for exception handling along with try and catch blocks. finally block is always executed whether exception is raised or not and raised exception is handled or not. Most of time, this block is used to close the resources like database connection, I/O resources etc.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | try  {      //checking the code for exceptions  }  catch(Exception ex)  {      //Catching the exceptions  }  finally  {      //This block is always executed  } |

You can read more about finally block [here](https://javaconceptoftheday.com/try-catch-finally-blocks-java/).

## **finalize() Method :**

**finalize() method** is a protected method of **java.lang.Object** class. It is inherited to every class you create in java. This method is called by garbage collector thread before an object is removed from the memory. finalize() method is used to perform some clean up operations on an object before it is removed from the memory.

|  |  |
| --- | --- |
| 1  2  3  4 | protected void finalize() throws Throwable  {      //Clean up operations  } |

You can read more about finalize() method [here](https://javaconceptoftheday.com/garbage-collection-finalize-method-java/).

## **finally Vs finalize() :**

But, there is one similarity between **finally block** and **finalize() method**. Both are used to close the resources used by the program. finally block is used to close the resources soon after their use. finalize() method is used to close the resources before an object is removed from the memory. That means if you use finalize() method to close the resources, they will remain open until an object,  which is using them, is garbage collected.

But, using finalize() method to close the resources is less recommended as it is not guaranteed that garbage collector will always call finalize() method on an object before it is removed from the memory. If it is not called, the resources will remain open. Therefore, it is always good to close the resources soon after their use using finally block.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | try  {      //Open the resources        //Use the resources  }  catch(Exception ex)  {      //Catching the exceptions raised in the try block  }  finally  {      //Close the resources here only  } |

# 14. Difference Between throw, throws and Throwable In Java:

## **What is the difference between throw, throws and Throwable in java?**

This is another most confusing java interview question asked to java freshers. Interviewer ask this type of questions to confuse the candidate because all three spell similar. But, all three serve different purpose in java. In this article, we will see the differences between [**throw**](https://javaconceptoftheday.com/throwing-rethrowing-exception-java/), [**throws**](https://javaconceptoftheday.com/throws-keyword-java/) and [**Throwable**](https://javaconceptoftheday.com/hierarchy-exceptions-java/) in java.

## **throw In Java :**

**throw** is a keyword in java which is used to throw an exception manually. Using throw keyword, you can throw an exception from any method or block. But, that exception must be of type **java.lang.Throwable** class or it’s sub classes. Below example shows how to throw an exception using throw keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class ThrowAndThrowsExample  {      void method() throws Exception      {          Exception e = new Exception();            throw e;            //throwing an exception using 'throw'      }  } |

## **throws In Java :**

**throws** is also a keyword in java which is used in the method signature to indicate that this method may throw mentioned exceptions. The caller to such methods must handle the mentioned exceptions either using try-catch blocks or using throws keyword. Below is the syntax for using throws keyword.

|  |  |
| --- | --- |
| 1  2  3  4 | return\_type method\_name(parameter\_list) throws exception\_list  {       //some statements  } |

Below is the example which shows how to use throws keyword.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | class ThrowsExample  {      void methodOne() throws SQLException      {          //This method may throw SQLException      }        void methodTwo() throws IOException      {          //This method may throw IOException      }        void methodThree() throws ClassNotFoundException      {          //This method may throw ClassNotFoundException      }  } |

## **Throwable In Java :**

**Throwable** is a super class for all types of errors and exceptions in java. This class is a member of **java.lang** package. Only instances of this class or it’s sub classes are thrown by the java virtual machine or by the throw statement. The only argument of catch block must be of this type or it’s sub classes. If you want to create your own customized exceptions, then your class must extend this class. Click [here](https://javaconceptoftheday.com/hierarchy-exceptions-java/) to see the hierarchy of exception classes in java.

Below example shows how to create customized exceptions by extending **java.lang.Throwable** class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class MyException extends Throwable  {             //Customized Exception class  }    class ThrowAndThrowsExample  {      void method() throws MyException      {          MyException e = new MyException();            throw e;      }  } |

# 15. Difference Between Error Vs Exception In Java:

Both **java.lang.Error** and **java.lang.Exception** classes are sub classes of **java.lang.Throwable**class**,** but there exist some significant differences between them. **java.lang.Error** class represents the errors which are mainly caused by the environment in which application is running. For example, **OutOfMemoryError** occurs when JVM runs out of memory or **StackOverflowError** occurs when stack overflows. Where as **java.lang.Exception** class represents the exceptions which are mainly caused by the application itself. For example, **NullPointerException** occurs when an application tries to access null object or **ClassCastException** occurs when an application tries to cast incompatible class types. In this post, we will discuss the differences between Error Vs Exception in Java.

## **Differences Between Error Vs Exception In Java :**

1) Recovering from **Error** is not possible. The only solution to errors is to terminate the execution. Where as you can recover from **Exception** by using either try-catch blocks or throwing exception back to caller.

2) You will not be able to handle the **Errors** using try-catch blocks. Even if you handle them using try-catch blocks, your application will not recover if they happen. On the other hand, **Exceptions** can be handled using try-catch blocks and can make program flow normal if they happen.

3) **Exceptions** in java are divided into two categories – checked and unchecked. Where as all **Errors** belongs to only one category i.e unchecked.

Click [here](https://javaconceptoftheday.com/checked-unchecked-exceptions-java/) for more info on Checked and Unchecked Exceptions.

4) Compiler will not have any knowledge about unchecked exceptions which include **Errors** and sub classes of RunTimeException because they happen at run time. Where as compiler will have knowledge about checked **Exceptions**. Compiler will force you to keep try-catch blocks if it sees any statements which may throw checked exceptions.

5) **Exceptions** are related to application where as **Errors** are related to environment in which application is running.

Below is the quick recap of above points.

|  |  |
| --- | --- |
| Errors | Exceptions |
| Errors in Java are of type java.lang.Error. | Exceptions in Java are of type java.lang.Exception. |
| All errors in java are unchecked type. | Exceptions include both checked as well as unchecked type. |
| Errors happen at run time. They will not be known to compiler. | Checked exceptions are known to compiler where as unchecked exceptions are not known to compiler because they occur at run time. |
| It is impossible to recover from errors. | You can recover from exceptions by handling them through try-catch blocks. |
| Errors are mostly caused by the environment in which application is running. | Exceptions are mainly caused by the application itself. |
| Examples : java.lang.StackOverflowError, java.lang.OutOfMemoryError | Examples : Checked Exceptions : SQLException, IOException Unchecked Exceptions : ArrayIndexOutOfBoundException, ClassCastException, NullPointerException |
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# 16. ClassNotFoundException Vs NoClassDefFoundError In Java:

In Java, both **ClassNotFoundException** and **NoClassDefFoundError** occur when a particular class is not found at run time. But, they occur at different scenarios. **ClassNotFoundException** is an exception which occurs when you try to load a class at run time using **Class.forName()** or **loadClass()** methods and mentioned classes are not found in the classpath. On the other hand, **NoClassDefFoundError** is an error which occurs when a particular class is present at compile time but it is missing at run time. In this post, we will see the differences between ClassNotFoundException Vs NoClassDefFoundError in Java and when they occur.

## **ClassNotFoundException In Java :**

ClassNotFoundException is a checked exception which is thrown when an application tries to load a class at run time using **Class.forName()** or **loadClass()** or **findSystemClass()** methods and the class with specified name are not found in the classpath. For example, you may have come across this exception when you try to connect to MySQL or Oracle databases and you have not updated the classpath with required JAR files. In most of time, this exception occurs when you try to run an application without updating the classpath with required JAR files.

For example, below program will throw ClassNotFoundException if the mentioned class **“oracle.jdbc.driver.OracleDriver”** is not found in the classpath.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | public class MainClass  {      public static void main(String[] args)      {          try          {              Class.forName("oracle.jdbc.driver.OracleDriver");          }          catch (ClassNotFoundException e)          {              e.printStackTrace();          }      }  } |

If you run the above program without updating the classpath with required JAR files, you will get the exception like below,

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | java.lang.ClassNotFoundException: oracle.jdbc.driver.OracleDriver      at java.net.URLClassLoader.findClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at sun.misc.Launcher$AppClassLoader.loadClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at java.lang.Class.forName0(Native Method)      at java.lang.Class.forName(Unknown Source)      at pack1.MainClass.main(MainClass.java:17) |

## **NoClassDefFoundError In Java :**

NoClassDefFoundError is an error which is thrown when Java Runtime System tries to load the definition of a class and class definition is no longer available. The required class definition was present at compile time but it is missing at run time. For example, compile the below program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class A  {    }    public class B  {      public static void main(String[] args)      {          A a = new A();      }  } |

When you compile the above program, two .class files will be generated. One is **A.class** and another one is **B.class**. If you remove the **A.class** file and run the **B.class**file, Java Runtime System will throw NoClassDefFoundError like below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | Exception in thread "main" java.lang.NoClassDefFoundError: A          at MainClass.main(MainClass.java:10)  Caused by: java.lang.ClassNotFoundException: A          at java.net.URLClassLoader.findClass(URLClassLoader.java:381)          at java.lang.ClassLoader.loadClass(ClassLoader.java:424)          at sun.misc.Launcher$AppClassLoader.loadClass(Launcher.java:331)          at java.lang.ClassLoader.loadClass(ClassLoader.java:357) |

Below is the quick recap of above findings.

## **ClassNotFoundException Vs NoClassDefFoundError In Java :**

|  |  |
| --- | --- |
| **ClassNotFoundException** | **NoClassDefFoundError** |
| It is an exception. It is of type java.lang.Exception. | It is an error. It is of type java.lang.Error. |
| It occurs when an application tries to load a class at run time which is not updated in the classpath. | It occurs when Java runtime system doesn’t find a class definition, which is present at compile time, but missing at run time. |
| It is thrown by the application itself. It is thrown by the methods like Class.forName(), loadClass() and findSystemClass(). | It is thrown by the Java Runtime System. |
| It occurs when classpath is not updated with required JAR files. | It occurs when required class definition is missing at run time. |
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# 17. ClassCastException In Java:

ClassCastException in java is a run time error it occurs when an object can not be casted to another type.

An object is automatically upcasted to its super class type. You need not to mention class type explicitly. But, when an object is supposed to be downcasted to its sub class type, then you have to mention class type explicitly. In such case, there is a possibility of occurring class cast exception. In most of time, it occurs when you are trying to downcast an object explicitly to its sub class type.

Try to run below program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | package com;  class A  {      int i = 10;  }    class B extends A  {      int j = 20;  }    class C extends B  {      int k = 30;  }    public class ClassCastExceptionDemo  {      public static void main(String[] args)      {          A a = new B();   //B type is auto up casted to A type          B b = (B) a;     //A type is explicitly down casted to B type.          C c = (C) b;    //Here, you will get class cast exception          System.out.println(c.k);      }  } |

You will get ClassCastException. Below is the sample of the error.

**Exception in thread “main” java.lang.ClassCastException: com.B cannot be cast to com.C**  
**at com.ClassCastExceptionDemo.main(ClassCastExceptionDemo.java:23)**

In the above example, Class B extends Class A and Class C extends Class B. In the main method, Class B-type object is created (Line 21). It will be having two non-static fields. one field (int i) is inherited from class A and another one is its own field (int j). ‘a’ is Class A-type reference variable which will be pointing to this newly created object. In the next statement (Line 22), reference variable ‘a’ is assigned to ‘b’ which is Class B-type reference variable. After execution of this statement, ‘b’ will also be pointing to the same object to which ‘a’ is pointing. In the third statement, ‘b’ is assigned to ‘c’ which is Class C-type reference variable. So, ‘c’ will also be pointing to same object to which ‘a’ and ‘b’ are pointing. While executing this statement, you will get run time exception called Class Cast Exception.

The memory allocation of above program can be diagrammatically represented as,

![ClassCastException In Java](data:image/png;base64,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)

**Why you got this exception?**

Every sub class extends its super class. i.e every child class will have some additional properties along with some inherited properties from its parent class. In the above example, Class A has one property (int i). Class B has two properties, one is it’s own and another one is inherited. Class C has three properties. one is it’s own and two are inherited. In this example, Class C-type reference variable is referring to Class B-type object. Class B-type object will be having only two properties. But, through Class C-type reference variable, you can access Class C’s own property (int k) like in the line 24. But, actually this property does not exist in Class B-type object. This creates the confusion. Class B-type can not be casted to Class C-type. That’s why, you will get class cast exception.

Put ClassCastException in simple terms. ClassCastException occurs when code has attempted to cast an object to a type of which it is not an object. In the above example, Class B is a Class A type but Class B is not a Class C type. Therefore, you are getting ClassCastException.

Consider one more case of ClassCastException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | public class ClassCastExceptionDemo  {      public static void main(String[] args)      {          Object o = new String();          Integer i = (Integer) o;      }  } |

We all know that every class in java is a sub class of java.lang.Object class. String is also a subclass of Obeject class and Integer is also a subclass of Object class. In the above example, String object is created and it is automatically up casted to Object type. Further, this object is explicitly downcasted to Integer type. This causes ClassCastException, because, String object is not an Integer type.

# 18. 12 Frequently Occurring Exceptions In Java With Examples:

### **12 Most Frequently Occurring Exceptions In Java With Examples :**

**1) java.lang.NullPointerException**

NullPointerException is a RunTimeException which occurs when your application tries to access null object. It happens if you don’t initialize the reference variable and it is pointing to null instead of actual object. Using such reference variable will cause NullpointerException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | package pack1;    class A  {      static String s;  }    public class MainClass  {      public static void main(String[] args)      {         System.out.println(A.s.length());      }  } |

In the above code, we are trying to find the length of string filed **‘s’** of class **A**. But, it is not initialized. It is pointing to null. This will throw java.lang.NullPointerException like below.

|  |  |
| --- | --- |
| 1  2 | Exception in thread "main" java.lang.NullPointerException      at pack1.MainClass.main(MainClass.java:12) |

**2) java.lang.ArrayIndexOutOfBoundsException**

ArrayIndexOutOfBoundsException is also one of the frequently occurring exception in java. It occurs when you try to access an array element with an invalid index i.e index greater than the array length or with a negative index.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | package pack1;    public class MainClass  {      public static void main(String[] args)      {         String s[] = new String[] {"ZERO", "ONE", "TWO", "THREE", "FOUR"};           System.out.println(s[5]);    //This will throw ArrayIndexOutOfBoundsException           System.out.println(s[-1]);   //This will also throw ArrayIndexOutOfBoundsException      }  } |

In the above example, string array **‘s’** contains only 5 elements. But, we are trying to access sixth element. This will result in java.lang.ArrayIndexOutOfBoundsException.

|  |  |
| --- | --- |
| 1  2 | Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5      at pack1.MainClass.main(MainClass.java:9) |

**3) java.lang.NumberFormatException**

NumberFormatException is thrown when you are trying to convert a string to numeric value like integer, float, double etc…, but input string is not a valid number. NumberFormatException is also one of IllegalArgumentException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | package pack1;    public class MainClass  {      public static void main(String[] args)      {         int i = Integer.parseInt("abc");      }  } |

In the above code, we are trying to convert a string **“abc”** to number, which is not possible. This will throw java.lang.NumberFormatException.

|  |  |
| --- | --- |
| 1  2  3  4  5 | Exception in thread "main" java.lang.NumberFormatException: For input string: "abc"      at java.lang.NumberFormatException.forInputString(Unknown Source)      at java.lang.Integer.parseInt(Unknown Source)      at java.lang.Integer.parseInt(Unknown Source)      at pack1.MainClass.main(MainClass.java:7) |

**4) java.lang.ClassNotFoundException**

ClassNotFoundException is a checked type of exception. It is thrown when an application tries to load a class at run time using Class.forName() or loadClass() or findSystemClass() methods, but the class with specified name is not found in the classpath. This frequently occurs when you try to run your application without updating the class path with required *JAR* files.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | package pack1;    public class MainClass  {      public static void main(String[] args)      {         try         {             Class.forName("oracle.jdbc.driver.OracleDriver");         }         catch (ClassNotFoundException e)         {             e.printStackTrace();         }      }  } |

The above code will throw java.lang.ClassNotFoundException if you don’t update the classpath with Oracle JDBC driver class.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | java.lang.ClassNotFoundException: oracle.jdbc.driver.OracleDriver      at java.net.URLClassLoader.findClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at sun.misc.Launcher$AppClassLoader.loadClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at java.lang.Class.forName0(Native Method)      at java.lang.Class.forName(Unknown Source)      at pack1.MainClass.main(MainClass.java:9) |

**5) java.lang.ArithmeticException**

ArithmeticException is also a RunTimeException which is thrown when an abnormal arithmetic condition arises in an application. For example, divide by zero exception.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | package pack1;    public class MainClass  {      public static void main(String[] args)      {         int i = 10/0;           System.out.println(i);      }  } |

The above code will throw java.lang.ArithmeticException like below.

|  |  |
| --- | --- |
| 1  2 | Exception in thread "main" java.lang.ArithmeticException: / by zero      at pack1.MainClass.main(MainClass.java:7) |

**6) java.sql.SQLException**

SQLException is thrown when an application encounters with an error while interacting with the database. For example, passing the wrong username or password, passing the wrong URL of the database, passing invalid column name or column index etc. SQLException is also a checked exception.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | import java.sql.\*;    public class MainClass  {      static      {          try          {              Class.forName("oracle.jdbc.driver.OracleDriver");          }          catch (ClassNotFoundException e)          {              System.out.println("Unable To Load The Driver class");          }      }        public static void main(String[] args)      {          Connection con = null;            String URL = "jdbc:oracle:thin:@localhost:1521:XE";            String username = "username";            String password = "password";            try          {              con = DriverManager.getConnection(URL, username, password);          }          catch (SQLException e)          {              e.printStackTrace();          }      }  } |

In the above program, we are trying to connect to the database by passing wrong username and password. This will throw java.sql.SQLException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | java.sql.SQLException: ORA-01017: invalid username/password; logon denied        at oracle.jdbc.driver.DatabaseError.throwSqlException(DatabaseError.java:112)      at oracle.jdbc.driver.T4CTTIoer.processError(T4CTTIoer.java:331)      at oracle.jdbc.driver.T4CTTIoer.processError(T4CTTIoer.java:283)      at oracle.jdbc.driver.T4CTTIoer.processError(T4CTTIoer.java:278)      at oracle.jdbc.driver.T4CTTIoauthenticate.receiveOauth(T4CTTIoauthenticate.java:785)      at oracle.jdbc.driver.T4CConnection.logon(T4CConnection.java:362)      at oracle.jdbc.driver.PhysicalConnection.<init>(PhysicalConnection.java:414)      at oracle.jdbc.driver.T4CConnection.<init>(T4CConnection.java:165)      at oracle.jdbc.driver.T4CDriverExtension.getConnection(T4CDriverExtension.java:35)      at oracle.jdbc.driver.OracleDriver.connect(OracleDriver.java:801)      at java.sql.DriverManager.getConnection(Unknown Source)      at java.sql.DriverManager.getConnection(Unknown Source)      at MainClass.main(MainClass.java:31) |

**7) java.lang.ClassCastException**

ClassCastException occurs when an object of one type can not be casted to another type. While casting, an object must satisfy “IS-A” relationship. If it doesn’t satisfy then JVM will throw java.lang.ClassCastException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | package pack1;    class A  {    }    class B extends A  {    }    public class MainClass  {      public static void main(String[] args)      {         A a = new A();           B b = (B)a;      }  } |

In the above example, we are trying to cast an object of type A to type B. But, it doesn’t satisfy “IS-A” relationship. i.e A is not of type B. This will throw java.lang.ClassCastException.

|  |  |
| --- | --- |
| 1  2 | Exception in thread "main" java.lang.ClassCastException: pack1.A cannot be cast to pack1.B      at pack1.MainClass.main(MainClass.java:19) |

**8) java.io.IOException**

IOException occurs when an IO operation fails in your application. IOException is a checked type of exception. This exception is the super class for all type of IO exceptions. Some of the popular IO exceptions are FileNotFoundException, SocketException, SSLException etc.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | package pack1;    import java.io.BufferedReader;  import java.io.FileNotFoundException;  import java.io.FileReader;  import java.io.IOException;    public class MainClass  {      public static void main(String[] args)      {         String filePath = "C:\\Users\\Bablad\\Desktop\\Open.txt";           BufferedReader reader = null;           try         {             reader = new BufferedReader(new FileReader(filePath));         }         catch (FileNotFoundException e)         {             e.printStackTrace();         }         finally         {             try             {                 if(reader != null)                 {                     reader.close();                 }             }             catch (IOException e)             {                 e.printStackTrace();             }         }      }  } |

In the above example, we are trying to read a file which doesn’t exist in the path specified. It causes java.io.FileNotFoundException.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | java.io.FileNotFoundException: C:\Users\Bablad\Desktop\Open.txt (The system cannot find the file specified)      at java.io.FileInputStream.open0(Native Method)      at java.io.FileInputStream.open(Unknown Source)      at java.io.FileInputStream.<init>(Unknown Source)      at java.io.FileInputStream.<init>(Unknown Source)      at java.io.FileReader.<init>(Unknown Source)      at pack1.MainClass.main(MainClass.java:18) |

**9) java.lang.InterruptedException**

You may have come across this exception if you have worked on multithreaded programming. InterruptedException is thrown when a sleeping thread or waiting thread is interrupted. The methods like sleep(), wait() and join() methods throw InterruptedException. InterruptedException is also a checked exception.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | public class MainClass  {      public static void main(String[] args)      {          Thread t = new Thread()          {              public void run()              {                  try                  {                      Thread.sleep(10000);   //Thread sleeps for 10s                  }                  catch (InterruptedException e)                  {                      e.printStackTrace();                  }              }          };            t.start();            try          {              Thread.sleep(3000);   //main thread sleeping for 3s          }          catch (InterruptedException e)          {              e.printStackTrace();          }            t.interrupt();    //interrupting thread t      }  } |

In the above example, main thread interrupts thread ***‘t’*** while it is sleeping. This causes java.lang.InterruptedException to arise.

|  |  |
| --- | --- |
| 1  2  3 | java.lang.InterruptedException: sleep interrupted      at java.lang.Thread.sleep(Native Method)      at MainClass$1.run(MainClass.java:11) |

**10) java.lang.SecurityException**

SecurityException is thrown by the security manager if an application violates the security rules. For example, changing a thread name or thread priority to which you don’t have access or using a package name which is already used. SecurityException indicates that application has violated the security rules and it can not continue the execution.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | package java.lang;    public class MainClass  {      public static void main(String[] args)      {          System.out.println("Java Concept Of The Day");      }  } |

The above code will throw java.lang.SecurityException. Because, we are using package name “java.lang” which is already used in JDK.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | Exception in thread "main" java.lang.SecurityException: Prohibited package name: java.lang      at java.lang.ClassLoader.preDefineClass(Unknown Source)      at java.lang.ClassLoader.defineClass(Unknown Source)      at java.security.SecureClassLoader.defineClass(Unknown Source)      at java.net.URLClassLoader.defineClass(Unknown Source)      at java.net.URLClassLoader.access$100(Unknown Source)      at java.net.URLClassLoader$1.run(Unknown Source)      at java.net.URLClassLoader$1.run(Unknown Source)      at java.security.AccessController.doPrivileged(Native Method)      at java.net.URLClassLoader.findClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at sun.misc.Launcher$AppClassLoader.loadClass(Unknown Source)      at java.lang.ClassLoader.loadClass(Unknown Source)      at sun.launcher.LauncherHelper.checkAndLoadMain(Unknown Source) |

**11) java.lang.StackOverflowError**

StackOverflowError is a run time error which occurs when stack overflows. This happens when you keep calling the methods recursively.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | public class MainClass  {      static void methodOne()      {          methodTwo();      }        static void methodTwo()      {          methodOne();      }        public static void main(String[] args)      {          methodOne();      }  } |

The above code will throw java.lang.StackOverflowError, because methodOne() and methodTwo() are calling each other recursively.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | Exception in thread "main" java.lang.StackOverflowError      at MainClass.methodTwo(MainClass.java:10)      at MainClass.methodOne(MainClass.java:5)      at MainClass.methodTwo(MainClass.java:10)      at MainClass.methodOne(MainClass.java:5)      at MainClass.methodTwo(MainClass.java:10)      at MainClass.methodOne(MainClass.java:5)      at MainClass.methodTwo(MainClass.java:10)      at MainClass.methodOne(MainClass.java:5)  ......  ......  ...... |

**12) java.lang.NoClassDefFoundError**

NoClassDefFoundError is thrown when Java Runtime System tries to load the definition of a class which is no longer available. The required class definition was present at compile time but it was missing at run time.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class A  {    }    public class B  {      public static void main(String[] args)      {          A a = new A();      }  } |

When you compile the above program, two .class files will be generated. One is A.class and another one is B.class. If you run the B.class file after deleting the A.class file, java.lang.NoClassDefFoundError will be thrown.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | Exception in thread "main" java.lang.NoClassDefFoundError: A          at MainClass.main(MainClass.java:10)  Caused by: java.lang.ClassNotFoundException: A          at java.net.URLClassLoader.findClass(URLClassLoader.java:381)          at java.lang.ClassLoader.loadClass(ClassLoader.java:424)          at sun.misc.Launcher$AppClassLoader.loadClass(Launcher.java:331)          at java.lang.ClassLoader.loadClass(ClassLoader.java:357) |

# clone() Method Of java.lang.Object Class:

clone() method is a non-static **protected** method of java.lang.Object class. This method is used to create a clone or copy of the given object. It throws **CloneNotSupportedException** if an object is not clone-able. Here is the method signature of clone() method.

**protected Object clone() throws CloneNotSupportedException**

Not all the objects in java are clone-able. In order to make an object clone-able, the class of that object must implement **Cloneable** interface. Cloneable interface is a marker interface. It does not have any methods or fields in it. It is just used to provide a marker for cloning operation.

CloneNotSupportedException is a checked type of exception. Therefore, you have to keep calling statement to clone() method in try-catch blocks or specify it using throws clause.

clone() method is a protected method. So, you can’t use it outside the class without overriding it.

Below example shows how to create a clone of an object using clone() method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56 | //Class A implementing Cloneable interface    class A implements Cloneable  {      int i;        int j;        public A(int i, int j)      {          this.i = i;            this.j = j;      }        //Overriding clone() method        @Override      protected Object clone() throws CloneNotSupportedException      {          return super.clone();      }  }    public class CloneMethodDemo  {     public static void main(String[] args)     {         //Creating an instance of Class A           A a1 = new A(10, 20);           //Declaring reference variable of Class A and assigning null to it           A a2 = null;           //enclosing a1.clone() in try-catch blocks           //as clone() throws CloneNotSupportedException           try         {             //Creating a clone of a1 and assigning it to a2               a2 = (A) a1.clone();         }         catch (CloneNotSupportedException e)         {             System.out.println("Object is not clone-able");         }           System.out.println(a2.i);   //Output : 10           System.out.println(a2.j);   //Output : 20     }  } |

## **Shallow Copy And Deep Copy :**

If a cloned object and original objects are not 100% disjoint, then it is called **shallow copy**. In shallow copy operation, any changes made to clone will be reflected in the original or vice-versa. This happens when an object has reference variables as fields.

For example, in the below program Class B has reference variable ‘a’ of type class A. This will be pointing to an object of type class A. When you create a clone ‘b2’ of object ‘b1’ of type Class B, that clone will also have this reference variable pointing to same object. Any changes you make to this object through clone will be reflected in the original object.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 | class A  {      int i;        public A(int i)      {          this.i = i;      }  }    class B implements Cloneable  {      int j;        A a;        public B(int j, A a)      {          this.j = j;            this.a = a;      }        @Override      protected Object clone() throws CloneNotSupportedException      {          return super.clone();      }  }    public class CloneMethodDemo  {     public static void main(String[] args)     {         A a = new A(10);           B b1 = new B(20, a);           B b2 = null;           try         {             //Creating clone of b1 and assigning it to b2                b2 = (B) b1.clone();         }         catch (CloneNotSupportedException e)         {             System.out.println("Onject is not clone-able");         }           //Printing value of b1.a.i           System.out.println(b1.a.i);        //Output : 10           //Changing the value of b2.a.i to 100           b2.a.i = 100;           //This change will be reflected in original object 'b1'           System.out.println(b1.a.i);       //Output : 100     }  } |

The default version of clone() method implements the shallow copy. Therefore, you need to override clone() method so that any changes made to clone should not be reflected in original or vice-versa. This type of cloning is called deep copy.

If a cloned object and original objects are 100% disjoint, then it is called **deep copy**. In deep copy operation, any changes made to cloned object will not be reflected in original object or vice-versa.

In the below example, clone() method is overrided to implement the deep copy operation.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76 | class A implements Cloneable  {      int i;        public A(int i)      {          this.i = i;      }        @Override      protected Object clone() throws CloneNotSupportedException      {          return super.clone();      }  }    class B implements Cloneable  {      int j;        A a;        public B(int j, A a)      {          this.j = j;            this.a = a;      }            //Overriding clone method to implement deep copy        @Override      protected Object clone() throws CloneNotSupportedException      {          B b = (B) super.clone();            b.a = (A) a.clone();            return b;      }  }    public class CloneMethodDemo  {     public static void main(String[] args)     {         A a = new A(10);           B b1 = new B(20, a);           B b2 = null;           try         {             //Creating clone of b1 and assigning it to b2                b2 = (B) b1.clone();         }         catch (CloneNotSupportedException e)         {             System.out.println("Onject is not clone-able");         }           //Printing value of b1.a.i           System.out.println(b1.a.i);        //Output : 10           //Changing the value of b2.a.i to 100           b2.a.i = 100;           //Now, this change will not effect the original object           System.out.println(b1.a.i);       //Output : 10     }  } |

## **Some Extra Points About clone() Method :**

* If you try to clone an object of the class that does not implement Cloneable interface, you will get **CloneNotSupportedException** at run time.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | class A  {      int i = 10;        @Override      protected Object clone() throws CloneNotSupportedException      {          return super.clone();      }  }    public class CloneMethodDemo  {     public static void main(String[] args)     {         A a1 = new A();           try         {             A a2 = (A) a1.clone();   //This statement will throw CloneNotSupportedException               //Because, Class A does not implement Cloneable interface         }         catch (CloneNotSupportedException e)         {             e.printStackTrace();         }     }  } |

* As clone method is **protected**, you must override it to use outside the class or else use it inside a class like below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | class A  {      int i = 10;        public static void main(String[] args)      {          A a1 = new A();            A a2 = null;            try          {              //Using clone() method directly as we are using it inside the class                a2 = (A) a1.clone();            }          catch (CloneNotSupportedException e)          {              e.printStackTrace();          }      }  } |

* The default implementation of clone() method does shallow copy of an object. This type of copying an object is dangerous and unsecured when an object contains the references to other objects. So. try to avoid the shallow copy by overriding the clone() method.
* Cloning is an unsecured operation. That why whenever Java run time sees cloning, it expects one marker from the developer. We are providing that marker in the form of Cloneable interface.
* While cloning, copy of the object is created by **field-by-field** assignment. No constructor is called while cloning.

# How To Launch External Applications Through Java Program:

For every java application, there is a one and only one **java.lang.Runtime** object associated with it. This Runtime objcet is used to interact with the environment in which application is running. Application itself can’t create an instance of Runtime. But, You can retrieve Runtime object associated with the appliaction using **getRuntime()** method of java.lang.Runtime class. Like below,

**Runtime runtime = Runtime.getRuntime();**

You can use thus obtained Runtime object to interact with runtime environment of that application.

There is one method in java.lang.Runtime class called **exec()** method. This method executes the specified system command in a separate process. You can use this method to launch external applications like notepad, browser or any media player through your java program. For example if you pass **“notepad.exe”** to this method, it opens new instance of notepad application.

There are total 6 versions of exec() method available in Runtime class. You can follow all those methods [here](http://docs.oracle.com/javase/7/docs/api/java/lang/Runtime.html). We will discuss two widely used exec() methods in this post. They are,

**1) public Process exec(String command) throws IOException**

—>This method takes system command in the form of string.

**2) public Process exec(String[] command) throws IOException**

—> This method takes system command in the form of string array.

Here is the java program which opens a new instance of notepad using exec() method which takes system command as a string.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | public class LaunchingExternalApps  {      public static void main(String[] args)      {          Runtime runtime = Runtime.getRuntime();     //getting Runtime object            try          {              runtime.exec("notepad.exe");        //opens new notepad instance                //OR runtime.exec("notepad");          }          catch (IOException e)          {              e.printStackTrace();          }      }  } |

You can also open a particular file in notepad using the same exec() method.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | public class LaunchingExternalApps  {      public static void main(String[] args)      {          Runtime runtime = Runtime.getRuntime();     //getting Runtime object            try          {              runtime.exec("notepad I:\\sample.txt");        //opens "sample.txt" in notepad          }          catch (IOException e)          {              e.printStackTrace();          }      }  } |

Please notice that file name is specified along with it’s path (**I:\sample.txt**).

You can also open an URL in any browser using exec() method which takes command as string array. First element of string array must be the path of .exe file of installed browser and second element must be URL to open.

Here is a java program which opens “**https://javaconceptoftheday.com/**” in chrome browser.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | public class LaunchingExternalApps  {      public static void main(String[] args)      {          Runtime runtime = Runtime.getRuntime();     //getting Runtime object            String[] s = new String[] {"C:\\Program Files (x86)\\Google\\Chrome\\Application\\chrome.exe", "<https://javaconceptoftheday.com/>"};            try          {              runtime.exec(s);        //opens "<https://javaconceptoftheday.com/>" in chrome browser          }          catch (IOException e)          {              e.printStackTrace();          }      }  } |

Here is an example which opens “**sample.mp3**” file in VLC Media Player.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public class LaunchingExternalApps  {      public static void main(String[] args) throws Exception      {          Runtime runtime = Runtime.getRuntime();     //getting Runtime object            String[] s = new String[] {"C:\\Program Files\\VideoLAN\\VLC\\vlc.exe", "F:\\sample.mp3"};            Process process = runtime.exec(s);        //opens "sample.mp3" in VLC Media Player      }  } |

You can also close the launched applications using **destroy()** method of Process class. Just call the destroy() method on the process object returned by the exec() method.

Here is the java program which opens the notepad instance and closes it after 5 seconds.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | public class LaunchingExternalApps  {      public static void main(String[] args) throws Exception      {          Runtime runtime = Runtime.getRuntime();     //getting Runtime object            Process process = runtime.exec("notepad I:\\sample.txt");        //opens "sample.txt" in notepad            Thread.sleep(5000);            process.destroy();      }  } |

**­**