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| Original Grammar:  program ::= program expr '\n'  |  expr ::= NUMBER  | '(' expr ')'  | expr '+' expr  | expr '-' expr  | expr '\*' expr  | expr '/' expr  | '-' expr  Grammar without left recursion and after left-factoring and removing program recursion:  program ::= expr '\n'  expr ::= term expr\_tail  expr\_tail::= '+' term expr\_tail  | '-' term expr\_tail  | ε  term ::= factor\_p term\_tail  term\_tail::= '\*' factor term\_tail  | '/' factor term\_tail  | ε  factor ::= NUMBER  | '(' expr ')'  factor\_p ::= '-' factor  | factor | FIRST(program) = {NUMBER - (}  FIRST(expr) = {NUMBER - (}  FIRST(expr\_tail) = {+ -}  FIRST(term) = {NUMBER – (}  FIRST(term\_tail) = {\* /}  FIRST(factor) = {NUMBER (}  FIRST(factor\_p) = {NUMBER - (}  FOLLOW(program) = { }  FOLLOW(expr) = {\n )}  FOLLOW(expr\_tail) = {\n )}  FOLLOW(term) = {+ - ) \n}  FOLLOW(term\_tail) = {+ - ) \n}  FOLLOW(factor) = {\* / + - ) \n}  FOLLOW(factor\_p) = {\* / + - ) \n} |