Now that we understand the structure of a single neuron, we can begin to build the structure of a neural network:
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A basic neural network has three layers:

* An **input layer** of input values transformed by weight coefficients
* A **single "hidden" layer** of neurons (single neuron or multiple neurons)
* An **output layer** that reports the classification or regression model value

As mentioned previously, neural networks work by linking together neurons and producing a clear quantitative output. But if each neuron has its own output, how does the neural network combine each output into a single classifier or regression model? The answer is an **activation function**.

The **activation function** is a mathematical function applied to the end of each "neuron" (or each individual perceptron model) that transforms the output to a quantitative value. This quantitative output is used as an input value for other layers in the neural network model. There are a wide variety of activation functions that can be used for many specific purposes; however, most neural networks will use one of the following activation functions:

1. The **linear function** returns the sum of our weighted inputs without transformation.
2. The **sigmoid function** is identified by a characteristic S curve. It transforms the output to a range between 0 and 1.
3. The **tanh function** is also identified by a characteristic S curve; however, it transforms the output to a range between -1 and 1.
4. The **Rectified Linear Unit (ReLU) function** returns a value from 0 to infinity, so any negative input through the activation function is 0. It is the most used activation function in neural networks due to its simplifying output, but it might not be appropriate for simpler models.
5. The **Leaky ReLU function** is a "leaky" alternative to the ReLU function, whereby negative input values will return very small negative values.

To better understand how multiple neurons connect together with activation functions to make a robust neural network, we'll explore a teaching application known as the [TensorFlow Playground (Links to an external site.)](https://playground.tensorflow.org/#activation=sigmoid&batchSize=10&dataset=gauss&regDataset=reg-plane&learningRate=0.03&regularizationRate=0&noise=0&networkShape=1&seed=0.10587&showTestData=false&discretize=true&percTrainData=50&x=true&y=true&xTimesY=false&xSquared=false&ySquared=false&cosX=false&sinX=false&cosY=false&sinY=false&collectStats=false&problem=classification&initZero=false&hideText=false&discretize_hide=true&regularization_hide=true&learningRate_hide=true&regularizationRate_hide=true&percTrainData_hide=true&showTestData_hide=true&noise_hide=true&batchSize_hide=true).

TensorFlow is a neural network and machine learning library for Python that has become an industry standard for developing robust neural network models. TensorFlow developed its playground application as a teaching tool to demystify the black box of neural networks and provide a working simulation of a neural network as it trains on a variety of different datasets and conditions.