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*Certificate*

This is to certify that

Mr./~~Ms~~. Harsh Shah Roll no.21BCP359

of 3rd Year B. TECH Degree in Computer Engineering has satisfactorily completed his/her term work in Big Data Analytics Lab subject during the

semester from January 2024 to

May 2024 at School of Technology, PDEU.

Date of Submission: April 27, 2024 Signature:

Faculty In-charge Head of Department
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|  |  |  |
| --- | --- | --- |
| **Exp. No.** | **Title of Lab Work** | **Signature** |
| **1** | Basics of Scala programming |  |
| **2** | Transformations in Scala |  |
| **3** | File Handling in Scala |  |
| **4** | SQL in Scala |  |
| **5** | SQL Data processing in Scala |  |
| **6** | Feature Extraction in Pyspark |  |
| **7** | Graph modelling in Scala |  |
| **8** | More SQL Processing in Scala and Pyspark |  |
| **9** | Linear Regression |  |
| **10** | Page Rank Algorithm |  |
| **11** | Stream Processing and Programming |  |
| **12** | Hadoop, Pig, MongoDB with Databricks and Kafka configurations |  |

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 1 & 2

%scala

van nun = List (1,2,3, 4)

num : List [ I nt ] = List 1, 2, 3, 4)

%scala num.head

res0: Int = 1
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%scala num.tail

nes1: Lt st [ Int ] — LV st ( 2, 3, 4)

%scala num.sum

rer2: Int = 10

%scala

num.take(3) //Important function

Yes 3 : Li st [ Int ] - Li st 1, 2, 3)

%scala num.take(-1)

nes4 : Li st [ Int ] - Li st )

%scala

var ani = List(1,1,1,12,2,2,2,2,2)

ani : List [I nt - List 1, 1, 1, 12, 2, 2, 2, 2, 2)

%scala ani.distinct

Yes 5 : Lt st [ Int ] = Lt st 1, 12, 2)

%scala

ant ( 5 )

rcs6: Irt = 2

%scala

ani(-2)

at scala.collection.LinearSeq0ptimized.apply(LinearSeqOptimized.scala:67) at scala.collection.LinearSeq0ptimized.apply$(LinearSeqOptimized.scala:65) at scala.collection.immutable.List.apply(List.scala:91)

at $1inec 64bee687-F-6449b59e9-F-2ae0+e9a1d6c82. $read$$ iw$$iw$$ iw$$iw$$iw$$iw. ‹init› (com

mand -1651621763864477 : 1)

at $linec64bee687f6449b59e9f2ae8fe9ald6c82.$read$$iw$$iw$$iw$$iw$$iw.‹init>(command

-1651821763864477:45)

at $linec64bee687f6449b59e9f2aeBfe9ald6c82.$read$$iw$$iw$$iw$$iw.‹init›(command-165 1021763864477:47)

at $linec64bee687f6449b59e9f2ae0fe9ald6c82.$read$$iw$$iw$$iw.<init›(command-1651021 763864477:49)

at $linec64bee687f6449b59e9f2ae0fe9ald6c82.$read$$iw$$iw.<init>(command-16518217638 64477:51)

at $linec64bee687f6449b59e9f2ae0fe9ald6c82.$read$$iw.‹init›(command-165102176386447

7:53)

at $linec64bee687f6449b59e9f2ae0fe9ald6c82.$read.‹init›(command-1651021763864477:5

9)

7)

a: 43)

6)

16)

at $linec64bee687f6449b59e9f2aeBfe9ald6c82.$read$.‹init›(command-1651B21763864477:5

at $linec64bee687f6449b59e9f2ae0fe9a1d6c82.$read$.<clinit›(command-165102176386447

at $linec64bee687f6449b59e9f2ae0fe9ald6c82.$eval$.$print$lzycompute(‹notebooks:7) at $linec6Obee687f6449b59e9f2ae0fe9ald6c82.$eval$.$print(<notebook>:6)

at $linec64bee687f6449b59e9f2ae8fe9ald6c82.$eval.$print(‹notebook>) at sun.reflect.NativeMethodAccessorImpl.invokeB(Native Method)

at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62) at sun.reflect.DelegatingMethodAccessorImpl.invoke(DelegatingMethodAccessorImpl.jav

at java.lang.reflect.Method.invoke(Method.java:498)

at scala.tools.nsc.interpreter.IMain$ReadEvalPrint.call(IMain.scala:747) at scala.tools.nsc.interpreter.IMain$Request.loadAndRun(IMain.scala:1020) at scala.tools.nsc.interpreter.IMain.$anonfun$interpret$1(IMain.scala:568)

at scala.reflect.internal.util.ScalaClassLoader.asContext(ScalaClassLoader.scala:3

at scala.reflect.internal.uti1.ScalaClassLoader.asContext$(ScalaClassLoader.scala:1

at scala.reflect.internal.uti1.AbstractFileClassLoader.asContext(AbstractFileClassL

oader.scala:41)

at scala.tools.nsc.interpreter.IMain.loadAndRunReq$1(IMain.scala:567) at scala.tools.nsc.interpreter.IMain.interpret(IMain.scala:594)

at scala.tools.nsc.interpreter.IMain.interpret(IMain.scala:564)

at com.databricks.backend.daemon.driver.DriverILoop.execute(DriverILoop.scala:223) at com.databricks.backend.daemon.driver.ScalaDriverLocal.$anonfun$repl$1(ScalaDrive

rLocal.scala:227)

at scala.runtime.java8.JFunction0$mcV$sp.apply(JFunction0$mcV$sp.java:23)

at com.databricks.backend.daemon.driver.DriverLocal$TrapExitInternal$.trapExit(Driv erLocal.scala:1283)

at com.databricks.backend.daemon.driver.DriverLocal$TrapExit$.apply(DriverLocal.sca la:1236)

at com.databricks.backend.daemon.driver.ScalaDriverLocal.repl(ScalaDriverLocal.scal

a:227)

at com.databricks.backend.daemon.driver.DriverLoca1.$anonfun$execute$24(DriverLoca

%scala

ant(4)=2

%scala num.reverse

res10: List [Int] = List(4, 3, 2, 1)

%scala ani.min

resll: Int = 1

%scala

ant.1 sEmpty

resl2: Boolean = false

%scala

var arrl = Array(10,11,12,13,14,15,16)

arr1: Array[Int] = Array(10, 11, 12, 13, 14, 15, 16)

%scala

var arr2 = Array(1.2, 3.2, 4, 5,6,7)

arr2: Array[Double] = Array(1.2, 3.2, 4.0, 5.8, 6.0, 7.0)

%scala

val lang = Array(“Scala“,“Python“,“Java“)

lang: Array[String] = Array(Scala, Python, Java)

%scala 1ang.tail

resl3: Array[String] = Array(Python, Java)

%scala lang.head

resl4: String = Scala

%scala arr1(3)=30

%scala arrl

res18 : Array[ Int ] = Array 10, 11, 12, 30, 14, 15, 16)

%scala

import scala.collection.mutable.ArrayBuffer import scala.collection.mutable.ArrayBuffer

lscala

var car = new ArrayBuffer[String]()

car: scala.collection.mutable.ArrayBuffer[String] = ArnayBuffer()

%scala car.append(“carl“) car.append(“car2“) car.append(“car3“) car.append(“car4“)

%scala car

res2l: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(car1, carl, car2, car3, car4)

%scala

car +="car4"

res22: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(car1, carl, car2, car3, car4, car4)

%scala car

res23: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(car1, carl, car2, car3, car4, car4)

%scala car.length

res24: Int = 6

%scala

car . t rlmEnd (2)

%scala car

res26: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(carl, carl, car2, car3)

%scala

car• . I **rifnst** a rt (1)

%scala car

res28: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(car1, car2, car3)

%scala car+="car4" car+="car5"

res38: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(carl, car2, car3, car4, car4, car5)

%scala car.insert(4,“Porche“)

%scala car

res32: scala.collection.mutable.ArrayBuffer[String] = ArrayBuffer(car1, car2, car3, car4, Porche, car4, car5)

%scala

//Map Transonmation Program

//Each variable “x“ is transformed to “x2“ arr1.map(x=>x\*x)

res33: Array[Int] = Array(100, 121, 144, 900, 196, 225, 256)

%scala

// Program for cubing , sqrt and +3 add arrl.map(x=>x\*x\*x)

res34: Array[Int] = Array(1000, 1331, 1728, 27000, 2744, 3375, 4096)

%scala arr1.map(x=>x+3)

res35 : Array[ Int] = Array(13, 14, 15, 33, 17, 18, 19)

%scala

import Math.sqrt arrl.map(x=>Math.sqrt(x))

Import Nath . sqrt

res38: Array[Double] = Array(3.1622776601683795, 3.3166247903554, 3.4641016151377544, 5.477225575051661, 3.7416573867739413, 3.872983346207417,

%scala arr1.map(y=>y\*(y-1))

res39: Array[Int] = Array(90, 110, 132, 876, 182, 210, 240)

$scala

val b = arrl . nap(x=›x+1) . nap(b=›b\*b)

b: Array[Int] = Array(121, 144, 169, 961, 225, 256, 289)

%scala

val fruit = List(“Orange“,“Banana“,“Apple“,“Pineapple“)

fruit: List[String] = List(Orange, Banana, Apple, Pineapple)

%scala

//program for (Key,value) operation for calculating word count fruit.map(x=>(x,x.length))

res40: List[(String, Int)] = List((Orange,6), (Banana,6), (Apple,5), (Pineapple,9))

%scala fruit.filter(x=>x.length>5)

res41: L1st [St ring] = List(Orange, Banana, Pineapp1e)

%scala

//Create one list “ratings“ of type float of 5 numbers \* 10 filter marks between 60 to 80 map to divide by 10

va1 rat ings = List (2.3,4.5,5. 4,7.6,8.9)

ratings: L1st [Doub1e] = L1st(2. 3, 4. 5, 5.4, 7.6, 8.9)

a

val l lten = natings.map(x=>x\*10)

multen: List[Double] = List(23.0, 45.B, 54.8, 76.0, 89.0)

a

val g ade = multen.filten(x=>x›60&&x‹80).map(x=>x/10) grade: List[Double] = List(7.6)

%scala grade

//end

res43: List[Double] = List(7.6)

%scala

//function implementation

def add(a:Double=100,b:Double=200):Double ={

va r sum: Double = 0 sum= a+b

return sum

add: (a: Double, b: Double)Double

%scala

add ( 33, 55)

res45: Double = 88.0

%scala

//COnditional Statements

var x = 10

var b = if(x‹3){ println(”less than 3“)

} else{

println(”Greater than 3“)

Greater than 3 x: Int = 10

b: Unit = ()

%scala

def squ(a:Double=2):Double=

return a\*a

squ: (a: Double) Double

%scala

squ ( 2)

res46: Double = 4.8

%scala

//Nested function call

def sqqu(a:Double,b:Double):Double={ return squ(a)+squ(b)

sqqu: (a: Doubbe, b: Double) Double

%scala

sqqu(2, 4)

res48: Double = 20.0

%scala

//Loops

for(i<-1 to 10) println(i)

2

3

5

6

7

8

9

10

%scala

var x= Array(

Array(1, 2, 3),

Array(4, 5,6) ,

Array(7, 8, 9)

var y= Array(

Array(9, 8, 7) ,

Array(7, 6, 5),

Array(4, 2, 1)

var nes=Annay.ofDim[Int](3,3)

x: Array[Array[Int]] = Array(Array(1, 2, 3), Array(4, 5, 6), Array(7, 8, 9))

y: Array[Array[Int]] = Array(Array(9, 8, 7), Array(7, 6, 5), Array(4, 2, 1))

res: Array[Array[Int]] = Array(Array(0, 0, 0), Array(0, 0, 0), Array(0, 0, 0))

%scala

//Matrix Multiplication for(i‹-0 to 2){

for(j‹-0 to 2){

res(i)(j)=0

for(k‹-0 to 2){ nes(i)(j)+=x(i)(k)\*y(k)(j)

%scala res

res57: Array[Array[Int]] = Array(Array(35, 26, 20), Arnay(95, 74, 59), Array(155, 122, 98))

%scala

//Time related info code

def time() : Long=(

pr1ntIn (” Inside T1me Function “ )

return System.nanoTime()

def exec(t:Long):Long={ println(”Inside Exec Function “) println(”Time :“+ t) println(”Exiting from time function“) return t

println(“Main Function :“+ exec(time()))

Inside T1me Func t ton Inside Exec Function T1me : 82223636251778

Exiting -From time -L-unction Main Functlon : 82223636251778 time: ( ) Long

exec: (I: Long) Long

%scala var i=1

while(i‹10){ println(i)

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 3

%scala

/\* parallelize, map, filter, contains , sample, uuion, intersection, distinct- transformations function

=› parallelize typically refers to the process of parallelizing operations on collections using parallel computing techniques. Parallelizati‹

1. When its executed it creates - RDD (Resilient Distributed Dataset - concept in Spark), when there is any failure this RDD take care of no data loss occurs.
2. RDD generally consists of data i.e used frequently.

Ex - when we create database one RDD is created and so on. 3.Creations of RDD - 3 ways.

1. Every transformation has result displayed when action is performed = Job scheduling - DAG scheduler - Lazy evaluation.
2. all RDDs creates a DAG
3. spank context can only be one and it's default created and it's panent of all , we can't cneate oun own sc
4. spark's base lang is Scala.
5. saveAsTextFile - saves a file in HDFS with name -› part\_00000 -› default file name in Hadoop
6. Loop-iterative methods (fine grain mode) vs Block approach (course grain mode) - for allocation of data 10.Data dependency - delays due to extra computation of extra data to wonk - data latency comes

hence data d1st r ibution 1s 1np .

1. Self-scheduling mechanism - those processing elements which have high computing power , then they will take data on their own from s/m. hence the fast computing elements will take data at their own speed until data is present to make max utilization.
2. Hauffman and adaptive hauffmann - compression algos

*”f*

val a = sc.parallelize(List(“A“,“B“,“C“,“D“)); //sc= spark context

a: org.apache.spark.rdd.RDD[String] = ParallelCollectionRDD[0] at parallelize at command-1828

%scala

val b = a.map(x=›(x,1));

b: org.apache.spark.rdd.RDD[(String, Int)] = MapPartitionsRDD[1] at map at command-1820806844

%scala

//collect action cmd - Used to get the action(result) done by the job created by transformations b.collect

res8: Array[(String, Int)j = Array((A,1), (B,1), (C,1), (D,1))

%scala

//Shortcut method -F-or the above transf-ormatlon

val b = a.map((\_,1))

b: org.apache.spark.rdd.RDD[(String, Int)] = MapPartitionsRDD[2] at map at command-1820806844

%scala

val a = sc.parallelize(List(“Apple“,“Banana“,“0range“,“Mango“));

a: org.apache.spark.rdd.RDD[String] = ParallelCollectionRDD[3] at parallelize at command-1820

%scala

val b = a.map(x=›(x,x.length));

b: org.apache.spark.rdd.RDD[(String, Int)] = MapPartitionsRDD[4] at map at command-1820806844

%scala b.collect

resl: Array[(String, Int)] = Array((Apple,5), (Banana,6), (Orange,6), (Mango,5))

a

val a sc.parallelize(List(1,2,3,4,5)).map(x=›List(x,x,x))

a: org.apache.spark.rdd.RDD[List[Int]] = MapPartitionsRDD[6] at map at command-18288068441239

%scala a.collect.

res2: Array[List[Int]] = Array(List(1, 1, 1), List(2, 2, 2), List(3, 3, 3), List(4, 4, 4), Li

%scala

val a = sc.parallelize(List(1,2,3,4,5)).flatMap(x=>List(x,x))

a: org.apache.spark.rdd.RDD[Int] = MapPartitionsRDD[8] at flatMap at command-182B88684412398:

%scala a.collect

res3: Array[Int] = Array(1, 1, 2, 2, 3, 3, 4, 4, 5, 5)

%scala

val rdda = sc.parallelize(List(“aaaa“,“bbbb“,“cccc”))

rdda: org.apache.spark.rdd.ADD[String] = ParallelCollectionRDD[9] at parallelize at command-1

%scala

//checking whether the element exists or not rdda.filter(\_.equals(“aaaa“)).collect

res6: Array[String] = Array(aaaa)

%scala

//Checking whether the character is present in list or not rdda.filter(\_.contains(“a“)).collect

res7: Array[String] = Array(aaaa)

%scala

val a = sc.parallelize(List((“Mumbai“,2000),(“Delhi”,3000),("Chennai“,1000),(“6ujarat“,7000)))

a: org.apache.spark.rdd.RDD[(String, Int)] = ParallelCollectionRDD[0] at parallelize at comma

%scala

// \_2 = value , \_1 = key a.filter(\_.\_2.equals(70B0)).collect

res4: Array[(String, Int)] = Array((Gujarat,7880))

%scala a.filter(\_.\_2>1000).collect

resll: Array[(String, Int)] = Array((Mumbai,2000), (Delhi,3000), (Gujarat,7800))

%scala

a.filter(\_.\_2> 1000 ).filter(\_.\_2 ‹ 6000).collect

res7: Array[(String, Int)] = Array((Mumbai,2000), (Delhi,3008))

%scala

/\*

function - sample(true/false, fraction,seed)

1. true have repetition
2. false dou't have repetition
3. fraction 0 to 1 , no.of sub-sample to be used from the sample in o/p
4. seed - randomization - result same if it has the same value - could be any number - same seed value results in same set of value

*’*

var s=sc.parallelize(1 to 100) var a=s.sample(true,1.2) a.count

s: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[22] at parallelize at command-182088 684412486:10

a: org.apache.spark.rdd.RDD[Int] = PartitionwiseSampledRDD[23] at sample at command-182080684

%scala

val a = sc.parallelize(l to 1000)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[21] at parallelize at command-182088

%scala

// false - no repetition allowed , 0.2 - 20% of data of 1000 , 5 - seed value fon randomizing a.sample(false,0.2,24).collect

resll: Array[Int] = Array(7, 10, 14, 16, 17, 19, 21, 27, 29, 32, 35, 46, 48, 54, 61, 63, 77,

86, 83, 84, 85, 86, 87, 88, 92, *188,* 111, 114, 115, 116, 127, 144, 149, 151, 161, 169, 172, 1

91, 199, 204, 207, 217, 225, 236, 243, 256, 252, 254, 259, 262, 269, 272, 274, 275, 283, 285,

289, 299, 300, 307, 309, 322, 327, 332, 333, 342, 343, 345, 349, 364, 371, 386, 393, 397, 40

5, 466, 467, 411, 413, 415, 417, 419, 420, 425, 439, 442, 451, 453, 454, 456, 464, 466, 467,

470, 473, 477, 485, 496, 495, 498, 511, 517, 518, 519, 521, 525, 532, 542, 546, 549, 551, 55

%scala

a.sample(false,0.1,1022).collect

resl9: Array[Int] = Array(21, 23, 44, 48, 55, 59, 66, 67, 71, 82, 106, 113, 115, 128, 123, 12

8, 135, 153, 162, 172, 214, 247, 249, 255, 269, 287, 322, 326, 330, 355, 359, 385, 388, 399,

468, 429, 432, 438, 465, 478, 484, 487, 496, 503, 510, 514, 541, 543, 559, 564, 566, 571, 57

%scala

val a = sc.parallelize(List(1,1,1,2,1,2,1,2))

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[31] at parallelize at command-182080

%scala a.sample(true,0.5,15).collect

res2l: Array[Int] = Array(1, 1, 2, 2, 2)

%scala

val a = sc.parallelize(1 to 7)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[33] at parallelize at command-182088

%scala

val b = sc.parallelize(3 to 12)

b: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[50] at parallelize at command-182080

%scala a.union(b).collect

res28: Array[Int] = Array(1, 2, 3, 4, 5, 6, 7, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12)

%scala a.intersection(b).collect

res29 : Array [ Int ] = Array( 3, 4, 5, 6, 7)

%scala a.union(b).distinct.collect

res30: Array[ Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12)

%scala

// 3 - distribution of data on 3 cores , by default - no. of cores in s/m val a = sc.parallelize(1 to 9,3)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[62] at parallelize at command-182088

%scala

/\*

Block mode distribution starting no. 1 , 4 , 7

iterator - used to check the indexes of starting of partitions on cores

OS - fork and join in data distribution by parent to child process and concept of shared memory

*\*/*

a.mapPartitions(x=›List(x.next).iterator).collect res3l: Array[Int] = Array(1, 4, 7)

%scala

//Getting the index of partition of each element

def pra(index:Int, iter:Iterator[(lut)]) : Iterator[String]

lter.toLIst.map(x=›x+" "+1ndex) . iterator

pra: (index: Int, iter: I t erat or[Int])It er at or[St ring]

%scala

val a = sc.parallelize(List(1,2,3,4,5,6),4)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[66] at parallelize at command-182080

%scala a.mapPartitiousWithIndex(pra).collect

res34: Array[String] = Array(1 0, 2 1, 3 1, 4 2, 5 3, 6 3)

%scala

val v = sc.parallelize(1 to 10)

v: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[68] at parallelize at command-182088

%scala

//1. square of even numbers

val even = v.filter(x=>(x%2==0)).map(x=›x\*x).sum

odd: Double = 220. 6

a

u e u

V dq ’ v.filddrn ’be %2!=0)).map(x=>x\*x).sum

even: Double = 165.0

%scala

//3.Prime numbers ' squa re sum def 1 sPrime(num: Int):Boolean =(

(num ›1) && ! (2 to sea la . nath . sqrt(nun) . toInt) . extsts(x=› num&x==0)

isPrime: (num: Int)Boolean

%scala

val prime = v.filter(x=>(isPrime(x))).map(x=>(x\*x)).sum

prime: Double = 87.0

%scala

println(“Sum of odd square is :“+odd) println(“Sum Of even square is :“+even) println(“Sum of prime square is :“+prime)

Sum of odd square is :228.0 Sum of even squane is :165.0 Sum of prime square is :87.0

%scala

val fr = a.foreach(isPrime)

fr: Unit = ()

%scala

// frequency of occurence of words in the file

val wordList=sc.parallelize(List(

"apple", "banana", "orange", "grape", "banana", "apple", "kiwi", "orange", "apple", "grape",

"pear", "kiwi", "banana", "orange", "apple", "grape", "kiwi", "orange", "apple", "pear",

"kiwi", "banana", "grape", "orange", "apple", "kiwi", "banana", "apple", "grape", "orange",

"pean", "kiwi", "banana", "apple", "grape", "onange", "kiwi", "banana", "apple", "grape",

"kiwi", "orange", "pear", "banana", "grape", "apple", "kiwi", "bauaua", "orauge", "grape",

"pear", "kiwi", "banana", "apple", "grape", "orange", "kiwi", "banaua", "apple", "grape",

"kiwi", "orange", "pear", "banana", "grape", "apple", "kiwi", "bauaua", "orauge", "grape",

"pear", "kiwi", "banana", "apple", "grape", "orange", "kiwi", "banana", "apple", "grape",

"kiwi", "orange", "pear", "banana", "grape", "apple", "kiwi", "banana", "orange", "grape",

"pean", "kiwi", "banana", "apple", "grape", "onange", "kiwi", "banana", "apple", "gnape"

wordList: org.apache.spark.rdd.RDD[String] = ParallelCollectiouRDD[0] at parallelize at comma
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resl: Array[(String, Int)] = Array((kiwi,19), (apple,18), (grape,19), (banana,19), (pear,9),
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LAB 4

%scala

// Wordcount program for a file

val data = sc.textFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/input.txt“)

a

dal sp tdata = data.flatMap(line =› line.split(" ”))

val apdat splitdata.map(word =› (word, 1)) d’ a,e-

: d :

u

:d’

t

ilec

’apdata.reduceByKey(\_+\_)

data: org.apache.spark.rdd.RDD[String] - dbfs:/FileStone/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/input.txt MapPartitionsRDD[1] at textFile at

command-877532722711277:3

splitdata: org.apache.spark.rdd.RDD[String] = MapPartitionsRDD[2] at flatMap at command-877532722711277:5 mapdata: org.apache.spark.rdd.RDD[(String, Int)] = MapPartitionsRDD[3] at map at command-877532722711277:6 reducedata: org.apache.spark.rdd.RDD[(String, Int)] = ShuffledRDD[4] at reduceByKey at command-877532722711277:8

res0: Array[(String, Int)] = Array((Birds,1), (orange,1), (dog.,1), (with,1), (lazy,1), (pink.,1), (draped,1), (over,2), (brown,1), (sunset,1),

(merrily,1), (fox,1), (nature.,1), (The,1), (chirped,1), (a,1), (painted,1), (quick,1), (creating,1), (A,2), (symphony,1), (in,1), (of,2), (tree C..ww M u wM W4 wl. ri.. W ... u

*•As cai a*

// Character couut program for file

val data = sc.textFile(”dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/input.txt”) data.collect

val splitdata = data.flatMap(q =› q.split(““)) val mapdata = splitdata.map(word =› (word, 1)) mapdata.collect

val reducedata = mapdata.reduceByKey(\_+\_) // ReduceByKey is a kind of transformation not an action reducedata.collect

data: org.apache.spark.rdd.RDD[String] = dbfs:/FileStone/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/input.txt MapPartitionsRDD[6) at textFile at command-877532722711278:3

splitdata: org.apache.spark.rdd.RDD[String] = MapPartitionsRDD[7] at flatMap at command-877532722711278:5 mapdata: org.apache.spark.rdd.RDD[(String, Int)] = MapPartitionsRDD[8] at map at command-877532722711278:6 reducedata: org.apache.spark.rdd.RDD[(String, Int)] = ShuffledRDD[9] at reduceByKey at command-877532722711278:8

resl: Array[(String, Int)] = Array((T,1), (d,8), (z,2), (p,6), (x,1), (B,1), (t,12), (.,3), (b,3), (h,9), (“ ",38), (n,11), (f,4), (j,1), (v,2),

ra e ,o .., o r w o ; ,c ›. .. u o ›. o ,c z a z

%scala res3

res4: Array[(String, Int)] = Array((T,1), (d,8), (z,2), (p,6), (x,1), (B,1), (t,12), (.,3), (b,3), (h,9), (“ “,38), (n,11), (f,4), (j,1), (v,2),

(„1), (1,4), (r,12), (w,2), (s,7), (e,21), (a,10), (i,10), (k,4), (y,6), (A,2), (u,7), (o,10), (q,1), (g,3), (m,3), (c,4))

%scala

//Getting number of cores used in the program

/\*

1. rdds are keep on creating the lineage information and the DAG is continously updated
2. rdd itself is partitioned into blocks and if core has no space then this partitioned rdd is send to other cores
3. cone execution is always sequential
4. In case of node failure it cau look to the lineage info (metadata iufo)
5. Spark do sequential execution on a single core and all other cores then run parallely
6. Spark's objective is not to go for replication but focusing on processing just inverse of Hadoop

\*/

val ndda=sc.panallelize(List(1,2,4,5),10) //List(),10 -› Number of cones val rddb=rdda.collect //Transformed rdd //collect is also an "action" println(“Number of partitions: “+rdda.getNumPartitions)

println(“Action: First element “+rdda.first()) rdda.foreach(println)

Number of partitions: 18 Action: First element 1

rdda: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[18] at parallelize at command-877532722711280:11 rddb: Array[Int] = Array(1, 2, 4, 5)

%scala

/\*

Brodcasting the data to the all the rdd on multiple cores running the partitioned rdds We can update rdds and list using ”SEQ“(sequantials) ,ideally we should avoid it

The broadcasting will be done to all the rdds where the rdd is stored

*’*

val broadCastVar=sc.broadcast(Array(1,2,4,5)) broadCastVar.value

broadCastva r: org. apache. spark. broadcast. Broadcast [Amay[Int] ] = Broadcast(28)

resl8: Array[Int] = Array(1, 2, 4, 5)

%scala

// Use of broadcast variable creation of Dataframe

/\*

We can only create one context i.e sc - spark context impont ong.apache.spark.sql.SpankSession

val states = Map((“NY“,“New York“),(“CA“,“California”),(“FL“,"FLorida“))

val countnie - Map((“USA“,“UNited States“),(“IN“,”India“),("CHN",“China“)) val bstates= spark.sparkContext.broadcast(states)

val bcountries=spark.sparkContext.broadcast(countrie)

val data = Seq((“James“,“Smith“,“USA“,“CA“),

(“Jamesl“,”Smith1“,“USA“,“CA“),

(“James2“,”Smith2“,“IN“,“CA“),

(“James3“,”Smith3“,“CHN“,“FL“),

val rdda =spark.sparkContext.parallelize(data) val rdd2=rdda.map(f=>{

val country=f.\_3 val state=f.\_4

val fullCountry=bcountries.value.get(country).get val fullstate=bstates.value.get(state).get (f.\_1,f.\_2,fullCountry,fullstate)

println(rdd2.collect().mkString(“\u“))

(James,Smith,UNited States,California) (James1,Smith1,UNited States,California) (James2,Smith2,India,California) (James3,Smith3,China,FLorida)

import org.apache.spark.sql.SparkSession

states: scala.collection.immutable.Map[String,String] = Map(NY -> New York, CA -› California, FL -> FLorida) countrie: scala.collection.immutable.Map[String,String] = Map(USA -› UNited States, IN -› India, CHN -› China) bstates: org.apache.spark.broadcast.Broadcast[scala.collection.immutable.Map[String,String]] = Broadcast(40) bcountries: org.apache.spark.broadcast.Broadcast[scala.collection.immutable.Map[String,String]] - Broadcast(41)

data: Seq[(String, String, String, String)] = List((James,Smith,USA,CA), (Jamesl,Smith1,USA,CA), (James2,Smith2,IN,CA), (James3,Smith3,CHN,FL)) rdda: org.apache.spark.rdd.RDD[(String, String, String, String)] = ParallelCollectionRDD[25] at parallelize at command-877532722711282:20

rdd2: org.apache.spark.rdd.RDD[(String, String, String, String)] = MapPartitionsRDD[26] at map at command-877532722711282:22

%scala

// Creating the columns in dataframe import org.apache.spark.sql.SparkSession

val states = Map((“NY“,“New York“),(“CA“,“California“),(“FL“,"FLorida“))

val countrie = Map((“USA“,“UNited States“),(“IN“,”India“),("CHN",“China“)) val bstates= spark.sparkContext.broadcast(states)

val bcountries=spark.sparkContext.broadcast(countrie)

val data = Seq ( ( "3anes", "Snlth", "USA", "CA" ) ,

( "3ames1", "Snlth1", "USA", "CA" ) ,

( "3ames 2", "Snlth2", "IN", "CA" ) ,

( "James3", "Smith3", "CHN", "F L" ) ,

val columns = Seq(“firstname“,“lastname“,“country“,“state“) impont spank.sqlContext.implicits.\_

val df=data.toDF(columns:\_\*) val df2=df.map(row=>{

val countny=now.getString(2) va1 state= row.getString(3)

val fullCountny=bcountries.value.get(country).get val fullstate=bstates.value.get(state).get

(row.getString(0),row.getString(1),fullCountry,fullstate)

}).toDF(columns:\_\*)

df2.collect df2.show()

firstname|lastname| count ry | state

James| Smith|UNited States|California| James1| Smith1|UNited States|California| James2| Smith2| India|California| James3| Smith3| China| FLorida|

import org.apache.spark.sql.SparkSession

states: scala.collection.immutable.Map[String,String] = Map(NY -› New York, CA -› California, FL -> FLorida) countrie: scala.collection.immutable.Map[String,String] = Map(USA -> UNited States, IN -> India, CHN -> China) bstates: org.apache.spark.broadcast.Broadcast[scala.collection.immutable.Map[String,String]] = Broadcast(55) bcountries: org.apache.spark.broadcast.Broadcast[scala.collection.immutable.Map[String,String]] = Broadcast(s6)

data: Seq[(String, String, String, String)] = List((James,Smith,USA,CA), (Jamesl,Smith1,USA,CA), (James2,Smith2,IN,CA), (James3,Smith3,CHN,FL)) columns: Seq[String] = List(firstname, lastname, countny, state)

import spark.sqlContext.implicits.\_

df: org.apache.spark.sql.DataFrame = [firstname: string, lastname: string ... 2 more fields] df2: org.apache.spark.sql.DataFrame = [firstname: string, lastname: string 2 more fields]

%scala

//Aggnegation of data fon high performance computing parallely val accum = sc.longAccumulator(“My Accumulator”) sc.parallelize(Array(2,4,4,3)).foreach(x => accum.add(x)) accum.value

accum: org.apache.spark.util.LongAccumulator = LongAccumulator(id: 1982, name: Some(My Accumulator), value: 13)

res26: Long = 13

%scala

// Advanced aggregators -> transformation function

va1 accu = sc.1ongAccumu1ator("My Accumulator”) val accul = sc.lougAccumulator(“My Accumulator”) val accu2 = sc.longAccumulator(“My Accumulator”) val accum = sc.longAccumulator(“My Accumulator”)

spark.sparkContext.setLogLevel(“ERROR“)

val inputRDD = spark.sparkContext.parallelize(List((“Z“,1),(“B“,1),(“C“,1),("D",1),(“E“,1)))

val listRDD = spark.sparkContext.parallelize(List(1,3,4,5,56,8,6))

//aggregate

def param0=(ac cu: Int,v:Int)=›ac cu+v

def paraml=(ac cu1 : Int,ac cu2 : Int)=›accu1+a ccu2

println(“Aggregate for Num list:“+listRDD.aggregate(0)(param0,paraml))

//aggnegate

def param3=(accu:Int,v:(String,Int))=>accu+v.\_2 def param4=(accu1:Int,accu2:Int)=>accu1+accu2

println(“Aggregate for key val list:“+inputRDD.aggregate(0)(param3,param4))

//tree aggregate

def param5=(accu: Int,v:(String, Int) )=›accu+v.\_2 def- param6=(accu1: Int,accu2: Int)=›accu1+accu2

println(“Aggregate for key val usiug tree aggregate:“+inputRDD.treeAggregate(0)(param5,param6))

//ADVANCED ACTIONS

//Fold

println(“Fold for int list:“+listRDD.fold(0){

(acc, v)=›val sun=acc+v sum

//Reduce

println(“Reduce for int list:“+listRDD.reduce(\_+\_)) //Shortcut

//TneeReduce - neduces ndd to multilevel tree pattenn println(“Tree Reduce for int list:“+listRDD.treeReduce(\_+\_))

//Count

println(“Count for int list:“+listRDD.count)

//CountApprox

println(“Count Approx for int list:“+listRDD.countApprox(1200))

//Count by value

println(”Count by value for int list:“+listRDD.countByValue())

//min

println(“Min for int list:“+listRDD.min())

//max

println(“Max for int list:“+listRDD.max())

Aggregate for Num list:83 Aggregate for key val list:5

Aggregate for key val using tree aggregate:5 Fold for int list:83

Reduce for int list:83

Tree Reduce for int list:83 Count for int list:7

Count Approx for int list:(final: [7.000, 7.800])

Count by value for int list:Map(5 -› 1, 56 -> 1, 1 -> 1, 6 -> 1, 3 -> 1, 8 -› 1, 4 -> 1) Min for int list:1

Max for int list:56

accu: org.apache.spark.util.LongAccumulator = LongAccumulator(id: 4995, name: Some(My Accumulator), value: 0) accul: org.apache.spark.util. LongAccumulator = LongAccumulator(id: 4996, name: Some(My Accumulator), value: 0) accu2: org.apache.spark.util.LongAccumulator = LongAccumulator(id: 4997, name: Some(My Accumulator), value: 0) accum: org.apache.spark.util.LongAccumulator = LongAccumulator(id: 4998, name: Some(My Accumulator), value: 0)

inputRDD: org.apache.spark.rdd.RDD[(String, Int)] = PanallelCollectionRDD[131] at parallelize at command-877532722711285:9 listRDD: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[132] at parallelize at command-877532722711285:11

param6: (Int, Int) =› Int

paraml : (Int, Int) =› Int

parari3 : (Int, (String, Int) ) =› Int

param4 : ( I nt , Int ) =› Int

param5 : (I nt , (String, Int) ) =› Int

param6: (Int, Int) => Int

%scala

//Fetching and reading CSV

val df1 = spark.read.format(“csv“).option(“delimiter“, “;“).option(“headers“,“false“).load(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.

// val columns = Seq(“Username”,“Identifier“)

// import spark.sqlContext.implicits.\_

// val df=data.toDF(columns:\_\*)

// val df2=df.map(row=>{

// val country=row.getString(2)

// val state= row.getString(3)

// val fullCountry=bcountries.value.get(country).get

// val fullstate=bstates.value.get(state).get

// (row.getString(0),row.getString(1),fu11Country,fullstate)

// }).toDF(columns:\_\*)

// df2.collect df1.show()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAcCAIAAAClENvaAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADB0lEQVRYhe2Xv0vrUBTHvy2ROKj4o0sRigXRUh0KgohYiqVQMCIO1sWlOopLXcXRP0AFpSBiHYRoKNqtRKSoRVQKghVCulRRSy2CiKhDtG+4kBdSjDFWfcL7DuHee86595Obcw+5pmKxiH9S6+vrANra2qifJnlTGxsbpGH+WQ49+o9YDn1TLqbTaZZl7+/vSbelpaWrq6ujo0NP7HcgrqysxONxSZKam5tpmj47O7u+vk4kEi6Xa2pq6ucRw+Hw9vY2TdOhUKizsxPA1dXVwsKCKIonJyc7Ozter1d7hq/NxXw+n0gkADAMQ/gANDY2zszMNDQ0AIhEIu9O8qldTCaTgiCcnp4q638gEOjp6SHtVColSRKA/v5+VSzDMKurq4+Pj7e3twS3/IjT09OCIJSOZzIZGfH8/ByA0+msrq5W+uTz+f39fdJOp9Mej6f8iDzPC4JA03Rvb68ymTKZDEX9nfPo6AhAU1OTMnZ3d3dpaenp6Yl0RVEsP2Iul1teXgYwMDAwPDysNNntdmX39fVVFTs3N7e3twfA4/EcHh4+Pz+/+5NgBDEajUqSZDabVXzaEkVxdnb25uaGoqhgMOj3+4+Pj/UEGkE8ODgA0N3drdO/WCxyHMdx3MvLS319/eTkZGtrq/7ljCCSz2exWHT68zxPzrXT6QyFQrW1tR9a7mtLd0VFBQDCxzBMMBhUWsmralccfKZ0k4W15Xa7SWNiYkLFR84KALmkvyUjiOS95cKmITkZrFarynR5eQnAZDK9+92NIJKDcnd3x7Kstmd7e3tlZSWAaDSqMsViMQBut1tV1UtlMnZ3GR8fLxQKAGw2G8MwVVVVBJrneZfLNTIyInuyLMtxHAC73T40NETcNjc3C4WCxWJZXFx8a4lAIECeBhEvLi7m5+ez2Wypqa+vb3R0VDnC8/za2trDw4Ny0OFwjI2NqUp9ORGJkslkKpUiWQ+grq7O5/PV1NSUHtJcLre1taX8pR0cHNSevDyIXyoZ8RfcXX4BIkX2U6fk6/d36hfs4h/ZZj8ahg4GEwAAAABJRU5ErkJggg==)\_c1 \_c2| \_c3| \_c4| ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAcCAIAAAClENvaAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACRElEQVRYhe2Xz6sxURjHHwyyUVOi7mwIS2ThR/4E2YxibTGWVthIVrIge//AlNhIsbNjmJKUpmwUKTVRspHCuAtvmtd9b+YeXPet+13N+Z7nOc+nM3POmSM7nU7wI8VxHMdxAIC9muRTcRxXrVYBQP5qktv6RXyEnv4t8jyfy+X+2WUwGFKp1M0Rno54OBwWi8U9I3zTitbr9YlE4spUqVRScr8JEcMwk8mEmHtP4X6/P5/P2+324XC4mE6nMxKJ3DPsldARaZqu1WoffYmvT7oQEWezWb1eBwCv10uSpFqtPvur1Wo8Hj+MDgCQEQuFgiAINpstHo+LfYIgHA7Hx/jlcplMJi9NuVxOUZTVan0WYqvV4nkex/FYLCYxZb/fT6dTsZPNZtPptBRKFESWZQFAp9PhOH4zmCCIfD4vdgRBoGl6NBpJpEQ5AL/6/2b6W2azOZPJuFyu7XZbKpVupr/sjFYqlQAg3q0+Ezrifr9Hzv2SUBB1Oh0ATKfTyWSCXHi32wGARqO5GYmC6PP5zg/lchkhHQA6nc5gMACAaDR6MxhlRdtsNo/Hw7LscDikKCoQCLy9vQHA8XhsNptKpTKTyVyCu92uQqG4NAVBaDQa5+09GAyazeanIAJAIpEoFou9Xm+z2dA0Le4yGo3iZq/XYxjmuiqGkSQZDoel1EI/o+PxOMdxDMOs1+uzo1Ao/H6/VqsVh1ksFvHCkslkbrfbbrdL2VP/pPzYS2qlUvm9AT5O2GU+pSgUCkn8xh+o/2AW3wF+pMy7urCQ3wAAAABJRU5ErkJggg==) \_c6 \_c7|

Username| Identifier|One-time password|Recovery code|First name|Last name| Department| Location|

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| booker12| | 9012| | 12se74| | rb9012| | Rachel| | Booker| | Sales|Manchester| |
| grey07| | 2070| | 04ap67| | lg2070| | Laura| | Grey| | Depot| London| |
| johnson81| | 4081| | 30no86| | cj4081| | Craig| | Johnson| | Depot| London| |
| jenkins46| | 9346| | 14ju73| | mj9346| | Mary| | Jenkins|Engineering|Manchester| | |
| smith79| | 5079| | 09ja61| | js5B79| | Jamie| | Smith|Engineering|Nanchester| | |

df1: org.apache.spark.sql.DataFrame = [\_c8: string, \_c1: string ... 6 more fields]

%scala dbutils.fs.ls(“dbfs:/FileStore/shared\_uploads/kushagra.dce2l@sot.pdpu.ac.in/input.txt“)

res52: Seq[com.databricks.backend.daemon.dbutils.Filelnfo] = ArrayBuffer(FileInfo(dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/inpu

t.txt, input.txt, 209, 1706846202000))

%scala dbutils.fs.help()

dbutils.Is provides utilities for working with FileSystems. Most methods in this package can take either a DBFS path (e.g., "/foo" or "dbfs:/foo"), or another FileSystem URI. For more info about a method, use dbutils.Is.help("methodName"). In notebooks, you can also use the %fs shorthand to access DBFS. The %fs shorthand maps straightforwardly onto dbutils calls. For example, "%fs head --maxBytes=10000 /fiIe/path" translates into "dbutils.fs.head("/fiIe/path", maxBytes = 10000)".

mount

mount(source: String, mountPoint: String, encryptionType: String = "", owner: String = null, extraConfigs: Map = Map.empty[String, String]): boolean ->

Mounts the given source directory into DBFS at the given mount point mounts: Seq -> Displays information about what is mounted within DBFS

refreshMounts: boolean -> Forces all machines in this cluster to refresh their mount cache, ensuring they receive the most recent information unmount(mountPoint: String): boolean -> Deletes a DBFS mount point

**updateMount(source: String, mountPoint: String, encryptionType: String** = "", **owner:** String = null, extraConfigs: Map = **Map.empty[String, String]): boolean** -

> Similar to mount(), but updates an existing mount point (if present) instead of creating a new one

fsutils

cp(from: String, to: String, recurse: boolean = false): boolean -> Copies a file or directory, possibly across FileSystems

head(file: String, maxBytes: int = 65536): String -> Returns up to the first 'maxBytes' bytes of the given file as a String encoded in UTF-8

lsfdir: Strino \: Sea -> Lists the rmntc'nts nf a rJirr'otnrv

Name : Harsh Shah
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LAB 5

%scala

// from pyspark import SparkContext, SparkConf

// conf = SparkConf().setAppName(“LogExample”)

// sc = SpankContext(conf=conf)

// sc.setLogLevel(“Error“)

%scala

// in databricks this library has been deprecated and in databricks we have the flexibility to directly use sql val sqlContext = new org.apache.spark.sql.SQLContext(sc)

commaud-4077768786815913:2: warning: constructor SQLContext iu class SQLContext is deprecated (since 2.0.0): Use SparkSession.builder instead val sqlContext = new org.apache.spank.sql.SQLContext(sc)

sqlContext: org.apache.spark.sql.SQLContext = org.apache.spark.sql.SQLContext@5fc7e659

%scala

val a = sc.parallelize(1 to 10)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[0] at parallelize at command-4077768786815914:1

%scala a.collect

res1: Array[Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10)

$scala

val b = a . nap (x=› (x, x\*1) )

b: org.apache.spark.rdd.RDD[(Int, Int)] = MapPartitionsRDD[1] at map at command-4077768786815916:1

%scala b.collect

res2: Array[(Int, Int)] = Array((1,2), (2,3), (3,4), (4,5), (5,6), (6,7), (7,8), (8,9), (9,18), (10,11))

%scala

val df = b.toDF(“First“,“Second“)

%scala df.show()

First |Second

|  |  |
| --- | --- |
| 1|  2|  3| | 2|  3|  4| |
| 5| | 6| |
| 6| | 7| |
| 7| | 8| |
| 8| | 9| |
| 9| | 10| |
| 10| | 11| |

%scala

val a = List((“Tom“,5),(“Jerry“,2),(“Donald“,7))

a: List[(String, Int) ] = List( (Tom, 5) , ( erry, 2), (Dona1d , 7) )

%scala

val df = a.toDF(“Name“,“Age“)

df: org.apache.spark.sql.DataFrame = [Name: string, Age: int]

%scala df.show

Name|Age| Tom| 5|

Jerry| 2| Donald| 7|

%scala

// df is internally converted to rdd and nodes for parallization and then task is done by dag schedular

%scala

val a = Seq((“Tom“,5),(“Jerry“,2),(“Donald“,7))

a: Seq[(String, Int)] = List((Tom,5), (Jerry,2), (Donald,7))

%scala

val df = a.toDF(“Name“,“Age“)

df: org.apache.spark.sql.DataFrame = [Name: string, Age: int]

%scala df.show

Name|Age|

Tom| 5|

3erry| 2

Donald| 7|

%scala

df.registerTempTable(“Cartoon”) // metadata information - since we have the cartoon character names

// negistenTempTable is depnecated instead use - cneate0rReplaceTempView - this will cneate a table fon you.

// This command createOrReplaceTempView - by default work for all file systems

command-4077768786815927:l: warning: method registerTempTable iu class Dataset is deprecated (since 2.8.0): Use createOrReplaceTempView(viewName)

instead.

df.registerTempTable(“Cartoon“) // metadata information - since we have the cartoon character names

*•As cai a*

df.create0rReplaceTempView(“Cartoon“)

%scala

sqlContext.sql(“select \* from Cartoon where Name = 'Tom'“).show

// whatever you do with sqlContext you can do with dataframe

Name|Age

Tom| 5|

%scala

sqlContext.sql(“select \* from Cartoon“).show

Narre|Age

Tom| 5|

Jerry| 2| Donald| 7|

%scala

// Question: To create a JSON File and penform the following openations

// select query with all names

// filter and identify age > 23

// groupBy Age couut it and show it

val df1 = spark.read.format(“json“).load(“dbfs:/FileStore/shared\_uploads/kushagra.dce2l@sot.pdpu.ac.in/JS0NDatabricks.json“)

df1: org.apache.spark.sql.DataFrame = [Age: string, id: string ... 1 more field]

%scala df1.show

Age| Id | name

25|1261| Sat i sh 28|1262|Krishna 39|1263| Amith 23|1264| 3aved 23|1205|Pruthvi

%scala

df1.printSchema() // the information of the json file - field details

0OOt

-- Age: string (nullable = true)

-- id: string (nullable = true)

-- name: string (nullable = true)

%scala df1.select(“name“,“Age“).show()

name|Age|

Satish| 25

Krishna| 28

Amith| 39

3aved| 23

Pruthvi| 23

%scala dfl.create0rReplaceTempView(“Employee“)

%scala

// sqlContext - are faster than traditional mysql or oracle operations

// here since it is distributed environment sq1Context.sql("select name from employee“).show

name|

Satish Krishna **Amith**

3aved Pruthvi

%scala

df1.filter(“age > '23'“).show()

// altennate of doing the same thing:

// df1.filter(df1(“age“) > 23).show()

Age| id | name

25|1201| Satish| 28|1202|Km shna 39|1263| Amith

%scala df1.groupBy(“age“).count().show

age|count|

28| 1|

23| 2|

25| 1|

39| 1|

%scala

val rdda = sc.parallelize(l to 1000)

rdda: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[29] at parallelize at command-4077768786815939:1

%scala rdda.collect

res28: Array[Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32,

33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 5B, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66, 67, 68, 6

9, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 8B, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99, 100, 101, 102, 103, 10

4, 1B5, 106, 107, 108, 1B9, 110, 111, 112, 113, 114, 115, 116, 117, 118, 119, 12B, 121, 122, 123, 124, 125, 126, 127, 128, 129, 130, 131, 132, 13

3, 134, 135, 136, 137, 138, 139, 140, 141, 142, 143, 144, 145, 146, 147, 148, 149, 150, 151, 152, 153, 154, 155, 156, 157, 158, 159, 160, 161, 16

2, 163, 164, 165, 166, 167, 168, 169, 170, 171, 172, 173, 174, 175, 176, 177, 178, 179, 180, 181, 182, 183, 184, 185, 186, 187, 188, 189, 19B, 19

|  |  |
| --- | --- |
| 1, | 192, 193, 194, 195, 196, 197, 198, 199, 200, 201, 202, 203, 264, 205, 206, 207, 268, 209, 210, 211, 212, 213, 214, 215, 216, 217, 218, 219, 22 |
| 0, | 221, 222, 223, 224, 225, 226, 227, 228, 229, 230, 231, 232, 233, 234, 235, 236, 237, 238, 239, 246, 241, 242, 243, 244, 245, 246, 247, 248, 24 |
| 9, | 250, 251, 252, 253, 254, 255, 256, 257, 258, 259, 260, 261, 262, 263, 264, 265, 266, 267, 268, 269, 270, 271, 272, 273, 274, 275, 276, 277, 27 |

8, 279, 280, 281, 282, 283, 284, 285, 286, 287, 288, 289, 290, 291, 292, 293, 294, 295, 296, 297, 298, 299, 300, 301, 302, 303, 304, 305, 306, 30

7, 308, 309, 310, 311, 312, 313, 314, 315, 316, 317, 318, 319, 320, 321, 322, 323, 324, 325, 326, 327, 328, 329, 330, 331, 332, 333, 334, 335, 33

|  |  |
| --- | --- |
| 6, | 337, 338, 339, 340, 341, 342, 343, 344, 345, 346, 347, 348, 349, 350, 351, 352, 353, 354, 355, 356, 357, 358, 359, 366, 361, 362, 363, 364, 36 |
| 5, | 366, 367, 368, 369, 376, 371, 372, 373, 374, 375, 376, 377, 378, 379, 380, 381, 382, 383, 384, 385, 386, 387, 388, 389, 390, 391, 392, 393, 39 |
| 4, | 395, 396, 397, 398, 399, 400, 401, 402, 463, 404, 405, 406, 467, 408, 409, 416, 411, 412, 413, 414, 415, 416, 417, 418, 419, 420, 421, 422, 42 |
| 3, | 424, 425, 426, 427, 428, 429, 430, 431, 432, 433, 434, 435, 436, 437, 438, 439, 440, 441, 442, 443, 444, 445, 446, 447, 448, 449, 450, 451, 45 |
| 2,  1, | 453, 454, 455, 456, 457, 458, 459, 460, 461, 462, 463, 464, 465, 466, 467, 468, 469, 470, 471, 472, 473, 474, 475, 476, 477, 478, 479, 480, 48  482, 483, 484, 485, 486, 487, 488, 489, 490, 491, 492, 493, 494, 495, 496, 497, 498, 499, *588,* 501, 502, 503, 504, 505, 506, 567, 508, 509, 51 |
| 0, | 511, 512, 513, 514, 515, 516, 517, 518, 519, 520, 521, 522, 523, 524, 525, 526, 527, 528, 529, 536, 531, 532, 533, 534, 535, 536, 537, 538, 53 |
| 9, | 546, 541, 542, 543, 544, 545, 546, 547, 548, 549, 550, 551, 552, 553, 554, 555, 556, 557, 558, 559, 560, 561, 562, 563, 564, 565, 566, 567, 56 |
| 8, 569, 570, 571, 572, 573, 574, 575, 576, 577, 578, 579, 588, 581, 582, 583, 584, 585, 586, 587, 588, 589, 598, 591, 592, 593, 594, 595, 596, 59 | |

7, 598, 599, 600, 601, 682, 603, 604, 605, 606, 607, 608, 609, 610, 611, 612, 613, 614, 615, 616, 617, 618, 619, 620, 621, 622, 623, 624, 625, 62

6, 627, 628, 629, 630, 631, 632, 633, 634, 635, 636, 637, 638, 639, 640, 641, 642, 643, 644, 645, 646, 647, 648, 649, 658, 651, 652, 653, 654, 65

5, 656, 657, 658, 659, 668, 661, 662, 663, 664, 665, 666, 667, 668, 669, 670, 671, 672, 673, 674, 675, 676, 677, 678, 679, 680, 681, 682, 683, 68

4, 685, 686, 687, 688, 689, 690, 691, 692, 693, 694, 695, 696, 697, 698, 699, 708, 701, 702, 703, 704, 705, 706, 707, 788, 709, 710, 711, 712, 71

3, 714, 715, 716, 717, 718, 719, 720, 721, 722, 723, 724, 725, 726, 727, 728, 729, 730, 731, 732, 733, 734, 735, 736, 737, 738, 739, 740, 741, 74

2, 743, 744, 745, 746, 747, 748, 749, 750, 751, 752, 753, 754, 755, 756, 757, 758, 759, 760, 761, 762, 763, 764, 765, 766, 767, 768, 769, 770, 77

1, 772, 773, 774, 775, 776, 777, 778, 779, 780, 781, 782, 783, 784, 785, 786, 787, 788, 789, 790, 791, 792, 793, 794, 795, 796, 797, 798, 799, 80

0, 801, 802, 803, 804, 805, 806, 807, 808, 809, 810, 811, 812, 813, 814, 815, 816, 817, 818, 819, 820, 821, 822, 823, 824, 825, 826, 827, 828, 82

9, 836, 831, 832, 833, 834, 835, 836, 837, 838, 839, 840, 841, 842, 843, 844, 845, 846, 847, 848, 849, 850, 851, 852, 853, 854, 855, 856, 857, 85

%scala

val rddb = sc.parallelize(List(“BMW“,“Mercedes“,"Toyota“,“Audi“))

rddb: org.apache.spark.rdd.RDD[String] - ParallelCollectionRDD[30] at parallelize at command-4077768786815941:1

*•As cai a*

rddb.collect

res29: Array[String] = Array(BMW, Mercedes, Toyota, Audi)

%scala rdda.partitions.length

res33: Int = 8

%scala rddb.partitions.length

nes34: Int = 8

%scala

val rdda = sc.parallelize(1 to 1000,10)

rdda: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[31] at parallelize at command-4877768786815945:1

%scala rdda.partitions.length

res35: Int = 10

*•As cai a*

rdda.count

res36: Long = 1000

%scala rdda.first

res37: Int = 1

%scala rdda.take(10)

res38: Array[ Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10)

%scala rdda.saveAsTextFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/parallelEX.txt“)

%scala

// reduce - return only 1 number - it is an action, merges into a single number

// reduceByKey - transformation

%scala

// this can be useful if there is huge data and we have to store and analyze the intermediate data to perform analysis as and when required val nddnead = sc.textFile(“dbfs:/FileStone/shaned\_uploads/kushagra.dce21@sot.pdpu.ac.in/panallelEX.txt“)

rddread: org.apache.spark.rdd.RDD[String] = dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/para1lelEX.txt MapPartitionsRDD[5] at textF ile at command-581507801517287:2

%scala rddnead.count()

at org.apache.hadoop.mapred.FileInputFormat.singleThreadedListStatus(FileInputFormat.java:304) at org.apache.hadoop.mapred.FileInputFormat.listStatus(FileInputFormat.java:244)

at org.apache.hadoop.mapred.FileInputFormat.getSplits(FileInputFormat.java:332) at org.apache.spark.rdd.HadoopRDD.getPartitions(HadoopRDD.scala:223)

at org.apache.spark.rdd.RDD.$anonfun$partitions$2(RDD.scala:336) at scala.Option.getOrElse(Option.scala:189)

at org.apache.spark.rdd.RDD.partitions(RDD.scala:332)

at org.apache.spark.rdd.MapPartitionsRDD.getPartitions(MapPartitionsRDD.scala:57) at org.apache.spark.rdd.RDD.$anonfun$partitions$2(RDD.scala:336)

at scala.Option.get0rElse(Option.scala:189)

at org.apache.spark.rdd.RDD.partitions(RDD.scala:332)

at org.apache.spark.SparkContext.runJob(SparkContext.scala:2815) at org.apache.spark.rdd.RDD.count(RDD.scala:1324)

at $lined04d35c7elBd477a8c04f1e4al83f59a39.$read$$iw$$iw$$iw$$iw$$iw$$iw.‹init›(command-5815078B1517288:1) at $lined04d35c7elBd477a8c04fle4al83f59a39.$read$$iw$$iw$$iw$$iw$$iw.‹init>(command-581587801517288:45)

at $lined04d35c7el0d477a8c04fle4al83f59a39.$read$$iw$$iw$$iw$$iw.‹init›(command-581507801517288:47) at $lined04d35c7el0d477a8c04f1e4al83f59a39.$read$$iw$$iw$$iw.‹init>(command-581507801517288:49)

at $linedB4d35c7el8d477a8cB4f1e4al83f59a39.$read$$iw$$iw.‹init›(command-581507801517288:51) at $linedB4d35c7el8d477a8c04fle4a183f59a39.$read$$iw.‹init›(command-581507881517288:53)

at $lined04d35c7e10d477a8c04fle4a183f59a39.$read.<init>(command-581507801517288:55) at $lined04d35c7elBd477a8c04fle4al83f59a39.$read$.‹init›(command-581507801517288:59) at $lined04d35c7elBd477a8c04fle4a183f59a39.$read$.‹clinit>(command-581507801517288) at $lined04d35c7elBd477a8c04fle4a183f59a39.$eval$.$print$lzycompute(‹notebook›:7)

at $lined04d35c7el8d477a8c04fle4al83f59a39.$eval$.$priut(‹notebook›:6) at $lined04d35c7el8d477a8c04fle4al83f59a39.$eval.$print(<notebook›)

at sun.reflect.NativeMethodAccessorImpl.invoke8(Native Method)

at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62)

at sun.reflect.DelegatingNethodAccessorImpl.invoke(DelegatingNethodAccessorImpl.java:43) at java.lang.reflect.Method.invoke(Method.java:498)

at scala.tools.nsc.interpreter.IMaiu$ReadEvalPrint.call(IMain.scala:747) at scala.tools.nsc.interpreter.IMain$Request.loadAndRun(IMain.scala:1020) at scala.tools.nsc.interpreter.IMaiu.$anonfun$interpret$1(IMain.scala:568)

at scala.reflect.internal.util.ScalaClassLoader.asContext(ScalaClassLoader.scala:36) at scala.reflect.internal.util.ScalaClassLoader.asContext$(ScalaClassLoader.scala:116)

at scala.reflect.internal.util.AbstractFileClassLoader.asContext(AbstractFileClassLoader.scala:41) at scala.tools.nsc.interpreter.IMain.loadAndRunReq$1(INain.scala:567)

at s ca1a. tools . nsc . Interpreter .IMaln. Interpret(IMaln. scala: 594)

at scala.tools.nsc.interpreter.IMain.interpret(IMain.scala:564)

at com.databricks.backend.daemon.driver.DriverILoop.execute(DriverILoop.scala:223)

at com.databricks.backend.daemon.driver.ScalaDriverLocal.$anonfun$repl$1(ScalaDriverLocal.scala:227) at scala.runtime.java8.JFunction0$mcV$sp.apply(JFunction8$mcV$sp.java:23)

at com.databricks.backend.daemon.driver.DriverLocal$TrapExitInternal$.trapExit(DriverLocal.scala:1283) at com.databricks.backend.daemon.driver.DriverLocal$TrapExit$.apply(DriverLocal.scala:1236)

at com.databricks.backend.daemon.driver.ScalaDriverLocal.repl(ScalaDriverLocal.scala:227)

at com.databricks.backend.daemon.driver.DriverLocal.$anonfun$execute$24(DriverLocal.scala:889) at com.databricks.unity.EmptyHandle$.runWith(UCSHandle.scala:124)

at com.databricks.backend.daemon.driver.DriverLoca1.$anonfun$execute$21(DriverLocal.scala:872) at com.databricks.logging.UsageLogging.$anonfun$withAttributionContext$1(UsageLogging.scala:414) at scala.util.DyuamicVariable.withValue(DynamicVariable.scala:62)

at com.databricks.logging.AttributionContext$.withValue(AttributionContext.scala:158) at com.databricks.logging.UsageLogging.withAttributionContext(UsageLogging.scala:412) at com.databricks.logging.UsageLogging.withAttributionContext$(UsageLogging.scala:409)

at com.databricks.backend.daemon.driver.DriverLocal.withAttnibutionContext(DriverLocal.scala:69)

at com. databrlc ks . logging. UsageLogging. wlthAtt ributlonTags(UsageLogglng. scala: 457)

at com.databricks.logging.UsageLogging.withAttributionTags$(UsageLogging.scala:442)

at com.databricks.backend.daemon.driver.DriverLocal.withAttributionTags(DriverLocal.scala:69) at com.databricks.backend.daemon.driver.DriverLocal.execute(DriverLocal.scala:849)

at com.databricks.backend.daemon.driver.DriverWrapper.$anonfun$tryExecutingCommand$l(DriverWrappen.scala:660) at scala.util.Try$.apply(Try.scala:213)

at com.databricks.backend.daemon.driver.DriverWrapper.tryExecutingCommand(DriverWrapper.scala:652)

at com.databricks.backend.daemon.driver.DriverWrapper.executeCommandAndGetError(DriverWrapper.scala:571) at com.databricks.backend.daemon.driver.DriverWrapper.executeCommand(DriverWrapper.scala:606)

at com.databricks.backend.daemon.driver.DriverWrapper.runInnerLoop(DriverWrapper.scala:448) at com.databricks.backend.daemon.driver.DriverWrapper.runInner(DriverWrapper.scala:389)

at com.databricks.backend.daemon.driver.DriverWrapper.run(DniverWrapper.scala:247) at java.lang.Thread.run(Thread.java:750)

Caused by: java.io.IOException: Input path does not exist: dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/parallelEX.txt at org.apache.hadoop.mapred.FileInputFormat.singleThreadedListStatus(FileIuputFormat.java:278)

at org.apache.hadoop.mapred.FileInputFormat.listStatus(FileInputFormat.java:244) at org.apache.hadoop.mapred.FileInputFormat.getSplits(FileInputFormat.java:332) at org.apache.spark.rdd.HadoopRDD.getPartitions(HadoopRDD.scala:223)

at org.apache.spark.rdd.RDD.$anonfun$partitions$2(RDD.scala:336) at scala.Option.getOrElse(Option.scala:189)

at org.apache.spark.rdd.RDD.partitions(RDD.scala:332)

at org.apache.spark.rdd.NapPartitionsRDD.getPartitions(MapPartitionsRDD.scala:57) at org.apache.spark.rdd.RDD.$anonfun$partitions82(RDD.scala:336)

at scala.Option.getOrElse(Option.scala:189)

at org.apache.spark.rdd.RDD.partitions(RDD.scala:332)

at org.apache.spark.SparkContext.runJob(SparkContext.scala:2815) at org.apache.spark.rdd.RDD.count(RDD.scala:1324)

at $lined04d35c7el0d477a8c04f1e4al83f59a39.$read$$iw$$iw$$iw$$iw$$iw$$iw.‹init›(command-581507801517288:1) at $lined04d35c7el0d477a8c04fle4al83f59a39.$read$$iw$$iw$$iw$$iw$$iw.‹init>(command-581507801517288:45)

at $lined84d35c7elBd477a8c04fle4al83f59a39.$read$$iw$$iw$$iw$$iw.‹init›(command-5815B7881517288:47) at $lined04d35c7el0d477a8c04f1e4al83f59a39.$read$$iw$$iw$$iw.‹init>(command-581507801517288:49)

at $linedB4d35c7el8d477a8c04fle4al83f59a39.$read$$iw$$iw.‹init›(command-581507801517288:51) at $linedB4d35c7el8d477a8c04f1e4a183f59a39.$read$$iw.‹init›(command-581507881517288:53)

at $lined04d35c7el8d477a8c04fle4al83f59a39.$read.‹init›(command-581587801517288:55) at $lined04d35c7elBd477a8c04fle4al83f59a39.$read$.‹init›(command-581587801517288:59) at $lined04d35c7elBd477a8c04fle4a183f59a39.$read$.‹clinit>(command-581507801517288) at $lined04d35c7elBd477a8c04fle4al83f59a39.$eval$.$print$lzycompute(‹notebook›:7)

at $lined04d35c7el8d477a8c04fle4al83f59a39.$eval$.$priut(‹notebook>:6) at $lined04d35c7el0d477a8c04fle4al83f59a39.$eval.$print(<notebook>)

at sun.reflect.NativeMethodAccessorImpl.invokeB(Native Method)

at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62)

at sun.reflect.DelegatingMethodAccessorImpl.invoke(DelegatingMethodAccessorImpl.java:43) at java.lang.reflect.Method.invoke(Method.java:498)

at scala.tools.nsc.interpreter.INain$ReadEvalPrint.call(IMain.scala:747) at scala.tools.nsc.interpreter.IMain$Request.loadAndRun(IMain.scala:1020) at scala.tools.nsc.interpreter.IMaiu.$anonfun$interpret$1(IMain.scala:568)

at scala.reflect.internal.util.ScalaClassLoader.asContext(ScalaClassLoader.scala:36) at scala.reflect.internal.util.ScalaClassLoader.asContext$(ScalaClassLoader.scala:116)

at scala.reflect.internal.util.AbstractFileClassLoader.asContext(AbstractFileClassLoader.scala:41) at scala.tools.nsc.interpreter.IMain.loadAndRunReq$1(IMain.scala:567)

at s cala. tools . nsc . Interpreter .IMain. Interpret(IMaln. scala: 594)

at scala.tools.nsc.interpreter.IMain.interpret(IMain.scala:564)

at com.databricks.backend.daemon.driver.DriverILoop.execute(DriverILoop.scala:223)

at com.databricks.backend.daemon.driver.ScalaDriverLocal.$anonfun$repl$1(ScalaDriverLocal.scala:227) at scala.runtime.java8.JFunction0$mcV$sp.apply(JFunction8$mcV$sp.java:23)

at com.databricks.backend.daemon.driver.DriverLocal$TrapExitInternal$.trapExit(DriverLocal.scala:1283) at com.databricks.backend.daemon.driver.DriverLocal$TrapExit$.apply(DriverLocal.scala:1236)

at com.databricks.backend.daemon.driver.ScalaDriverLocal.repl(ScalaDriverLocal.scala:227)

at com.databricks.backend.daemon.driver.DriverLocal.$anonfun$execute$24(DriverLocal.scala:889) at com.databricks.unity.EmptyHandle$.runWith(UCSHandle.scala:124)

at com.databricks.backend.daemon.driver.DriverLocal.$anonfun$execute$21(DriverLocal.scala:872) at com. databrlc ks . logging. UsageLogging. $anon fun$wlthAtt ributlonContext$1(UsageLogging. scala :414) at scala.util.DyuamicVariable.withValue(DynamicVariable.scala:62)

at com.databricks.logging.AttributionContext$.withValue(AttributionContext.scala:158) at com.databricks.logging.UsageLoggiug.withAttributionContext(UsageLogging.scala:412) at com.databricks.logging.UsageLogging.withAttributionContext$(UsageLogging.scala:409)

at com.databricks.backend.daemon.driver.DriverLocal.withAttributionContext(DriverLocal.scala:69)

at com. databr Ie ks . logging. UsageLogging. wlthAtt ributlonTags(UsageLogging. scala: 457)

at com.databricks.logging.UsageLogging.withAttributionTags$(UsageLogging.scala:442)

at com.databricks.backend.daemon.driver.DriverLocal.withAttributionTags(DriverLocal.scala:69) at com.databricks.backend.daemon.driver.DriverLocal.execute(DriverLocal.scala:849)

at com.databricks.backend.daemon.driver.DriverWrapper.$anonfun$tryExecutingCommand$1(DriverWrappen.scala:660) at scala.util.Try$.apply(Try.scala:213)

at com.databricks.backend.daemon.driver.DriverWrapper.tryExecutingCommand(DriverWrapper.scala:652)

at com.databricks.backend.daemon.driver.DriverWrapper.executeCommandAndGetError(DriverWrapper.scala:571) at com.databricks.backend.daemon.driver.DriverWrapper.executeCommand(DriverWrapper.scala:606)

at com.databricks.backend.daemon.driver.DriverWrapper.runInnerLoop(DriverWrapper.scala:448) at com.databricks.backend.daemon.driver.DriverWrapper.runInner(DriverWrapper.scala:389)

at com.databricks.backend.daemon.driver.DriverWrapper.run(DniverWrapper.scala:247) at java.lang.Thread.run(Thread.java:75B)

%scala rddread.collect()

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 6

# import SparkSession

from pyspark.sql import SparkSession

# create spark session object , totally optional

spank = SpankSession.builden.appName('data\_pnocessing').get0rCreate()

# load csv dataset

# df = spark.read.csv("dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/sample\_data.csv",inferSchema=True,header=True)

df= spark.read.format(“csv“).option(“header“, "true“).load("dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/new-4.csv")

df.count()

Out[8]: 50

print(df.count(),len(df.columns))

50 5

df.printSchema()

root

|-- ratings: string (nullable = true)

|-- age: string (nullable = true)

|-- experience: string (nullable = true)

|-- family: string (nullable = true)

|-- mobile: string (nullable = true)

df.show(5)

|ratings|age|experience|family| mobile|

|  |  |  |
| --- | --- | --- |
| 4.5| 32| | 8| | 3|Samsung |
| 3.8| 25| | 4| | 2| Apple| |
| 4.2| 40| | 15| | 4|OnePlus| |
| 3.9| 28| | 6| | 1| Xiaomi| |
| 4.1| 35| | 10 | 2|Samsung| |

only showing top 5 rows

df.select('age','mobile').show(5)

age | mobile

32|Samsung 25| Apple| 40|0neP1us 28| X1aon1 35|Samsung

ouly showing top 5 rows

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| df.describe().show() |  | | | |
| summa ry | ratings | age| | experience| | family|mobile| |
| count| | 50| | 50| | 50| | 50| 50| |
| mean| | 4.0l6| | 35.58| | 11.72| | 2.36| null| |

stddev|0.3919391872862577|7.l08747126905395|5.962604553483694|1.0052921191862387| null|

min| 3.3| 23| 10| 1| Apple|

max| 4.7| 49| 9| 4|Xiaomi|

from pyspark.sql.types import StringType,DoubleType,IntegerType

# dataframe is sort of evolutionary, we can add or remove fields also # withColumn - to add fields into the dataframe

df.withColumn(“age\_aften\_10 ns“,(df[“age“]+10)).show(10,False) # hene the column will not be added but just showndf.

|ratings|age|experience|family|mobile |age\_after\_10 rs|

|  |  |  |  |
| --- | --- | --- | --- |
| 4. 5 | | 32 | 8 | |3 | |Samsung|42.0 |
| |3.8 | |25 |4 | |2 | |Apple |35.0 |
| |4.2 | |40 |15 | |4 | |0nePlus|50.0 |
| |3.9 | |28 |6 | |1 | |Xiaomi |38.0 |
| |4.1 | |35 |10 | |2 | |Samsung|45.0 |
| |4.6 | |45 |20 | |3 | |Apple |55.0 |
| |3.5 | |30 |5 | |2 | |Google |40.0 |
| |4.0 | |38 |12 | |4 | |Xiaomi |48.0 |
| |4.3 | |42 |18 | |3 | |OnePlus|52.0 |
| |3.7 | |27 |7 | |2 | |Samsung|37.0 |

ouly showing top 10 rows

# .drop() can be used to drop the column df.withColumn('age\_double',df['age'].cast(DoubleType())).show(l0,False)

|ratings|age|expenience|family|mobile |age\_double|

|  |  |  |  |
| --- | --- | --- | --- |
| |4.5 | |32 |8 | |3 | |Samsung|32.0 |
| |3.8 | |25 |4 | |2 | |App1e |25.0 |
| |4.2 | |40 |15 | |4 | |0nePlus|40.0 |
| |3.9 | |28 |6 | |1 | |Xiaomi |28.0 |
| |4.i | |35 |10 | |2 | |Samsung|35.0 |
| |4.6 | |45 |20 | |3 | |Apple |45.0 |
| |3.5 | |30 |5 | |2 | |Google |30.0 |
| |4.0 | |38 |12 | |4 | |Xiaomi |38.0 |
| |4.3 | |42 |18 | |3 | |0neP1us|42.0 |
| |3.7 | |27 |7 | |2 | |Samsung|27.0 |

only showing top 10 rows

df.filter(df['mobile']=='Apple').show()

|ratings|age|experience|family|mobi1e|

|  |  |  |
| --- | --- | --- |
| 3.8| 25| | 4| | 2| Apple| |
| 4.6| 45| | 20| | 3| App1e| |
| 4.4| 33| | 9| | 1| Apple| |
| 3.8| 31| | 8| | 3| Apple| |
| 4.0| 39| | 14| | 2| Apple| |
| 4.6| 46| | 20| | l| Apple| |
| 3.8| 30| | 7| | 3| Apple| |
| 4.2| 40| | 15| | 2| Apple| |
| 4.1| 39| | 14| | 2| App1e| |
| 3.6| 32| | 7| | 2| Apple| |

df.filter(df['mobile']=='Apple').select('age','ratings','mobile').show()

|age|ratings|mobile| 25| 3.8| Apple|

45| 4.6| Apple|

33| 4.4| Apple|

31| 3.8| Apple|

39| 4.0| Apple|

46| 4.6| Apple|

30| 3.8| Apple|

40| 4.2| Apple|

39| 4.1| Apple|

32| 3.6| Apple|

df.filter(df['mobile']=='Apple').filter(df['experience']›10).show() # df.filter((df['mobile']=='Apple')&(df['experience']>10)).show()

|ratings|age|experience|family|mobile|

|  |  |  |
| --- | --- | --- |
| 4.6| 45| | 20| | 3| Apple| |
| 4.0| 39| | 14| | 2| App1e| |
| 4.6| 46| | 20| | l| Apple| |
| 4.2| 40| | l5| | 2| Apple| |
| 4.1| 39| | 14| | 2| App1e| |

df.select('mobile').distinct().show()

mobile|

X1aom1 Samsung Google onePlus

App1e|

df.groupBy('mobile').count().show(5,False)

mobile |count

|Huawe1 |21

|Samsung| 15

|Goog1e |17

|onePIus |24

|App1e |23

df.groupBy('mobile').count().orderBy('count',ascending=False).show(5,False)

|mobile |count|

|0neP1us |24

|AppIe |23

|Huawe1 |21

|GoogIe |17

|Samsung| 15

df. groupBy( ' nobl1e ' ) .mean ( ) . show(5, Fa1se)

|mobile |avg(ratings) avg(age) |avg(expenience) |avg(family) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAAfCAIAAACtXuAIAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAKElEQVQYlWM8fvz4yZMnGRgYWE6ePDlx4kQGBgYmBhgYZSGzGOFhBQCX9Q2tkWuHigAAAABJRU5ErkJggg==)

|Huawei |6.328571428571427 |36.714285714285715|1l.59047619047619 |3.476l90476l904763|

|Samsung|6.3533333333333335|45.2 |9.446666666666667 |3.4

|Google |5.58235294117647 |43.470588235294116|12.48235294117647 |3.0588235294l17645|

|OnePlus|5.704166666666666 |45.833333333333336|7.758333333333334 |3.6666666666666665|

|Apple |6.234782608695651 |30.608695652173914|1l.343478260869563|3.6956521739l30435|

df.groupBy('mobile').sum().show(5,False)

|mobile |sum(ratings) |sum(age)|sum(experience) |sum(family)|

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAACKCAYAAABvl/CvAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAUklEQVQ4je2UsQ2AQAwDL8ACP0KmyFhe4dfLVKGlRHohEIq7a+ziJJu7F4AkNi5peBQOSQBEBFZVS237GKMycwLT2uk70Bp/Acsa7+604A987wm6+iHF53vsfwAAAABJRU5ErkJggg==)|Huawei |132.89999999999998|771 |243.39999999999998|73

|Samsung|95.3 |678 |141.70000000000002|51

|Google |94.89999999999999 |739 |212.2 |52

|OnePlus|136.89999999999998|ll00 |186.20000000000002|88

|Apple |143.39999999999998|704 |260.9 |85

# Date - 16 -82-2824

tfUDF

from pyspark.sql.functions import udf

den p’ e\_u nge(brand) :

elsb dn

n

e

ee' amsung']:

# create udf using python function

# the function is there inside the buffer and for every row the brand\_udf = udf(price\_range, StringType())

# apply udf ou dataframe df.withColumn('price\_range',brand\_udf(df['mobile'])).show(10,False)

|ratiugs|age|experience|family|mobile |price\_range|

|  |  |  |  |
| --- | --- | --- | --- |
| |6.0 | |21 |4.5 | |6 | |0nePlus|Mid Price |
| |7.4 | |64 |11.6 | |1 | |Goog1e |Low Price |
| |4.7 | |50 |3.0 | 2 | |0neP1us|N1d Price |
| 2. 3 | | 68 | 4. 8 | 1 | |Samsung|H1gh Price |
| 2. I | | 34 | 5. 4 | |1 | |OnePlus|Mid Price |
| |9.4 | |17 |16.6 | 3 | |Huawei |Low Price |
| |8.0 | |29 |10.1 | 3 | |Samsung|H1gh Price |
| |9.5 | |29 |6.5 | |6 | |0nePlus|Mid Price |
| |8.3 | |4 |19.6 | |5 | |Apple |High Price |
| |9.7 | |77 |4.7 | |1 | |Samsung|High Price |

only showing top 10 rows

# using lambda function

def age(a):

if a<='30':

return "Young"

else:

return "Senior"

# age\_udf = udf(lambda age: "Young" if age‹=30 else ”Senior“,StringType()) age\_udf=udf(age,StringType())

df.withColumn('Age\_descniption',age\_udf(df.age)).show(10,False)

|ratings|age|experience|family|mobile |Age\_description|

|  |  |  |  |
| --- | --- | --- | --- |
| |4.5 | |32 |8 | |3 | |Samsung|Senior |
| |3.8 | |25 |4 | |2 | |Apple |Young |
| |4.2 | |40 |15 | |4 | |0neP1us|Senior |
| |3.9 | |28 |6 | |1 | |Xiaomi |Youug |
| |4.1 | |35 |10 | |2 | |Samsung|Senior |
| |4.6 | |45 |20 | |3 | |Apple |Senior |
| |3.5 | |30 |5 | |2 | |Google |Young |
| |4.0 | |38 |12 | |4 | |Xiaomi |Senior |
| |4.3 | |42 |18 | |3 | |OnePlus|Senior |
| |3.7 | |27 |7 | |2 | |Samsung|Young |

only showing top 10 rows

#pandas udf

from pyspark.sql.functions import pandas\_udf, PandasUDFType

# create python function def remaining rs(age): yrs\_left=100-age

return yrs\_left

#create udf using python function

length\_udf = pandas\_udf(remaining rs,IntegerType()) #apply pandas udf on dataframe

df.withColumn(“yrs\_left“,length\_udf(df['age'])).show(l0,False)

|ratings|age|experience|family|mobile |yrs\_left|

|  |  |  |  |
| --- | --- | --- | --- |
| |6.0 | |21 |4.5 | |6 | |0nePlus|79 |
| |7.4 | |64 |11.6 | |1 | |Google |36 |
| |4.7 | |50 |3.0 | |2 | |0nePlus|50 |
| |2.3 | |68 |4.8 | |1 | |Samsung|32 |
| 2. I | | 34 | 5. 4 | |1 | |0nePlus|66 |
| |9.4 | |17 |16.6 | 3 | |Huawei |83 |
| |8.0 | |29 |10.1 | 3 | |Samsung|71 |
| |9.5 | |29 |6.5 | |6 | |OnePlus|71 |
| |8.3 | |4 |19.6 | |5 | |Apple |96 |
| |9.7 | |77 |4.7 | |1 | |Samsung|23 |

only showing top 10 rows

It ud-£ using two co1umns def prod(rating, exp) :

x=rat1ng\*exp return x

# create udf using python function prod\_udf = pandas\_udf(prod,DoubleType())

# apply pandas udf on multiple columns of dataframe df.withColumn(“product“,prod\_udf(df['ratings'],df['experience'])).show(10,False)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAAeCAIAAABmAjOtAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAJElEQVQYlWM8fvz4yZMnGRgYWE6ePDlx4kQGBgYmBhgYZSGzAB+kCPz5DSqIAAAAAElFTkSuQmCC)|natings|age|expenience|family|mobile |product

|  |  |  |  |
| --- | --- | --- | --- |
| |6.0 | |21 |4.5 | |6 | |OnePlus|27.0 |
| |7.4 | |64 |11.6 | |1 | |6oog1e |85.84 |
| |4.7 | |50 |3.0 | |2 | |0nePlus|14.100000000000001| |
| |2.3 | |68 |4.8 | |1 | |Samsung|11.04 |
| 2. I | | 34 | S. 4 | |l | |0nePlus|11.340000000000002| |
| |9.4 | |17 |16.6 | |3 | |Huawei |156.04000000000002| |
| |8.0 | |29 |10.1 | |3 | |Samsung|80.8 |
| |9.5 | |29 |6.5 | |6 | |OnePlus|61.75 |
| |8.3 | |4 |19.6 | |5 | |Apple |162.68000000000004| |
| |9.7 | |77 |4.7 | 1 | |Samsung|45.589999999999996 |

only showing top 10 rows

#duplicate values df.count()

Out[24]: 50

# drop duplicate vales df=df.drop\_duplicates()

df.count()

Out[40]: 100

# drop columu of dataframe

df\_new = df.drop('mobile')

df\_new.show(10)

|ratings|age|experience|family|

|  |  |  |
| --- | --- | --- |
| 2.1| 34| | 5. 4 | | I |
| 7.4| 64| | 11.6| | 1| |
| 6.0| 21| | 4.5| | 6| |
| 4.7| 50| | 3.0| | 2| |
| 2.3| 68| | 4.8| | 1| |
| 9.7| 77| | 4.7| | l| |
| 8.0| 29| | 10.1| | 3| |
| 8.3| 4| | 19.6| | 5| |
| 9.4| 17| | 16.6| | 3| |
| 9.5| 29| | 6.5| | 6| |

only showing top 10 rows

# savung file (csv)

! pwd

# current workI ng d1rectory

# dbutils.fs.1s(dir) # dbutils.fs.1s

/databnicks/driven

# target directory

write\_uri = 'dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/SavedFiles'

# save the dataframe as single csv

# coalesce - reducer will bring the data at one place and do compression, even if the data is at different nodes df.coalesce(1).write.format(“csv“).option(“header“,“true“).save(write\_uri)

# target location

parquet\_uni='dbfs:/FileStone/shaned\_uploads/kushagra.dce21@sot.pdpu.ac.in/SavedFiles\_Parquet'

# save the data into parquet format

df.write.format('parquet').save(parquet\_uri)

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 7

# Machine learning

import pyspark.ml.feature as feat import pyspark.sql.functions as f

some\_text = spank.createDataFname(

[[''' Apache Spark achieves high performance for both batch and streaming data, using a state-of-art DAG scheduler, a query optimizer, am [''' Apache Spark is a fast and general purpose clustered computing system. It provides high-level APIs in java, scala, python and R and : [''' Spark SQL adapts the execution plan at runtime, such as automatically setting the number of reducers and joiu algorithms. Use the saT

# for each sentences we are expecting a feature vector to be generated

splitter = feat.RegexTokenizer ( inputCol = 'text'

,outputCol = 'text\_split'

,pattenn - '\s+|[,.\“]'

splitten.tnansfonm(some\_text).select('text\_split').take(1)

Out[25]: [Row(text\_split=['apache', 'spark', 'achieves', 'high', 'penfonmance', 'for', 'both', 'batch', 'and', 'streaming', 'data', 'usi

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjAAAAAOCAMAAAAGwNapAAACZFBMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8s44UWHAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEtJREFUWIXt0rENgDAAwLD+/xOFsvIUEzuZEJJ9QYaMHV5Yc65jO6/xdQj/YBgSw5AYhsQwJIYhMQyJYUgMQ2IYEsOQGIbEMCTPMDeiA9uLqMMlnQAAAABJRU5ErkJggg==)

# stop wonds will nemove the words like, I , am , etc. sw\_remover = feat.StopWordsRemover(

inputCol = splitter.get0utputCol()

,outputCol = 'no\_stopWords'

sw\_remover.transform(splitter.transform(some\_text)).select('no\_stopWords').take(1)

Out[28]: [Row(no\_stopWords=['apache', 'spark', 'achieves', 'high', 'performance', 'batch', 'streaming', 'data', 'using', 'state-of-ant',

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApwAAAAOCAMAAAC1pDz2AAACc1BMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8vMzMzNzc3Ozs7Pz8/Q0NCNRf7mAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEZJREFUaIHt0lENgDAQQLH5t0TGhczAJGHjfbQauu553m/2QM2Skyo5yZKTLDnJkpMsOcmSkyw5yZKTLDnJkpMsOcmSk6wfIlND7joLXSMAAAAASUVORK5CYII=)

# Hash1ng Term Frequency hasher = -Feat . HashlngTF(

inputCol = sw\_nemover.get0utputCol()

,outputCol = 'hashed'

,numFeatures=20

# number of features can be specified of what we want from the text, a feature vector of 20 vectors will be created

hasher.transform(sw\_remover.transform(splitter.transform(some\_text))).select('hashed').take(1)

Out[32]: [Row(hashed=SparseVector(20, {0: 1.0, 3: 1.0, 6: 1.0, 8: 2.0, 9: 1.0, 11: 1.0, 12: 1.0, 13: 1.0, 15: 2.0, 16: 2.0, 17: 2.0, 18:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA6oAAAAOCAMAAAARxxFJAAACc1BMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8vMzMzNzc3Ozs7Pz8/Q0NCNRf7mAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEpJREFUaIHt0wEJwCAAAEH7VxpOhgWMZI093HW4cfbzfmsu4M+GqlCgKiSoCgmqQoKqkKAqJKgKCapCgqqQoCokqAoJqkKCqpBwAYy7SM/HbwX2AAAAAElFTkSuQmCC)

1df = I-eat . IDF (

lnputCo1 = hasher. get0utputCo1 ( )

, outputCo1 = ' features '

idfModel = idf.fit(hasher.transform(sw\_remover.transform(splitter.transform(some\_text))))

idfModel.transform(hasher.transform(sw\_remover.transform(splitter.transform(some\_text)))).select('features').take(1)

Out[35]: [Row(features=SparseVector(20, {0: 0.6931, 3: 0.0, 6: 0.0, 8: 0.0, 9: 0.0, 11: 0.6931, 12: 0.0, 13: 0.2877, 15: 0.0, 16: 0.5754

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAz4AAAAOCAMAAADZhznaAAACYVBMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysoSOy+mAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAE5JREFUaIHt07ENgEAQwLDffydA1zIVxU9AGoRkT5Am6wJeO2bOudfXGfBH9oHMPpDZBzL7QGYfyOwDmX0gsw9k9oHMPpDZBzL7QLb3eQD9/+BQJmxQQAAAAABJRU5ErkJggg==)

from pyspark.ml import Pipeline

pipeline = Pipeline(stages=[splitter,sw\_remover,hasher,idf]) pipelineModel = pipeline.fit(some\_text)

pipelineModel.transform(some\_text).select('text','features').take(1)

Out[43]: [Row(text=' Apache Spark achieves high performance for both batch and streaming data, using a state-of-art DAG scheduler, a quE

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaEAAAAOCAMAAACxS1N/AAACZ1BMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8vMzMwsEMR8AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAD9JREFUWIXt0TENADAMwLDyJzUCBTUGe5fDRhApc0jb+V3Am0N1DtU5VOdQnUN1DtU5VOdQnUN1DtU5VOdQ3V5F0QVoM5ti0gAAAABJRU5ErkJggg==)

# word to vector

w2v = feat.Word2Vec (

vectorSize=5

,minCount=2

,inputCol = sw\_remover.get0utputCol()

,outputCol='vector'

model=w2v.fit(sw\_remover.transform(splitter.transform(some\_text))) model.transform(sw\_remover.transform(splitter.transform(some\_text))).select('vector').take(1)

Out[47]: [Row(vector=DenseVector([0.007, 0.003, -0.0064, -0.0105, -0.0003]))]

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 8

%scala

// from pyspark import SparkContext, SparkConf

// conf = SparkConf().setAppName(“LogExample”)

// sc = SpankContext(conf=conf)

// sc.setLogLevel(“Error“)

%scala

// in databricks this library has been deprecated and in databricks we have the flexibility to directly use sql val sqlContext = new org.apache.spark.sql.SQLContext(sc)

commaud-4077768786815913:2: warning: constructor SQLContext iu class SQLContext is deprecated (since 2.0.0): Use SparkSession.builder instead val sqlContext = new org.apache.spank.sql.SQLContext(sc)

sqlContext: org.apache.spark.sql.SQLContext = org.apache.spark.sql.SQLContext@5fc7e659

%scala

val a = sc.parallelize(1 to 10)

a: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[0] at parallelize at command-4077768786815914:1

%scala a.collect

res1: Array[Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10)

$scala

val b = a . nap (x=› (x, x\*1) )

b: org.apache.spark.rdd.RDD[(Int, Int)] = MapPartitionsRDD[1] at map at command-4077768786815916:1

%scala b.collect

res2: Array[(Int, Int)] = Array((1,2), (2,3), (3,4), (4,5), (5,6), (6,7), (7,8), (8,9), (9,18), (10,11))

%scala

val df = b.toDF(“First“,“Second“)

df: org.apache.spark.sql.DataFrame = [First: int, Second: int]

%scala df.show

First|Second

1| 2|

2| 3|

3| 4|

4| 5|

5| 6|

6| 7|

7| 8|

8| I

9| 10|

10| 11|

%scala

val a = List((“Tom“,5),(“Jerry“,2),(“Donald“,7))

a: List[(String, Int) ] = List( (Tom, 5) , ( erry, 2), (Dona1d , 7) )

%scala

val df = a.toDF(“Name“,“Age“)

df: org.apache.spark.sql.DataFrame = [Name: string, Age: int]

%scala df.show

Name|Age| Tom| 5|

Jerry| 2| Donald| 7|

%scala

// df is internally converted to rdd and nodes for parallization and then task is done by dag schedular

%scala

val a = Seq((“Tom“,5),(“Jerry“,2),(“Donald“,7))

a: Seq[ (String, Int) ] = L1st( (Tom, 5) , ( erry, 2), (Donaid , 7) )

%scala

val df = a.toDF(“Name“,“Age“)

df: org.apache.spark.sql.DataFrame = [Name: string, Age: int]

%scala df.show

Name|Age|

Tom| 5|

3erry| 2

Donald| 7|

%scala

df.registerTempTable(“Cartoon”) // metadata information - since we have the cartoon character names

// negistenTempTable is deprecated instead use - cneate0rReplaceTempView - this will cneate a table fon you.

// This command createOrReplaceTempView - by default work for all file systems

command-4077768786815927:l: warning: method registerTempTable iu class Dataset is deprecated (since 2.8.0): Use createOrReplaceTempView(viewName)

instead.

df.registerTempTable(“Cartoon“) // metadata information - since we have the cartoon character names

*•As cai a*

df.create0rReplaceTempView(“Cartoon“)

%scala

sqlContext.sql(“select \* from Cartoon where Name = 'Tom'“).show

// whatever you do with sqlContext you can do with dataframe

Name|Age

Tom| 5|

%scala

sqlContext.sql(“select \* from Cartoon“).show

Narre|Age

Tom| 5|

Jerry| 2| Donald| 7|

%scala

// Question: To create a JSON File and penform the following openations

// select query with all names

// filter and identify age > 23

// groupBy Age count it and show it

val df1 = spark.read.format(“json“).load(“dbfs:/FileStore/shared\_uploads/kushagra.dce2l@sot.pdpu.ac.in/JS0NDatabricks.json“)

df1: org.apache.spark.sql.DataFrame = [Age: string, id: string ... 1 more field]

%scala df1.show

Age| Id | narre

25|1261| Sat i sh 28|1262|Km shna 39|1263| Amith 23|1264| 3aved 23|1205|Pruthvi

%scala

df1.printSchema() // the information of the json file - field details

POOt

-- Age: string (nullable = true)

-- id: string (nullable = true)

-- name: string (nullable = true)

%scala df1.select(“name“,“Age“).show()

name|Age|

Satish| 25| Krishna| 28| Amith| 39| Javed| 23| Pruthvi| 23|

%scala dfl.create0rReplaceTempView(“Employee“)

%scala

// sqlContext - are faster than traditional mysql or oracle operations

// here since it is distributed environment sq1Context.sql("select name from employee“).show

name|

Satish Krishna **Amith**

3aved Pruthvi

%scala

df1.filter(“age > '23'“).show()

// altennate of doing the same thing:

// df1.filter(df1(“age“) > 23).show()

Age| id | name

25|1201| Satish| 28|1202|Km shna 39|1263| Amith

%scala df1.groupBy(“age“).count().show

age|count|

28| 1|

23| 2|

25| 1|

39| 1|

%scala

val rdda = sc.parallelize(l to 1000)

rdda: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[29] at parallelize at command-4077768786815939:1

%scala rdda.collect

res28: Array[Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32,

33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 5B, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66, 67, 68, 6

9, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 8B, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99, 100, 101, 102, 103, 10

4, 1B5, 106, 107, 108, 1B9, 110, 111, 112, 113, 114, 115, 116, 117, 118, 119, 12B, 121, 122, 123, 124, 125, 126, 127, 128, 129, 130, 131, 132, 13

3, 134, 135, 136, 137, 138, 139, 140, 141, 142, 143, 144, 145, 146, 147, 148, 149, 150, 151, 152, 153, 154, 155, 156, 157, 158, 159, 160, 161, 16

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 2, | 163, 164, 165, 166, 167, 168, 169, 170, 171, | 172, 173, 174, 175, 176, 177, 178, 179, 180, 181, 182, 183, 184, | 185, 186, 187, 188, | 189, 196, 19 |
| 1, | 192, 193, 194, 195, 196, 197, 198, 199, 200, | 201, 202, 203, 264, 205, 206, 207, 268, 209, 210, 211, 212, 213, | 214, 215, 216, 217, | 218, 219, 22 |
| 0, | 221, 222, 223, 224, 225, 226, 227, 228, 229, | 230, 231, 232, 233, 234, 235, 236, 237, 238, 239, 246, 241, 242, | 243, 244, 245, 246, | 247, 248, 24 |
| 9, | 250, 251, 252, 253, 254, 255, 256, 257, 258, | 259, 260, 261, 262, 263, 264, 265, 266, 267, 268, 269, 270, 271, | 272, 273, 274, 275, | 276, 277, 27 |
| 8, | 279, 280, 281, 282, 283, 284, 285, 286, 287, | 288, 289, 290, 291, 292, 293, 294, 295, 296, 297, 298, 299, 300, | 301, 302, 303, 304, | 305, 306, 30 |
| 7, | 308, 309, 310, 311, 312, 313, 314, 315, 316, | 317, 318, 319, 320, 321, 322, 323, 324, 325, 326, 327, 328, 329, | 330, 331, 332, 333, | 334, 335, 33 |
| 6, | 337, 338, 339, 340, 341, 342, 343, 344, 345, | 346, 347, 348, 349, 350, 351, 352, 353, 354, 355, 356, 357, 358, | 359, 366, 361, 362, | 363, 364, 36 |
| 5, | 366, 367, 368, 369, 376, 371, 372, 373, 374, | 375, 376, 377, 378, 379, 380, 381, 382, 383, 384, 385, 386, 387, | 388, 389, 390, 391, | 392, 393, 39 |
| 4, | 395, 396, 397, 398, 399, 400, 401, 402, 463, | 404, 405, 406, 467, 408, 409, 416, 411, 412, 413, 414, 415, 416, | 417, 418, 419, 420, | 421, 422, 42 |
| 3, | 424, 425, 426, 427, 428, 429, 430, 431, 432, | 433, 434, 435, 436, 437, 438, 439, 440, 441, 442, 443, 444, 445, | 446, 447, 448, 449, | 450, 451, 45 |
| 2, | 453, 454, 455, 456, 457, 458, 459, 460, 461, | 462, 463, 464, 465, 466, 467, 468, 469, 470, 471, 472, 473, 474, | 475, 476, 477, 478, | 479, 480, 48 |
| 1, | 482, 483, 484, 485, 486, 487, 488, 489, 490, 491, 492, 493, 494, 495, 496, 497, 498, 499, 560, 501, 502, 503, 504, 505, 506, 567, 508, 509, 51 | | | |
| 0, | 511, 512, 513, 514, 515, 516, 517, 518, 519, 520, 521, 522, 523, 524, 525, 526, 527, 528, 529, 536, 531, 532, 533, 534, 535, 536, 537, 538, 53 | | | |
| 9, | 546, 541, 542, 543, 544, 545, 546, 547, 548, 549, 550, 551, 552, 553, 554, 555, 556, 557, 558, 559, 560, 561, 562, 563, 564, 565, 566, 567, 56 | | | |
| 8, | 569, 570, 571, 572, 573, 574, 575, 576, 577, 578, 579, 586, 581, 582, 583, 584, 585, 586, 587, 588, 589, 596, 591, 592, 593, 594, 595, 596, 59 | | | |
| 7, | 598, 599, 600, 601, 682, 603, 604, 605, 606, | 607, 608, 609, 610, 611, 612, 613, 614, 615, 616, 617, 618, 619, | 620, 621, 622, 623, | 624, 625, 62 |

6, 627, 628, 629, 630, 631, 632, 633, 634, 635, 636, 637, 638, 639, 640, 641, 642, 643, 644, 645, 646, 647, 648, 649, 658, 651, 652, 653, 654, 65

5, 656, 657, 658, 659, 668, 661, 662, 663, 664, 665, 666, 667, 668, 669, 670, 671, 672, 673, 674, 675, 676, 677, 678, 679, 680, 681, 682, 683, 68

4, 685, 686, 687, 688, 689, 690, 691, 692, 693, 694, 695, 696, 697, 698, 699, 708, 701, 702, 703, 704, 705, 706, 707, 788, 709, 710, 711, 712, 71

3, 714, 715, 716, 717, 718, 719, 720, 721, 722, 723, 724, 725, 726, 727, 728, 729, 730, 731, 732, 733, 734, 735, 736, 737, 738, 739, 740, 741, 74

2, 743, 744, 745, 746, 747, 748, 749, 750, 751, 752, 753, 754, 755, 756, 757, 758, 759, 760, 761, 762, 763, 764, 765, 766, 767, 768, 769, 770, 77

1, 772, 773, 774, 775, 776, 777, 778, 779, 780, 781, 782, 783, 784, 785, 786, 787, 788, 789, 790, 791, 792, 793, 794, 795, 796, 797, 798, 799, 80

0, 801, 802, 803, 804, 805, 806, 807, 808, 809, 810, 811, 812, 813, 814, 815, 816, 817, 818, 819, 820, 821, 822, 823, 824, 825, 826, 827, 828, 82

9, 830, 831, 832, 833, 834, 835, 836, 837, 838, 839, 840, 841, 842, 843, 844, 845, 846, 847, 848, 849, 850, 851, 852, 853, 854, 855, 856, 857, 85

%scala

val rddb = sc.parallelize(List(“BMW“,“Mercedes“,"Toyota“,“Audi“))

rddb: org.apache.spark.rdd.RDD[String] - ParallelCollectionRDD[30] at parallelize at command-4077768786815941:1

%scala rddb.collect

res29: Array[String] = Array(BMW, Mercedes, Toyota, Audi)

%scala rdda.partitions.length

res33: Int = 8

%scala rddb.partitions.length

nes34: Int = 8

%scala

val rdda = sc.parallelize(1 to 1000,10)

rdda: org.apache.spark.rdd.RDD[Int] = ParallelCollectionRDD[31] at parallelize at command-4077768786815945:1

%scala rdda.partitions.length

res35: Int = 10

%scala rdda.count

res36: Long = 1000

%scala rdda.first

res37: Int = 1

%scala rdda.take(10)

res38: Array[ Int] = Array(1, 2, 3, 4, 5, 6, 7, 8, 9, 10)

%scala rdda.saveAsTextFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/parallelEX.txt“)

%scala

// reduce - return only 1 number - it is an action, merges into a single number

// reduceByKey - transformation

%scala

// this can be useful if there is huge data and we have to store and analyze the intermediate data to perform analysis as and when required val nddnead = sc.textFile(“dbfs:/FileStone/shaned\_uploads/kushagra.dce21@sot.pdpu.ac.in/panallelEX.txt“)

rddread: org.apache.spark.rdd.RDD[String] = dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/para1lelEX.txt MapPartitionsRDD[34] at text File at command-4077768786815952:1

%scala rddnead.count()

res42: Long = 1000

%scala rddread.collect()

res43: Array[String] = Array(l, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 3

2, 33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66, 67, 6

8, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83, 84, 85, 86, 87, 88, 89, 96, 91, 92, 93, 94, 95, 96, 97, 98, 99, 166, 101, 162, 10

3, 104, 105, 106, 107, 108, 109, 110, 111, 112, 113, 114, 115, 116, 117, 118, 119, 120, 121, 122, 123, 124, 125, 126, 127, 128, 129, 130, 131, 13

2, 133, 134, 135, 136, 137, 138, 139, 140, 141, 142, 143, 144, 145, 146, 147, 148, 149, 150, 151, 152, 153, 154, 155, 156, 157, 158, 159, 168, 16

1, 162, 163, 164, 165, 166, 167, 168, 169, 178, 171, 172, 173, 174, 175, 176, 177, 178, 179, 180, 181, 182, 183, 184, 185, 186, 187, 188, 189, 19

0, 191, 192, 193, 194, 195, 196, 197, 198, 199, 200, 201, 202, 283, 204, 205, 206, 207, 208, 209, 210, 211, 212, 213, 214, 215, 216, 217, 218, 21

9, 228, 221, 222, 223, 224, 225, 226, 227, 228, 229, 230, 231, 232, 233, 234, 235, 236, 237, 238, 239, 240, 241, 242, 243, 244, 245, 246, 247, 24

8, 249, 250, 251, 252, 253, 254, 255, 256, 257, 258, 259, 268, 261, 262, 263, 264, 265, 266, 267, 268, 269, 278, 271, 272, 273, 274, 275, 276, 27

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 7, 278, 279, 280, | 281, 282, 283, 284, | 285, 286, | 287, 288, | 289, 290, 291, 292, 293, 294, | 295, 296, 297, 298, 299, | 300, 301, 302, 363, | 304, 305, 30 |
| 6, 307, 308, 309, | 310, 311, 312, 313, | 314, 315, | 316, 317, | 318, 319, 320, 321, 322, 323, | 324, 325, 326, 327, 328, | 329, 330, 331, 332, | 333, 334, 33 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 5, | 336, | 337, | 338, | 339, | 346, | 341, | 342, | 343, | 344, | 345, | 346, | 347, | 348, | 349, | 350, | 351, | 352, | 353, | 354, | 355, | 356, | 357, | 358, | 359, | 360, | 361, | 362, | 363, | 36 |
| 4, | 365, | 366, | 367, | 368, | 369, | 370, | 371, | 372, | 373, | 374, | 375, | 376, | 377, | 378, | 379, | 380, | 381, | 382, | 383, | 384, | 385, | 386, | 387, | 388, | 389, | 390, | 391, | 392, | 39 |
| 3, | 394, | 395, | 396, | 397, | 398, | 399, | 400, | 401, | 462, | 403, | 404, | 405, | 406, | 467, | 408, | 409, | 410, | 411, | 412, | 413, | 414, | 415, | 416, | 417, | 418, | 419, | 420, | 421, | 42 |
| 2, | 423, | 424, | 425, | 426, | 427, | 428, | 429, | 430, | 431, | 432, | 433, | 434, | 435, | 436, | 437, | 438, | 439, | 440, | 441, | 442, | 443, | 444, | 445, | 446, | 447, | 448, | 449, | 456, | 45 |
| 1, | 452, | 453, | 454, | 455, | 456, | 457, | 458, | 459, | 460, | 461, | 462, | 463, | 464, | 465, | 466, | 467, | 468, | 469, | 470, | 471, | 472, | 473, | 474, | 475, | 476, | 477, | 478, | 479, | 48 |
| 0, | 481, | 482, | 483, | 484, | 485, | 486, | 487, | 488, | 489, | 490, | 491, | 492, | 493, | 494, | 495, | 496, | 497, | 498, | 499, | 566, | 501, | 502, | 503, | 564, | 505, | 566, | 507, | 508, | 50 |
| 9, | 510, | 511, | 512, | 513, | 514, | 515, | 516, | 517, | 518, | 519, | 520, | 521, | 522, | 523, | 524, | 525, | 526, | 527, | 528, | 529, | 530, | 531, | 532, | 533, | 534, | 535, | 536, | 537, | 53 |
| 8, | 539, | 540, | 541, | 542, | 543, | 544, | 545, | 546, | 547, | 548, | 549, | 550, | 551, | 552, | 553, | 554, | 555, | 556, | 557, | 558, | 559, | 566, | 561, | 562, | 563, | 564, | 565, | 566, | 56 |
| 7, | 568, | 569, | 570, | 571, | 572, | 573, | 574, | 575, | 576, | 577, | 578, | 579, | 580, | 581, | 582, | 583, | 584, | 585, | 586, | 587, | 588, | 589, | 590, | 591, | 592, | 593, | 594, | 595, | 59 |
| 6,  5, | 597,  626, | 598,  627, | 599,  628, | 606,  629, | 601,  630, | 602,  631, | 603,  632, | 604,  633, | 605,  634, | 606,  635, | 607,  636, | 608,  637, | 609,  638, | 610,  639, | 611,  640, | 612,  641, | 613,  642, | 614,  643, | 615,  644, | 616,  645, | 617,  646, | 618,  647, | 619,  648, | 626,  649, | 621,  650, | 622,  651, | 623,  652, | 624,  653, | 62  65 |

|  |  |
| --- | --- |
| 4, | 655, 656, 657, 658, 659, 660, 661, 662, 663, 664, 665, 666, 667, 668, 669, 676, 671, 672, 673, 674, 675, 676, 677, 678, 679, 680, 681, 682, 68 |
| 3, | 684, 685, 686, 687, 688, 689, 690, 691, 692, 693, 694, 695, 696, 697, 698, 699, 700, 701, 702, 703, 704, 705, 706, 767, 708, 709, 710, 711, 71 |
| 2, | 713, 714, 715, 716, 717, 718, 719, 720, 721, 722, 723, 724, 725, 726, 727, 728, 729, 730, 731, 732, 733, 734, 735, 736, 737, 738, 739, 740, 74 |
| 1, | 742, 743, 744, 745, 746, 747, 748, 749, 756, 751, 752, 753, 754, 755, 756, 757, 758, 759, 760, 761, 762, 763, 764, 765, 766, 767, 768, 769, 77 |
| 0, | 771, 772, 773, 774, 775, 776, 777, 778, 779, 780, 781, 782, 783, 784, 785, 786, 787, 788, 789, 796, 791, 792, 793, 794, 795, 796, 797, 798, 79 |

9, 800, 801, 802, 803, 804, 805, 806, 807, 808, 809, 810, 811, 812, 813, 814, 815, 816, 817, 818, 819, 820, 821, 822, 823, 824, 825, 826, 827, 82

8, 829, 830, 831, 832, 833, 834, 835, 836, 837, 838, 839, 846, 841, 842, 843, 844, 845, 846, 847, 848, 849, 850, 851, 852, 853, 854, 855, 856, 85

%scala

/\* Assignment

Read the jsou file agaiu \*/

val readjson = sc.textFile(”dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/JS0NDatabricks.json“)

readjson: org.apache.spark.rdd.RDD[String] = dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/JS0NDatabricks.json MapPartitionsRDD[36] a t textFile at command-4077768786815955:3

%scala readjson.collect()

res44: Array[String] = Array({“id":“1201“,“name“:“Satish“,“Age":“25“}, {“id“:“1282”,“name“:"Krishna“,”Age“:“28“}, (“id“:"1203“,“name“:“Amith“,“Ag

e“:“39”}, {“id":“1204“,”name“:“Javed“,“Age":”23“}, {"id“:“1205",“name“:"Pruthvi“,"Age“:“23"})

a

val op1 = neadjson.flatMap(x=>x.split(“:“)).collect()

op1: Array[String] = Array((“id“, “12B1“,“name“, “Satish“,“Age", “25“}, {“id“, “1202“,“name", “Krishua“,“Age“, “28“}, {"id“, “1283“,“name“, “Amit

h“,“Age“, “39“}, (“id“, "1204“,“name“, “Javed“,“Age“, “23“}, ("id“, “1285“,“name“, “Pruthvi",“Age“, "23“})

Sscala

va1 op2 = opt. map(y=›(y, 1))

op2: Array[(String, Int)] = Array(({“id“,1), (“1201“,“name“,1), (“Satish“,“Age“,1), (“25“},1), ({“id”,1), (“1202“,“name”,1), (“Krishna“,“Age“,1),

(“28”},1), ((“id“,1), (”1283“,“name",1), ("Amith“,“Age“,1), ("39“},1), ((“id“,1), (“1204“,"name“,1), (“Javed“,“Age“,1), (“23“},1), ((“id“,1), (“1
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%scala

val onelineop = readjson.flatMap(x=›x.split(“:“)).map(y=>(y,1)).reduceByKey((x,y)=>(x+y)).collect

onelineop: Array[(String, Int)] = Array((“1282“,“name",1), (“23”},2), (“25“},1), (”1204“,“name“,1), ({“id“,5), (“Amith“,“Age“,1), (“28“},1), (“Sa

tish”,”Age“,1), (“Krishna”,“Age“,1), (“39“},1), (“Javed“,“Age“,1), (“1201“,“name“,1), (“1205“,“name“,1), (“1203“,“name“,1), (“Pruthvi“,“Age“,1))

%scala

val onelineop = readjson.flatMap(x=›x.split(“:“)).map(y=›(y,1)).reduceByKey((x,y)=>(x+y)).sortBy(\_.\_1,false).collect // sortBy - default asc

onelineop: Array[(String, Int)] = Anray(({“id“,5), (“Satish“,“Age“,1), (“Pruthvi“,”Age“,l), (”Krishna”,“Age“,1), (“Javed”,“Age“,1), (“Amith”,“Ag

e“,1), (“39“},1), (“28”},1), (“25“},1), (”23"},2), (“1205“,“name",1), (“1284“,“name",1), (“1283“,“name",1), (“1282“,“name”,1), (“1281“,“name”,1))

%scala

val onelineop2 = readjson.flatMap(x=›x.split(“:“)).map(y=>(y,1)).reduceByKey((x,y)=›(x+y)).sortBy(\_.\_2,false).collect
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Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 9

file\_locatiou = “dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/vertex.csv“ file\_type=”csv“

file\_location\_2=“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/edges.csv“

JfCSV option

infer\_schema =“false“ first\_row\_is\_header=“false” delimiter=”,”

df =spank.nead.format(file\_type)\

.option('inferSchema',infer\_schema)\

.option('header',first\_row\_is\_header)\

.option('sep',delimiter)\

.load(file\_location)

display(df)

|  |  |  |
| --- | --- | --- |
| c0 | \_c1 | \_c2 |
| 1 | Jacob | 48 |
| 2 | Jessica | 45 |
| 3 | Andrew | 25 |
| 4 | Ryan | 53 |
| 5 | Emily | 22 |
| 6 | Lily | 52 |

file\_location=“dbfs:/FileStone/shaned\_uploads/kushagra.dce21@sot.pdpu.ac.in/edges.csv“ df1 =spark.read.format(file\_type)\

.option('inferSchema',infer\_schema)\

.option('headen',first\_row\_is\_headen)\

.option('sep',delimiter)\

.load(file\_location)

display(df1)

|  |  |  |
| --- | --- | --- |
| \_c0 | \_c1 | \_c2 |
| 6 | 1 | Sister |
| 1 | 2 | Husband |
| 2 | 1 | Wife |
| 5 | 1 | Daughter |
| 5 | 2 | Daughter |
| 3 | 1 | Son |
| 3 | 2 | Son |
| 4 | 1 | Friend |
| 1 | 5 | Father |

%scala

import org.apache.spark.rdd.RDD import org.apache.spark.graphx.\_

import org.apache.spark.rdd.RDD import org.apache.spark.graphx.\_

%scala

val vertexRDD =sc.textFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/vertex.csv“)

kvertexRDD: org.apache.spark.rdd.RDD[String] = dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/vertex.csv MapPartitionsRDD[1314] at tex tFile at command-694813824391304:1

%scala

val edgeRDD =sc.textFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/edges.csv“)

edgeRDD: org.apache.spark.rdd.RDD[String] = dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/edges.csv MapPartitionsRDD[1316] at textFi le at command-694813824391305:1

%scala vertexRDD.collect()

res35: Array[String] = Array(1,Jacob,48, 2,Jessica,45, 3,Andrew,25, 4,Ryan,53, 5,Emily,22, 6,Lily,52)

%scala edgeRDD.collect()

res36: Array[String] = Array(6,1,Sister, 1,2,Husband, 2,1,Wife, 5,1,Daughter, 5,2,Daughter, 3,1,Son, 3,2,Son, 4,1,Friend, 1,5,Father, 1,3,Father,

%scala

val vertices : RDD[(VertexId,(String,String))]=vertexRDD.map{ line=›val fields=line.split(“,“) (fields(0).toLong,(fields(1),fields(2)))

vertices: org.apache.spark.rdd.RDD[(org.apache.spark.gnaphx.VertexId, (String, String))] = MapPartitionsRDD[1317] at map at command-6948138243913

%scala vertices.collect
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%scala

val edges : RDD[Edge[String]]=edgeRDD.map{ 1ine=›va1 fields=line.split(",")

(Edge(fields(0).toLoug,fields(1).toLong,fields(2)))

edges: org.apache.spark.rdd.RDD[org.apache.spark.graphx.Edge[String]] = MapPartitionsRDD[1318] at map at command-694813824391310:1

%scala edges.collect

res38: Array[org.apache.spark.graphx.Edge[String]] = Array(Edge(6,1,Sister), Edge(1,2,Husband), Edge(2,1,Wife), Edge(5,1,Daughter), Edge(5,2,Daug

hter), Edge(3,1,Son), Edge(3,2,Son), Edge(4,l,Friend), Edge(1,5,Father), Edge(1,3,Father), Edge(2,5,Mother), Edge(2,3,Mother))

%scala

val defualt=(“unknown“,“missing“)

defualt: (String, String) = (unknown,missing)

%scala

val graph = Graph(vertices,edges,defualt)

graph: org.apache.spark.graphx.Graph[(String, String),String] = org.apache.spark.graphx.impl.GraphImpl@490bd7f4

%scala

case class MoviesWatched(Movie:String , Genre:Striug)

val movies:RDD[(VertexId,MoviesWatched)]=sc.parallelize(List( (1,MoviesWatched(”Toy Story 3”,”Kids”)), (2,MoviesWatched(“Titanic“,“Love“)),

(3,MoviesWatched(“The Hangover“,“Comedy“)),

defined class MoviesWatched

movies: org.apache.spark.rdd.RDD[(org.apache.spark.graphx.Vertexld, MoviesWatched)] = ParallelCollectionRDD[1331] at parallelize at command-69481

%scala

val movieOuterJoinedGraph=graph.outerJoinVertices(movies)((\_,name,movies)=>(name,movies))
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%scala movieOuterJoinedGraph.vertices.map(t=›t).collect.foreach(println)

(4, ( ( Ryan, 53) , None) )

(6,((Lily,52),None)) (2,((Jessica,45),Some(Movieswatched(Titanic,Love)))) (1,((Jacob,48),Some(MoviesWatched(Toy Story 3,Kids)))) (3,((Andrew,25),Some(MoviesWatched(The Hangover,Comedy)))) (5,((Emily,22),None))

%scala

val movie0uterJoined6raph=graph.outerJoinVertices(movies)((\_,name,movies)=›(name,movies.get0rElse(MoviesWatched(“NA“,“NA“))))

movieOuterJoinedGraph: org.apache.spark.graphx.Graph[((String, String), MoviesWatched),String] = org.apache.spark.graphx.impl.GraphImpl@6789e70c

%scala movie0uterJoiuedGraph.vertices.map(t=>t).collect.foreach(println)

(4, ( ( Ryan, 53) , Mov1 e sNa t ched(NA, NA) ) )

(6,((Lily,52),MoviesWatched(NA,NA)))

( 2, ( ( 3es si ca, 45) , Movi esNat ched (Tit ani c , Love) ) ) (1,((Jacob,48),MoviesWatched(Toy Story 3,Kids))) (3,((Andrew,25),MoviesWatched(The Hangover,Comedy))) (5,((Emily,22),MoviesWatched(NA,NA)))

%scala

val tCount = graph.triangleCount().vertices // how many triangles are created

tCouut: org.apache.spark.graphx.VertexRDD[lut] = VertexRDDImpl[1393] at RDD at VertexRDD.scala:57

%scala

val iterations =1000

val connected= graph.connectedComponents().vertices

val connecteds=graph.stronglyConnectedComponents(iterations).vertices

val connByPerson=vertices.join(connected).map{case(id,((person,age),conn))=>(conn,id,person)} val connByPersouS=vertices.joiu(connectedS).map{case(id,((person,age),conn))=›(couu,id,person)} connByPerson.collect().foreach{case(conn,id,person)=›println(f"Weak $conn $id $person“)}

Weak 1 4 Ryan

Weak 1 6 Lily

Weak 1 2 Jessica

Weak 1 1 Jacob

Weak 1 3 Andrew

Weak 1 5 Emily iterations: Int = 1000

connected: org.apache.spark.graphx.VertexRDD[org.apache.spark.graphx.VertexId] = VertexRDDImpl[1417] at RDD at VertexRDD.scala:57 connecteds: org.apache.spark.graphx.VertexRDD[org.apache.spark.graphx.VertexId] = VertexRDDImpl[1668] at RDD at VertexRDD.sca1a:57

connByPerson: org.apache.spark.rdd.RDD[(org.apache.spark.graphx.VertexId, org.apache.spark.graphx.VertexId, String)] = MapPartitionsRDD[1718] at map at command-694813824391321:7

connByPersonS: ong.apache.spark.rdd.RDD[(org.apache.spark.graphx.VertexId, org.apache.spark.graphx.VertexId, String)] = MapPartitionsRDD[1722] at map at command-694813824391321:9

%scala

println(“Vertices Count:“+graph.vertices.count)

Vertices Count : 6

%scala

println(“Edges COunt:“+graph.edges.count)

Edges COunt:12

%scala

va1 cnt =graph.vertices.fi1ter{case (id,(name,age))=>age.toLong ›40}.count

//Master and transcation entry ?

cnt: Long = 4

%scala

val cnt2 =graph.edges.filter{case Edge(from,to,property)=›property==“Father“ | property==“Mother“}.count

cnt2: Long = 4

%scala

def max(a:(VertexId,Int),b:(VertexId,Int)):(VertexId,Int)={ if(a.\_2 > b.\_2) a else b

max: (a: (org.apache.spark.graphx.VertexId, Int), b: (org.apache.spark.graphx.VertexId, Int))(org.apache.spark.graphx.VertexId, Int)

%scala

val maxInDegrees :(VertexId,Int)=graph.inDegrees.reduce(max)

val max0utDegnees :(VentexId,Int)=gnaph.outDegnees.reduce(max) // 0 indicated not strongly connected likely to be weakly connected val maxDegrees :(VertexId,Int)=graph.degrees.reduce(max)

maxInDegrees: (ong.apache.spark.graphx.VertexId, Int) = (1,5) maxoutDegrees : (org. apache. spark. graphx. Vertexld, Int) = (1, 3) maxDegrees : (org. apache. spark. graphx. Vertexld, Int) = (1,8)

%scala

val minDegrees =graph.outDegrees.filter(\_.\_2 <= 1) minDegrees.collect()

minDegrees: org.apache.spark.graphx.VertexRDD[Int] = VertexRDDImpl[1742] at RDD at VertexRDD.scala:57 res44: Array[(org.apache.spark.graphx.VertexId, Int)] = Array((4,1), (6,1))

%scala graph.trip1ets.map(

triplet=>triplet.srcAttr.\_1+ “ is the “ + triplet.attr +“ of “+triplet.dstAttr.\_1

).collect.foreach(println)

Jacob is the Husband of Jessica Jessica is the Wife of Jacob Andrew is the Son of Jacob Emily is the Daughter of Jacob

Emily is the Daughter of Jessica Lily is the Sister of Jacob Jacob is the Father of Audrew Jacob is the Father of Emily Jessica is the Mother of Andrew Jessica is the Mother of Emily Andrew is the Son of Jessica Ryan is the Friend of Jacob

# SECOND HALF

!pip install networkx

Collecting networkx

Downloading networkx-3.2.1-py3-none-any.whl (1.6 MB)

1.6 MB 4.7 MB/s

Installing collected packages: networkx Successfully installed networkx-3.2.1

WARNING: You are using pip version 21.2.4; however, version 24.0 is available.

You should consider upgrading via the '/local\_disk0/.ephemeral\_nfs/envs/pythonEnv-15a998d6-6d73-4c37-a3d6-76ce03c700f7/bin/python -m pip

import networkx as nx

import matplotlib.pyplot as plt
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# Create ans empty undlrected graph G =nx. Graph ( )

tfaddlng edge In Graph G . add\_edge(1, 2)

nx.draw\_networkx(G) plt.show()

G. add\_nodes\_f rom( [3, 4] ) nx. draw\_networkx(G) p1t.show

![](data:image/jpeg;base64,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)Out[47]: ‹function matplotlib.pyp1ot.show(close=None, block=None)›

G . add\_edge ( 3, 4)

G. add\_edges\_-I rom ( [ ( 2, 3) , (4, 1) ] ) nx . d raw\_networkx (G )

plt . show( )
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G.nodes #getting the number of nodes

Out [ 50] : NodeVlew( ( 1, 2, 3, 4) )

G.edges

Out[51]: EdgeView([(1, 2), (1, 4), (2, 3), (3, 4)])

list(nx.generate\_adjlist(G))

Out [52] : [ ' 1 2 4' , ' 2 3 ' , ' 3 4 ' , '4 ' ]

nx.to\_dict\_of\_lists(G)

Out [53] : (1 : [2, 4] , 2: [1, 3] , 3: [4, 2] , 4 : [3, 1] }

nx.to\_edgelist(G)

Out[54]: EdgeDataView([(1, 2, {}), (1, 4, {}), (2, 3, {}), (3, 4, {})])

nx.to\_pandas\_adjacency(G)

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 2 | 3 | 4 |
| 1 0.0 | 1.0 | 0.0 | 1.0 |
| 2 1.0 | 0.0 | 1.0 | 0.0 |
| 3 0.0 | 1.0 | 0.0 | 1.0 |
| 4 1.0 | 0.0 | 1.0 | 0.0 |

G. add\_edge(1, 3)

nx. draw\_networkx(G) p1t . show( )
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G. degree

Out [57] : DegreeV1ew({1 : 3, 2: 2, 3: 3, 4: 2})

k=nx.fast np\_random\_graph(1000,0.01).degree() plt.hist(list(dict(k).values()))

Out[59]: (array([ 14., 56., 162., 232., 229., 176., 79., 35., 11., 6.]),

array([ 2., 4., 6., 8., 10., 12., 14., 16., 18., 20., 22.]),

‹BarContainer object of 10 artists>)

![](data:image/jpeg;base64,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)

G=nx . krac kha rdt\_kIt e\_graph ( )

nx. draw\_networkx(G) p1t . show( )

![](data:image/jpeg;base64,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)

print(nx.has\_path(G,sounce=1,target=9)) print(nx.shortest\_path(G,source=1,target=9)) print(ux.shortest\_path\_length(G,source=1,target=9)) print(list(nx.shortest\_simple\_paths(G,source=1,target=9))) paths=list(nx.all\_pairs\_shortest\_path(G))

paths[5][1]

True

[1, 6, 7, 8, 9]

4

[ [1, 6, 7, 8, 9] , [1, 0, 5, 7, 8, 9] , [1, 6, 5, 7, 8, 9] , [1, 3, 5, 7, 8, 9] , [1, 4, 6, 7, 8, 9] , [I, 3, 6, 7, 8, 9] , [1, 0, 2, 5, 7, 8,

Out [64] : (5 : [5] ,

|  |  |  |  |
| --- | --- | --- | --- |
| 2: | [5, | 2] , |  |
| 3: | [5, | 3] , |
| 6 : | [5, | 6] , |
| 7 : | [5, | 7] , |
| 1: | [s, | e, | 11 , |
| 4: | [5, | 3, | 4] , |
| 8 : | [5, | 7, | 8] , |
| 9 : | [5, | 7, | 8, 9] } |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAOCAMAAABZ7rF9AAACXlBMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJyckMnATpAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAACBJREFUOI1j2E8lsG//gf37D51kGDVv1LxR80bNg5oHAPVGOhLSlShTAAAAAElFTkSuQmCC)

# importance of node inside the network - centrality nx.betweenness\_centrality(G)

Out[65]: {0: 0.023148148148148143,

1: 0.023148148148148143,

3: 0. 10185185185185183,

4: 0.0,

5: 0.23148148148148148,

6 : 0.23148148148148148,

7 : 0.38888888888888884,

8 : 0.2222222222222222,

9: 0.0}

nx.degree\_ceutrality(G)

Out[66]: {0: 0.^^^^^""444444444,

1 : 0. 444444444^ ^^^^^^ ,

2: 0.3333333333333333,

3: 0. 6666666666666666,

4: 0.3333333333333333,

5: 0.5555555555555556,

6 : 0.5555555555555556,

7 : 0.3333333333333333,

8 : 0.2222222222222222,

9 : 0. **1111111111111111}**

nx.closeness\_centrality(6)

Out[67]: {0: 0.5294117647058824,

1 : 0.5294117647058824,

2: 0.5,

3: 0. 6,

4: 0.5,

5: 0. 6428571428571429,

6 : 0. 6428571428571429,

7 : 0. 6,

8 : 0. 42857142857142855,

9 : 0.3163448275862069}

nx. cI usterlng(G)

Out[68]: {0: 0.6666666666666666,

1 : 0. 6666666666666666,

2: 1.0,

3: 0.5333333333333333,

4: 1.0,

6: 0.5,

7: 0.3333333333333333,

8: 0,

9: 0}

nx. e1genvector\_centra I 1ty(G)

Out[69]: {0: 0.3522089813920359,

1: 0.3522089813920358,

2: 0.28583473531632403,

3: 0.48102048812210046,

4: 0.28583473531632403,

5: 0.3976910106255469,

6: 0.39769101062554685,

7: 0.19586185175360382,

8: 0.048074775014202924,

9: 0.011164058575824235}

nx.harmonic\_centrality(G)

Out[71]: {0: 6.083333333333333,

1 : 6.083333333333333,

2: 5.583333333333333,

3: 7.083333333333333,

|  |  |
| --- | --- |
| 4: | 5.583333333333333, |
| 5: | 6. 833333333333333, |
| 6 : | 6. 833333333333333, |
| 7 : | 6.0, |
| 8 : | 4. 666666666666666, |
| 9 : | 3. 4166666666666665} |

#plotting the

import matplotlib.pyplot as plt

JtCreatlng cubica1 empty graph

G=nx.cubical\_graph()

#plotting graph plt.subplot(122)

#drawing the graph with node as red and edges as blue nx.dnaw(G,pos=nx.circulan\_layout(G),

node\_color='r',

edge\_co for= ’ b ' )
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Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 10

import pandas as pd

csv\_string = dbutils.fs.head(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/Housing.csv“) data = pd.read\_csv(io.StringI0(csv\_string))

#pr1nt(data) data.head(4)
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|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| price | area | bedrooms | bathrooms | stories | mainroad | guestroom | basement | hotwaterheating | airconditioning | parking | prefarea | furn |
| 0 13300000 | 7420 | 4 | 2 | 3 | yes | no | no | no | yes | 2 | yes |  |
| 1 12250000 | 8960 | 4 | 4 | 4 | yes | no | no | no | yes | 3 | no |  |
| 2 12250000 | 9960 | 3 | 2 | 2 | yes | no | yes | no | no | 2 | yes |  |
| 3 12215000 | 7500 | 4 | 2 | 2 | yes | no | yes | no | yes | 3 | yes |  |

-I- Code

-I- Text

df\_1 = data.loc[:,['price', 'area']] df\_1.head()

#csv\_string.head()

|  |  |
| --- | --- |
| price | area |
| 0 13300000 | 7420 |
| 1 12250000 | 8960 |
| 2 12250000 | 9960 |
| 3 12215000 | 7500 |
| 4 11410000 | 7420 |

impont matplotlib.pyplot as plt df\_l.plot(x='price', y='area', style='o') plt.xlabel('PRICE')

plt.ylabel('AREA') plt.title('STEP-1') plt.show()
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X = pd.DataFrame(df\_1['price']) y = pd.DataFrame(df\_l['area'])

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.3, random\_state = 1)

print(X\_tnain.shape) print(X\_test.shape) print(y\_train.shape) print(y\_test.shape)

( 381, 1)

( 164, I)

( 381, 1)

( 164, I)

from skleann.linean\_model import LineanRegnession regressor = LinearRegression() regressor.fit(X\_train, y\_train)

Out[10]: LinearRegression()

print(regressor.intercept\_) [2107.90864244]

print( regres sor . coef\_) [ [0.0006545] ]

y\_pred = regressor.predict(X\_test) print(y\_pred[:10])

[[6735.21572472] [5B85.87854688] [5773.10237098]

[6116.71428303]

[4032.13534992]

[4581.9144092 ]

[3711.43089867]

[7010.10525436]

[4032.13534992]

[6322.88143026] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAbCAIAAAA/JAJkAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQokWPMzc1lQAUyMjKMioqKaKKamposEydOhPOfPn3a1dXFwMDA8B8JXL16VVFR0cvLi4kBGxgVHeyiLE+ePIFzXr58CRW1s7PDolZaWhpNSFxcHACxtB8f4OY4dgAAAABJRU5ErkJggg==)

from sklearu import metrics

lnport numpy as np

print(“Mean Absolute Error: “, metrics.mean\_absolute\_error(y\_test, y\_pred)) print(“Mean Squared Error: “, metrics.mean\_squared\_error(y\_test, y\_pred))

print(“Root Mean Squared Error: “, np.sqrt(metrics.mean\_squared\_error(y\_test, y\_pred)))

Nean Absolute Error: 1254. 691752727886

Nean Squared Error: 2699402. 6789812935

Root Mean Squared Error: 1642.9859034639626

def plot\_regression\_line(X, y, b): plt.scatter(X, y, color = “m”,

marker = “o”, s = 30)

plt.plot(X, y\_pred, color = “g”) plt.xlabel('x')

plt.ylabel('y')

plt.show()

lnport numpy as np

import matplotlib.pyplot as p1t

del est imate\_coef(X, y):

return (regressor.intercept\_, regressor.coef\_)

b = estimate\_coef(X\_test, y\_test) print(“Estimated coefficients:\nb\_0 = {} \

\nb\_1 = {}“.format(regressor.intercept\_, regressor.coef\_))

plot\_negnession\_line(X\_test, y\_test, b)

Estimated coefficients: b\_0 = [2107.90864244]

b\_1 = [[0.0006545]]
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Inva1Id I ndexE r ror

File <command-646436246386047›:5

1. b = estimate\_coef(X\_test, y\_test)

Traceback (most recent call last)

1. print(“Estimated coefficients:\nb\_0 = {} \
2. \nb\_1 = (}“.format(regressor.intercept\_, regressor.coef\_))

----› 5 plot\_regression\_liue(X\_test, y\_test, b)

File ‹command-646436246386046›:5, in plot\_regressiou\_line(X, y, b) 1 def plot\_regression\_line(X, y, b):

1. plt.scatter(X, y, color = "m",
2. marker = "o", s = 30)
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File /databricks/python/lib/python3.9/site-packages/matplotlib/pyplot.py:2757, iu plot(scalex, scaley, data, \*args, \*\*kwargs) 2755 @\_copy\_docstring\_aud\_deprecators(Axes.plot)

2756 def plot(\*args, scalex=True, scaley=True, data=None, \*\*kwargs):

-> 2757 retu
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File /databricks/python/lib/python3.9/site-packages/matplotlib/axes/\_axes.py:1632, in Axes.plot(self, scalex, scaley, data, \*args,

\*\*kwargs)

139d "“"

1391 PLot y versus x as LInes and/on martens.

**1392**

1629 *(‘ ‘ ’green ’ ) or hex s tr i figs (‘ ‘ ’#888888 ’‘ ‘ ) .*

U3 kwargs = cbook.normalize kwargs(kwargs, mlines.Line2D)

-> 1632 linear= [\*self.\_get\_lines(\*args, data=data, \*\*kwargs)] 1633 sene.add\_ nee(line)

File /databricks/pythou/lib/python3.9/site-packages/matplotlib/axes/\_base.py:312, in \_process\_plot\_var\_args. call (self, data,

\*args, \*\*kwargs)

31e this += args[0],

311 args = args[1:]

--> 312 yield from self. plot args ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAARCAYAAAB5LjRtAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAE2UlEQVRIidVXb0gbZxh/c2eWQ02sYjujhe4VWUKXGFxbBTsGLuvqGFrcTJ1Kt4BVISCyYlKy9IOFqmTC1g40hBXLVmZCFexsxYKGamxGaPahWuI/VAjZTHckZDmvi5c/9+7TlUxirDas7AcP3D3P83t+z3vcvc97ACEEOBsfH//80qVLP8XjcSzR/7I2PT1dY7PZPtkPx+VynZ6YmFDFYjH8IJqp7MXF2tqaVCaTbWm12qFkicFgMG96erqGoijRbsWqq6sXamtrXS8rvr29TUAIEYQQ3b9//3y6F4cBAMDGxoakqanpoVwu/62np6cdJIHVam1tbW0dDwaD+cniBwGO47HS0lKXWCz+XaFQPE5XXQ4ZAABw7dq170KhUG5fX99FPp8fTbfIruIZGbGRkZHTW1tbOXl5ef601/f5fEfn5uY+amlp+fbYsWPriUGWZbGrV69+DwAAbrf7XQAAuHHjRnd2djbF5TQ2NpqlUunTRJ7P5ztqNpsvT05O1vP5/IhWq/363LlzP3Px9fV16dDQ0FeJHI1G01tUVOTZ2WA0GuWPjY19MTMz87HT6axiWRYrLy+3t7W1fXPy5ElHqsVhN2/e7IrH43h9ff2tZAkkSRaSJFlI07QIAAACgcARzkeSZGEkEiES871eb3FdXd3jhYWFU+Xl5fbMzMznXV1dP25sbEi4nFgslkFR1CGKog653e4yi8XSFggEjiTTHxwcNOj1+h8YhiE6Ozu7VSrVEEEQYb/fX5BqYQAAANRq9aRSqVze6+M0mUyXIYTI4/EUp9pQIITIaDT2cT6SJAsghKi/v78nGcdqtV6EEKL5+flTO2ORSIQvkUi2Ozo6rAfaUBwOx4c7X8dXgVQqXdDpdHruniCIvwEAIBqNvrHfWhiGsSKR6K/Z2dnq0dFRNcMwxN6sBD5CiHf48GHffoV3A5/Pj6SrFo7j8eHh4SqhUBjS6XS3qqqq1gwGg9nlcr33MnwsPz//TxzH4+lqKN0oKSlZstlsb5tMpk9ramosExMT5xsaGubMZrNuLy4mFou9z549K/ovGj0oBAIBc/bs2TG9Xq+12+2wuLh4xWQy6VmWxXbmrq6uvmMwGMwrKysyrLKy0uZyud6nKConlUBubm4AAAAGBgYMXNFoNMpPJrAXGIYR0DQtpGlaGIlEBAAAEA6HM2maFobD4Uwuj2VZzO/3v8kwjIDz8Xg8Njs7m8rKyqKT1TYajUaLxdKmUql+BcvLyzIIIbp+/Xp3qp0nFArldHR0WCGESKlULqvV6kmZTLY1NTVVm+r4RVGUCEKIent7+znflStXBrlj106rq6tzJhzPBBBCpFAogs3NzbbGxsaHEolku6ysLOBwOD5I1uft27c1XC0eQgi0t7ffdTqdVXa7/a2cnJzgbk8cIcS7c+dOCzezhEJh6MKFCwMcZ2lpScHj8djEoR6Px/EnT55UFBQU/MENaa/XC0mSFCfTyMrK2uL4CCHegwcPPnO73WVcXCKRPD1z5swvBEGEk/FZlsVOnDjhD4VCuQAhBDY3N4/K5XJqt1n0f7JHjx4pjx8//ryzs3P4hXNqaqpWLpdTVqv14utu8CDm8XiKKyoqNktKSmIajWYkFovh/0q4d+9ew6v8z71OoyhKNDo6+uXi4qKC8/0DwlqddeEy+skAAAAASUVORK5CYII=)![](data:image/png;base64,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)

File /databricks/python/lib/python3.9/site-packages/matplotlib/axes/\_base.py:487, in \_process\_plot\_var\_args.\_plot\_args(self, tup, kwargs, return\_kwargs)

#8# kw[prop\_name] = val

486 if len(xy) == 2:

--> 487 x = check\_1d ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEMAAAARCAYAAACGjBGPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAGnElEQVRYhdWXe0xTVxzHzy22dGykTHS4xNctLxErMp2bPHyQocOpaVRgBlYJQTGSWtlkNTPgI4vREIcaJiQtytAFu4UplrTDqmvWDTSO+KjCJlproTYObgVLH9z2nLM/5l1uOqC2Zsv2S37/fM/39zu/+2lvzrkAYwyYtFgshfHx8fD27dsfs/V/Mm/evFlBkiRWqVQndTrdEZ1OdwQhxPP3IYReN5vNO5qbmy+1t7eftdlsxQihMH8fRVHvazSa4xqN5nhtbW3ryMjIa/4emqa5Uqn0rF6vf5+tszd7JSMj42l9fX3LvwWCDYOm6YTxPKOjoyK5XD4glUodBoNBcebMmR+KiopgQ0ND51hAmBwcHMwZCwZCiCgrK/smOTl55NatW4v+BqOuru7cwoULnT6fb8Z/DYZCobi2a9cuyuPxvMVoRqPxc4lEgu/du/dZsDAwxsDj8YRv2LChY+nSpSaXyxWBMQbA7XaL3G63iCRJrNfrD41VSFHUKrFY3Ld79+5OhFA4izC/qqrqx61bt96BEMbQNB27cuXKJ3fu3JH59zCbzZuzs7N/938FA8FwOp2ZEokE371794DfrxtRXFzsO3ToUG8oMDDGoLe3NykhIYE+ePBgNcYYcPR6fYlery8BAIAlS5Z8BcaIyZMnt0skEq1KpXrXYDDsZfQLFy4cPX36dOb+/fv3cjicJ1wu90FqaurDAwcO7MQYh7F7tLS0fGg2m6OTkpJaxtpjvKAoKgUAAEiSvMhoPp8v9sSJEx0+ny/s/v37szDGEcH0ZCIuLq6nsLDwRGNjo8xut0/haLXaTK1Wm5mRkdHL4/F6xisUi8U7Vq9efWvbtm0Vbrc79fHjx3nl5eWltbW1tdOmTfvrAbds2dJw/fr12QMDA2sZDWMsOHXqVFZpaalu0qRJj4IZGGNMAAAAh8PxAADA8PDwB3K5/BeHw/FaUVHRaZqmuS6Xa3HwKP6M3Nzck16vl9va2lrAUavVqWq1OnXBggUPJioiCMJTU1OTJxAI3DKZ7Exubq5CLBZ35eTkfML2CYXCs9HR0U6FQrGD0fr7+9c6nU5eQUGBMtShMcac7u7u/Tt37lSvWbNGLZfLU+fPn9/2fI0bat85c+bcnjVr1oPLly+v5fD5fB+fz/dNnz7dFqiQy+XeU6lUZZcuXZrrdDp5hw8fzicIgmZ7CIJwVFRUfNvQ0LBidHR0HgAAaDSa9XFxcQMxMTGtoQ5dX19/SqlUyqqrqwtWrFghIQjCMTAwMAcAAMLDw/tC7QsAADNnznzQ19cn5IhEon6RSNRPEAR+kUKDwbAyKirK/ezZM77Vas0cy5OTk9MAAABarVaKMY5QKBSr5HJ5E0EQ3mAHFQgEDwEAgMfj0dXV1QumTJnSzKxZLJa50dHRw1wu99dg+7IjJibmsc1mm8FJSUkxpaSkmK5evTo/UJHRaPyksrKyUKPRfHTs2LE6sVhc53K53vb3RUZG/rRs2bLfampqcvv7+9fb7faIzMzMkF6RyMjIawAAIBQKe8PCwsyMDiEkr1y5krVp06amUPqygyAIhDEmgNFoLDcajeWxsbHI4/HMG+8Yevr06XuJiYk+tVr9JXOslpWV3RSLxX0Qwhh//40bNz4lSRLn5+ebKisrDS9zz2hra/uupKTEa7VatyKE+AihqI6Ojrrt27e7IIRvhnq0Mrlu3bpfNm/e/D2AEE6FEE5NTk6mx7t9er1e4fLlyympVHqDfc+gaTph8eLFjqqqqh8RQlx2DYRwWlJSkpckSWy1WvNfBgaEcKpCobgmkUgwkzKZbNhqtW6Z6CFfBEZPT49IKBQipVL58V+iTqc7Ehsbi0ZGRt4ZA8Zsh8ORBiF8w3+Npul4h8ORhhAS+F2K+Bs3bjRnZ2f/jhCa9DIwWHslu1yuNJfLlYYQigrkfxEYpaWl5xITEz2Dg4NT2cO/mpeX9zAvL+8hQuj1QBsFyosXL35BkiTu7u6WTuQLBkawGQhGV1fXEpIk8b59+45jzPo2wRgDp9P59qJFi0aOHj3ahhAigt3c7XanaDSa401NTV+TJInPnz9fH6gPA8NkMhVTFLWKoqhVE318BUqv1zt7aGgoa2hoKKurq2v3eDDsdnt0enr6o/T0dMvw8LDgbzCe01zd2NjYPNFfe7y02WwbSZLEe/bs+dlisRS8SA0Dg50IoVdDhdHZ2bmX3WssGBBCjkQiaU9LS+szmUzxjM552WPp/xgQwrCoqCi7UqlcQ5JkL6P/AQcmmvu1IjUVAAAAAElFTkSuQmCC)

488 y = \_check\_1d(xy[1])

489 else:

File /databricks/python/lib/python3.9/site-packages/matplotlib/cbook/finite.py:1327, in \_check\_1d(x) 1321 with warnings.catch\_warnings(record=True) as w:

1322 warnings.filterwarnings(

1323 "always",

1324 category=Warning,

1325 message='Support for multi-dimensional indexing')

-> 1327 ndim = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAARCAYAAABadWW4AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACkklEQVRIic1VQUgbQRT9kyimTReEaFHByk+W4qGFHIoBaTFLTj0UasFC9dBWS3BpLvacCnoyILWCh2Kkp72kqWDJxQXBWoooeKhQMDSaSKC4mKxREbPENb+XpgRaorsp4od/mXl/5s17M3+AiMBoJhIJPyKSpmm3zNSflRa4hFFDRBwAABHZGGP7jLGT0iQRWYjIwRg7YYztXxQpSyaT8WUyGR/P87vRaHS6fDIej7/keX53a2vrsdkNjo+P7aqqNhIRO3dRycdwOBxFRNrZ2XlERKDrenNnZ+fB1NTUJ7N3KpvNNvp8vjgi0szMzCvDd6q/vz/Q2tqa6+vrmz49PW2WJOkNx3F5URRfmFVJVdXr6XTaBQCwtrZ217BSRASpVOoZIpLf7//ucrmK2Wz2frWvT5KkwVAoNJZMJm+eV6m/BkZGRj4jIs3OzoYvRUvQdf3G4uLibbvdXpibm+sionqz1lUTf0gRUW0wGPxgtVqLq6ur9zY2NlrGx8cjRGS9cFYlyWRZnkBESiaTz8stmp+ff1uNfel0GtfX1+9ommarhFtYWHgQCoXGlpeXBVAUpVtRlG5EpGAw+LVYLLIScHJyMlZO1CgpRVFa3G73HiLS6OjoRCWsIAg/EJEEQUhYdF2v03W9TpZlcXh4+CljjEoqBgKBAVmWxd+KGv6S8vn8VU3TrgAA5HK5hkrYnp6e9wAA29vbvKnXYcS+lZWVLkmSBo+Ojq5VwhUKhVq3273X3t6erzF6+vJIpVJeh8Ph5Djum81mS/8L4/F4ljwez9JZa8VisSeHh4f1vb2976pSqpSRSGTAbE+SZfmh1+vddDqdRVEUP6qq2lCVUv8j2traNoeGhl53dHR8aWpq+gkA8AvHfsgn7Hl/bAAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAARCAYAAABNV/VxAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEzklEQVRIidVWbUxTZxR+elu4AooIWgGJsShOy4chG4Ia3ADJQCg/ahOUmA00lihSPuSHM7JFwbofTLR8u0zELcIyxjKwVCcfARJtWZQI0iJM2AhSxTA+ROAW2nc/yHWXRkGyH7oneX/c5z3nvM85Oee9L48Qgv8DysrKks+dO3cBAAghPLPZzIckX1ItyZdUy4plP02bpmlCCAghaO5uDpbkS6pLmkvkLPe+rJaWlnCRSEQENe01Eja7KN8odfzO+KsA8GT0ybqa9hrJeuf1/e+o2ItCwP24WH8xlRX/JjAzDK036sW6Pl0gRVGWvT57az1WeQxwbZ6/eL6GT/HNzg7Ofw9PDLtU3q+UOS5zHJf6S6toG5qxjjk0PiRUP1RHMTMM7e3u3RnsFdyyJPF2NnZTDwYebGt81BgS8kFI4+uM7zy+szOmIKZ6+OWwC8vRApopjCs8dmjXoSsAMGWashNmCIdEq0V9icGJJedvnv9ibGpsJQAEigJ12pPaIG7MzF8zs5Qa5SkLsVAspwhVqHJkORk2fJuZhcS/cpD6S6sAILcuN+11hvf+uvdhpCpSM/xy2GXz2s3d6XvSL0T5RqmZWYY+8v2Rb7W980UNjAx4nPzl5NebhJv+SN+TfsHJ3mlU16cLrLpfJWVtcn7LyciuzT7tttLNeDv1dnjBgYIkV0fXp6oGlUJRoVAtJHwOchDIQTQdmgiHZIcJXiLP0vOsZ1N5a/l+yEGSriflE0KQXJ6sghxEeEL4jDvY0iLpz5CD7CveV0kIwSQzacfGDFAGtI5NjjkSQhB7ObYCcpDj5cfzCCEwm82Ua4arEXIQba82kI1X3FScyJ7DzDC2Cw3sq8o72TuNxu+Iv0oI4V1quJRinWPjo8YQAEj6JKmA27epYakXAaChqyF01jw7b4aK4oqOOto5jgMAxaMs3L1OY6f30/GnrgBQ21G7N0udlZmlzsrsHOz0BoChF0PC6ZnpZQvVfd5hKaEplwqbCo+V3ilNELuJ9dw9MzHzAcB6OJ3snUYBYGRyZNUEM7GcFvybmIASzL7pYLNlLh4AnFWf/XIhkW8l3mutV0+0b/SNmvYaSV5jXvLrHCZNk/bcb12fLhCYS2rFshUvTLMm26WKaDvd5m/LtzVZ88vp5RML+VHWBNsGBqNhK5f3dvPuBIDrrdfjuFWr+L1iPzB3k/ApvvltBW9w2fCnA+3wEpi7WsXuYr31oqj5rWYNgTURuiW0wc/Dr719oN2Py0f6RGoq71fK7vbe3XHwysEf3Fe6Dw6ODbrXd9WHUTzKkhGekfO2woG5dgsSBWnru+rDpMXSKkWoQhXtG32DgPDqDHV7tm/Y3hrhE3FzSeIBIC0sLTehLKGUy8XviL/a1N308TXttc/YarM4EX7imyDPIO1SxANA3v68ZFmJrFJv1IuVGuUppUZ5iru3mL+gKK7oKAB4rvbsZckDAQfKmVmGJoTwfNb5PAQAiqIsZQlln5+RnPnqlv7Wp4QQHkVRlrAtYfUb12x8zPraCmxNbEzucB/edfi73V67m33X+Xaw3Fa3rYa2023+eqNezP1P0DY0E/tR7I+LZv+uH1n/6WG2aHbvCfr7+z27u7t9AMBgMGwD3tDz7yPq6upisrOzc7ncP5S9G0F5n6y1AAAAAElFTkSuQmCC) .ndim

1328 # we hove de/inirety htm o pondos index or series object

1329 # cost *to* O *numpy* orroy.

z33e if- len(w) › 0 :

File /databricks/python/lib/python3.9/site-packages/pandas/core/frame.py:3505, in DataFrame. etitem (self, key) 35e3 if self.columns.nlevels > 1:

35e4 return self.\_getitem\_multilevel(key)

-> 3505 indexer = ![](data:image/png;base64,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) 35e6 if is\_integer(indexer):

lpython

PAGE RANK

0.15 - damping factor - default value for the edge 0.85- current value

this params are continously updated until the tolerance level is reached

Out[16]: '\nPAGE RANK\n0.15 - damping factor - default value for the edge\n0.85- current value\nthis params are continously updated unti
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%python

# using the inbuilt pagerank

!pip install networkx scipy

Requirement already satisfied: networkx in /local\_disk0/.ephemeral\_nfs/envs/pythonEnv-392c7de1-b5e3-438b-a425-6c622b6b5276/lib/python3.? Requirement already satisfied: scipy in /local\_disk0/.ephemeral\_nfs/envs/pythouEuv-392c7de1-b5e3-438b-a425-6c622b6b5276/lib/python3.9/si Requirement already satisfied: numpy<2.3,›=1.22.4 in /local\_disk0/.ephemeral\_nfs/envs/pythonEnv-392c7de1-b5e3-438b-a425-6c622b6b5276/lit WARNING: You are using pip version 21.2.4; however, version 24.0 is available.

You should consider upgrading via the '/local\_disk0/.ephemeral\_nfs/envs/pythonEnv-392c7de1-b5e3-438b-a425-6c622b6b5276/bin/python -m pip

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAxUAAAAOCAMAAABuOsH9AAACc1BMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8vMzMzNzc3Ozs7Pz8/Q0NCNRf7mAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAERJREFUaIHt00ENwCAAADH8W1oYWTCAJD57nYbWQ8fZz/utuYDfsALCCigroKyAsgLKCigroKyAsgLKCigroKyAsgLqAkA7NBsWsZA2AAAAAElFTkSuQmCC)

Xpython

pip install --upgrade scipy

Python interpreter will be restarted.

Requirement already satisfied: scipy in /local\_disk0/.ephemeral\_nfs/envs/pythonEuv-392c7de1-b5e3-438b-a425-6c622b6b5276/lib/python3.9/si Requirement already satisfied: numpy<2.3,›=1.22.4 in /local\_disk0/.ephemeral\_nfs/envs/pythonEnv-392c7de1-b5e3-438b-a425-6c622b6b5276/lit Pythou interpreter will be restarted.
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%python

#page rank inbuilt utility

lnport networkx as nx G=nx. DlGraph ( )

G . add\_edges\_-£-rom( [ (1, 2) , (1, 3) , (2, 1) , (3, 1) , (3, 2) ] )

#calculating page rank

pageran k= nx . pagerank(G)

tfprlnt1ng pageran k scores

print( "PageRank soceres" )

for node , score In pagerank . items ( ): print (f"Node (node} : (score}" )

PageRank soceres

Node 1:0.43274880303664615

Node 2:0.33333333333333326

Node 3:0.23391786363002037

%python

from pylab import rcParams rcParams['figure.figsize']=(3,3)

âpython

def n1ce\_prInt (v, d1gits=3):

-format = '&&.Pdf' & digits

print ( ' , ' . join( [fornat & e for e In v] ) )

File <command-646436246385979›:3

point ( ' , ' . join ( [format $ e I-or e in v] ) )

SyutaxError: invalid uon-printable character U+00A0

%python nice\_print([.12333122,.1343221,.644442143])

nice\_print([.12333122,.1343221,.644442143],digits=4)

NameError

F1Ie ‹connand -646436246385980› : 1

Traceback (most recent call last)

----> I nice\_print([.12333122,.1343221,.644442143])

2 nice\_print([.12333122,.1343221,.644442143],digits=4)

NameError: name 'nice\_priut' is not defined

8python

labels=[

'A' , ' B ' , ' C ' , ’D' , ' E ' , ' F ' , 'G '

pages=range(len(labels)) positions= [

(0,1),(0,2),(2,2),(0,0),(1,0),(2,0),(1,1)

page\_labels = {p: 1 for p,l in zip(pages,labels)} page\_labels

Out [12] : (0: ' A' , 1: ' B' , 2: ’ C ' , 3: ' D' , 4 : ' E ’ , 5: ' F ' , 6 : 'G ' }

%python

lin ks =[

(1, B) , ( 3, 8) , (8, 1) , ( 5, 2) , (6, 2) , (6, 5) , ( 5, 6) , (2, 6) , (B, 6) , ( S, 4) , (4, 3)

%python

impont networkx as nx

import matplotlib.pyplot as plt g=nx.DiGraph()

for p in pages:

node =g.add\_node(p)

for (a,b) in links:

g.add\_edge(pages[a],pages[b])

8python

plt.clf()

display(nx.draw(g,with\_labels=True,labels =page\_labels, uode\_size=800,node\_color='#8888CC', font\_color='white',

pos=positions
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%scala

lnport org. apache . spark.HashPartltloner

val links =sc.parallelize(List((“MapR“,List(“Baidu”,“Blogger“)),(“Baidu“,List(“MapR“)),(“Blogger“,List(“Google“,“Baidus“)),(“Google”,List(“fi partitionBy(new HashPartitioner(4)).persist()

var ranks=links.mapValues(v=>1.0)

import org.apache.spark.HashPartitioner

links: org.apache.spark.rdd.RDD[(Stning, List[String])] = ShuffledRDD[8] at partitionBy at command-646436246385985:4 ranks: org.apache.spark.rdd.RDD[(Stning, Double)] = MapPartitionsRDD[9] at mapValues at command-646436246385985:6

%scala

val contributions = links.join(ranks).flatMap {case (url,(links,rank))=› links.map(dest=›(dest,rank/links.size)) }

contributions: ong.apache.spark.rdd.RDD[(String, Double)] = MapPartitionsRDD[13] at flatMap at command-646436246385986:1

lscala

cont rlbutlons . co11ect

res2: Array[(String, Double)] = Array((MapR,l.0), (Baidu,0.5), (Blogger,B.5), (Google,0.5), (Baidus,0.5), (MapR,1.0))

%scala

val ranks=contributions.reduceByKey((x,y)=> x+y).mapValues(v=› 0.15+0.85\*v)

ranks: org.apache.spark.rdd.RDD[(String, Double)] = MapPartitiousRDD[15] at mapValues at command-646436246385988:1

%scala ranks.collect

res3: Array[(String, Double)] = Array((Baidus,0.575), (Google,8.575), (MapR,1.8499999999999999), (Blogger,0.575), (Baidu,B.575))

%scala

val lines = spark.read.textFile(“dbfs:/FileStore/shared\_uploads/kushagra.dce21@sot.pdpu.ac.in/links-1.txt“).rdd val iters = 20

val links = lines.map{ s=> val parts = s.split(“\\s+“)

(parts(0),parts(1))

}.distinct().groupByKey().cache()

var ranks = links.mapValues(v =› 1.0)

for (i ‹- 1 to iters) {

val contribs = links.join(ranks).values.flatMap{ case (urls,rank) =› val size = urls.size urls.map(url =› (url,rank/size))

ranks = contribs.reduceByKey(\_ + \_).mapValues(0.15 + 0.85 \* \_)

val output = rauks.collect()

output.foreach(tup =› println(tup.\_1+“ has rank: “ + tup.\_2)) println(“=================================“)

output.foreach(tup =› println(tup.\_1+“ has rank: “ + f“${tup.\_2}%.3f“)) println(“=================================“)

ranks.collect()

val r = ranks.toDF(“URL“,“PageRank“) r.show()

B has rank : 1. 2982456036167454

A has rank : 1. 4561335524686925

C has rank : 6. 7688567446637524

D has rank : 0. 4767641005174078

1. has rank: 1.298 A has rank: 1.456
2. has rank: 0.769
3. has rank: 0.477

URL PageRank|

B|1.2982456036107454 A|1. 4561335 524086925 C|0.7688567440637524| D|0.4767641005174078|

lines: org.apache.spark.rdd.RDD[String] = MapPartitionsRDD[1887] at rdd at command-646436246385990:1 iters: Int = 20

links: org.apache.spark.rdd.RDD[(Stning, Iterable[String])] = ShuffledRDD[1092] at groupByKey at command-646436246385998:6 ranks: org.apache.spark.rdd.RDD[(String, Double)] = MapPartitionsRDD[1233] at mapValues at command-646436246385998:14

output: Array[(String, Double)] = Array((B,1.2982456830187454), (A,1.4561335524088925), (C,8.7688567448637524), (D,0.4767641005174878))

r: org.apache.spark.sql.DataFrame = [URL: string, PageRank: double]

%scala

import org.apache.spark.sql.SparkSession r.cneate0nReplaceTempView(“Table\_2“)

val r1=sqlContext.sql(“select PageRank from Table\_2 where PageRank ‹ 1 “ ) r1.show()

PageRank

0.7688567448637524|

0.4767641005174078|

import org.apache.spark.sql.SparkSession

r1: org.apache.spark.sql.DataFrame = [PageRank: double]

Name : Harsh Shah

Roll No. : 21BCP359 (G11 Div6)

LAB 11

#Structured Streaming using the Python DataFrames API

#Apache Spark includes a high-level stream processing API, Structured Streaming. Iu this notebook we take a quick look at how to use the Datal

#Sample Data

#we have some sample action data as files in /databricks-datasets/structured-streaming/events/ which we are going to use to build this appica #To run this notebook, import it and attach it to a Spark cluster.

dbutils.fs.1s("/databricks-datasets/structured-streaming/events/”)

Out[39]: [FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-0.json', name='file-0.json', size=72530, modificatic FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-I.jsou', name='file-1.json', size=72961, modificationTime=14E FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-10.json', name='file-10.json', size=73025, modificationTime=2 FileInfo(path='dbfs:/databnicks-datasets/stnuctuned-stneaming/events/file-11.json', name='file-11.json', size=72999, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-12.json', name='file-12.json', size=72987, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-13.jsou', name='file-13.json', size=73006, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-14.json', name='file-14.json', size=73003, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-15.jsou', name='file-15.json', size=73007, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-16.json', name='file-16.json', size=72978, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-17.jsou', name='file-17.json', size=73008, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-18.json', name='file-18.json', size=73002, modificationTime=2 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-19.jsou', name='file-19.json', size=73014, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-2.json', name='file-2.json', size=73007, modificationTime=14f FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-20.json', name='file-20.json', size=72987, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-21.json', name='file-21.json', size=72983, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-22.jsou', name='file-22.json', size=73009, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-23.json', name='file-23.json', size=72985, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-24.jsou', name='file-24.json', size=73020, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-25.json', name='file-25.json', size=72980, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-26.jsou', name='file-26.json', size=73002, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-27.json', name='file-27.json', size=73013, modificationTime=2 Filelnfo(path='dbfs:/databnicks-datasets/stnuctuned-stneaming/events/file-28.json', name='file-28.json', size=73005, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-29.json', name='file-29.json', size=72977, modificationTime=2 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-3.json', name='file-3.json', size=72996, modificationTime=14f FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-30.json', name=’file-30.json', size=73009, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-31.jsou', name='file-31.json', size=73008, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-32.json', name='file-32.json', size=72982, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-33.jsou', name='file-33.json', size=73033, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-34.json', name='file-34.json', size=72985, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-35.jsou', name='file-35.json', size=72974, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-36.json', name='file-36.json', size=73013, modificationTime=2 FileInfo(path='dbfs:/databnicks-datasets/stnuctuned-stneaming/events/file-37.json', name='file-37.json', size=72989, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-38.json', name='file-38.json', size=72999, modificationTime=2 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-39.json', name='file-39.json', size=73013, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-4.json', name=’file-4.json', size=72992, modificationTime=14f FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-40.jsou', name='file-40.json', size=72986, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-41.json', name='file-41.json', size=73019, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-42.jsou', name='file-42.json', size=72986, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-43.jsou', name='file-43.json', size=72990, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-44.jsou', name='file-44.json', size=73018, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-45.json', name='file-45.json', size=72997, modificationTime=2 FileInfo(path='dbfs:/databnicks-datasets/stnuctuned-stneaming/events/file-46.json', name='file-46.json', size=72991, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-47.json', name='file-47.json', size=73009, modificationTime=2 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-48.json', name='file-48.json', size=72993, modificationTime=1 FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-49.json', name=’file-49.json', size=73496, modificationTime=1 FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-5.jsou', name='file-5.json', size=72998, modificatiorTime=14E FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-6.jsou', name='file-6.json', size=72997, modificationTime=14f FileIufo(path='dbfs:/databricks-datasets/structured-streaming/events/file-7.jsou', name='file-7.json', size=73022, modificationTime=14f FileInfo(path='dbfs:/databricks-datasets/structured-streaming/events/file-8.jsou', name='file-8.json', size=72997, modificationTime=14f FileInfo(path='dbfs:/databnicks-datasets/structured-stneaming/events/file-9.json', name='file-9.json', size=72970, modificationTime=14f

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA5IAAAAOCAMAAABq49OFAAACc1BMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8vMzMzNzc3Ozs7Pz8/Q0NCNRf7mAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEpJREFUaIHt01ENgDAQQLH5t0TGhczAJGHjfbQeuu553m/2AAVLSShRElKUhBQlIUVJSFESUpSEFCUhRUlIURJSlIQUJSFFSUj5ATHsThBYSsRhAAAAAElFTkSuQmCC)

#There are about 50 JSON files in the directory. Let's see what each JSON file contains. dbutils.fs.head(“/databricks-datasets/structured-streaming/events/file-0.json“)

#Each line in the file contains JSON record with two fields - time and action. Let's try to analyze these files interactively.

[Truncated to first 65536 bytes]

Out[40]: '{“time“:1469501107,“action“:“Open"}\n{“time“:1469501147,“action“:“Opeu“}\n{“time":1469501202,“action“:“Open“}\n{“time“:146950]

\*\*\* WARNING: max output size exceeded, skipping output. \*\*\*

“Opeu“}\n{”time“:1469504710,“action“:“Open"}\n{“time“:1469504710,“action“:“Open“}\n{“time":1469504710,“action“:“Open“}\n{“time“:14695047

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAOCAMAAAAVBLyFAAACZFBMVEUAAAABAQECAgIDAwMEBAQFBQUGBgYHBwcICAgJCQkKCgoLCwsMDAwNDQ0ODg4PDw8QEBARERESEhITExMUFBQVFRUWFhYXFxcYGBgZGRkaGhobGxscHBwdHR0eHh4fHx8gICAgICAiIiIjIyMkJCQkJCQmJiYnJycoKCgoKCgqKiorKyssLCwsLCwuLi4vLy8wMDAwMDAyMjIzMzM0NDQ0NDQ2NjY3Nzc4ODg4ODg6Ojo7Ozs8PDw8PDw+Pj4/Pz9AQEBBQUFBQUFDQ0NERERFRUVGRkZHR0dISEhJSUlJSUlLS0tMTExNTU1OTk5PT09QUFBRUVFRUVFTU1NUVFRVVVVWVlZXV1dYWFhZWVlZWVlbW1tcXFxdXV1eXl5fX19gYGBhYWFhYWFjY2NkZGRlZWVmZmZnZ2doaGhpaWlpaWlra2tsbGxtbW1ubm5vb29wcHBxcXFxcXFzc3N0dHR1dXV2dnZ3d3d4eHh5eXl5eXl7e3t8fHx9fX1+fn5/f3+AgICBgYGCgoKDg4ODg4OFhYWGhoaHh4eIiIiJiYmKioqLi4uMjIyNjY2Ojo6Pj4+QkJCRkZGSkpKTk5OTk5OVlZWWlpaXl5eYmJiZmZmampqbm5ucnJydnZ2enp6fn5+goKChoaGioqKjo6Ojo6OlpaWmpqanp6eoqKipqamqqqqrq6usrKytra2urq6vr6+wsLCxsbGysrKzs7Ozs7O1tbW2tra3t7e4uLi5ubm6urq7u7u8vLy9vb2+vr6/v7/AwMDBwcHCwsLDw8PDw8PFxcXGxsbHx8fIyMjJycnKysrLy8s44UWHAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAABhJREFUGJVjOH1o74GD+/Yd3A8HDCNTCAAv9rzlKfIvIwAAAABJRU5ErkJggg==)

%python

#Batch/Interactive Processing

#The usual first step in attempting to process the data is to interactively query the data. Let's defiue a static DataFrame on the files, an

from pyspark.sql.types import \*

&python

inputPath = "/databricks-datasets/structured-streaming/events/"

%python

# Since we know the data format already, let's define the schema to speed up processing (no need for Spark to infer schema) jsonschema = StructType([ StructField(“time“, TimestampType(), True), StructField(“action“, StriugType(), True) ])

&python

# Static DataFname representing data in the JSON files

statlcInputDF = ( spa rk

. read

.schema(jsonSchema)

.json(inputPath)

%python display(staticInputDF)

|  |  |
| --- | --- |
| time | action |
| 2016-07-28T04:19:28.000+0000 | Close |
| 2016-07-28T04:19:28.000+0000 | ”Close |
| 2016-07-28T04:19:29.000+0000 | ”Open |
| 2016-07-28T04:19:31.000+0000 | ”Close |
| 2016-07-28T04:19:31.000+0000 | ”Open |
| 2016-07-28T04:19:31.000+0000 | ”Open |
| 2016-07-28T04:19:32.000+0000 | ”Close |
| 2016-07-28T04:19:33.000+0000 | ”Close |
| 2016-07-28T04:19:35.000+0000 | ”Close |

3n1n.n7.39Tnd-dQ-2n nnn+nnnn ”mnc•n

%python

#Now we can compute the number of "open" and "close" actions with one hour windows. To do this, we will group by the action column and 1 hou from pyspark.sql.functions import \* # for window() function

staticCountsDF = (

statlcInputDF

. groupBy(

stat1cInputDF . act ton , w1ndoW(stat1cInputDF . tlne, "1 hour" ) )

. count ( )

staticCountsDF.cache()

# Register the DataFrame as table 'static\_counts' staticCountsDF.create0rReplaceTempView(“static\_counts“)

%sql select action, sum(count) as total\_count fnom static\_counts gnoup by action

![](data:image/png;base64,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)

action total\_count Close 50000

Open 50000

%sql select action, date\_format(window.end, "MMM-dd HH:mm") as time, count from static\_counts order by time, action

|  |  |  |
| --- | --- | --- |
| action | time | count |
| Close | Jul-26 03:00 | 11 |
| Open | Jul-26 03:00” | 179 |
| Close | Jul-26 04:00 | 344 |
| Open | Jul-26 04:00 | 1001 |
| Close | Jul-26 05:00” | 815 |
| Open | Jul-26 05:00 | 999 |
| Close | Jul-26 06:00 | 1003 |
| Open | Jul-26 06:00 | 1000 |
| Close | Jul-26 07:00 | 1011 |

&python
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#Note the two ends of the graph. The close actions are generated such that they are after the corresponding open actions, so there are more

&python

tfstream Proces si ng

#Now that we have analyzed the data interactively, let's convert this to a streaming query that continuously updates as data comes. Since we from pyspank.sql.functions import \*

# Similar to definition of staticInputDF above, just using ’readstream’ instead of ’read’

streamingInputDF = (

spark

. readst ream

.schema(jsonSchema) # Set the schema of the JSON data

.optiou(“maxFilesPerTrigger“, 1) # Treat a sequence of files as a stream by picking one file at a time

.json(inputPath)

# Same query as staticInputDF streamingCountsDF = (

st reamlnglnputDF

. groupBy(

st rearingInputDF . act ton ,

window(streamingInputDF.time, “5 minutes“))

.count()

# Just to check, is this DF actually a streaming DF? streamingCountsDF.isStreaming

Out [ 50] : True

%python

#As you can see, streamingCountsDF is a streaming Dataframe (streamingCountsDF.isStreaming was true). You can start streaming computation, b spark.conf.set(“spark.sql.shuffle.partitions", “2”) # keep the size of shuffles small

query = (

streamiugCouutsDF

.writeStream

.format(“memory“)

.queryName(“counts“)

.outputMode(“complete“)

.stant()

# memory = store iu-memory table

# counts = name of the in-memory table

# complete = all the counts should be in the table

%python

#query is a handle to the streaming query that is running in the background. This query is continuously picking up files and updating the wi

#Note the status of query in the above cell. The progress bar shows that the query is active. Furthermore, if you expand the > counts above, #Let's wait a bit for a few files to be processed and then interactively query the in-memory counts table.

from time import sleep

sleep(5) # wait a bit for computation to start

%sql select action, date\_format(window.end, “MMM-dd HH:mm“) as time, count from couuts order by time, action

|  |  |  |
| --- | --- | --- |
| action | time | count |
| Open | Jul-26 02:50 | 32 |
| Close | Jul-26 02:55 | 5 |
| Open | Jul-26 02:55 | 66 |
| Close | Jul-26 03:00 | 6 |
| Open | Jul-26 03:00 | 81 |
| Close | Jul-26 03:05 | 5 |
| Open | Jul-26 03:05 | 86 |
| Close | Jul-26 03:10 | 14 |
| Open | Jul-26 03:10 | 76 |
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%python

sleep(5) # wait a bit more for more data to be computed

%sql select action, date\_format(wiudow.end, “MMM-dd HH:mm“) as time, count from couuts order by time, action

![](data:image/jpeg;base64,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)

|  |  |  |
| --- | --- | --- |
| action | time | count |
| Open | Jul-26 02:50 | 32 |
| Close | Jul-26 02:55 | 5 |
| Open | Jul-26 02:55 | 66 |
| Close | Jul-26 03:00 | 6 |
| Open | Jul-26 03:00” | 81 |
| Close | Jul-26 03:05 ” | 5 |
| Open | Jul-26 03:05 ” | 86 |
| Close | Jul-26 03:10” | 14 |
| Open | Jul-26 03:10” | 76 |

#Also, let's see the total number of “opens“ and “closes“.

#%sql select action, sum(count) as total\_count from counts group by action order by action

#If you keep running the above query repeatedly, you will always find that the number of “opens" is more than the number of “closes“, as exp #Note that thene are only a few files, so consuming all of them there will be no updates to the counts. Rerun the queny if you want to inter

#Finally, you can stop the query running in the background, either by clicking on the 'Cancel' link in the cell of the query, or by executin

query . stop ( )

%scala

import org.apache.spark.ml.feature.{HashingTF, IDF, Tokenizer}

val sentenceData = spark.createDataFrame(Seq( (0.0, “Hi I heard about Spark“),

(0.0, “I wish Java could use case classes"), (1.0, “Logistic regression models are neat”)

)).toDF(“label“, "seuteuce")

val tokenizer = new Tokenizer().setInputCol(“sentence“).set0utputCol(“words“) val wordsData = tokenizer.transform(sentenceData)

val hashingTF = new HashingTF()

.setIuputCol(“words“).set0utputCol(“rawFeatures“).setNumFeatures(20)

val featurizedData = hashingTF.transform(wordsData)

// alternatively, CountVectorizer can also be used to get term frequency vectors

val idf = new IDF().setInputCol(“rawFeatunes”).setOutputCol("featunes”) val idfModel = idf.fit(featurizedData)

val rescaledData = idfModel.transform(featurizedData) rescaledData.select(“label“, "features“).show()

label| I-eatures

6. 6|( 20, [6, 8, 13, 16] , [ . . .

0. 6| 20, [0, 2, 7, 13, 15, . . .

1. 0|( 20, [3, 4, 6, 11, 19] . . .

import org.apache.spark.ml.feature.(HashingTF, IDF, Tokenizer}

sentenceData: org.apache.spark.sql.DataFrame = [label: double, sentence: string] tokenizer: org.apache.spark.ml.feature.Tokenizer = tok\_194117516f2e

wordsData: org.apache.spark.sql.DataFrame = [label: double, sentence: string ... 1 more field]

hashingTF: org.apache.spark.ml.feature.HashingTF = HashingTF: uid=hashingTF\_b127e195334a, binary=false, numFeatures=20 featurizedData: org.apache.spark.sql.DataFrame = [label: double, sentence: string ... 2 more fields]

idf: org.apache.spark.ml.feature.IDF = idf\_d47dd593f9c2

idfModel: org.apache.spark.ml.feature.IDFModel = IDFModel: uid=idf\_d47dd593f9c2, numDocs=3, numFeatures=20 rescaledData: org.apache.spark.sql.DataFrame = [label: double, sentence: string ... 3 more fields]

%scala

import org.apache.spark.sql.fuuctious.\_

import org.apache.spark.sql.expressions.Window

|  |  |  |
| --- | --- | --- |
| val df = Seq( |  | |
| (“2021-01-01 | 00:00:00“, | 100), |
| (“2021-01-01 | 00:01:30", | 150), |
| (“2021-01-01 | 00:02:30“, | 200), |
| (“2021-01-01 | 00:03:00“, | 50), |
| (“2021-01-01 | 00:04:00“, | 100), |
| (“2021-01-01 | 00:05:30“, | 150), |
| (“2021-01-01 | 00:06:00“, | 75), |
| (“2021-01-01 | 00:07:00", | 125), |
| (“2021-01-01 | 00:08:00“, | 50), |
| ( “ 2821-8l -8l | 88: 89 : 38" , | 288) , |
| ( "2021 -01 -01 | 66 : 11 : 30", | 200) |

) . toDF( "I lmestanp", "bytes\_sent" )

val windowspec = Window.orderBy(“timestamp“)

. rowsBetween ( -2, 2)

val rollingsum = sum(“bytes\_sent“).over(windowspec)

val result = df.select(col(“timestamp“), col(“bytes\_sent“), rollingSum.as("rolling\_sum“)) result.show()

timestamp|bytes\_sent|rolling\_sum|

|  |  |  |
| --- | --- | --- |
| 2821-81-81 88:88:88| | tee | 450 |
| 2021-01-01 00:01:30| | 150| | 500| |
| 2021-01-01 00:02:38| | 200| | 600| |
| 2021-81-01 00:03:0B| | 50| | 650| |
| 2021-81-01 80:84:0B| | 100| | 575| |
| 2021-01-01 00:05:30| | 150| |  |
| 2021-01-01 00:06:00| | 75| | 500| |
| 2021-81-01 00:07:00| | 125| | 600| |
| 2021-01-01 00:08:00| | 50| | 650| |
| 2021-81-01 00:09:38| | 200| | 575| |
| 2021-01-01 00:11:30| | z00 | 450| |

import org.apache.spark.sql.functions.\_

import org.apache.spark.sql.expressions.Window

df: org.apache.spark.sql.DataFrame = [timestamp: string, bytes\_sent: int]

windowspec: org.apache.spark.sql.expressions.WindowSpec = org.apache.spark.sql.expressions.WindowSpec@1afc31c3

rolliugsum: org.apache.spark.sql.Column = sum(bytes\_sent) OVER (ORDER BY timestamp ASC NULLS FIRST ROWS BETWEEN -2 FOLLOWING AND 2 FOLLOWING) result: org.apache.spark.sql.DataFrame = [timestamp: string, bytes\_sent: int ... 1 more field]

%scala

import org.apache.spark.sql.expressions.Window import org.apache.spark.sql.functions.\_

// #c reate a sample dataframe

val df = Seq(

(1, "a" ) ,

(2, "b" ) ,

(3, "c" ) ,

(4, "d" ) ,

( 5, "e" )

) . toDF( "Id", "va1ue" )

// def-1ne a window speclf-lcatlon

val windowspec = Window.orderBy(“id“).rowsBetween(-1, 1)

// define the window function to apply

val windowFunction = avg(“id”).over(windowspec)

// apply the wiudow function to the dataframe

val resultDF = df.withColumn(“movingAvg“, windowFunction) resultDF.show()

id|value|movingAvg|

|  |  |  |
| --- | --- | --- |
| 1| | a| | 1.5| |
| 2| | b| | 2.8| |
| 3| | c| | 3.8| |
| 4| | d| | 4.8| |
| 5| | e| | 4.5| |

import org.apache.spark.sql.expressions.Window

import org.apache.spark.sql.functions.\_

df: org.apache.spark.sql.DataFrame = [id: int, value: string]

windowspec: org.apache.spark.sql.expressions.WindowSpec = org.apache.spark.sql.expressions.WindowSpec@22c4f1e2

windowFunction: org.apache.spark.sql.Column = avg(id) OVER (ORDER BY id ASC NULLS FIRST R0wS BETWEEN -1 FOLLOWING AND 1 FOLLOWING) resultDF: org.apache.spark.sql.DataFrame = [id: int, value: string ... 1 more field]

# Demonstration for range between

%scala

import org.apache.spark.sql.expressions.Window import org.apache.spark.sql.functions.\_

// create a sample dataframe val df = Seq(

(l, "a", 10),

(2, "b", 20),

(3, "c", 30),

(4, "d", 40),

(5, "e", 50)

).toDF(“id”, "value", "amount")

// defiue a wiudow specification based on a range of values val windowspec = Wiudow.orderBy(“id“).rangeBetween(-10, 10)

// define the window function to apply

val windowFunction = sum(“amount“).over(windowspec)

// apply the window function to the dataframe

val resultDF = df.withColumn(“runningSum“, windowFunction) resultDF.show()

id|value|amount|runningSum|

|  |  |  |  |
| --- | --- | --- | --- |
| 1| | a| | 10| | 150 |
| 2| | b| | 20| | 150| |
| 3|  4|  5| | c|  d|  e| | 38|  40|  50| |  |

import org.apache.spark.sql.expressions.Window

import org.apache.spark.sql.functions.\_

df: org.apache.spark.sql.DataFrame = [id: int, value: string ... 1 more field]

windowspec: org.apache.spark.sql.expressions.WindowSpec = org.apache.spark.sql.expressions.WindowSpec@3dda689e

windowFunction: org.apache.spark.sql.Column = sum(amount) OVER (ORDER BY id ASC NULLS FIRST RANGE BETWEEN -10 FOLLOWING AND 10 FOLLOWING) resultDF: org.apache.spark.sql.DataFrame = [id: int, value: string ... 2 more fields]

%scala

import org.apache.spark.sql.fuuctious.\_

import org.apache.spark.sql.expressions.Window

val df = Seq(

("2021-01-01 09:00:00", 100.0),

("2021-01-01 09:1B:00", 120.0),

("2021-01-01 09:28:00", 110.0),

("2021-01-01 09:30:00", 90.0),

("2021-01-01 09:48:00", 95.0),

("2021-01-01 09:50:00", 105.0),

("2021-01-01 10:00:00", 125.0),

("2021-01-01 10:18:00", 130.0),

("2021-01-01 10:20:00", 140.0),

("2021-01-01 18:38:00", 135.0),

("2021-01-01 10:40:00", 130.0),

("2021-01-01 10:58:00", 125.0)

).toDF("timestamp“, "price")

val windowspec = Wiudow.orderBy(“timestamp“)

.rangeBetweeu(-60 \* 60, 0)

val rollingAvg = avg(“price“).over(windowspec)

val result = df.select(col(“timestamp“), col(“price”), rollingAvg.as(“rollin avg”))

result.show()

'Project [timestamp#1697, price#1698, avg(price#1698) windowspecdefinition(timestamp#1697 ASC NULLS FIRST, specifiedwindowframe(RangeFrame, ca st(-3688 as string), currentrow$())) AS rolling\_avg#1702]

+- Project [\_1#1692 AS timestamp#1697, \_2#1693 AS price#1698]

+- LocalRelation [\_1#1692, \_2#1693]

at org.apache.spark.sql.catalyst.analysis.package$AnalysisErrorAt.dataTypeMismatch(package.scala:83)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$6(CheckAnalysis.scala:314)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$6$adapted(CheckAnalysis.scala:284) at org.apache.spark.sql.catalyst.trees.TneeNode.foreachUp(TneeNode.scala:302)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfun$foneachUp$1(TreeNode.sca1a:301)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfun$foneachUp$1$adapted(TreeNode.scala:301) at scala.collection.Iterator.foreach(Iterator.scala:943)

at scala.collection.Iterator.foreach$(Iterator.scala:943)

at scala.collection.AbstractIterator.foreach(Iterator.scala:1431) at scala.collection.IterableLike.foreach(IterableLike.scala:74) at scala.collection.IterableLike.foreach$(IterableLike.scala:73) at scala.collection.AbstractIterable.foreach(Iterable.scala:56)

at org.apache.spark.sql.catalyst.trees.TreeNode.foreachUp(TreeNode.scala:3B1)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfun$foneachUp$1(TreeNode.scala:301)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfun$foreachUp$1$adapted(TreeNode.scala:3B1) at scala.collection.Iterator.foreach(Iterator.scala:943)

at scala.collection.Iterator.foreach$(Iterator.scala:943)

at scala.collection.AbstractIterator.foreach(Iterator.scala:1431) at scala.collection.IterableLike.foreach(IterableLike.scala:74) at scala.collection.IterableLike.foreach$(IterableLike.scala:73) at scala.collection.AbstractIterable.foreach(Iterable.scala:56)

at org.apache.spark.sql.catalyst.trees.TneeNode.foreachUp(TneeNode.scala:301)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfun$foneachUp$1(TreeNode.scala:301)

at org.apache.spark.sql.catalyst.trees.TreeNode.$anonfuu$foreachUp$1$adapted(TreeNode.scala:301) at scala.collection.Iterator.foreach(Iterator.scala:943)

at scala.collection.Iterator.foreach$(Iterator.scala:943)

at scala.collection.AbstractIterator.foreach(Iterator.scala:1431) at scala.collection.IterableLike.foreach(IterableLike.scala:74) at scala.collection.IterableLike.foreach$(IterableLike.scala:73) at scala.collection.AbstractIterable.foreach(Iterable.scala:56)

at org.apache.spark.sql.catalyst.trees.TneeNode.foreachUp(TneeNode.scala:301)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$5(CheckAnalysis.sca1a:284)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$5$adapted(CheckAnalysis.scala:284) at scala.collection.immutable.Stream.foreach(Stream.scala:533)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$1(CheckAnalysis.scala:284)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis0$1$adapted(CheckAnalysis.sca1a:170) at org.apache.spark.sql.catalyst.trees.TreeNode.foreachUp(TreeNode.scala:302)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.checkAnalysis8(CheckAnalysis.scala:17B) at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.checkAnalysis8$(CheckAnalysis.scala:167) at org.apache.spark.sql.catalyst.analysis.Analyzer.checkAnalysis0(Analyzer.scala:289)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.$anonfun$checkAnalysis$1(CheckAnalysis.scala:163) at scala.runtime.java8.JFunction0$mcV$sp.apply(JFunctionB$mcV$sp.java:23)

at com.databricks.spark.util.FrameProfiler$.record(FrameProfiler.scala:80)

at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.checkAnalysis(CheckAnalysis.scala:153) at org.apache.spark.sql.catalyst.analysis.CheckAnalysis.checkAnalysis$(CheckAnalysis.scala:153) at org.apache.spark.sql.catalyst.analysis.Analyzer.checkAnalysis(Analyzer.scala:289)

at org.apache.spark.sql.catalyst.analysis.Analyzer.$anonfun$executeAndCheck$1(Analyzer.scala:343)

at org.apache.spark.sql.catalyst.plans.logical.AnalysisHelper$.markInAnalyzer(AnalysisHelper.scala:402) at org.apache.spark.sql.catalyst.analysis.Analyzer.executeAndCheck(Analyzer.scala:34B)

at org.apache.spark.sql.execution.QueryExecution.$anonfun$analyzed$1(QueryExecution.scala:171) at com.databricks.spark.util.FrameProfiler$.record(FrameProfiler.scala:80)

at org.apache.spark.sql.catalyst.QueryPlanningTracker.measurePhase(QueryPlanningTracker.scala:352) at org.apache.spark.sql.execution.QueryExecution.$anonfun$executePhase$4(QueryExecution.scala:393) at org.apache.spark.sql.execution.QueryExecution$.withInternalError(QueryExecution.scala:841)

at org.apache.spark.sql.execution.QueryExecution.$anonfun$executePhase$2(QueryExecution.scala:393) at com.databricks.util.LexicalThreadLocal$Handle.runWith(LexicalThreadLocal.scala:63)

at org.apache.spark.sql.execution.QueryExecution.$anonfun$executePhase$1(QueryExecution.scala:389) at org.apache.spark.sql.SparkSession.withActive(SparkSession.scala:1073)

at org.apache.spark.sql.execution.QueryExecution.executePhase(QueryExecution.scala:389)

at org.apache.spark.sql.execution.QueryExecution.analyzed$lzycompute(QueryExecution.scala:165) at org.apache.spark.sql.execution.QueryExecution.analyzed(QueryExecution.scala:165)

at org.apache.spark.sql.execution.QueryExecution.assertAnalyzed(QueryExecution.scala:155) at org.apache.spark.sql.Dataset$.$anonfun$ofRows$1(Dataset.scala:100)

at org.apache.spark.sql.SparkSession.withActive(SparkSession.scala:1073)

at org.apache.spark.sql.SparkSession.$anonfun$withActiveAndFrameProfiler$1(SparkSession.scala:1080) at com.databricks.spank.util.FrameProfiler$.record(FrameProfiler.scala:80)

at org.apache.spark.sql.SparkSession.withActiveAndFrameProfiler(SparkSession.scala:1080) at org.apache.spark.sql.Dataset$.ofRows(Dataset.scala:98)

at org.apache.spark.sql.Dataset.$anonfun$org$apache$spark$sql$Dataset$$withPlan$1(Dataset.scala:4414) at com.databricks.spank.util.FrameProfiler$.record(FrameProfiler.scala:80)

at org.apache.spark.sql.Dataset.org$apache$spark$sql$Dataset$$withPlan(Dataset.scala:4414) at org.apache.spark.sql.Dataset.select(Dataset.sca1a:1621)
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## HADOOP SETUP AND INSTALLATION

Hadoop is an open-source framework used for distributed storage and processing of large data sets using simple programming models. Here's a detailed guide on setting up and installing Hadoop:

# Prerequisites:

1. **Java 8 runtime environment (JRE):** Hadoop 3 requires a Java 8 installation. I prefer using the ofline installer

https://[www.java.com/en/download/windows\_ofline.jsp](http://www.java.com/en/download/windows_ofline.jsp)

1. **Java 8 development Kit (JDK):** Download JDK from Oracles Website. https://[www.oracle.com/java/technologies/downloads/#java8-windows](http://www.oracle.com/java/technologies/downloads/#java8-windows)
2. To unzip downloaded Hadoop binaries, we should **install 7zip.**

https://[www.7-zip.org/download.html](http://www.7-zip.org/download.html)

##### Link for installing Hadoop

https://[www.apache.org/dyn/closer.cgi/hadoop/common/hadoop-3.2.4/hadoop-3.2.4.tar.gz](http://www.apache.org/dyn/closer.cgi/hadoop/common/hadoop-3.2.4/hadoop-3.2.4.tar.gz)

1. **Download Hadoop binaries:** Download Hadoop binaries from the Apache Hadoop website. https://hadoop.apache.org/releases.html
2. After unpacking the package, we should add the Hadoop native IO libraries.

##### Hadoop Native IO Libraries: Download libraries from following

https://1drv.ms/f/s!ArSg3Xpur4Grml7l087JBp\_4bzks?e=aSqIQV

## SETUP STEPS :

### Add environment variables:

* Set HADOOP\_HOME to the Hadoop installation directory (C:\hadoopsetup\hadoop-3.2.4).
* Add %HADOOP\_HOME%\bin and %JAVA\_HOME%\bin to the PATH environment variable.

*C:\hadoopsetup\hadoop-3.2.4 C:\Progra~1\Java\jdk-1.8*

*%HADOOP\_HOME%\bin*

*%JAVA\_HOME%\bin*

**Configure Core-Site** (C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\core-site.xml):

*<property>*

*<name>fs.default.name</name>*

*<value>hdfs://localhost:9820</value>*
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*</property>*

**Configure Hadoop Env** (C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\hadoop- env.cmd):

* Set JAVA\_HOME to your JDK installation directory (C:\Progra~1\Java\jdk-1.8).

*set JAVA\_HOME=C:\Progra~1\Java\jdk-1.8*

**Error - The system cannot find the path specified. Error: JAVA\_HOME is incorrectly set. Please update C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\hadoop-env.cmd '-Xmx512m' is not recognized as an internal or external command, operable program or batch file.**

### Solution

1. In the cmd line, charge the directory that contain the jdk (in my case C:\Program Files\Java\jdk1.8.0\_73).
2. execute the following line "***for %I in (.) do echo %~sI***" to display the short name of your installed jdk (in my case C:\PROGRA~1\Java\JDK18~1.0\_7)

**Configure HDFS-Site** (C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\hdfs-site.xml):

*<property>*

*<name>dfs.replication</name>*

*<value>1</value>*

*</property>*

*<property>*

*<name>dfs.namenode.name.dir</name>*

*<value>file:///C:/hadoopsetup/hadoop-3.2.4/data/dfs/namenode</value>*

*</property>*

*<property>*

*<name>dfs.datanode.data.dir</name>*

*<value>file:///C:/hadoopsetup/hadoop-3.2.4/data/dfs/datanode</value>*

*</property>*
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**Configure Mapred-Site** (C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\mapred- site.xml):

*<property>*

*<name>mapreduce.framework.name</name>*

*<value>yarn</value>*

*<description>MapReduce framework name</description>*

*</property>*

**Configure YARN-Site** (C:\hadoopsetup\hadoop-3.2.4\etc\hadoop\yarn-site.xml):

<property>

<name>yarn.nodemanager.aux-services</name>

<value>mapreduce\_shufle</value>

<description>Yarn Node Manager Aux Service</description>

</property>

### STARTING TERMINALS(Starting Hadoop Services):

*\start-dfs.cmd*

*./start-yarn.cmd Jps*

Or

Hadoop/Hadoop-3.4.2/sbi  start-all

## LINKS TO VIEW STATUS:

http://localhost:9870/dfshealth.html

http://localhost:9864/datanode.html

http://localhost:8088/cluster

This setup guide covers the basic installation and configuration of Hadoop. Adjust paths and configurations as per your environment.
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# KAFKA CONFIG AND PRODUCER-CONSUMER PROGRAM

1. **Download Kafka:**
   * Download Kafka from Apache Kafka website.
   * Choose the appropriate version (e.g., 3.6.2) and Scala version (e.g., 2.13).

**Video Reference –** https://[www.youtube.com/watch?v=BwYFuhVhshI](http://www.youtube.com/watch?v=BwYFuhVhshI)

### Extract and Copy Kafka Folder:

* + Extract the downloaded Kafka folder.
  + Copy the extracted Kafka folder to the C: drive and rename it to "kafka".

**NOTE:** After downloading and extracting the kafka folder , copy it to the C: drive and name the folder “kafka”. This folder should contain
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### Set Temp Dir Paths:

* + Open the Kafka folder and navigate to the "config" directory.
  + Edit the "server.properties" file:
    - Set log.dirs = c:/kafka/kafka-logs.
  + Edit the "zookeeper.properties" file:
    - Set dataDir = c:/kafka/zookeeper.

### Start Zookeeper:

* + Open a terminal and navigate to the Kafka directory (cd c:/kafka).
  + Start Zookeeper using the following command:

*.\bin\windows\zookeeper-server-start.bat .\config\zookeeper.properties*
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### Start Kafka Server (Broker):

* + Open another terminal and navigate to the Kafka directory (cd c:/kafka).
  + Start the Kafka server (broker) using the following command

*.\bin\windows\kaffia-server-start.bat .\config\server.properties*

### Create a Topic:

* + Open a new terminal and navigate to the Kafka directory (cd c:/kafka).
  + Create a topic using the following command:

*.\bin\windows\kaffia-topics.bat --create --bootstrap-server localhost:9092 --topic test – replication-factor 1 –partitions 3*

### Start Producer:

* + Open a new terminal and navigate to the Kafka directory (cd c:/kafka).
  + Start the producer using the following command

*.\bin\windows\kaffia-console-producer.bat --broker-list localhost:9092 --topic test*

### Start Consumer:

Open a new terminal and navigate to the Kafka directory (cd c:/kafka). Start the consumer using the following command:

*>.\bin\windows\kaffia-console-consumer.bat --bootstrap-server localhost:9092 --topic test --from- beginning.*

#### Send Messages:

* + In the producer terminal, type a message and press Enter.
  + The message should appear in the consumer terminal.

Make sure to follow these steps in order and in separate terminals. This setup allows you to run a basic Kafka producer-consumer program locally.
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## PIG SETUP AND INSTALLATION ON HADOOP

### Prerequisites:

1. Hadoop Setup in commodity hardware
2. Download Hadoop from here
3. Download Pig from here
4. Unpack the Hadoop and Pig packages in the C: drive

### Setting Up Environment Variables:

1. In user variables, set PIG\_HOME to C:\pigsetup\pig-0.17.0
2. In system variables, add %PIG\_HOME% to the PATH

### Edit Pig Configuration:

1. Go to the bin folder of the Pig extracted files
2. Edit the pig.cmd file and update set HADOOP\_BIN\_PATH =

%HADOOP\_HOME%\libexec

### STARTING TERMINALS ( Run as Admin)

- To run Pig on the local machine, type the command:

#### pig -x local

Change the path to the **bin** folder of Pig in the command prompt:

#### C:\pigsetup\pig-0.17.0\bin

- To run Pig on Hadoop, type the command:

***pig***
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# MONGODB SETUP ON DATABRICKS

## STEPS FOR INSTALLATION

* 1. Create a Databricks Cluster and Add the Connector as a Library
  2. Create a Databricks cluster.
  3. Now go to the cluster detail page and select the Libraries tab.
  4. Click the Install New button.
  5. Select Maven as the Library Source.
  6. Use the Search Packages feature, find 'mongo-spark'. This should point to

*org.mongodb.spark:mongo-spark-connector\_2.12:3.0.1 or newer.*

* 1. Click Install.
  2. For any errors visit MongoDB documentation.

### STEPS FOR RUNNING MONGODB ON DATABRICKS (on MongoDB atlas)

* 1. Create a MongoDB Atlas Instance
  2. Sign up for MongoDB Atlas.
  3. Create the free tier MongoDB cluster.
  4. Enable Databricks clusters to connect to the cluster by adding the external IP addresses for the Databricks cluster nodes to the ***whitelist in Atlas or allow access from anywhere***.
  5. Now in MongoDB Atlas load the sample data set once the cluster is up and running.
  6. Now to view the collection go to browse collection.

## STEPS TO RUN IN DATABRICKS CLUSTERS

* 1. Update Spark Configuration with the Atlas Connection String
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* 1. Get the connect string under the Connect dialog in MongoDB Atlas. It looks like ***"mongodb+srv://<username>:<password>@<databasename>.xxxxx.mongo db.net/"***
  2. Now in the Databricks in your cluster configuration, under **Advanced Options (bottom of page**), paste the connection string for both the ***spark.mongodb.output.uri*** and ***spark.mongodb.input.ur***i variables. Don’t forgot to enter the username and password fields correctly. In this way all the workbooks you are running on the cluster will use this configuration.
  3. Alternatively you can explicitly set the option when calling APIs like: *spark.read.format("mongodb").option("spark.mongodb.input.uri", connectionString).load().*
  4. Now to get the sample data set on the cluster run the following command

*connectionString='mongodb+srv://CONNECTION\_STRING\_HERE/ database="sample\_movies"*

*collection="movies"*

#### OR

*df = spark.read.format("mongodb").option("database", database).option("spark.mongodb.input.uri", connectionString).option("collection","movies").load()*

*df.printSchema()*

### Create a temp view

*df.createOrReplaceTempView("temp")*

*filtered\_df = spark.sql("SELECT customer FROM temp WHERE movies='New York'") display(filtered\_df)*