**First algorithm: Sequence alignment algoritham to help make report**

**1. Introduction to the Algorithm**

**What is the purpose of the Needleman-Wunsch algorithm?**

The Needleman-Wunsch algorithm is designed to find the optimal global alignment between two sequences. Its purpose is to arrange two sequences side by side, potentially inserting gaps in either sequence, to maximize their similarity according to a scoring system.

**Why is it used in sequence alignment?**

It's used in sequence alignment because it guarantees finding the mathematically optimal alignment between two complete sequences. The algorithm systematically explores all possible ways to align the sequences and selects the one with the highest score, ensuring no better solution exists under the given scoring criteria.

**What are some real-world applications?**

In bioinformatics, it's used to align DNA, RNA, or protein sequences to identify evolutionary relationships, conserved regions, and functional similarities. Outside biology, it's applied in text comparison for plagiarism detection, spell checking, and linguistic analysis where determining the similarity between text strings is important.

**2. Code Overview**

**What does the Haskell module Sequential Alignment do?**

The Sequential Alignment module implements the Needleman-Wunsch algorithm for global sequence alignment. It defines functions to calculate the optimal alignment score between two input strings, creating a dynamic programming matrix that represents all possible alignments.

**What are the key imports, and why is Data.Array used?**

The key import is Data.Array. This library is essential because arrays in Haskell provide constant-time (O(1)) access to elements by index, which is crucial for dynamic programming. Using arrays allows efficient storage and retrieval of previously computed values from the dynamic programming table, preventing redundant calculations that would occur with other data structures like lists.

**3. Scoring and Penalties**

**How does the scoring function (score x y) work?**

The scoring function compares two characters and returns:

* A value of 1 when the characters match (x == y)
* A value of -1 when the characters don't match This binary scoring rewards alignments with matching characters while penalizing mismatches.

**What values are assigned for matches, mismatches, and gaps?**

* Matches: +1
* Mismatches: -1
* Gaps: -1 (defined by gapPenalty)

**What is the gap penalty, and how does it affect alignment?**

The gap penalty is set to -1. It affects alignment by discouraging the excessive introduction of gaps, as each gap reduces the overall alignment score. However, the algorithm will insert gaps when doing so leads to better matching of subsequent characters that would increase the total score more than the penalty decreases it.

**4. Programming Approach**

**How is the table structured?**

The table is structured as a two-dimensional dynamic programming matrix, implemented as a Haskell array with the bounds ((0, 0), (n, m)). Each cell (i, j) represents the optimal alignment score between the first i characters of sequence 1 and the first j characters of sequence 2.

**What are the dimensions of the DP table based on input strings?**

The dimensions are (n+1) × (m+1), where n is the length of the first sequence and m is the length of the second sequence. The extra row and column (indexed by 0) are used for initialization purposes to handle alignments starting with gaps.

**How are character arrays (xsArr, ysArr) created from the input sequences?**

Character arrays are created using the list Array function. This function takes two arguments: a tuple specifying the bounds of the array (1 to the length of the sequence) and the sequence itself. The resulting arrays map integer indices to characters, allowing O(1) access time to any character in the sequence by its position. The arrays are 1-indexed rather than 0-indexed, meaning the first character is at index 1.

**5. Initialization of the Table**

**How is the base case (cell 0 0 = 0) handled?**

The base case cell (0, 0) = 0 represents the alignment score of two empty sequences, which is naturally 0 since there are no characters to compare or align.

**Why are the first row and first column initialized with gap penalties?**

The first row (cell i 0 = gapPenalty \* i) and first column (cell 0 j = gapPenalty \* j) are initialized with gap penalties because they represent alignments where one sequence is aligned entirely with gaps. For example, cell (3, 0) represents aligning the first 3 characters of sequence 1 with nothing from sequence 2, requiring 3 gaps. These initializations establish the "worst-case" starting points from which the algorithm can build better alignments.

**6. Recursive Formula**

**How is each cell(i, j) computed?** Each cell (i, j) is computed by taking the maximum value from three possible operations:

1. Aligning the current characters (match/mismatch)
2. Inserting a gap in the second sequence
3. Inserting a gap in the first sequence

**What are the three options considered in maximum [...]?**

1. **Match/mismatch**: dp!(i-1, j-1) + score(xsArr!i, ysArr!j) This operation aligns the current characters. If they match, it adds +1; if they mismatch, it adds -1. This builds on the optimal alignment of both sequences up to the previous characters.
2. **Insertion**: dp!(i-1, j) + gapPenalty This represents inserting a gap in sequence 2, effectively skipping a character in sequence 1. It adds the gap penalty to the score of the alignment up to position (i-1, j).
3. **Deletion**: dp!(i, j-1) + gapPenalty This represents inserting a gap in sequence 1, effectively skipping a character in sequence 2. It adds the gap penalty to the score of the alignment up to position (i, j-1).

**How does the recurrence relation ensure optimal alignment?**

The recurrence relation ensures optimal alignment through the principle of optimality: for the alignment ending at position (i, j) to be optimal, it must include the optimal alignment of some smaller subproblem, plus the best choice for the current position. By systematically building solutions from smaller subproblems and always selecting the maximum score among all possibilities, the algorithm guarantees that the final cell contains the score of the globally optimal alignment.

**7. Example Execution**

**What happens when aligning "AGCTGAC" and "AGCTTGC"?**

When aligning these sequences, the algorithm constructs a 8×8 dynamic programming table (including the initialization row and column). Starting from the base case (0,0), it progressively fills each cell using the recurrence relation, considering match/mismatch and gap operations at each step.

**What does the final table look like?** The final table with sequences "AGCTGAC" and "AGCTTGC" looks like:

Initialize the table with gap penalties:
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final table:
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**How do we determine the optimal alignment score from the last cell?**

The optimal alignment score is found in the bottom-right cell of the table, which is 4 in this case. This score represents the maximum possible score for aligning the two complete sequences according to our scoring scheme.

**8. Possible Modifications and Extensions**

**How could you change the scoring system?**

The scoring system could be modified by:

* Using different values for matches (e.g., +2 instead of +1)
* Applying different penalties for mismatches based on character similarity
* Implementing a substitution matrix (like BLOSUM or PAM for protein sequences) that assigns specific scores to each possible pair of characters based on their biochemical properties
* Creating context-dependent scoring where scores depend on neighboring characters

**How can we trace back through the DP table to reconstruct the aligned sequences?** To trace back and reconstruct aligned sequences:

1. Start at the bottom-right cell (n,m)
2. At each step, determine which of the three operations (match/mismatch, insertion, deletion) led to the current cell's value
3. If match/mismatch was used, add both characters to the alignment
4. If insertion was used, add a gap in sequence 2 and the corresponding character from sequence 1
5. If deletion was used, add a gap in sequence 1 and the corresponding character from sequence 2
6. Continue until reaching cell (0,0)
7. Reverse both resulting sequences to get the correct alignment

**How would adding affine gap penalties impact results?**

Adding affine gap penalties would introduce a distinction between opening a new gap (higher penalty) and extending an existing gap (lower penalty). This would produce more biologically realistic alignments because consecutive gaps (representing a single insertion or deletion event) are more likely than scattered individual gaps.

Implementing affine gap penalties would require additional matrices to track gap openings and extensions, making the algorithm more complex but potentially more accurate for biological sequence comparisons. The main impact would be fewer but longer gaps in the optimal alignment.

**9. Complexity Analysis**

**What is the time complexity of this implementation?**

The time complexity is O(nm), where n and m are the lengths of the two sequences. This is because the algorithm must fill in every cell of the dynamic programming table, and each cell calculation requires constant time.

**How does the O(nm) complexity scale with longer sequences?**

The O(nm) complexity means that computational requirements grow quadratically with sequence length. For example:

* Aligning two sequences of length 100 requires ~10,000 calculations
* Sequences of length 1,000 require ~1,000,000 calculations
* Sequences of length 10,000 require ~100,000,000 calculations

This quadratic scaling makes the basic Needleman-Wunsch algorithm impractical for very long sequences, such as entire genomes.

**Are there more efficient sequence alignment methods?**

Yes, more efficient methods include:

1. **Hirschberg's algorithm** - Achieves O(nm) time with only O(min(n,m)) space by using divide-and-conquer
2. **BLAST (Basic Local Alignment Search Tool)** - Uses heuristics to find high-scoring local alignments without computing the entire matrix
3. **Smith-Waterman algorithm** - A variation focusing on local rather than global alignment
4. **Parallel implementations** - Using multi-core processors or GPUs
5. **Banded alignment** - Restricting computation to a diagonal band of the matrix when sequences are expected to be similar
6. **Sparse dynamic programming** - Only calculating regions of the table likely to contribute to the optimal alignment

These methods typically sacrifice the guarantee of finding the mathematically optimal alignment in exchange for practical applicability to longer sequences or larger datasets.

**ColumnParallelAlignment Algorithm Analysis**

**1. Introduction to the Algorithm**

**How does this implementation differ from the traditional Needleman-Wunsch approach?** This implementation differs from traditional Needleman-Wunsch by computing the dynamic programming table in a column-wise parallel fashion rather than sequentially cell by cell. Traditional Needleman-Wunsch fills the DP table sequentially (usually row by row or column by column), while this approach computes all cells within a single column simultaneously in parallel.

**What problem does the ColumnParallelAlignment algorithm aim to solve?** The ColumnParallelAlignment algorithm aims to solve the problem of computational efficiency in sequence alignment. It addresses the inherent performance bottleneck in standard Needleman-Wunsch by leveraging multi-core processors to accelerate the alignment of biological sequences through parallel computation, while still producing the same optimal global alignment results.

**2. Understanding the Haskell Code Structure**

**What is the purpose of the ColumnParallelAlignment module?** The purpose of the ColumnParallelAlignment module is to implement a parallelized version of the Needleman-Wunsch algorithm for global sequence alignment. It encapsulates all the functionality needed to efficiently align two sequences by leveraging parallel computation strategies.

**What libraries are imported, and why is Control.Parallel.Strategies used?** The code imports Data.Array for efficient array data structures and Control.Parallel.Strategies to enable parallel computation. The Control.Parallel.Strategies library provides high-level abstractions for parallel evaluation in Haskell, allowing the algorithm to distribute work across multiple processor cores and evaluate cells within each column concurrently.

**How does the score function determine matches and mismatches?** The score function determines matches and mismatches using a simple comparison: score x y = if x == y then 1 else -1. It returns +1 when characters match (x equals y) and -1 when they don't match, creating a scoring system that rewards matches and penalizes mismatches.

**What is the gap penalty, and why is it set to -1?** The gap penalty is set to -1, representing the cost of inserting a gap in either sequence. This balanced approach (-1 for both mismatches and gaps) creates a fair trade-off between allowing gaps and accepting mismatches in the final alignment. Biologically, this reflects the assumption that insertion/deletion events and substitution mutations have similar likelihood.

**3. Data Representation**

**How are sequences xs and ys stored using listArray?** The sequences xs and ys are stored using listArray to convert them from strings to arrays for efficient random access:

* xsArr = listArray (1, n) xs: Creates an array for the first sequence with indices from 1 to n
* ysArr = listArray (1, m) ys: Creates an array for the second sequence with indices from 1 to m This array representation allows O(1) access time when retrieving characters by position.

**How is the table represented using arrays?** The dynamic programming table is represented as a 2D array (Array (Int, Int) Int). Each cell (i,j) contains the optimal alignment score for the prefixes xs[1...i] and ys[1...j]. The array is created using the array function with specified bounds and a list of (index, value) pairs for each cell.

**What are the bounds of the matrix, and how are they defined?** The bounds of the matrix are defined as ((0,0), (n, m)), where:

* n = length of the first sequence
* m = length of the second sequence
* The lower bounds start at (0,0) to include the case of aligning against empty sequences
* The upper bounds are (n,m) to represent aligning the full sequences

**4. Initialization of the Table**

**How is the first column (col0) initialized?** The first column (col0) is initialized with: listArray (0, n) [ gapPenalty \* i | i <- [0..n] ]. This creates an array with values [0, -1, -2, ..., -n], representing the alignment scores when aligning prefixes of sequence 1 with an empty sequence 2.

**Why is col0 computed as [ gapPenalty \* i | i <- [0..n] ]?** col0 is computed as [ gapPenalty \* i | i <- [0..n] ] because aligning a sequence of length i with an empty sequence requires exactly i gaps, each with penalty value gapPenalty. The first cell (0,0) represents aligning two empty sequences (score 0), and each subsequent cell adds one more gap penalty as the length of the first sequence increases.

**What does the scanl function do in columns = scanl computeNextColumn col0 [1..m]?** The scanl function in this context builds a list of all columns by sequentially applying the computeNextColumn function. It works by:

1. Starting with the initial column col0
2. Applying computeNextColumn to compute column 1 based on column 0
3. Using that result to compute column 2, and so on
4. Producing a list containing all columns from 0 to m

**5. Parallelization Strategy**

**How does this implementation achieve parallelism?** This implementation achieves parallelism by computing all cells within a single column simultaneously. While columns must be processed sequentially (each depending on the previous), the computation of individual cells within each column has no dependencies between them and can therefore be executed in parallel across multiple processor cores.

**What is the purpose of using parList rseq in currentCol = [ cell i j prevCol | i <- [0..n] ] using parList rseq?** The purpose of using parList rseq is to evaluate the list comprehension in parallel. The parList strategy applies the rseq evaluation strategy to each element in the list, distributing the computation of all cells in the current column across available processor cores. This enables concurrent computation of multiple cells, significantly improving performance on multi-core systems.

**How does column-wise computation improve performance?** Column-wise computation improves performance by:

1. Allowing full parallelization of each column's cell calculations
2. Providing clear data dependencies that are easy to manage (each column depends only on the previous column)
3. Creating more cache-friendly memory access patterns (contiguous memory access)
4. Enabling better load balancing across processor cores

**What would be the advantage of parallelizing rows instead of columns?** Parallelizing rows instead of columns would have certain advantages:

1. It could be more efficient if the second sequence is significantly longer than the first
2. It might provide better cache locality if the matrix is stored in row-major order
3. It could reduce synchronization points if the implementation allows computing multiple rows ahead speculatively However, in this specific implementation, column parallelization is more natural due to the column-wise data dependencies.

**6. Filling the Table**

**How is each cell (i, j) in the DP table computed?** Each cell (i,j) in the DP table is computed by finding the maximum score among three possible alignment decisions:

1. Align characters at positions i and j (match or mismatch)
2. Insert a gap in sequence 2 (align character i with a gap)
3. Insert a gap in sequence 1 (align character j with a gap) The cell value is the maximum of these three possibilities, representing the optimal alignment score at that point.

**What are the three possible ways to compute a cell's value?** The three possible ways to compute a cell's value are:

1. **Match/mismatch**: prevCol ! (i-1) + score (xsArr ! i) (ysArr ! j) This represents aligning the characters at positions i and j, adding their similarity score to the diagonal predecessor.
2. **Insertion (gap in sequence 2)**: prevCol ! i + gapPenalty This represents inserting a gap in sequence 2, adding the gap penalty to the left predecessor.
3. **Deletion (gap in sequence 1)**: if i > 0 then (currentCol !! (i-1)) + gapPenalty else gapPenalty This represents inserting a gap in sequence 1, adding the gap penalty to the upper predecessor.

**Why does cell 0 j \_ = gapPenalty \* j ensure correct initialization of the top row?** The function cell 0 j \_ = gapPenalty \* j ensures correct initialization of the top row by setting each cell (0,j) to j times the gap penalty. This represents aligning an empty prefix of sequence 1 with a prefix of length j from sequence 2, which requires exactly j gaps. This is the base case for the dynamic programming recurrence and ensures that the alignment can start with any number of gaps if necessary.

**7. Example Execution**

**Given Sequence 1: "AGCTGAC" and Sequence 2: "AGCTTGC", how does the algorithm compute the alignment?** The algorithm computes the alignment by:

1. Initializing the first column with gap penalties [0, -1, -2, ..., -7]
2. For each position j=1 to 7 in sequence 2:
   * Compute all cells in column j in parallel
   * Each cell considers the three possible alignments (match/mismatch, gap in seq2, gap in seq1)
   * Store the maximum score in the DP table
3. Each subsequent column depends on the values in the previous column
4. The computation progresses column-by-column until the entire matrix is filled

**What does the final matrix look like?**

The final matrix would look approximately like this:

![](data:image/png;base64,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)

**What is the optimal alignment score, and where is it located in the matrix?** The optimal alignment score is 4, located at position (7,7) in the matrix. This represents the best possible global alignment between the complete sequences "AGCTGAC" and "AGCTTGC".

**8. Performance Analysis and Complexity**

**What is the time complexity of the standard Needleman-Wunsch algorithm?** The time complexity of the standard Needleman-Wunsch algorithm is O(n×m), where n and m are the lengths of the two sequences. This is because it must fill an n×m matrix, computing each cell exactly once with a constant amount of work per cell.

**How does this column-parallel approach improve efficiency?**

This column-parallel approach improves efficiency by:

1. Distributing the computation of cells within each column across multiple processor cores
2. With p processors, the theoretical time complexity approaches O(n×m/p)
3. Improving memory access patterns for better cache utilization
4. Reducing the wall-clock time needed for alignment without changing the algorithmic complexity

**How does the use of parallel strategies impact execution time on multi-core processors?**

The use of parallel strategies impacts execution time on multi-core processors by:

1. Reducing the time to compute each column from O(n) to approximately O(n/p) with p cores
2. Achieving near-linear speedup when the sequence length is significantly larger than the number of cores
3. Balancing the workload automatically across available cores
4. Adding some overhead for thread management and synchronization that becomes negligible for longer sequences

**What would be the effect of increasing the sequence length significantly?**

Increasing the sequence length significantly would:

1. Make the benefits of parallelization more pronounced as the computational workload increases
2. Eventually hit memory bandwidth limitations as the matrix size grows
3. Potentially lead to cache inefficiencies if the matrix becomes too large for CPU caches
4. Make the overall speedup more noticeable compared to the sequential version
5. Increase the advantage of this approach for real-world biological sequence analysis where sequences can be thousands or millions of characters long

**9. Possible Extensions and Modifications**

**How could this implementation be modified to support affine gap penalties?**

To support affine gap penalties, the implementation could be modified by:

1. Introducing separate penalties for gap opening (higher) and gap extension (lower)
2. Maintaining three matrices instead of one:
   * M[i,j]: Best score when aligning x[i] with y[j]
   * I[i,j]: Best score when aligning x[i] with a gap
   * D[i,j]: Best score when aligning a gap with y[j]
3. Updating the recurrence relations to track gap openings vs. extensions
4. Adjusting the parallelization strategy to compute all three matrices for each column

**Could this algorithm be adapted for local alignment (Smith-Waterman algorithm)?**

Yes, this algorithm could be adapted for local alignment by:

1. Changing the initialization: Set first row and column to 0 instead of gap penalties
2. Modifying the cell computation: Add 0 as a fourth option in the maximum calculation to allow starting a new alignment anywhere
3. Changing the result location: Find the maximum score anywhere in the matrix, not just at (n,m)
4. Implementing traceback from the maximum score cell to a cell with score 0
5. Maintaining the same column-parallel approach for computation

**How could GPU acceleration further improve performance?**

GPU acceleration could further improve performance by:

1. Leveraging thousands of lightweight GPU threads for massive parallelism
2. Implementing the algorithm using CUDA or OpenCL frameworks
3. Using the "wavefront" or "anti-diagonal" pattern where all cells along an anti-diagonal can be computed in parallel
4. Optimizing memory access patterns to take advantage of GPU memory architecture
5. Employing shared memory for frequently accessed data
6. Balancing the workload across GPU compute units for optimal throughput
7. Pipelining computation to hide memory latency

**10. Conclusion**

**What are the key benefits of using parallelization in sequence alignment?**

The key benefits of using parallelization in sequence alignment are:

1. Significantly reduced execution time, especially for long sequences
2. Better utilization of modern multi-core and many-core architectures
3. Ability to process larger datasets in practical timeframes
4. Same accuracy as sequential algorithms but with improved performance
5. Scalability with increasing computational resources

**What are the potential limitations of this approach?**

The potential limitations of this approach include:

1. Sequential dependency between columns creating a bottleneck
2. Parallelization overhead potentially outweighing benefits for very short sequences
3. Memory bandwidth limitations as sequences grow extremely large
4. Complexity in implementation compared to the sequential version
5. Potential load balancing issues if the parallelization strategy isn't optimal
6. Diminishing returns as the number of cores exceeds the sequence length

**How could this algorithm be optimized for large-scale biological datasets?**

For large-scale biological datasets, this algorithm could be optimized by:

1. Implementing a hybrid CPU-GPU approach for maximum parallelism
2. Using distributed computing across multiple nodes for extremely large alignments
3. Applying heuristic filters to eliminate obviously poor matches before detailed alignment
4. Implementing banded alignment to focus computation on the diagonal region where matches are most likely
5. Using more memory-efficient matrix representations (sparse matrices for very different sequences)
6. Exploring database-specific optimizations that exploit known biological patterns
7. Implementing streaming approaches to handle sequences that are too large to fit in memory
8. Employing block-based computation to maximize cache utilization

**Third algoritam: RowParallelAlignment**

**1. Introduction to the Algorithm**

* **Difference from Traditional Needleman-Wunsch**:
  + Uses **row-wise parallelization** to compute the dynamic programming (DP) table, distributing work across multiple cores.
  + Traditional approach is strictly sequential, computing cells one by one.
* **Problem Solved**:
  + Accelerates global sequence alignment for large sequences by leveraging parallelism.
* **Performance Improvement**:
  + Parallel row computation reduces time complexity in practice (though theoretical complexity remains O(nm)).

**2. Understanding the Haskell Code Structure**

* **Purpose of Module**: Implements the Needleman-Wunsch algorithm with row-parallel computation.
* **Imported Modules**:
  + **Data.Array**: For efficient 2D array operations.
  + **Control.Parallel.Strategies**: For parallel execution strategies.
* **Score Function**:
  + Returns **1** for matches (same character), **-1** for mismatches.
* **Gap Penalty**: Set to **-1** to penalize gaps linearly (fixed cost per gap).

**3. Data Representation**

* **Input Sequences**: Stored in **xsArr** and **ysArr** as 1-based arrays for O(1) access.
* **DP Table Structure**:
  + 2D array **dp** with bounds **((0,0), (n, m))** to include all indices from 0 to sequence lengths.
* **Bounds Justification**: Covers all possible alignment states (including empty prefixes).

**4. Initialization of the DP Table**

* **First Row (row0)**:
  + Initialized as **[gapPenalty \* j | j <- [0..m]]**, representing gaps in the first sequence.
* **Role of scanl**: Sequentially computes each row using **computeNextRow**, starting from **row0**.

**5. Parallelization Strategy**

* **Parallelism Achieved**: Uses **parList rseq** to parallelize the computation of cells in each row.
* **parList rseq Purpose**: Evaluates list elements in parallel with "sequential" evaluation strategy.
* **Row vs. Column Parallelization**:
  + Row-wise allows independent computation of cells within a row (after previous row is computed).
  + Column-wise would require synchronization across columns.
* **Advantages**: Better cache locality, reduced synchronization overhead.
* **Limitations**: Limited by dependencies between rows.

**6. Filling the Table**

* **Cell Computation**:
  + **Match/Mismatch**: **prevRow ! (j-1) + score (xsArr ! i) (ysArr ! j)**
  + **Insertion (Gap in Seq2)**: **prevRow ! j + gapPenalty**
  + **Deletion (Gap in Seq1)**: **(currentRow !! (j-1)) + gapPenalty** (if **j > 0**).
* **Leftmost Column Initialization**: **cell 0 \_ i = gapPenalty \* i** ensures gaps in the second sequence are penalized.

**7. Example Execution**

* **Sequences**:
  + Sequence 1: **AGCTGAC** (length 7)
  + Sequence 2: **AGCTTGC** (length 7)
* **Final Matrix**:
  + Optimal score: **2** (located at **dp ! (7, 7)**).
  + Example DP table snippet (rows 0-2, columns 0-2):
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**8. Performance Analysis and Complexity**

* **Standard Complexity**: O(nm) time and space.
* **Row-Parallel Improvement**: Reduces wall-clock time by distributing row computations across cores.
* **Parallel Strategies Impact**: Near-linear speedup on multi-core processors for large sequences.
* **Long Sequences**: Increased parallelism efficiency but higher memory usage.

**9. Comparison with ColumnParallelAlignment**

* **Row vs. Column**:
  + Row-wise processes rows sequentially but parallelizes within a row.
  + Column-wise parallelizes columns but requires inter-column synchronization.
* **Efficiency**: Row-wise better for wide tables (longer columns).
* **Hybrid Approach**: Possible but adds complexity; may not yield significant gains.

**10. Possible Extensions**

* **Affine Gap Penalties**: Track separate states for gap opening/extending (modify **cell** logic).
* **Smith-Waterman Adaptation**: Replace **maximum** with **max 0** and track traceback from maxima.
* **GPU Acceleration**: Use Haskell’s GPU libraries (e.g., Accelerate) for massive parallelism.

**11. Conclusion**

* **Benefits**: Faster execution on multi-core systems, scalable for large datasets.
* **Limitations**: Memory-bound for very long sequences; row dependencies limit parallelism.
* **Optimizations**: Use sparse matrices, reduce memory footprint, or employ distributed computing.

**Haskell Code for DP Table Generation**

* -- Helper function to print the DP table
* printDPTable :: String -> String -> IO ()
* printDPTable xs ys = do
* let dp = needlemanWunschRow xs ys
* ((iMin, jMin), (iMax, jMax)) = bounds dp
* putStrLn "DP Table:"
* mapM\_ (\i -> mapM\_ (\j -> putStr (show (dp ! (i, j)) ++ "\t")) [jMin..jMax] >> putStrLn "") [iMin..iMax]
* -- Example usage with test sequences
* main :: IO ()
* main = printDPTable "AGCTGAC" "AGCTTGC"

**DP Table Output**

For sequences AGCTGAC and AGCTTGC, the final cell (7,7) contains the optimal score 2.

**Partial table**:
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**Fourth algoritam:** AntiDiagonalParallelAlignment

**1. Introduction to the Algorithm**

* **Difference from Standard Needleman-Wunsch**:
  + Processes the DP matrix **anti-diagonal by anti-diagonal** instead of row/column-wise.
  + Enables parallel computation of all cells within the same anti-diagonal.
* **Problem Solved**:
  + Reduces sequential dependencies, allowing better utilization of multi-core processors.
* **Performance Improvement**:
  + Anti-diagonal parallelism maximizes independent cell computations per step (ideal for SIMD/GPU architectures).

**2. Understanding the Haskell Code Structure**

* **Module Purpose**: Implements anti-diagonal-parallel Needleman-Wunsch alignment.
* **Imported Modules**:
  + **Data.Array**: For efficient 2D array updates.
  + **Control.Parallel.Strategies**: For **parMap rdeepseq** parallel execution.
* **Score Function**:
  + Returns **1** for matches, **-1** for mismatches.
* **Gap Penalty**: Fixed at **-1** (linear gap cost).

**3. Data Representation**

* **Input Sequences**: Stored in 1-based arrays **xsArr** and **ysArr**.
* **DP Table Structure**:
  + 2D array with bounds **((0,0), (n, m))** to cover all alignment states.
* **InitialDP**:
  + First row/column initialized with gap penalties.
  + Remaining cells set to **minBound** (acts as placeholder before computation).

**4. Initialization of the DP Table**

* **First Row/Column**:
  + **base i 0 = gapPenalty \* i** (vertical gaps)
  + **base 0 j = gapPenalty \* j** (horizontal gaps)
* **minBound Usage**:
  + Forces cells to be explicitly updated during anti-diagonal processing.

**5. Anti-Diagonal Parallelization Strategy**

* **Anti-Diagonal Definition**: Cells where **i + j = k** (constant sum of indices).
* **Parallel Efficiency**:
  + All cells in an anti-diagonal are independent and computed in parallel.
* **updateDP Function**:
  + Updates all cells in anti-diagonal **k** using **parMap rdeepseq**.
* **Indices Generation**:
  + **i + j == k** ensures cells lie on the same anti-diagonal.

**6. Filling the DP Table**

* **Cell Computation**:
* cell dp i j = maximum [ dp!(i-1, j-1) + score (xsArr!i) (ysArr!j)
* , dp!(i-1, j)   + gapPenalty
* , dp!(i, j-1)   + gapPenalty ]
* **Foldl Process**:
  + Iterates over anti-diagonals from **k=2** to **n+m**.

**7. Example Execution**

**Sequences**:

* Sequence 1: **AGCTGAC**
* Sequence 2: **AGCTTGC**

**Final DP Matrix**:
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**Optimal Score**: **2** (at cell **(7,7)**).

**8. Performance Analysis**

* **Time Complexity**: O(nm) (same as standard algorithm).
* **Parallel Advantage**:
  + Theoretical speedup proportional to the number of anti-diagonals (≈ **n+m-1**).
* **Multi-Core Impact**:
  + Near-linear speedup for large sequences (e.g., 8x faster on 8-core CPU).
* **Comparison**:
  + More parallelism than row/column approaches but requires synchronization between anti-diagonals.

**9. Comparison with Other Approaches**

* **vs Row/Column Parallel**:
  + Anti-diagonal offers finer-grained parallelism but more complex coordination.
* **Efficiency Scenario**:
  + Best for square matrices or architectures with many cores.
* **Hybrid Approach**:
  + Could combine anti-diagonal with thread-level parallelism for further gains.

**10. Possible Extensions**

* **Smith-Waterman Adaptation**:
  + Replace **maximum** with **max 0** and track traceback pointers.
* **GPU Acceleration**:
  + Map anti-diagonals to GPU threads (each thread computes one cell).
* **Large Dataset Optimization**:
  + Use tiling to reduce memory bandwidth usage.

**11. Conclusion**

* **Benefits**:
  + Maximizes parallelism potential for global alignment.
  + Naturally aligns with SIMD architectures.
* **Limitations**:
  + Requires synchronization between anti-diagonals.
  + Memory-bound for very large sequences.
* **Optimizations**:
  + Use compressed storage for anti-diagonals to reduce memory overhead.