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Let's start with a new post in the Java concurrency series.

This time we'll learn how to start cleanly new threads and to manage thread pools. In Java, if you have a Runnable like this :

Runnable runnable = **new** Runnable(){

**public** void run(){

System.out.println("Run");

}

}

You can easily run it in a new thread :

**new** Thread(runnable).start();

This is very simple and clean, but what if you've several long running tasks that you want to load in parralel and then wait for the completion of all the tasks, it's a little bit harder to code and if you want to get the return value of all the tasks it becomes really difficult to keep a good code. But like for almost any problems, Java has a solution for you, the Executors. This simple class allows you to create thread pools and thread factories.

A thread pool is represented by an instance of the class ExecutorService. With an ExecutorService, you can submit task that will be completed in the future. Here are the type of thread pools you can create with the Executors class :

* **Single Thread Executor** : A thread pool with only one thread. So all the submitted task will be executed sequentially. Method :*Executors.newSingleThreadExecutor()*
* **Cached Thread Pool** : A thread pool that create as many threads it needs to execute the task in parralel. The old available threads will be reused for the new tasks. If a thread is not used during 60 seconds, it will be terminated and removed from the pool. Method :*Executors.newCachedThreadPool()*
* **Fixed Thread Pool** : A thread pool with a fixed number of threads. If a thread is not available for the task, the task is put in queue waiting for an other task to ends. Method : *Executors.newFixedThreadPool()*
* **Scheduled Thread Pool** : A thread pool made to schedule future task. Method : *Executors.newScheduledThreadPool()*
* **Single Thread Scheduled Pool** : A thread pool with only one thread to schedule future task. Method :*Executors.newSingleThreadScheduledExecutor()*

In terms of resources, the newFixedThreadPool will keep all the threads running until they are explicitly terminated. In the newCachedThreadPool Threads that have not been used for sixty seconds are terminated and removed from the cache.

Once you have a thread pool, you can submit task to it using the different submit methods. You can submit a Runnable or a Callable to the thread pool. The method return a Future representing the future state of the task. If you submitted a Runnable, the Future object return null once the task finished.

By example, if you have this Callable :

**private** **final** **class** **StringTask** **implements** Callable<String> {

**public** String call(){

*//Long operations*

**return** "Run";

}

}

If you want to execute that task 10 times using 4 threads, you can use that code :

ExecutorService pool = Executors.newFixedThreadPool(4);

**for**(int i = 0; i < 10; i++){

pool.submit(**new** StringTask());

}

But you must shutdown the thread pool in order to terminate all the threads of the pool :

pool.shutdown();

If you don't do that, the JVM risk to not shutdown because there is still threads not terminated. You can also force the shutdown of the pool using shutdownNow, with that the currently running tasks will be interrupted and the tasks not started will not be started at all.

But with that example, you cannot get the result of the task. So let's get the Future objects of the tasks :

ExecutorService pool = Executors.newFixedThreadPool(4);

List<Future<String>> futures = **new** ArrayList<Future<String>>(10);

**for**(int i = 0; i < 10; i++){

futures.add(pool.submit(**new** StringTask()));

}

**for**(Future<String> future : futures){

String result = future.get();

*//Compute the result*

}

pool.shutdown();

But this code is a bit complicated. And there is a disadvantage. If the first task takes a long time to compute and all the other tasks ends before the first, the current thread cannot compute the result before the first task ends. Once again, Java has the solution for you, CompletionService.

A CompletionService is a service that make easier to wait for result of submitted task to an executor. The implementation is ExecutorCompletionService who's based on an ExecutorService to work. So let's try :

ExecutorService threadPool = Executors.newFixedThreadPool(4);

CompletionService<String> pool = **new** ExecutorCompletionService<String>(threadPool);

**for**(int i = 0; i < 10; i++){

pool.submit(**new** StringTask());

}

**for**(int i = 0; i < 10; i++){

String result = pool.take().get();

*//Compute the result*

}

threadPool.shutdown();

As soon as a task is completed, it is put in an internal java.util.concurrent.BlockingQueue (a highly efficient queue for Producer/Consumer problems and communication between threads).

From that queue, you can get the results of the finished tasks with take. If no task is yet available, take will wait until something is available.  
In this case we just print the result (the name of the current threat executing the Callable).

This is all you need to know to use a CompletionService. It is really simple. There is a lot of cool stuff in the JDK and in the java.util.concurrent package. Make sure to browse through the docs from time to time before inventing your own solution.

With that, you have the result in the order they are completed and you don't have to keep a collection of Future.

Here we are, you have the tools in hand to launch tasks in parralel using performing thread pools. Using Executors, ExecutorService and CompletionService you can create complex algorithm using several taks. With that tools, it's really easy to change the number of threads performing in parralel or adding more tasks without changing a lot of code.

I hope that this post will help you to write better concurrent code.

\*\*\*\*\*\*------IMP

This is where **ExecutorCompletionService** steps in. It is a thin wrapper around [ExecutorService](http://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ExecutorService.html) that "remembers" all submitted tasks and allows you to wait for the first *completed*, as opposed to first *submitted* task. In a way ExecutorCompletionService keeps a handle to all intermediate Future objects and once any of them finishes, it's returned. Crucial API method is [CompletionService.take()](http://docs.oracle.com/javase/7/docs/api/java/util/concurrent/CompletionService.html" \l "take()) that blocks and waits for *any* underlying Future to complete. Here is the submit step with ExecutorCompletionService:

## Task Delegation

Here is a diagram illustrating a thread delegating a task to an ExecutorService for asynchronous execution:

|  |
| --- |
| A thread delegating a task to an ExecutorService for asynchronous execution. |
| **A thread delegating a task to an ExecutorService for asynchronous execution.** |

Once the thread has delegated the task to the ExecutorService, the thread continues its own execution independent of the execution of that task.

## ExecutorService Implementations

Since ExecutorService is an interface, you need to its implementations in order to make any use of it. TheExecutorService has the following implementation in the java.util.concurrent package:

* [**ThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/threadpoolexecutor.html)
* [**ScheduledThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/scheduledexecutorservice.html)

## Creating an ExecutorService

How you create an ExecutorService depends on the implementation you use. However, you can use theExecutors factory class to create ExecutorService instances too. Here are a few examples of creating anExecutorService:

ExecutorService executorService1 = Executors.newSingleThreadExecutor();

ExecutorService executorService2 = Executors.newFixedThreadPool(10);

ExecutorService executorService3 = Executors.newScheduledThreadPool(10);

## ExecutorService Usage

There are a few different ways to delegate tasks for execution to an ExecutorService:

* execute(Runnable)
* submit(Runnable)
* submit(Callable)
* invokeAny(...)
* invokeAll(...)

I will take a look at each of these methods in the following sections.

### execute(Runnable)

The execute(Runnable) method takes a java.lang.Runnable object, and executes it asynchronously. Here is an example of executing a Runnable with an ExecutorService:

ExecutorService executorService = Executors.newSingleThreadExecutor();

executorService.execute(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

executorService.shutdown();

There is no way of obtaining the result of the executed Runnable, if necessary. You will have to use aCallable for that (explained in the following sections).

### submit(Runnable)

The submit(Runnable) method also takes a Runnable implementation, but returns a Future object. ThisFuture object can be used to check if the Runnable as finished executing.

Here is a ExecutorService submit() example:

Future future = executorService.submit(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

future.get(); //returns null if the task has finished correctly.

### submit(Callable)

The submit(Callable) method is similar to the submit(Runnable) method except for the type of parameter it takes. The Callable instance is very similar to a Runnable except that its call() method can return a result. The Runnable.run() method cannot return a result.

The Callable's result can be obtained via the Future object returned by the submit(Callable) method. Here is an ExecutorService Callable example:

Future future = executorService.submit(new Callable(){

public Object call() throws Exception {

System.out.println("Asynchronous Callable");

return "Callable Result";

}

});

System.out.println("future.get() = " + future.get());

The above code example will output this:

Asynchronous Callable

future.get() = Callable Result

### invokeAny()

The invokeAny() method takes a collection of Callable objects, or subinterfaces of Callable. Invoking this method does not return a Future, but returns the result of one of the Callable objects. You have no guarantee about which of the Callable's results you get. Just one of the ones that finish.

If one of the tasks complete (or throws an exception), the rest of the Callable's are cancelled.

Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

String result = executorService.invokeAny(callables);

System.out.println("result = " + result);

executorService.shutdown();

This code example will print out the object returned by one of the Callable's in the given collection. I have tried running it a few times, and the result changes. Sometimes it is "Task 1", sometimes "Task 2" etc.

### invokeAll()

The invokeAll() method invokes all of the Callable objects you pass to it in the collection passed as parameter. The invokeAll() returns a list of Future objects via which you can obtain the results of the executions of each Callable.

Keep in mind that a task might finish due to an exception, so it may not have "succeeded". There is no way on aFuture to tell the difference.

Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

List<Future<String>> futures = executorService.invokeAll(callables);

for(Future<String> future : futures){

System.out.println("future.get = " + future.get());

}

executorService.shutdown();

## ExecutorService Shutdown

When you are done using the ExecutorService you should shut it down, so the threads do not keep running.

For instance, if your application is started via a main() method and your main thread exits your application, the application will keep running if you have an active ExexutorService in your application. The active threads inside this ExecutorService prevents the JVM from shutting down.

To terminate the threads inside the ExecutorService you call its shutdown() method. TheExecutorService will not shut down immediately, but it will no longer accept new tasks, and once all threads have finished current tasks, the ExecutorService shuts down. All tasks submitted to the ExecutorServicebefore shutdown() is called, are executed.

If you want to shut down the ExecutorService immediately, you can call the shutdownNow() method. This will attempt to stop all executing tasks right away, and skips all submitted but non-processed tasks. There are no guarantees given about the executing tasks. Perhaps they stop, perhaps the execute until the end. It is a best effort attempt.

# Java Fork and Join using ForkJoinPool
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The ForkJoinPool was added to Java in Java 7. The ForkJoinPool is similar to the [**Java ExecutorService**](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html)but with one difference. The ForkJoinPool makes it easy for tasks to split their work up into smaller tasks which are then submitted to the ForkJoinPool too. Tasks can keep splitting their work into smaller subtasks for as long as it makes to split up the task. It may sound a bit abstract, so in this fork and join tutorial I will explain how the ForkJoinPool works, and how splitting tasks up work.

## Fork and Join Explained

Before we look at the ForkJoinPool I want to explain how the fork and join principle works in general.

The fork and join principle consists of two steps which are performed recursively. These two steps are the fork step and the join step.

### Fork

A task that uses the fork and join principle can *fork* (split) itself into smaller subtasks which can be executed concurrently. This is illustrated in the diagram below:
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By splitting itself up into subtasks, each subtask can be executed in parallel by different CPUs, or different threads on the same CPU.

A task only splits itself up into subtasks if the work the task was given is large enough for this to make sense. There is an overhead to splitting up a task into subtasks, so for small amounts of work this overhead may be greater than the speedup achieved by executing subtasks concurrently.

The limit for when it makes sense to fork a task into subtasks is also called a threshold. It is up to each task to decide on a sensible threshold. It depends very much on the kind of work being done.

### Join

When a task has split itself up into subtasks, the task waits until the subtasks have finished executing.

Once the subtasks have finished executing, the task may *join* (merge) all the results into one result. This is illustrated in the diagram below:

![Merging the results of subtasks is referred to as joining results.](data:image/png;base64,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)

Of course, not all types of tasks may return a result. If the tasks do not return a result then a task just waits for its subtasks to complete. No result merging takes place then.

## The ForkJoinPool

The ForkJoinPool is a special thread pool which is designed to work well with fork-and-join task splitting. TheForkJoinPool located in the java.util.concurrent package, so the full class name isjava.util.concurrent.ForkJoinPool.

### Creating a ForkJoinPool

You create a ForkJoinPool using its constructor. As a parameter to the ForkJoinPool constructor you pass the indicated level of parallelism you desire. The parallelism level indicates how many threads or CPUs you want to work concurrently on on tasks passed to the ForkJoinPool. Here is a ForkJoinPool creation example:

ForkJoinPool forkJoinPool = new ForkJoinPool(4);

This example creates a ForkJoinPool with a parallelism level of 4.

### Submitting Tasks to the ForkJoinPool

You submit tasks to a ForkJoinPool similarly to how you submit tasks to an ExecutorService. You can submit two types of tasks. A task that does not return any result (an "action"), and a task which does return a result (a "task"). These two types of tasks are represented by the RecursiveAction and RecursiveTaskclasses. How to use both of these tasks and how to submit them will be covered in the following sections.

## RecursiveAction

A RecursiveAction is a task which does not return any value. It just does some work, e.g. writing data to disk, and then exits.

A RecursiveAction may still need to break up its work into smaller chunks which can be executed by independent threads or CPUs.

You implement a RecursiveAction by subclassing it. Here is a RecursiveAction example:

import java.util.ArrayList;

import java.util.List;

import java.util.concurrent.RecursiveAction;

public class MyRecursiveAction extends RecursiveAction {

private long workLoad = 0;

public MyRecursiveAction(long workLoad) {

this.workLoad = workLoad;

}

@Override

protected void compute() {

//if work is above threshold, break tasks up into smaller tasks

if(this.workLoad > 16) {

System.out.println("Splitting workLoad : " + this.workLoad);

List<MyRecursiveAction> subtasks =

new ArrayList<MyRecursiveAction>();

subtasks.addAll(createSubtasks());

for(RecursiveAction subtask : subtasks){

subtask.fork();

}

} else {

System.out.println("Doing workLoad myself: " + this.workLoad);

}

}

private List<MyRecursiveAction> createSubtasks() {

List<MyRecursiveAction> subtasks =

new ArrayList<MyRecursiveAction>();

MyRecursiveAction subtask1 = new MyRecursiveAction(this.workLoad / 2);

MyRecursiveAction subtask2 = new MyRecursiveAction(this.workLoad / 2);

subtasks.add(subtask1);

subtasks.add(subtask2);

return subtasks;

}

}

This example is very simplified. The MyRecursiveAction simply takes a fictive workLoad as parameter to its constructor. If the workLoad is above a certain threshold, the work is split into subtasks which are also scheduled for execution (via the .fork() method of the subtasks. If the workLoad is below a certain threshold then the work is carried out by the MyRecursiveAction itself.

You can schedule a MyRecursiveAction for execution like this:

MyRecursiveAction myRecursiveAction = new MyRecursiveAction(24);

forkJoinPool.invoke(myRecursiveAction);

## RecursiveTask

A RecursiveTask is a task that returns a result. It may split its work up into smaller tasks, and merge the result of these smaller tasks into a collective result. The splitting and merging may take place on several levels. Here is a RecursiveTask example:

import java.util.ArrayList;

import java.util.List;

import java.util.concurrent.RecursiveTask;

public class MyRecursiveTask extends RecursiveTask<Long> {

private long workLoad = 0;

public MyRecursiveTask(long workLoad) {

this.workLoad = workLoad;

}

protected Long compute() {

//if work is above threshold, break tasks up into smaller tasks

if(this.workLoad > 16) {

System.out.println("Splitting workLoad : " + this.workLoad);

List<MyRecursiveTask> subtasks =

new ArrayList<MyRecursiveTask>();

subtasks.addAll(createSubtasks());

for(MyRecursiveTask subtask : subtasks){

subtask.fork();

}

long result = 0;

for(MyRecursiveTask subtask : subtasks) {

result += subtask.join();

}

return result;

} else {

System.out.println("Doing workLoad myself: " + this.workLoad);

return workLoad \* 3;

}

}

private List<MyRecursiveTask> createSubtasks() {

List<MyRecursiveTask> subtasks =

new ArrayList<MyRecursiveTask>();

MyRecursiveTask subtask1 = new MyRecursiveTask(this.workLoad / 2);

MyRecursiveTask subtask2 = new MyRecursiveTask(this.workLoad / 2);

subtasks.add(subtask1);

subtasks.add(subtask2);

return subtasks;

}

}

This example is similar to the RecursiveAction example except it returns a result. The classMyRecursiveTask extends RecursiveTask<Long> which means that the result returned from the task is aLong .

The MyRecursiveTask example also breaks the work down into subtasks, and schedules these subtasks for execution using their fork() method.

Additionally, this example then receives the result returned by each subtask by calling the join() method of each subtask. The subtask results are merged into a bigger result which is then returned. This kind of joining / mergining of subtask results may occur recursively for several levels of recursion.

You can schedule a RecursiveTask like this:

MyRecursiveTask myRecursiveTask = new MyRecursiveTask(128);

long mergedResult = forkJoinPool.invoke(myRecursiveTask);

System.out.println("mergedResult = " + mergedResult);

Notice how you get the final result out from the ForkJoinPool.invoke() method call.

## ForkJoinPool Critique

It seems not everyone is equally happy with the new ForkJoinPool in Java 7. While searching for experiences with, and opinions about, the ForkJoinPool, I came across the following critique:

[**A Java Fork-Join Calamity**](http://coopsoft.com/ar/CalamityArticle.html)

It is well worth a read before you plan to use the ForkJoinPool in your own projects.