# **Hibernate – One-to-One example (Annotation)**

## **Project Structure**

See the final project structure of this tutorial.
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**Note**  
Since Hibernate 3.6, annotation codes are merged into the Hibernate core module, so, the [“previous pom.xml](https://www.mkyong.com/hibernate/hibernate-one-to-one-relationship-example-annotation/%3Ca%20href=) file can be reuse.

## **1. “One-to-one” table relationship**

See the previous one to one table relationship again.

![one to one relationship](data:image/png;base64,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)

## **2. Hibernate Model Class**

Create two model classes – Stock.java and StockDetail.java, and put the annotation code inside.

File : Stock.java

package com.mkyong.stock;

import javax.persistence.CascadeType;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.FetchType;

import javax.persistence.GeneratedValue;

import static javax.persistence.GenerationType.IDENTITY;

import javax.persistence.Id;

import javax.persistence.OneToOne;

import javax.persistence.Table;

import javax.persistence.UniqueConstraint;

@Entity

@Table(name = "stock", catalog = "mkyongdb", uniqueConstraints = {

@UniqueConstraint(columnNames = "STOCK\_NAME"),

@UniqueConstraint(columnNames = "STOCK\_CODE") })

public class Stock implements java.io.Serializable {

private Integer stockId;

private String stockCode;

private String stockName;

private StockDetail stockDetail;

public Stock() {

}

public Stock(String stockCode, String stockName) {

this.stockCode = stockCode;

this.stockName = stockName;

}

public Stock(String stockCode, String stockName, StockDetail stockDetail) {

this.stockCode = stockCode;

this.stockName = stockName;

this.stockDetail = stockDetail;

}

@Id

@GeneratedValue(strategy = IDENTITY)

@Column(name = "STOCK\_ID", unique = true, nullable = false)

public Integer getStockId() {

return this.stockId;

}

public void setStockId(Integer stockId) {

this.stockId = stockId;

}

@Column(name = "STOCK\_CODE", unique = true, nullable = false, length = 10)

public String getStockCode() {

return this.stockCode;

}

public void setStockCode(String stockCode) {

this.stockCode = stockCode;

}

@Column(name = "STOCK\_NAME", unique = true, nullable = false, length = 20)

public String getStockName() {

return this.stockName;

}

public void setStockName(String stockName) {

this.stockName = stockName;

}

@OneToOne(fetch = FetchType.LAZY, mappedBy = "stock", cascade = CascadeType.ALL)

public StockDetail getStockDetail() {

return this.stockDetail;

}

public void setStockDetail(StockDetail stockDetail) {

this.stockDetail = stockDetail;

}

}

Copy

File : StockDetail.java

package com.mkyong.stock;

import java.util.Date;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.FetchType;

import javax.persistence.GeneratedValue;

import javax.persistence.Id;

import javax.persistence.OneToOne;

import javax.persistence.PrimaryKeyJoinColumn;

import javax.persistence.Table;

import javax.persistence.Temporal;

import javax.persistence.TemporalType;

import org.hibernate.annotations.GenericGenerator;

import org.hibernate.annotations.Parameter;

@Entity

@Table(name = "stock\_detail", catalog = "mkyongdb")

public class StockDetail implements java.io.Serializable {

private Integer stockId;

private Stock stock;

private String compName;

private String compDesc;

private String remark;

private Date listedDate;

public StockDetail() {

}

public StockDetail(Stock stock, String compName, String compDesc,

String remark, Date listedDate) {

this.stock = stock;

this.compName = compName;

this.compDesc = compDesc;

this.remark = remark;

this.listedDate = listedDate;

}

@GenericGenerator(name = "generator", strategy = "foreign",

parameters = @Parameter(name = "property", value = "stock"))

@Id

@GeneratedValue(generator = "generator")

@Column(name = "STOCK\_ID", unique = true, nullable = false)

public Integer getStockId() {

return this.stockId;

}

public void setStockId(Integer stockId) {

this.stockId = stockId;

}

@OneToOne(fetch = FetchType.LAZY)

@PrimaryKeyJoinColumn

public Stock getStock() {

return this.stock;

}

public void setStock(Stock stock) {

this.stock = stock;

}

@Column(name = "COMP\_NAME", nullable = false, length = 100)

public String getCompName() {

return this.compName;

}

public void setCompName(String compName) {

this.compName = compName;

}

@Column(name = "COMP\_DESC", nullable = false)

public String getCompDesc() {

return this.compDesc;

}

public void setCompDesc(String compDesc) {

this.compDesc = compDesc;

}

@Column(name = "REMARK", nullable = false)

public String getRemark() {

return this.remark;

}

public void setRemark(String remark) {

this.remark = remark;

}

@Temporal(TemporalType.DATE)

@Column(name = "LISTED\_DATE", nullable = false, length = 10)

public Date getListedDate() {

return this.listedDate;

}

public void setListedDate(Date listedDate) {

this.listedDate = listedDate;

}

}

Copy

## **3. Hibernate Configuration File**

Puts annotated classes Stock.java and StockDetail.java in your Hibernate configuration file, and also MySQL connection details.

File : hibernate.cfg.xml

<?xml version="1.0" encoding="utf-8"?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<property name="hibernate.connection.driver\_class">com.mysql.jdbc.Driver</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/mkyongdb</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">password</property>

<property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>

<property name="show\_sql">true</property>

<mapping class="com.mkyong.stock.Stock" />

<mapping class="com.mkyong.stock.StockDetail" />

</session-factory>

</hibernate-configuration>

Copy

## **4. Run It**

Run it, Hibernate will insert a row into the STOCK table and a row into the STOCK\_DETAIL table.

File : App.java

package com.mkyong;

import java.util.Date;

import org.hibernate.Session;

import com.mkyong.stock.Stock;

import com.mkyong.stock.StockDetail;

import com.mkyong.util.HibernateUtil;

public class App {

public static void main(String[] args) {

System.out.println("Hibernate one to one (Annotation)");

Session session = HibernateUtil.getSessionFactory().openSession();

session.beginTransaction();

Stock stock = new Stock();

stock.setStockCode("7052");

stock.setStockName("PADINI");

StockDetail stockDetail = new StockDetail();

stockDetail.setCompName("PADINI Holding Malaysia");

stockDetail.setCompDesc("one stop shopping");

stockDetail.setRemark("vinci vinci");

stockDetail.setListedDate(new Date());

stock.setStockDetail(stockDetail);

stockDetail.setStock(stock);

session.save(stock);

session.getTransaction().commit();

System.out.println("Done");

}

}

Copy

Output

Hibernate one to one (Annotation)

Hibernate: insert into mkyongdb.stock (STOCK\_CODE, STOCK\_NAME) values (?, ?)

Hibernate: insert into mkyongdb.stock\_detail

(COMP\_DESC, COMP\_NAME, LISTED\_DATE, REMARK, STOCK\_ID) values (?, ?, ?, ?, ?)

Done

# Object States in Hibernate – Transient,Persistent and Detached

Object states in Hibernate plays a vital role in the execution of code in an application. Hibernate has provided three different states for an object of a pojo class. These three states are also called as life cycle states of an object.

## Hibernate Object States

There are three types of Hibernate object states.

## 1. Transient Object State:

An object which is not associated with hibernate session and does not represent a row in the database is considered as transient. It will be garbage collected if no other object refers to it.  
An object that is created for the first time using the new() operator is in transient state. When the object is in transient sate then it will not contain any identifier (primary key value). You have to use save, persist or saveOrUpdate methods to persist the transient object.

|  |  |
| --- | --- |
| 1  2  3 | Employee emp = new Employee();  emp.setName("Ravi Raj");  // here emp object is in a transient state |

## 2. Persistent Object State:

An object that is associated with the hibernate session is called as Persistent object. When the object is in persistent state, then it represent one row of the database and consists of an identifier value.You can make a transient instance persistent by associating it with a Session.

[?](http://javawebtutor.com/articles/hibernate/hibernate-object-states.php)

|  |  |
| --- | --- |
| 1  2 | Long id = (Long) session.save(emp);  // emp object is now in a persistent state |

## 3. Detached Object State:

Object which is just removed from hibernate session is called as detached object.The sate of the detached object is called as detached state.

When the object is in detached sate then it contain identity but you can’t do persistence operation with that identity.

Any changes made to the detached objects are not saved to the database. The detached object can be reattached to the new session and save to the database using update, saveOrUpdate and merge methods.

[?](http://javawebtutor.com/articles/hibernate/hibernate-object-states.php)

|  |  |
| --- | --- |
| 1  2 | session.close();  //object in detached state |

## Example

[?](http://javawebtutor.com/articles/hibernate/hibernate-object-states.php)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | package com.jwt.hibernate.test;    import org.hibernate.Session;  import org.hibernate.Transaction;  import org.hibernate.cfg.AnnotationConfiguration;    import com.jwt.hibernate.Student;    public class ObjectStatesDemo {      public static void main(String[] args) {            // Transient object state          Student student = new Student();          student.setId(101);          student.setName("Mukesh");          student.setRoll("10");          student.setDegree("B.E");          student.setPhone("9999");          // Transient object state          Session session = new AnnotationConfiguration().configure()                  .buildSessionFactory().openSession();          Transaction t = session.beginTransaction();          // Persistent object state          session.save(student);          t.commit();          // Persistent object state          session.close();          // Detached object state        }  } |

## Output :

Hibernate:

insert

into

STUDENT

(degree, name, phone, roll, id)

values

(?, ?, ?, ?, ?)

## In The Database :

mysql> select \* from student;

+-----+--------+--------+-------+------+

| id | degree | name | phone | roll |

+-----+--------+--------+-------+------+

| 101 | B.E | Mukesh | 9999 | 10 |

+-----+--------+--------+-------+------+

1 row in set (0.05 sec)

# **Hibernate get entity example – get vs load methods**

Learn to **get hibernate entity by id** using either session.load() or session.get() method. Learn the difference between get vs load method to fetch entity by id from database.

## 1. Hibernate load entity – session.load()

Hibernate’s Session interface provides several overloaded load() methods for loading entities from the database. Each load() method requires the object’s **primary key** as an identifier, and it is mandatory to provide it.

In addition to the ID, hibernate also needs to know which class or entity name to use to find the object with that ID. After the load() method returns, we need to cast the returned object to suitable type of class to further use it. It’s all what load() method need from us to work it correctly.

#### 1.1. Session load() method

Let’s look at different flavors of load() method available in hibernate session interface.

|  |
| --- |
| Overloaded load() methods |
| public Object load(Class theClass, Serializable id) throws HibernateException  public Object load(String entityName, Serializable id) throws HibernateException  public void load(Object object, Serializable id) throws HibernateException |

1. First method need the class type which you would like to load along with unique ID.
2. Second method asks for **entityName** directly and unique ID. Both method return the populated entity object as return value which you will cast to desired type.
3. Third takes an object as an argument. The object should be of the same class as the object you would like loaded, and it should be empty. Hibernate will populate that object with the object you requested.

The other load() methods available through hibernate session take a lock mode as an argument too. The lock mode specifies whether Hibernate should look into the cache for the object and which database lock level Hibernate should use for the row (or rows) of data that represent this object.

In official documentation, hibernate developers claim that Hibernate will usually pick the correct lock mode for us, although in some situations it is important to manually choose the correct lock.

We will discuss more about locks when we will be done with basic hibernate concepts.

#### 1.2. Session load() method example

Let’s look at the examples of each load method in simplest form to be clear what we read above.

|  |
| --- |
| public class TestHibernate  {     public static void main(String[] args)     {        Session sessionOne = HibernateUtil.getSessionFactory().openSession();        sessionOne.beginTransaction();          // Create new Employee object        EmployeeEntity emp = new EmployeeEntity();        emp.setFirstName("Lokesh");        emp.setLastName("Gupta");          //Save employee        sessionOne.save(emp);        //store the employee id generated for future use        Integer empId = emp.getEmployeeId();        sessionOne.getTransaction().commit();          /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/          //Let's open a new session to test load() methods        Session sessionTwo = HibernateUtil.getSessionFactory().openSession();        sessionTwo.beginTransaction();          //first load() method example        EmployeeEntity emp1 = (EmployeeEntity) sessionTwo.load(EmployeeEntity.class, empId);        System.out.println(emp1.getFirstName() + " - " +emp1.getLastName());          //Let's verify the entity name        System.out.println(sessionTwo.getEntityName(emp1));          sessionTwo.getTransaction().commit();          /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/          Session sessionThree = HibernateUtil.getSessionFactory().openSession();        sessionThree.beginTransaction();          //second load() method example        EmployeeEntity emp2 = (EmployeeEntity) sessionThree.load("com.howtodoinjava.demo.entity.EmployeeEntity", empId);        System.out.println(emp2.getFirstName() + " - " +emp2.getLastName());          sessionThree.getTransaction().commit();          /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/          Session sessionFour = HibernateUtil.getSessionFactory().openSession();        sessionFour.beginTransaction();          //third load() method example        EmployeeEntity emp3 = new EmployeeEntity();        sessionFour.load(emp3 , empId);        System.out.println(emp3.getFirstName() + " - " +emp3.getLastName());          sessionFour.getTransaction().commit();          HibernateUtil.shutdown();     }  } |

Program output.

|  |
| --- |
| Console |
| Hibernate: insert into Employee (FIRST\_NAME, LAST\_NAME, ID) values (?, ?, ?)  Hibernate: select employeeen0\_.ID as ID1\_1\_0\_, employeeen0\_.FIRST\_NAME as FIRST\_NA2\_1\_0\_,              employeeen0\_.LAST\_NAME as LAST\_NAM3\_1\_0\_              from Employee employeeen0\_ where employeeen0\_.ID=?    Lokesh - Gupta      //First load method    com.howtodoinjava.demo.entity.EmployeeEntity  Hibernate: select employeeen0\_.ID as ID1\_1\_0\_, employeeen0\_.FIRST\_NAME as FIRST\_NA2\_1\_0\_,              employeeen0\_.LAST\_NAME as LAST\_NAM3\_1\_0\_              from Employee employeeen0\_ where employeeen0\_.ID=?    Lokesh - Gupta      //Second load method    Hibernate: select employeeen0\_.ID as ID1\_1\_0\_, employeeen0\_.FIRST\_NAME as FIRST\_NA2\_1\_0\_,              employeeen0\_.LAST\_NAME as LAST\_NAM3\_1\_0\_              from Employee employeeen0\_ where employeeen0\_.ID=?    Lokesh - Gupta      //Third load method |

So we are able to load the entity from all three load methods successfully. Now move on to get()method.

## 2. Hibernate get entity by id – session.get()

The get() method is very much similar to load() method. The get() methods take an identifier and either an entity name or a class. There are also two get() methods that take a lock mode as an argument, but we will discuss lock modes later. The rest get() methods are as follows:

|  |
| --- |
| Overloaded get() methods |
| public Object get(Class clazz, Serializable id) throws HibernateException  public Object get(String entityName, Serializable id) throws HibernateException |

There is not much difference in code while working with either load() or get() method, all you need is to replace the load() method with get() method in first two examples. There is no get() equivalent to last load() method.

You can modify above example and test the code. Let me know if you find any problem.

## 3. Difference between load() and get() methods

Why we have two method to do the same job. Actually this is frequently asked [interview question](https://howtodoinjava.com/java-interview-questions/) as well.

The **difference between get and load** methods lies in return value when the identifier does not exist in database.

1. In case of get() method, we will get return value as NULL if identifier is absent.
2. But in case of load() method, we will get a runtime exception.

The exception in case of load method will look like this:

|  |
| --- |
| Runtime exception in load() method when ID does not exist |
| Exception in thread "main" org.hibernate.ObjectNotFoundException: No row with the given identifier exists:  [com.howtodoinjava.demo.entity.EmployeeEntity#23]  at org.hibernate.internal.SessionFactoryImpl$1$1.handleEntityNotFound(SessionFactoryImpl.java:253)  at org.hibernate.event.internal.DefaultLoadEventListener.load(DefaultLoadEventListener.java:219)  at org.hibernate.event.internal.DefaultLoadEventListener.proxyOrLoad(DefaultLoadEventListener.java:275)  at org.hibernate.event.internal.DefaultLoadEventListener.onLoad(DefaultLoadEventListener.java:151)  at org.hibernate.internal.SessionImpl.fireLoad(SessionImpl.java:1070)      at org.hibernate.internal.SessionImpl.load(SessionImpl.java:940) |

1. **What is Hibernate Framework?**

**Object-relational mapping** or ORM is the programming technique to map application domain model objects to the relational database tables. Hibernate is java based ORM tool that provides framework for mapping application domain objects to the relational database tables and vice versa.

Hibernate provides reference implementation of Java Persistence API, that makes it a great choice as ORM tool with benefits of loose coupling. We can use Hibernate persistence API for CRUD operations. Hibernate framework provide option to map plain old java objects to traditional database tables with the use of JPA annotations as well as XML based configuration.

Similarly hibernate configurations are flexible and can be done from XML configuration file as well as programmatically. For a quick overview of hibernate framework usage, you can go through [Hibernate Beginners Tutorial](http://www.journaldev.com/2882/hibernate-tutorial-for-beginners-using-xml-annotations-and-property-configurations).

1. **What is Java Persistence API (JPA)?**

Java Persistence API (JPA) provides specification for managing the relational data in applications. Current JPA version 2.1 was started in July 2011 as JSR 338. JPA 2.1 was approved as final on 22 May 2013.

JPA specifications is defined with annotations in javax.persistence package. Using JPA annotation helps us in writing implementation independent code.

1. **What are the important benefits of using Hibernate Framework?**

Some of the important benefits of using hibernate framework are:

* 1. Hibernate eliminates all the boiler-plate code that comes with JDBC and takes care of managing resources, so we can focus on business logic.
  2. Hibernate framework provides support for XML as well as JPA annotations, that makes our code implementation independent.
  3. Hibernate provides a powerful query language (HQL) that is similar to SQL. However, HQL is fully object-oriented and understands concepts like inheritance, polymorphism and association.
  4. Hibernate is an open source project from Red Hat Community and used worldwide. This makes it a better choice than others because learning curve is small and there are tons of online documentations and help is easily available in forums.
  5. Hibernate is easy to integrate with other Java EE frameworks, it’s so popular that Spring Framework provides built-in support for integrating hibernate with Spring applications.
  6. Hibernate supports lazy initialization using proxy objects and perform actual database queries only when it’s required.
  7. Hibernate cache helps us in getting better performance.
  8. For database vendor specific feature, hibernate is suitable because we can also execute native sql queries.

Overall hibernate is the best choice in current market for ORM tool, it contains all the features that you will ever need in an ORM tool.

1. **What are the advantages of Hibernate over JDBC?**

Some of the important advantages of Hibernate framework over JDBC are:

* 1. Hibernate removes a lot of boiler-plate code that comes with JDBC API, the code looks cleaner and readable.
  2. Hibernate supports inheritance, associations and collections. These features are not present with JDBC API.
  3. Hibernate implicitly provides transaction management, in fact most of the queries can’t be executed outside transaction. In JDBC API, we need to write code for transaction management using commit and rollback. Read more at [JDBC Transaction Management](http://www.journaldev.com/2483/jdbc-transaction-management-and-savepoint-example-tutorial).
  4. JDBC API throws SQLException that is a checked exception, so we need to write a lot of try-catch block code. Most of the times it’s redundant in every JDBC call and used for transaction management. Hibernate wraps JDBC exceptions and throw JDBCException or HibernateException un-checked exception, so we don’t need to write code to handle it. Hibernate built-in transaction management removes the usage of try-catch blocks.
  5. Hibernate Query Language (HQL) is more object oriented and close to java programming language. For JDBC, we need to write native sql queries.
  6. Hibernate supports caching that is better for performance, JDBC queries are not cached hence performance is low.
  7. Hibernate provide option through which we can create database tables too, for JDBC tables must exist in the database.
  8. Hibernate configuration helps us in using JDBC like connection as well as JNDI DataSource for connection pool. This is very important feature in enterprise application and completely missing in JDBC API.
  9. Hibernate supports JPA annotations, so code is independent of implementation and easily replaceable with other ORM tools. JDBC code is very tightly coupled with the application.

1. **Name some important interfaces of Hibernate framework?**

Some of the important interfaces of Hibernate framework are:

* 1. **SessionFactory (org.hibernate.SessionFactory)**: SessionFactory is an immutable thread-safe cache of compiled mappings for a single database. We need to initialize SessionFactory once and then we can cache and reuse it. SessionFactory instance is used to get the Session objects for database operations.
  2. **Session (org.hibernate.Session)**: Session is a single-threaded, short-lived object representing a conversation between the application and the persistent store. It wraps JDBC java.sql.Connection and works as a factory for org.hibernate.Transaction. We should open session only when it’s required and close it as soon as we are done using it. Session object is the interface between java application code and hibernate framework and provide methods for CRUD operations.
  3. **Transaction (org.hibernate.Transaction)**: Transaction is a single-threaded, short-lived object used by the application to specify atomic units of work. It abstracts the application from the underlying JDBC or JTA transaction. A org.hibernate.Session might span multiple org.hibernate.Transaction in some cases.

1. **What is hibernate configuration file?**

Hibernate configuration file contains database specific configurations and used to initialize SessionFactory. We provide database credentials or JNDI resource information in the hibernate configuration xml file. Some other important parts of hibernate configuration file is Dialect information, so that hibernate knows the database type and mapping file or class details.

1. **What is hibernate mapping file?**

Hibernate mapping file is used to define the entity bean fields and database table column mappings. We know that JPA annotations can be used for mapping but sometimes XML mapping file comes handy when we are using third party classes and we can’t use annotations.

1. **Name some important annotations used for Hibernate mapping?**

Hibernate supports JPA annotations and it has some other annotations in org.hibernate.annotations package. Some of the important JPA and hibernate annotations used are:

* 1. **javax.persistence.Entity**: Used with model classes to specify that they are entity beans.
  2. **javax.persistence.Table**: Used with entity beans to define the corresponding table name in database.
  3. **javax.persistence.Access**: Used to define the access type, either field or property. Default value is field and if you want hibernate to use getter/setter methods then you need to set it to property.
  4. **javax.persistence.Id**: Used to define the primary key in the entity bean.
  5. **javax.persistence.EmbeddedId**: Used to define composite primary key in the entity bean.
  6. **javax.persistence.Column**: Used to define the column name in database table.
  7. **javax.persistence.GeneratedValue**: Used to define the strategy to be used for generation of primary key. Used in conjunction with javax.persistence.GenerationType enum.
  8. **javax.persistence.OneToOne**: Used to define the one-to-one mapping between two entity beans. We have other similar annotations as OneToMany, ManyToOne and ManyToMany
  9. **org.hibernate.annotations.Cascade**: Used to define the cascading between two entity beans, used with mappings. It works in conjunction with org.hibernate.annotations.CascadeType
  10. **javax.persistence.PrimaryKeyJoinColumn**: Used to define the property for foreign key. Used with org.hibernate.annotations.GenericGenerator and org.hibernate.annotations.Parameter

Here are two classes showing usage of these annotations.

package com.journaldev.hibernate.model;

import javax.persistence.Access;

import javax.persistence.AccessType;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.OneToOne;

import javax.persistence.Table;

import org.hibernate.annotations.Cascade;

@Entity

@Table(name = "EMPLOYEE")

@Access(value=AccessType.FIELD)

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "emp\_id")

private long id;

@Column(name = "emp\_name")

private String name;

@OneToOne(mappedBy = "employee")

@Cascade(value = org.hibernate.annotations.CascadeType.ALL)

private Address address;

//getter setter methods

}

package com.journaldev.hibernate.model;

import javax.persistence.Access;

import javax.persistence.AccessType;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.Id;

import javax.persistence.OneToOne;

import javax.persistence.PrimaryKeyJoinColumn;

import javax.persistence.Table;

import org.hibernate.annotations.GenericGenerator;

import org.hibernate.annotations.Parameter;

@Entity

@Table(name = "ADDRESS")

@Access(value=AccessType.FIELD)

public class Address {

@Id

@Column(name = "emp\_id", unique = true, nullable = false)

@GeneratedValue(generator = "gen")

@GenericGenerator(name = "gen", strategy = "foreign", parameters = { @Parameter(name = "property", value = "employee") })

private long id;

@Column(name = "address\_line1")

private String addressLine1;

@OneToOne

@PrimaryKeyJoinColumn

private Employee employee;

//getter setter methods

}

1. **What is Hibernate SessionFactory and how to configure it?**

SessionFactory is the factory class used to get the Session objects. SessionFactory is responsible to read the hibernate configuration parameters and connect to the database and provide Session objects. Usually an application has a single SessionFactory instance and threads servicing client requests obtain Session instances from this factory.

The internal state of a SessionFactory is immutable. Once it is created this internal state is set. This internal state includes all of the metadata about Object/Relational Mapping.

SessionFactory also provide methods to get the Class metadata and Statistics instance to get the stats of query executions, second level cache details etc.

1. **Hibernate SessionFactory is thread safe?**

Internal state of SessionFactory is immutable, so it’s thread safe. Multiple threads can access it simultaneously to get Session instances.

1. **What is Hibernate Session and how to get it?**

Hibernate Session is the interface between java application layer and hibernate. This is the core interface used to perform database operations. Lifecycle of a session is bound by the beginning and end of a transaction.

Session provide methods to perform create, read, update and delete operations for a persistent object. We can execute HQL queries, SQL native queries and create criteria using Session object.

1. **Hibernate Session is thread safe?**

Hibernate Session object is not thread safe, every thread should get it’s own session instance and close it after it’s work is finished.

1. **What is difference between openSession and getCurrentSession?**

Hibernate SessionFactory getCurrentSession() method returns the session bound to the context. But for this to work, we need to configure it in hibernate configuration file. Since this session object belongs to the hibernate context, we don’t need to close it. Once the session factory is closed, this session object gets closed.

<property name="hibernate.current\_session\_context\_class">thread</property>

Hibernate SessionFactory openSession() method always opens a new session. We should close this session object once we are done with all the database operations. We should open a new session for each request in multi-threaded environment.

There is another method openStatelessSession() that returns stateless session, for more details with examples please read [Hibernate openSession vs getCurrentSession](http://www.journaldev.com/3522/hibernate-sessionfactory-opensession-vs-getcurrentsession-vs-openstatelesssession).

1. **What is difference between Hibernate Session get() and load() method?**

Hibernate session comes with different methods to load data from database. get and load are most used methods, at first look they seems similar but there are some differences between them.

* 1. get() loads the data as soon as it’s called whereas load() returns a proxy object and loads data only when it’s actually required, so load() is better because it support lazy loading.
  2. Since load() throws exception when data is not found, we should use it only when we know data exists.
  3. We should use get() when we want to make sure data exists in the database.

For clarification regarding the differences, please read [Hibernate get vs load](http://www.journaldev.com/3472/hibernate-session-get-vs-load-difference-with-examples).

1. **What is hibernate caching? Explain Hibernate first level cache?**

As the name suggests, hibernate caches query data to make our application faster. Hibernate Cache can be very useful in gaining fast application performance if used correctly. The idea behind cache is to reduce the number of database queries, hence reducing the throughput time of the application.

Hibernate first level cache is associated with the Session object. Hibernate first level cache is enabled by default and there is no way to disable it. However hibernate provides methods through which we can delete selected objects from the cache or clear the cache completely.  
Any object cached in a session will not be visible to other sessions and when the session is closed, all the cached objects will also be lost.

# Hibernate HQL – Hibernate Query Language Examples –

By Lokesh Gupta | Filed Under: [Hibernate](https://howtodoinjava.com/hibernate/)

In this **HQL tutorial**, learn what is hibernate query language, hql syntax for various statements, named queries and native sql queries, associations and aggregations etc.

HQL is an object-oriented query language, similar to SQL, but instead of operating on tables and columns, HQL works with persistent objects and their properties. This is main difference between **hql vs sql**. HQL is a superset of the JPQL, the Java Persistence Query Language. A JPQL query is a valid HQL query, but not all HQL queries are valid JPQL queries.

HQL is a language with its own syntax and grammar. It is written as strings, like “from Product p“. HQL queries are translated by Hibernate into conventional SQL queries. [Hibernate](https://howtodoinjava.com/hibernate-tutorials/) also provides an API that allows us to directly issue SQL queries as well.

Please note that Hibernator’s query facilities do not allow you to alter the database structure. We can alter only data inside tables.
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Let’s discuss each and every item in more detail starting from basic stuff to more complex concepts.

## 1. HQL Syntax

HQL syntax is defined as an [**ANTLR**](https://en.wikipedia.org/wiki/ANTLR) grammar. The grammar files are included in the grammar directory of the Hibernate core download. (ANTLR is a tool for building language parsers). Lets outline the syntax for the four fundamental CRUD operations here:

#### 1.1. HQL Update Statement

UPDATE alters the details of existing objects in the database. In-memory entities, managed or not, will not be updated to reflect changes resulting from issuing UPDATE statements. Here’s the syntax of the UPDATE statement:

|  |
| --- |
| hql update statement syntax |
| UPDATE [VERSIONED]     [FROM] path [[AS] alias] [, ...]     SET property = value [, ...]     [WHERE logicalExpression] |

* path – fully qualified name of the entity or entities
* alias – used to abbreviate references to specific entities or their properties, and must be used when property names in the query would otherwise be ambiguous.
* VERSIONED – means that the update will update time stamps, if any, that are part of the entity being updated.
* property – names of properties of entities listed in the FROM path.
* logicalExpression – a where clause.

An example of the update in action might look like this. In this example, we are updating employee data with **hql update query multiple columns**.

|  |
| --- |
| hql update statement example |
| Query query=session.createQuery("update Employee set age=:age where name=:name");  query.setInteger("age", 32);  query.setString("name", "Lokesh Gupta");  int modifications=query.executeUpdate(); |

#### 1.2. HQL Delete Statement

DELETE removes the details of existing objects from the database. In-memory entities will not be updated to reflect changes resulting from DELETE statements. This also means that Hibernate’s cascade rules will not be followed for deletions carried out using HQL. However, if you have specified cascading deletes at the database level (either directly or through Hibernate, using the @OnDeleteannotation), the database will still remove the child rows.

Here’s the syntax of the DELETE statement:

|  |
| --- |
| hql delete statement syntax |
| DELETE     [FROM] path [[AS] alias]     [WHERE logicalExpression] |

In practice, deletes might look like this:

|  |
| --- |
| hql delete statement example |
| Query query=session.createQuery("delete from Account where accountstatus=:status");  query.setString("status", "purged");  int rowsDeleted=query.executeUpdate(); |

#### 1.3. HQL Insert Statement

An HQL INSERT **cannot be used to directly insert arbitrary entities**—it can only be used to insert entities constructed from information obtained from SELECT queries (unlike ordinary SQL, in which an INSERT command can be used to insert arbitrary data into a table, as well as insert values selected from other tables).

Here’s the syntax of the INSERT statement:

|  |
| --- |
| hql insert statement example |
| INSERT     INTO path ( property [, ...])     select |

The name of an entity is path. The property names are the names of properties of entities listed in the FROM path of the incorporated SELECT query. The select query is an HQL SELECT query (as described in the next section).

As this HQL statement can only use data provided by an HQL select, its application can be limited. An example of copying users to a purged table before actually purging them might look like this:

|  |
| --- |
| hql insert statement example |
| Query query=session.createQuery("insert into purged\_accounts(id, code, status) "+      "select id, code, status from account where status=:status");  query.setString("status", "purged");  int rowsCopied=query.executeUpdate(); |

#### 1.4. HQL Select Statement

An HQL SELECT is used to query the database for classes and their properties. Here’s the syntax of the SELECT statement:

|  |
| --- |
| hql select statement example |
| [SELECT [DISTINCT] property [, ...]]     FROM path [[AS] alias] [, ...] [FETCH ALL PROPERTIES]     WHERE logicalExpression     GROUP BY property [, ...]     HAVING logicalExpression     ORDER BY property [ASC | DESC] [, ...] |

The fully qualified name of an entity is path. The alias names may be used to abbreviate references to specific entities or their properties, and must be used when property names used in the query would otherwise be ambiguous.

The property names are the names of properties of entities listed in the ***FROM*** path.

If ***FETCH ALL PROPERTIES*** is used, then lazy loading semantics will be ignored, and all the immediate properties of the retrieved object(s) will be actively loaded (this does not apply recursively).

WHERE is used to create **hql select query with where clause**.

When the properties listed consist only of the names of aliases in the FROM clause, the SELECT clause can be omitted in HQL. If we are using the JPA with JPQL, one of the differences between HQL and JPQL is that the SELECT clause is required in JPQL.

## 2. HQL – from clause and aliases

The most important feature in HQL to note is the **alias**. Hibernate allows us to assign aliases to the classes in our query with the as clause. Use the aliases to refer back to the class inside the query.

Take for example:

|  |
| --- |
| hql alias example |
| from Product as p    //or    from Product as product |

The 'as' keyword is optional. We can also specify the alias directly after the class name as follows:

|  |
| --- |
| hql alias example |
| from Product product |

If we need to fully qualify a class name in HQL, just specify the package and class name. Hibernate will take care of most of this behind the scenes, so we really need this only if we have classes with duplicate names in our application. If we have to do this in Hibernate, use syntax such as the following:

|  |
| --- |
| from com.howtodoinjava.geo.usa.Product |

The from clause is very basic and useful for working directly with objects. However, if you want to work with the object’s properties without loading the full objects into memory, you must use the select clause as explained in next section.

## 3. HQL select clause and projection

The select clause provides more control over the result set than the from clause. If you want to obtain the properties of objects in the result set, use the select clause. For instance, we could run a projection query on the products in the database that only returned the names, instead of loading the full object into memory, as follows:

|  |
| --- |
| select product.name from Product product |

The result set for this query will contain a List of Java String objects. Additionally, we can retrieve the prices and the names for each product in the database, like so:

|  |
| --- |
| select product.name, product.price from Product product |

If you’re only interested in a few properties, this approach can allow you to reduce network traffic to the database server and save memory on the application’s machine.

## 4. HQL Named Parameters

Hibernate supports named parameters in its HQL queries. This makes writing queries that accept input from the user easy—and you do not have to defend against SQL injection attacks.

When using JDBC query parameters, any time you add, change, or delete parts of the SQL statement, you need to update your Java code that sets its parameters, because the parameters are indexed based on the order in which they appear in the statement. Hibernate lets you provide names for the parameters in the HQL query, so you do not have to worry about accidentally moving parameters around in the query.

The simplest example of named parameters uses regular SQL types for the parameters:

|  |
| --- |
| String hql = "from Product where price > :price";  Query query = session.createQuery(hql);  query.setDouble("price",25.0);  List results = query.list(); |

## 5. HQL – Paging Through the ResultSet

Pagination through the result set of a database query is a very common application pattern. Typically, you would use pagination for a web application that returned a large set of data for a query. The web application would page through the database query result set to build the appropriate page for the user. The application would be very slow if the web application loaded all of the data into memory for each user. Instead, you can page through the result set and retrieve the results you are going to display one chunk at a time.

There are two methods on the Query interface for paging: setFirstResult() and setMaxResults(). The setFirstResult() method takes an integer that represents the first row in your result set, starting with row 0. You can tell Hibernate to only retrieve a fixed number of objects with the setMaxResults() method. Your HQL is unchanged—you need only to modify the Java code that executes the query.

|  |
| --- |
| Query query = session.createQuery("from Product");  query.setFirstResult(1);  query.setMaxResults(2);  List results = query.list();  displayProductsList(results); |

If you turn on SQL logging, you can see which SQL commands Hibernate uses for pagination. For the open-source HSQLDB database, Hibernate uses top and limit. Microsoft SQL Server does not support the limit command, so Hibernate uses only the top command. If your application is having performance problems with pagination, this can be very helpful for debugging.

If you only have one result in your HQL result set, Hibernate has a shortcut method for obtaining just that object as discussed next.

## 6. HQL – Get a Unique Result

HQL’s Query interface provides a uniqueResult() method for obtaining just one object from an HQL query. Although your query may yield only one object, you may also use the uniqueResult() method with other result sets if you limit the results to just the first result. You could use the setMaxResults()method discussed in the previous section.

The uniqueResult() method on the Query object returns a single object, or null if there are zero results. If there is more than one result, then the uniqueResult() method throws a NonUniqueResultException.

|  |
| --- |
| String hql = "from Product where price>25.0";  Query query = session.createQuery(hql);  query.setMaxResults(1);  Product product = (Product) query.uniqueResult(); |

## 7. HQL – Sorting Results with the ‘order by’ clause

To sort your HQL query’s results, you will need to use the **order by clause**. You can order the results by any property on the objects in the result set: either ascending (asc) or descending (desc). You can use ordering on more than one property in the query, if you need to. A typical HQL query for sorting results looks like this:

|  |
| --- |
| from Product p where p.price>25.0 order by p.price desc |

If you wanted to sort by more than one property, you would just add the additional properties to the end of the order by clause, separated by commas. For instance, you could sort by product price and the supplier’s name, as follows:

|  |
| --- |
| from Product p order by p.supplier.name asc, p.price asc  [/ql]    <a name="associations"></a>  <h2>8. HQL associations</h2>    Associations allow you to use <strong>more than one class in an HQL query</strong>, just asSQL allows you to use joins between tables in a relational database. You add an association toan HQL query with the join clause. Hibernate supports five different types of joins: <strong>inner join, cross join, left outer join, right outer join, and full outerjoin</strong>.    If you use cross join, just specify both classes in the from clause (from Product p, Supplier s). For the other joins, use a join clause after the from clause. Specify the type of join, the object property to join on, and an alias for the other class.    You can use inner join to obtain the supplier for each product, and then retrieve the suppliername, product name, and product price, as so:      select s.name, p.name, p.price from Product p inner join p.supplier as s |

You can retrieve the objects using similar syntax:

|  |
| --- |
| from Product p inner join p.supplier as s |

## 9.HQL Aggregate Methods

HQL supports a range of aggregate methods, similar to SQL. They work the same way in HQL as in SQL, so you do not have to learn any specific Hibernate terminology. The difference is that in HQL, aggregate methods apply to the properties of persistent objects. You may use the count(\*) syntax to count all the objects in the result set, or **count(product.name)** to count the number of objects in the result set with a name property. Here is an example using the count(\*) method to count all products:

|  |
| --- |
| select count(\*) from Product product |

The aggregate functions available through HQL include the following:

1. avg(property name): The average of a property’s value
2. count(property name or \*): The number of times a property occurs in the results
3. max(property name): The maximum value of the property values
4. min(property name): The minimum value of the property values
5. sum(property name): The sum total of the property values

## 10. HQL Named Queries

Named queries are created via class-level annotations on entities; normally, the queries apply to the entity in whose source file they occur, but there’s no absolute requirement for this to be true.

Named queries are created with the @NamedQueries annotation, which contains an array of @NamedQuery sets; each has a query and a name.

An example of named queries may look like this:

|  |
| --- |
| @NamedQueries({          @NamedQuery(name = "supplier.findAll", query = "from Supplier s"),          @NamedQuery(name = "supplier.findByName",                  query = "from Supplier s where s.name=:name"),  }) |

Executing above named query is even simpler.

|  |
| --- |
| Query query = session.getNamedQuery("supplier.findAll");  List<Supplier> suppliers = query.list(); |

Read More – [Hibernate named query tutorial](https://howtodoinjava.com/hibernate/hibernate-named-query-tutorial/)

## 11. HQL – Native SQL

Although you should probably use HQL whenever possible, Hibernate does provide a way to use native SQL statements directly through Hibernate. One reason to use native SQL is that your database supports some special features through its dialect of SQL that are not supported in HQL. Another reason is that you may want to call stored procedures from your Hibernate application.

You can modify your SQL statements to make them work with Hibernate’s ORM layer. You do need to modify your SQL to include Hibernate aliases that correspond to objects or object properties. You can specify all properties on an object with {objectname.\*}, or you can specify the aliases directly with {objectname.property}.

Hibernate uses the mappings to translate your object property names into their underlying SQL columns. This may not be the exact way you expect Hibernate to work, so be aware that you do need to modify your SQL statements for full ORM support. You will especially run into problems with native SQL on classes with subclasses—be sure you understand how you mapped the inheritance across either a single table or multiple tables, so that you select the right properties off the table.

Underlying Hibernate’s native SQL support is the org.hibernate.SQLQuery interface, which extends the org.hibernate.Query interface. Your application will create a native SQL query from the session with the createSQLQuery() method on the Session interface.

|  |
| --- |
| public SQLQuery createSQLQuery(String queryString) throws HibernateException |

After you pass a string containing the SQL query to the createSQLQuery() method, you should associate the SQL result with an existing Hibernate entity, a join, or a scalar result. The SQLQueryinterface has addEntity(), addJoin(), and addScalar() methods.

#### 11.1. Hibernate sql query example

Using native SQL with scalar results is the simplest way to get started with native SQL. Sample Java code looks like this:

|  |
| --- |
| String sql = "select avg(product.price) as avgPrice from Product product";  SQLQuery query = session.createSQLQuery(sql);  query.addScalar("avgPrice",Hibernate.DOUBLE);  List results = query.list(); |

A bit more complicated than the previous example is the **native SQL** that returns a result set of objects. In this case, we will need to map an entity to the SQL query.

|  |
| --- |
| String sql = "select {supplier.\*} from Supplier supplier";  SQLQuery query = session.createSQLQuery(sql);  query.addEntity("supplier", Supplier.class);  List results = query.list();    //Hibernate modifies the SQL and executes the following command against the database:    select Supplier.id as id0\_, Supplier.name as name2\_0\_ from Supplier supplier |

## 12. HQL – Enable Logs and Comments

Hibernate can output the underlying SQL behind your HQL queries into your application’s log file. This is especially useful if the HQL query does not give the results you expect, or if the query takes longer than you wanted. This is not a feature you will have to use frequently, but it is useful should you have to turn to your database administrators for help in tuning your Hibernate application.

#### 12.1. HQL Logs

The easiest way to see the SQL for a Hibernate HQL query is to enable SQL output in the logs with the “**show\_sql**” property. Set this property to true in your **hibernate.cfg.xml** configuration file and Hibernate will output the SQL into the logs. When you look in your application’s output for the Hibernate SQL statements, they will be prefixed with “Hibernate:”.

If you turn your log4j logging up to debug for the Hibernate classes, you will see SQL statements in your log files, along with lots of information about how Hibernate parsed your HQL query and translated it into SQL.

#### 12.2. HQL Comments

Tracing your HQL statements through to the generated SQL can be difficult, so Hibernate provides a commenting facility on the Query object that lets you apply a comment to a specific query. The Queryinterface has a setComment() method that takes a String object as an argument, as follows:

|  |
| --- |
| public Query setComment(String comment) |

Hibernate will not add comments to your SQL statements without some additional configuration, even if you use the setComment() method. You will also need to set a Hibernate property, **hibernate.use\_sql\_comments**, to true in your Hibernate configuration.

If you set this property but do not set a comment on the query programatically, Hibernate will include the HQL used to generate the SQL call in the comment. I find this to be very useful for debugging HQL.

# Hibernate criteria queries examples

By Lokesh Gupta | Filed Under: [Hibernate](https://howtodoinjava.com/hibernate/)

[Hibernate](https://howtodoinjava.com/hibernate-tutorials/) provides three different ways to retrieve data from database. We have already discussed [**HQL and native SQL queries**](https://howtodoinjava.com/hibernate/complete-hibernate-query-language-hql-tutorial/). Now we will discuss our third option i.e. **hibernate criteria queries**. The criteria query API lets you build nested, structured query expressions in Java, providing a compile-time syntax checking that is not possible with a query language like HQL or SQL.

The Criteria API also includes **query by example (QBE)** functionality. This lets you supply example objects that contain the properties you would like to retrieve instead of having to step-by-step spell out the components of the query. It also includes projection and aggregation methods, including count(). Let’s explore it’s different features in detail.
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## 1. Hibernate criteria example

The Criteria API allows you to build up a criteria query object programmatically; the org.hibernate.Criteria interface defines the available methods for one of these objects. The Hibernate Session interface contains several overloaded createCriteria() methods.

Pass the persistent object’s class or its entity name to the createCriteria() method, and hibernate will create a Criteria object that returns instances of the persistence object’s class when your application executes a criteria query.

The simplest example of a criteria query is one with no optional parameters or restrictions—the criteria query will simply return every object that corresponds to the class.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  List<Product> results = crit.list(); |

Moving on from this simple criteria example, we will add constraints to our criteria queries so we can whittle down the result set.

## 2. Hibernate criteria – using Restrictions

The Criteria API makes it easy to use restrictions in your queries to selectively retrieve objects; for instance, your application could retrieve only products with a price over $30. You may add these restrictions to a Criteria object with the add() method. The add() method takes an org.hibernate.criterion.Criterion object that represents an individual restriction. You can have more than one restriction for a criteria query.

#### 2.1. Restrictions.eq() Example

To retrieve objects that have a property value that “**equals**” your restriction, use the eq() method on Restrictions, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.eq("description","Mouse"));  List<Product> results = crit.list() |

Above query will search all products having description as “Mouse”.

#### 2.2. Restrictions.ne() Example

To retrieve objects that have a property value “not equal to” your restriction, use the ne() method on Restrictions, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.ne("description","Mouse"));  List<Product> results = crit.list() |

Above query will search all products having description anything but not “Mouse”.

You cannot use the not-equal restriction to retrieve records with a NULL value in the database for that property (in SQL, and therefore in Hibernate, NULL represents the absence of data, and so cannot be compared with data). If you need to retrieve objects with NULL properties, you will have to use the isNull() restriction.

#### 2.3. Restrictions.like() and Restrictions.ilike() example

Instead of searching for exact matches, we can retrieve all objects that have a property matching part of a given pattern. To do this, we need to create an SQL LIKE clause, with either the like() or the ilike() method. The ilike() method is case-insensitive.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.like("name","Mou%",MatchMode.ANYWHERE));  List<Product> results = crit.list(); |

Above example uses an org.hibernate.criterion.MatchMode object to specify how to match the specified value to the stored data. The MatchMode object (a type-safe enumeration) has four different matches:

ANYWHERE: Anyplace in the string  
END: The end of the string  
EXACT: An exact match  
START: The beginning of the string

#### 2.4. Restrictions.isNull() and Restrictions.isNotNull() example

The isNull() and isNotNull() restrictions allow you to do a search for objects that have (or do not have) null property values.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.isNull("name"));  List<Product> results = crit.list(); |

#### 2.5. Restrictions.gt(), Restrictions.ge(), Restrictions.lt() and Restrictions.le() examples

Several of the restrictions are useful for doing math comparisons. The greater-than comparison is gt(), the greater-than-or-equal-to comparison is ge(), the less-than comparison is lt(), and the less-than-or-equal-to comparison is le(). We can do a quick retrieval of all products with prices over $25 like this, relying on Java’s type promotions to handle the conversion to Double:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.gt("price", 25.0));  List<Product> results = crit.list(); |

#### 2.6. Combining Two or More Criteria Examples

Moving on, we can start to do more complicated queries with the Criteria API. For example, we can combine AND and OR restrictions in logical expressions. When we add more than one constraint to a criteria query, it is interpreted as an AND, like so:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.lt("price",10.0));  crit.add(Restrictions.ilike("description","mouse", MatchMode.ANYWHERE));  List<Product> results = crit.list(); |

If we want to have two restrictions that return objects that satisfy either or both of the restrictions, we need to use the or() method on the Restrictions class, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion priceLessThan = Restrictions.lt("price", 10.0);  Criterion mouse = Restrictions.ilike("description", "mouse", MatchMode.ANYWHERE);  LogicalExpression orExp = Restrictions.or(priceLessThan, mouse);  crit.add(orExp);  List results=crit.list(); |

The orExp logical expression that we have created here will be treated like any other criterion. We can therefore add another restriction to the criteria:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  Criterion name = Restrictions.like("name","Mou%");  LogicalExpression orExp = Restrictions.or(price,name);  crit.add(orExp);  crit.add(Restrictions.ilike("description","blocks%"));  List results = crit.list(); |

#### 2.7. Using Disjunction Objects with Criteria

If we wanted to create an OR expression with more than two different criteria (for example, “price > 25.0 OR name like Mou% OR description not like blocks%”), we would use an org.hibernate.criterion.Disjunction object to represent a disjunction.

You can obtain this object from the disjunction() factory method on the Restrictions class. The disjunction is more convenient than building a tree of OR expressions in code. To represent an AND expression with more than two criteria, you can use the conjunction() method, although you can easily just add those to the Criteria object. The conjunction can be more convenient than building a tree of AND expressions in code. Here is an example that uses the disjunction:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion priceLessThan = Restrictions.lt("price", 10.0);  Criterion mouse = Restrictions.ilike("description", "mouse", MatchMode.ANYWHERE);  Criterion browser = Restrictions.ilike("description", "browser", MatchMode.ANYWHERE);  Disjunction disjunction = Restrictions.disjunction();  disjunction.add(priceLessThan);  disjunction.add(mouse);  disjunction.add(browser);  crit.add(disjunction);  List results = crit.list(); |

#### 2.8. Restrictions.sqlRestriction() Example

sqlRestriction() restriction allows you to directly specify SQL in the Criteria API. It’s useful if you need to use SQL clauses that Hibernate does not support through the Criteria API.

Your application’s code does not need to know the name of the table your class uses. Use {alias} to signify the class’s table, as follows:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.sqlRestriction("{alias}.description like 'Mou%'"));  List<Product> results = crit.list(); |

## 3. Hibernate criteria – paging through the result set

One common application pattern that criteria can address is pagination through the result set of a database query. There are two methods on the Criteria interface for paging, just as there are for Query: setFirstResult() and setMaxResults(). The setFirstResult() method takes an integer that represents the first row in your result set, starting with row 0. You can tell Hibernate to retrieve a fixed number of objects with the setMaxResults() method. Using both of these together, we can construct a paging component in our web or Swing application.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.setFirstResult(1);  crit.setMaxResults(20);  List<Product> results = crit.list(); |

As you can see, this makes paging through the result set easy. You can increase the first result you return (for example, from 1, to 21, to 41, etc.) to page through the result set.

## 4. Hibernate criteria – obtain unique result

Sometimes you know you are going to return only zero or one object from a given query. This could be because you are calculating an aggregate or because your restrictions naturally lead to a unique result. If you want obtain a single Object reference instead of a List, the uniqueResult() method on the Criteria object returns an object or null. If there is more than one result, the uniqueResult()method throws a HibernateException.

The following short example demonstrates having a result set that would have included more than one result, except that it was limited with the setMaxResults() method:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  crit.setMaxResults(1);  Product product = (Product) crit.uniqueResult(); |

Again, please note that you need to make sure that your query returns only one or zero results if you use the uniqueResult() method. Otherwise, Hibernate will throw a NonUniqueResultExceptionexception.

## 5. Hibernate criteria – obtain distinct results

If you would like to work with distinct results from a criteria query, Hibernate provides a result transformer for distinct entities, org.hibernate.transform.DistinctRootEntityResultTransformer, which ensures that no duplicates will be in your query’s result set. **Rather than using SELECT DISTINCT with SQL, the distinct result transformer compares each of your results using their default hashCode() methods, and only adds those results with unique hash codes to your result set**. This may or may not be the result you would expect from an otherwise equivalent SQL DISTINCT query, so **be careful with this**.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criterion price = Restrictions.gt("price",new Double(25.0));  crit.setResultTransformer( DistinctRootEntityResultTransformer.INSTANCE )  List<Product> results = crit.list(); |

An additional performance note: the comparison is done in Hibernate’s Java code, not at the database, so non-unique results will still be transported across the network.

## 6. Hibernate criteria – sort query results

Sorting the query’s results works much the same way with criteria as it would with HQL or SQL. The Criteria API provides the org.hibernate.criterion.Order class to sort your result set in either ascending or descending order, according to one of your object’s properties.

This example demonstrates how you would use the Order class:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.add(Restrictions.gt("price",10.0));  crit.addOrder(Order.desc("price"));  List<Product> results = crit.list(); |

You may add more than one Order object to the Criteria object. Hibernate will pass them through to the underlying SQL query. Your results will be sorted by the first order, then any identical matches within the first sort will be sorted by the second order, and so on. Beneath the covers, **Hibernate passes this on to an SQL ORDER BY clause after substituting the proper database column name for the property**.

## 7. Hibernate criteria – perform associations (joins)

The association works when going from **either one-to-many or from many-to-one**. First, we will demonstrate how to use one-to-many associations to obtain suppliers who sell products with a price over $25. Notice that we create a new Criteria object for the products property, add restrictions to the products’ criteria we just created, and then obtain the results from the supplier Criteria object:

|  |
| --- |
| Criteria crit = session.createCriteria(Supplier.class);  Criteria prdCrit = crit.createCriteria("products");  prdCrit.add(Restrictions.gt("price",25.0));  List results = crit.list(); |

Going the other way, we obtain all the products from the supplier MegaInc using many-to-one associations:

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  Criteria suppCrit = crit.createCriteria("supplier");  suppCrit.add(Restrictions.eq("name","Hardware Are We"));  List results = crit.list(); |

## 8. Hibernate criteria – add projections and aggregates

Instead of working with objects from the result set, you can treat the results from the result set as a set of rows and columns, also known as a projection of the data. This is similar to how you would use data from a SELECT query with JDBC.

To use projections, start by getting the org.hibernate.criterion.Projection object you need from the org.hibernate.criterion.Projections factory class. The Projections class is similar to the Restrictions class in that it provides several static factory methods for obtaining Projectioninstances. After you get a Projection object, add it to your Criteria object with the setProjection()method. When the Criteria object executes, the list contains object references that you can cast to the appropriate type.

#### 8.1. Single Aggregate ( Getting Row Count )

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  crit.setProjection(Projections.rowCount());  List<Long> results = crit.list(); |

Other aggregate functions available through the Projections factory class include the following:

1. **avg(String propertyName)**: Gives the average of a property’s value
2. **count(String propertyName)**: Counts the number of times a property occurs
3. **countDistinct(String propertyName)**: Counts the number of unique values the property contains
4. **max(String propertyName)**: Calculates the maximum value of the property values
5. **min(String propertyName)**: Calculates the minimum value of the property values
6. **sum(String propertyName)**: Calculates the sum total of the property values

#### 8.2. Multiple Aggregates

We can apply more than one projection to a given Criteria object. To add multiple projections, get a projection list from the projectionList() method on the Projections class. The org.hibernate.criterion.ProjectionList object has an add() method that takes a Projection object. You can pass the projections list to the setProjection() method on the Criteria object because ProjectionList implements the Projection interface.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  ProjectionList projList = Projections.projectionList();  projList.add(Projections.max("price"));  projList.add(Projections.min("price"));  projList.add(Projections.avg("price"));  projList.add(Projections.countDistinct("description"));  crit.setProjection(projList);  List<object[]> results = crit.list(); |

#### 8.3. Getting Selected Columns

Another use of projections is to retrieve individual properties, rather than entities. For instance, we can retrieve just the name and description from our product table, instead of loading the entire object representation into memory.

|  |
| --- |
| Criteria crit = session.createCriteria(Product.class);  ProjectionList projList = Projections.projectionList();  projList.add(Projections.property("name"));  projList.add(Projections.property("description"));  crit.setProjection(projList);  crit.addOrder(Order.asc("price"));  List<object[]> results = crit.list(); |

## 9. Hibernate criteria – query by example (QBE)

In QBE, instead of programmatically building a Criteria object with Criterion objects and logical expressions, you can partially populate an instance of the object. You use this instance as a template and have Hibernate build the criteria for you based upon its values. This keeps your code clean and makes your project easier to test.

For instance, if we have a user database, we can construct an instance of a user object, set the property values for type and creation date, and then use the Criteria API to run a QBE query. Hibernate will return a result set containing all user objects that match the property values that were set. Behind the scenes, Hibernate inspects the Example object and constructs an SQL fragment that corresponds to the properties on the Example object.

The following basic example searches for suppliers that match the name on the example Supplier object:

|  |
| --- |
| Criteria crit = session.createCriteria(Supplier.class);  Supplier supplier = new Supplier();  supplier.setName("MegaInc");  crit.add(Example.create(supplier));  List results = crit.list(); |

## 10. Summary

Using the Criteria API is an excellent way to get started developing with HQL. The developers of Hibernate have provided a clean API for adding restrictions to queries with Java objects. Although HQL isn’t too difficult to learn, some developers prefer the Criteria Query API, as it offers compile-time syntax checking—although column names and other schema-dependent information cannot be checked until run time.