**Programming Assignment 1: Percolation**

Write a program to estimate the value of the *percolation threshold* via Monte Carlo simulation.

**Install a Java programming environment.** Install a Java programming environment on your computer by following these step-by-step instructions for your operating system [ [Mac OS X](http://algs4.cs.princeton.edu/mac) · [Windows](http://algs4.cs.princeton.edu/windows) · [Linux](http://algs4.cs.princeton.edu/linux) ]. After following these instructions, the commands javac-algs4 and java-algs4 will classpath in [algs4.jar](http://algs4.cs.princeton.edu/code/algs4.jar), which contains Java classes for I/O and all of the algorithms in the textbook.

*Note that, as of August 2015, you must use the named package version of algs.jar. To access a class, you need an import statement, such as the ones below:*

import edu.princeton.cs.algs4.StdRandom;

import edu.princeton.cs.algs4.StdStats;

import edu.princeton.cs.algs4.WeightedQuickUnionUF;

**Percolation.** Given a composite systems comprised of randomly distributed insulating and metallic materials: what fraction of the materials need to be metallic so that the composite system is an electrical conductor? Given a porous landscape with water on the surface (or oil below), under what conditions will the water be able to drain through to the bottom (or the oil to gush through to the surface)? Scientists have defined an abstract process known as *percolation* to model such situations.

**The model.** We model a percolation system using an *N*-by-*N* grid of *sites*. Each site is either *open* or *blocked*. A *full* site is an open site that can be connected to an open site in the top row via a chain of neighboring (left, right, up, down) open sites. We say the system *percolates* if there is a full site in the bottom row. In other words, a system percolates if we fill all open sites connected to the top row and that process fills some open site on the bottom row. (For the insulating/metallic materials example, the open sites correspond to metallic materials, so that a system that percolates has a metallic path from top to bottom, with full sites conducting. For the porous substance example, the open sites correspond to empty space through which water might flow, so that a system that percolates lets water fill open sites, flowing from top to bottom.)

**The problem.** In a famous scientific problem, researchers are interested in the following question: if sites are independently set to be open with probability *p* (and therefore blocked with probability 1 − *p*), what is the probability that the system percolates? When *p* equals 0, the system does not percolate; when *p* equals 1, the system percolates. The plots below show the site vacancy probability *p* versus the percolation probability for 20-by-20 random grid (left) and 100-by-100 random grid (right).
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When *n* is sufficiently large, there is a *threshold* value *p*\* such that when *p* < *p*\* a random *n*-by-*n* grid almost never percolates, and when *p* > *p*\*, a random *n*-by-*n* grid almost always percolates. No mathematical solution for determining the percolation threshold *p*\* has yet been derived. Your task is to write a computer program to estimate *p*\*.

**Percolation data type.** To model a percolation system, create a data type Percolation with the following API:

**public class Percolation {**

**public Percolation(int n)** // create n-by-n grid, with all sites blocked

**public void open(int i, int j)** // open site (row i, column j) if it is not open already

**public boolean isOpen(int i, int j)** // is site (row i, column j) open?

**public boolean isFull(int i, int j)** // is site (row i, column j) full?

**public boolean percolates()** // does the system percolate?

**public static void main(String[] args)** // test client (optional)

**}**

*Corner cases.* By convention, the row and column indices *i* and *j* are integers between 1 and *n*, where (1, 1) is the upper-left site: Throw ajava.lang.IndexOutOfBoundsException if any argument to open(), isOpen(), or isFull() is outside its prescribed range. The constructor should throw ajava.lang.IllegalArgumentException if *n* ≤ 0.

*Performance requirements.* The constructor should take time proportional to *N*2; all methods should take constant time plus a constant number of calls to the union-find methods union(), find(), connected(), and count().

**Monte Carlo simulation.** To estimate the percolation threshold, consider the following computational experiment:

* Initialize all sites to be blocked.
* Repeat the following until the system percolates:
  + Choose a site (row *i*, column *j*) uniformly at random among all blocked sites.
  + Open the site (row *i*, column *j*).
* The fraction of sites that are opened when the system percolates provides an estimate of the percolation threshold.

For example, if sites are opened in a 20-by-20 lattice according to the snapshots below, then our estimate of the percolation threshold is 204/400 = 0.51 because the system percolates when the 204th site is opened.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Percolation 50 sites  *50 open sites* | Percolation 100 sites  *100 open sites* | Percolation 150 sites  *150 open sites* | Percolation 204 sites  *204 open sites* |

By repeating this computation experiment *trials* times and averaging the results, we obtain a more accurate estimate of the percolation threshold. Let *xt* be the fraction of open sites in computational experiment *t*. The sample mean μ provides an estimate of the percolation threshold; the sample standard deviation σ measures the sharpness of the threshold.

![Estimating the sample mean and variance](data:image/png;base64,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)

Assuming *trials* is sufficiently large (say, at least 30), the following provides a 95% confidence interval for the percolation threshold:

![95% confidence interval for percolation threshold](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAArBAMAAAGhKgSxAAAAD1BMVEUAAADAwMCAgID///9AQEB9XpvPAAADW0lEQVR4nKVXwbKrIAz1F65037nQvRfCPqN03///i1a670tQFBBtOy+dsRgOh0MgURsPi2HDNz03tZ9ush4Jmq/TjU57VGgrbNQ65t5wt6OLQfHXrB3w15gwBvma9kw3XnDb0c2swDwjwAD2zBylXZ9Lx2/fc0eXzDMmWuIIuSo01F46RDLOZSNyw1kuJj5eDcx+LeC09uhb9I/JBI6jlwaELera9aOZVQsLxgY/r6Ax81S8O1GVXHmEW7l6sfg9rOtT3I76zRogq6ldxOEK1kFpavUXcUPwMgv6jDfgRwHpBkRzSnmEEk+CvWH/3r7sGeOVqPeFEG7xJglNjvdVfK52ig7DMDaCiVVPapaCXEQnmJ5V5PgL0ZfBYTsTva3xXwDaCh4e8QTfm1c6vaiBE3sR/g0kxyfHmQTqXz6ahYWiAm2YOoEjFw4Nm+BQRCkVeC82cIMt5cQWDtJQfogCbhHBebWBWyuFd7pkJzxlsdvAQbfgXVvAf9Bq+IEN3KKllGT1ZaK/sa/hem8zReW8NSS5dgxZsq/Cy0SYrUrT0LJTMVJyReDY5DSTn+B1KWX2qcieKbRG0laHxWc02kT2TySD0TbwFnAnavnH02GYMoN7ctXSr1/SOINTVS8PzCRQxyxuSrevKV9oMrj2m9yIKmd/ntqihoU1qK8vK/F3Vq/zp1v4O9OPStvwlsU8g1qrLL1tiPMb9nlPRjD0rPlE5PSs7HjImLjfsFuPg3agx27YO+cZux7NKOi153oZf9+xazl4VDSIF/GBdpD9SEBU3fy6dMj+Q0GkSHY04nwofWY3YJxmdl70Pnt7G4R+wOlCg06Uu5dOHJN3o+IXDklBsZTTp8t03L99NyjseNL/ZT+O18RuHC3rG3vAWXzMjoL2gqJNVVbyQcJXxZJzTGo4w6hsDqFyVvGvyN5RlokvpKPS/nPtL3ndy/aTDBa4plNG1g3DuMOOE16t7KZWdCfT2fCIeyweUQ7IqZgdN5jFWgowurmOxWfbgRoLJ2EeEOvY8YnUzgigTHoT3tXCU8ktOvbZ6Rtn+sh57gBKIwmWxkCS17vsuvUknRrmUQdsyMf5mzVRcxCZbpKO+1HODVWQnqo5YLc+8N4+DboOJR3OCeHRrn5XHSBWh8Tu/wCI6qq8j4rZGQAAAABJRU5ErkJggg==)

To perform a series of computational experiments, create a data type PercolationStats with the following API.

**public class PercolationStats {**

**public PercolationStats(int n, int trials)**  // perform trials independent experiments on an n-by-n grid

**public double mean()**  // sample mean of percolation threshold

**public double stddev()**  // sample standard deviation of percolation threshold

**public double confidenceLo()**  // low endpoint of 95% confidence interval

**public double confidenceHi()**  // high endpoint of 95% confidence interval

**public static void main(String[] args)**  // test client (described below)

**}**

The constructor should throw a java.lang.IllegalArgumentException if either *n* ≤ 0 or *trials* ≤ 0.

Also, include a main() method that takes two *command-line arguments* *n* and *trials*, performs *trials* independent computational experiments (discussed above) on an *n*-by-*n*grid, and prints the mean, standard deviation, and the *95% confidence interval* for the percolation threshold. Use [StdRandom](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdRandom.html) to generate random numbers; use [StdStats](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdStats.html) to compute the sample mean and standard deviation.

% **java PercolationStats 200 100**

mean = 0.5929934999999997

stddev = 0.00876990421552567

95% confidence interval = 0.5912745987737567, 0.5947124012262428

% **java PercolationStats 200 100**

mean = 0.592877

stddev = 0.009990523717073799

95% confidence interval = 0.5909188573514536, 0.5948351426485464

% **java PercolationStats 2 10000**

mean = 0.666925

stddev = 0.11776536521033558

95% confidence interval = 0.6646167988418774, 0.6692332011581226

% **java PercolationStats 2 100000**

mean = 0.6669475

stddev = 0.11775205263262094

95% confidence interval = 0.666217665216461, 0.6676773347835391

**Analysis of running time and memory usage (optional and not graded).** Implement the Percolation data type using the *quick find* algorithm in [QuickFindUF](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/QuickFindUF.html).

* Use [Stopwatch](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/Stopwatch.html) to measure the total running time of PercolationStats for various values of n and trials. How does doubling *n* affect the total running time? How does doubling *trials* affect the total running time? Give a formula (using tilde notation) of the total running time on your computer (in seconds) as a single function of both *n*and *trials*.
* Using the 64-bit memory-cost model from lecture, give the total memory usage in bytes (using tilde notation) that a Percolation object uses to model an *n*-by-*n*percolation system. Count all memory that is used, including memory for the union-find data structure.

Now, implement the Percolation data type using the *weighted quick union* algorithm in [WeightedQuickUnionUF](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/WeightedQuickUnionUF.html). Answer the questions in the previous paragraph.

**Deliverables.** Submit only Percolation.java (using the weighted quick-union algorithm from [WeightedQuickUnionUF](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/WeightedQuickUnionUF.html)) and PercolationStats.java. We will supply algs4.jar. Your submission may not call library functions except those in [StdIn](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdIn.html), [StdOut](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdOut.html), [StdRandom](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdRandom.html), [StdStats](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/StdStats.html), [WeightedQuickUnionUF](http://algs4.cs.princeton.edu/code/javadoc/edu/princeton/cs/algs4/WeightedQuickUnionUF.html), and java.lang.

**For fun.** Create your own percolation input file and share it in the discussion forums. For some inspiration, do an image search for "nonogram puzzles solved."
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