RecoveryQuest

Pls use this color pallet instead:

![A close up of a color

AI-generated content may be incorrect.](data:image/png;base64,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)

import React, { useState, useEffect } from 'react';

import { Trophy, Heart, Zap, Moon, Utensils, Star, CheckCircle, Circle, Medal, Target, Calendar, MapPin, Edit3, Save, X, Phone, MessageCircle, Plus, Trash2, Settings } from 'lucide-react';

const RecoveryQuestApp = () => {

// Initialize state with persistent data

const [gameData, setGameData] = useState(() => {

const saved = JSON.parse(localStorage.getItem('recoveryQuestData') || '{}');

return {

currentWeek: saved.currentWeek || 1,

completedTasks: saved.completedTasks || {},

totalXP: saved.totalXP || 0,

level: saved.level || 1,

achievements: saved.achievements || [],

startDate: saved.startDate || new Date().toISOString().split('T')[0],

lastActiveDate: saved.lastActiveDate || new Date().toISOString().split('T')[0],

streakDays: saved.streakDays || 0,

emergencyContacts: saved.emergencyContacts || [

{ name: 'Crisis Text Line', contact: 'Text HOME to 741741', type: 'text' },

{ name: 'SAMHSA', contact: '1-800-662-4357', type: 'phone' }

],

customTasks: saved.customTasks || {},

personalNotes: saved.personalNotes || {}

};

});

const [currentWeek, setCurrentWeek] = useState(gameData.currentWeek);

const [completedTasks, setCompletedTasks] = useState(gameData.completedTasks);

const [totalXP, setTotalXP] = useState(gameData.totalXP);

const [level, setLevel] = useState(gameData.level);

const [achievements, setAchievements] = useState(gameData.achievements);

const [streakDays, setStreakDays] = useState(gameData.streakDays);

const [emergencyContacts, setEmergencyContacts] = useState(gameData.emergencyContacts);

const [customTasks, setCustomTasks] = useState(gameData.customTasks);

const [personalNotes, setPersonalNotes] = useState(gameData.personalNotes);

// UI State

const [editingNote, setEditingNote] = useState(false);

const [noteText, setNoteText] = useState('');

const [showSettings, setShowSettings] = useState(false);

const [editingContacts, setEditingContacts] = useState(false);

const [newContact, setNewContact] = useState({ name: '', contact: '', type: 'phone' });

// Save data to localStorage whenever state changes

const saveGameData = (newData) => {

const updatedData = { ...gameData, ...newData };

setGameData(updatedData);

localStorage.setItem('recoveryQuestData', JSON.stringify(updatedData));

};

// Weekly quest data

const weeklyQuests = {

1: {

title: "The Beginning Journey",

subtitle: "Establishing Your Foundation",

color: "bg-gradient-to-br from-blue-500 to-purple-600",

icon: MapPin,

description: "Your body is adjusting. Small wins count big! 🌱",

dailyTasks: [

{ id: 'hydrate', text: 'Drink 6 glasses of water', xp: 10, icon: '💧' },

{ id: 'tiny\_meal', text: 'Eat something small every 3 hours', xp: 15, icon: '🥄' },

{ id: 'fresh\_air', text: 'Step outside for 10 minutes', xp: 10, icon: '🌤️' },

{ id: 'sleep\_routine', text: 'Start bedtime routine by 9 PM', xp: 15, icon: '🌙' },

{ id: 'breathe', text: 'Do 5 deep breaths when anxious', xp: 10, icon: '🫁' }

],

weeklyGoal: {

text: "Complete 25 daily tasks this week",

reward: "Unlock Week 2 + Recovery Warrior badge",

xp: 100

}

},

2: {

title: "Building Momentum",

subtitle: "Your Body is Learning",

color: "bg-gradient-to-br from-green-500 to-teal-600",

icon: Zap,

description: "Appetite might still be tricky, but you're getting stronger! 💪",

dailyTasks: [

{ id: 'smoothie', text: 'Try a protein smoothie or shake', xp: 15, icon: '🥤' },

{ id: 'walk', text: 'Take a 15-minute walk', xp: 15, icon: '🚶' },

{ id: 'comfort\_food', text: 'Eat one comfort food you enjoy', xp: 10, icon: '🍞' },

{ id: 'journal', text: 'Write 3 things you notice improving', xp: 15, icon: '' },

{ id: 'connect', text: 'Text or call someone supportive', xp: 10, icon: '📱' }

],

weeklyGoal: {

text: "Complete 30 daily tasks this week",

reward: "Unlock Week 3 + Appetite Adventurer badge",

xp: 150

}

},

3: {

title: "Finding Your Rhythm",

subtitle: "The Fog is Lifting",

color: "bg-gradient-to-br from-yellow-500 to-orange-600",

icon: Star,

description: "You might start feeling more like yourself again! ✨",

dailyTasks: [

{ id: 'real\_meal', text: 'Eat one full meal (any size)', xp: 20, icon: '🍽️' },

{ id: 'hobby', text: 'Do something you used to enjoy for 20 min', xp: 15, icon: '🎨' },

{ id: 'exercise', text: 'Try gentle exercise (yoga, stretching)', xp: 15, icon: '🧘' },

{ id: 'treat', text: 'Give yourself a small treat/reward', xp: 10, icon: '🍨' },

{ id: 'progress', text: 'Notice one improvement from Week 1', xp: 15, icon: '📈' }

],

weeklyGoal: {

text: "Complete 32 daily tasks this week",

reward: "Unlock Week 4 + Rhythm Master badge",

xp: 200

}

},

4: {

title: "Mastery Mode",

subtitle: "You're a Recovery Champion",

color: "bg-gradient-to-br from-purple-500 to-pink-600",

icon: Trophy,

description: "Look how far you've come! Time to celebrate! 🎉",

dailyTasks: [

{ id: 'celebrate', text: 'Celebrate one win from your journey', xp: 20, icon: '' },

{ id: 'help\_others', text: 'Share encouragement with someone else', xp: 20, icon: '🤝' },

{ id: 'plan\_future', text: 'Make one plan for your continued wellness', xp: 15, icon: '' },

{ id: 'full\_day', text: 'Have a day with normal appetite', xp: 25, icon: '🍽️' },

{ id: 'reflect', text: 'Write about your transformation', xp: 15, icon: '🪞' }

],

weeklyGoal: {

text: "Complete 30 daily tasks this week",

reward: "Recovery Champion Badge + Special Celebration",

xp: 300

}

}

};

const badges = [

{ id: 'warrior', name: 'Recovery Warrior', icon: '⚔️', description: 'Started your journey!' },

{ id: 'appetite', name: 'Appetite Adventurer', icon: '🍎', description: 'Working with your changing appetite' },

{ id: 'rhythm', name: 'Rhythm Master', icon: '🎵', description: 'Found your recovery rhythm' },

{ id: 'champion', name: 'Recovery Champion', icon: '🏆', description: 'Completed the 4-week quest!' }

];

const toggleTask = (taskId) => {

const today = new Date().toISOString().split('T')[0];

const weekKey = `week${currentWeek}`;

const taskKey = `${weekKey}\_${taskId}\_${today}`;

setCompletedTasks(prev => {

const newCompleted = { ...prev };

const isCompleting = !newCompleted[taskKey];

if (isCompleting) {

newCompleted[taskKey] = true;

const task = [...weeklyQuests[currentWeek].dailyTasks, ...(customTasks[currentWeek] || [])].find(t => t.id === taskId);

const newXP = totalXP + task.xp;

setTotalXP(newXP);

checkAchievements(newXP, newCompleted);

updateStreak(today);

saveGameData({

completedTasks: newCompleted,

totalXP: newXP,

lastActiveDate: today

});

} else {

delete newCompleted[taskKey];

const task = [...weeklyQuests[currentWeek].dailyTasks, ...(customTasks[currentWeek] || [])].find(t => t.id === taskId);

const newXP = totalXP - task.xp;

setTotalXP(newXP);

saveGameData({

completedTasks: newCompleted,

totalXP: newXP

});

}

return newCompleted;

});

};

const checkAchievements = (xp, tasks) => {

const newAchievements = [...achievements];

if (xp >= 100 && !achievements.includes('warrior')) {

newAchievements.push('warrior');

}

if (xp >= 300 && !achievements.includes('appetite')) {

newAchievements.push('appetite');

}

if (xp >= 600 && !achievements.includes('rhythm')) {

newAchievements.push('rhythm');

}

if (xp >= 1000 && !achievements.includes('champion')) {

newAchievements.push('champion');

}

if (newAchievements.length > achievements.length) {

setAchievements(newAchievements);

saveGameData({ achievements: newAchievements });

}

};

const updateStreak = (today) => {

const yesterday = new Date();

yesterday.setDate(yesterday.getDate() - 1);

const yesterdayStr = yesterday.toISOString().split('T')[0];

if (gameData.lastActiveDate === yesterdayStr) {

const newStreak = streakDays + 1;

setStreakDays(newStreak);

saveGameData({ streakDays: newStreak });

} else if (gameData.lastActiveDate !== today) {

setStreakDays(1);

saveGameData({ streakDays: 1 });

}

};

const getWeekProgress = (week) => {

const today = new Date().toISOString().split('T')[0];

const weekKey = `week${week}`;

const todayCompleted = Object.keys(completedTasks).filter(key =>

key.startsWith(weekKey) && key.endsWith(today) && completedTasks[key]

).length;

const totalToday = weeklyQuests[week].dailyTasks.length + (customTasks[week] || []).length;

return { completed: todayCompleted, total: totalToday };

};

const getTodaysCompletedTasks = () => {

const today = new Date().toISOString().split('T')[0];

const weekKey = `week${currentWeek}`;

const allTasks = [...weeklyQuests[currentWeek].dailyTasks, ...(customTasks[currentWeek] || [])];

return allTasks.map(task => {

const taskKey = `${weekKey}\_${task.id}\_${today}`;

return {

...task,

isCompleted: !!completedTasks[taskKey]

};

});

};

const changeWeek = (week) => {

setCurrentWeek(week);

saveGameData({ currentWeek: week });

};

const saveNote = () => {

const today = new Date().toISOString().split('T')[0];

const newNotes = { ...personalNotes, [today]: noteText };

setPersonalNotes(newNotes);

saveGameData({ personalNotes: newNotes });

setEditingNote(false);

};

const addCustomTask = () => {

const newTask = {

id: `custom\_${Date.now()}`,

text: 'New custom task',

xp: 10,

icon: '⭐',

isCustom: true

};

const newCustomTasks = {

...customTasks,

[currentWeek]: [...(customTasks[currentWeek] || []), newTask]

};

setCustomTasks(newCustomTasks);

saveGameData({ customTasks: newCustomTasks });

};

const removeCustomTask = (taskId) => {

const newCustomTasks = {

...customTasks,

[currentWeek]: (customTasks[currentWeek] || []).filter(task => task.id !== taskId)

};

setCustomTasks(newCustomTasks);

saveGameData({ customTasks: newCustomTasks });

};

const addEmergencyContact = () => {

if (newContact.name && newContact.contact) {

const newContacts = [...emergencyContacts, { ...newContact, id: Date.now() }];

setEmergencyContacts(newContacts);

saveGameData({ emergencyContacts: newContacts });

setNewContact({ name: '', contact: '', type: 'phone' });

}

};

const removeEmergencyContact = (index) => {

const newContacts = emergencyContacts.filter((\_, i) => i !== index);

setEmergencyContacts(newContacts);

saveGameData({ emergencyContacts: newContacts });

};

const currentWeekProgress = getWeekProgress(currentWeek);

const progressPercentage = (currentWeekProgress.completed / currentWeekProgress.total) \* 100;

const today = new Date().toISOString().split('T')[0];

const todayNote = personalNotes[today] || '';

useEffect(() => {

const newLevel = Math.floor(totalXP / 100) + 1;

setLevel(newLevel);

}, [totalXP]);

useEffect(() => {

if (editingNote) {

setNoteText(todayNote);

}

}, [editingNote, todayNote]);

const getCurrentWeekQuest = () => weeklyQuests[currentWeek];

const quest = getCurrentWeekQuest();

return (

<div className="max-w-md mx-auto bg-gradient-to-br from-indigo-900 via-purple-900 to-pink-900 min-h-screen text-white relative">

{/\* Settings Button \*/}

<button

onClick={() => setShowSettings(!showSettings)}

className="absolute top-4 right-4 p-2 bg-white/20 rounded-full hover:bg-white/30 transition-colors z-10"

>

<Settings className="w-5 h-5" />

</button>

{/\* Settings Panel \*/}

{showSettings && (

<div className="absolute inset-0 bg-black/50 z-20 p-4 overflow-y-auto">

<div className="bg-gray-800 rounded-xl p-6 mt-16">

<div className="flex justify-between items-center mb-4">

<h3 className="text-lg font-bold">Settings</h3>

<button onClick={() => setShowSettings(false)}>

<X className="w-6 h-6" />

</button>

</div>

{/\* Emergency Contacts Section \*/}

<div className="mb-6">

<div className="flex items-center justify-between mb-3">

<h4 className="font-semibold">Emergency Contacts</h4>

<button

onClick={() => setEditingContacts(!editingContacts)}

className="text-blue-400 hover:text-blue-300"

>

<Edit3 className="w-4 h-4" />

</button>

</div>

{editingContacts && (

<div className="mb-4 p-3 bg-gray-700 rounded-lg">

<input

type="text"

placeholder="Contact name"

value={newContact.name}

onChange={(e) => setNewContact({...newContact, name: e.target.value})}

className="w-full p-2 mb-2 bg-gray-600 rounded text-white placeholder-gray-400"

/>

<input

type="text"

placeholder="Phone number or text instructions"

value={newContact.contact}

onChange={(e) => setNewContact({...newContact, contact: e.target.value})}

className="w-full p-2 mb-2 bg-gray-600 rounded text-white placeholder-gray-400"

/>

<select

value={newContact.type}

onChange={(e) => setNewContact({...newContact, type: e.target.value})}

className="w-full p-2 mb-2 bg-gray-600 rounded text-white"

>

<option value="phone">Phone</option>

<option value="text">Text</option>

</select>

<button

onClick={addEmergencyContact}

className="w-full p-2 bg-green-600 hover:bg-green-700 rounded text-white"

>

Add Contact

</button>

</div>

)}

<div className="space-y-2">

{emergencyContacts.map((contact, index) => (

<div key={index} className="flex items-center justify-between p-3 bg-red-500/20 rounded-lg border border-red-400/30">

<div className="flex items-center flex-1">

{contact.type === 'phone' ? (

<Phone className="w-4 h-4 text-red-400 mr-2" />

) : (

<MessageCircle className="w-4 h-4 text-red-400 mr-2" />

)}

<div>

<div className="font-medium text-sm">{contact.name}</div>

<div className="text-xs opacity-80">{contact.contact}</div>

</div>

</div>

{editingContacts && index >= 2 && (

<button

onClick={() => removeEmergencyContact(index)}

className="text-red-400 hover:text-red-300 ml-2"

>

<Trash2 className="w-4 h-4" />

</button>

)}

</div>

))}

</div>

</div>

{/\* Custom Tasks Section \*/}

<div className="mb-6">

<div className="flex items-center justify-between mb-3">

<h4 className="font-semibold">Custom Tasks for Week {currentWeek}</h4>

<button

onClick={addCustomTask}

className="text-green-400 hover:text-green-300"

>

<Plus className="w-4 h-4" />

</button>

</div>

<div className="space-y-2">

{(customTasks[currentWeek] || []).map((task) => (

<div key={task.id} className="flex items-center justify-between p-2 bg-gray-700 rounded">

<span className="text-sm">{task.text}</span>

<button

onClick={() => removeCustomTask(task.id)}

className="text-red-400 hover:text-red-300"

>

<Trash2 className="w-4 h-4" />

</button>

</div>

))}

</div>

</div>

</div>

</div>

)}

{/\* Header \*/}

<div className="p-6 text-center">

<div className="flex items-center justify-center mb-4">

<Trophy className="w-8 h-8 text-yellow-400 mr-2" />

<h1 className="text-2xl font-bold">Recovery Quest</h1>

</div>

{/\* XP and Level \*/}

<div className="flex items-center justify-center space-x-4 mb-4">

<div className="text-center">

<div className="text-2xl font-bold text-yellow-400">{totalXP}</div>

<div className="text-xs opacity-80">XP</div>

</div>

<div className="text-center">

<div className="text-2xl font-bold text-blue-400">Level {level}</div>

<div className="text-xs opacity-80">Recovery Hero</div>

</div>

<div className="text-center">

<div className="text-2xl font-bold text-green-400">{streakDays}</div>

<div className="text-xs opacity-80">Day Streak</div>

</div>

</div>

{/\* Progress Bar \*/}

<div className="w-full bg-white/20 rounded-full h-3 mb-2">

<div

className="bg-gradient-to-r from-green-400 to-blue-500 h-3 rounded-full transition-all duration-500"

style={{ width: `${Math.min(progressPercentage, 100)}%` }}

></div>

</div>

<div className="text-sm opacity-80">

{currentWeekProgress.completed}/{currentWeekProgress.total} tasks completed today

</div>

{/\* Achievements Display \*/}

{achievements.length > 0 && (

<div className="flex justify-center space-x-2 mt-3">

{achievements.map(achievementId => {

const badge = badges.find(b => b.id === achievementId);

return (

<div key={achievementId} className="text-2xl" title={badge?.description}>

{badge?.icon}

</div>

);

})}

</div>

)}

</div>

{/\* Week Navigation \*/}

<div className="px-6 mb-6">

<div className="flex space-x-2 justify-center">

{[1, 2, 3, 4].map(week => (

<button

key={week}

onClick={() => changeWeek(week)}

className={`px-4 py-2 rounded-full text-sm font-medium transition-all ${

currentWeek === week

? 'bg-white text-purple-900'

: 'bg-white/20 hover:bg-white/30'

}`}

>

Week {week}

</button>

))}

</div>

</div>

{/\* Current Quest \*/}

<div className="mx-6 mb-6">

<div className={`${quest.color} rounded-2xl p-6 text-center`}>

<quest.icon className="w-12 h-12 mx-auto mb-3" />

<h2 className="text-xl font-bold mb-1">{quest.title}</h2>

<p className="text-sm opacity-90 mb-2">{quest.subtitle}</p>

<p className="text-sm">{quest.description}</p>

</div>

</div>

{/\* Personal Notes Section \*/}

<div className="mx-6 mb-6">

<div className="bg-white/10 rounded-xl p-4">

<div className="flex items-center justify-between mb-3">

<h4 className="font-bold flex items-center">

<Edit3 className="w-4 h-4 mr-2" />

Today's Notes

</h4>

{!editingNote ? (

<button

onClick={() => setEditingNote(true)}

className="text-blue-400 hover:text-blue-300"

>

<Edit3 className="w-4 h-4" />

</button>

) : (

<div className="flex space-x-2">

<button

onClick={saveNote}

className="text-green-400 hover:text-green-300"

>

<Save className="w-4 h-4" />

</button>

<button

onClick={() => setEditingNote(false)}

className="text-red-400 hover:text-red-300"

>

<X className="w-4 h-4" />

</button>

</div>

)}

</div>

{editingNote ? (

<textarea

value={noteText}

onChange={(e) => setNoteText(e.target.value)}

placeholder="How are you feeling today? What's on your mind?"

className="w-full p-3 bg-white/10 rounded-lg text-white placeholder-gray-300 resize-none"

rows="3"

/>

) : (

<p className="text-sm opacity-80 italic">

{todayNote || "Tap the edit button to add your thoughts for today..."}

</p>

)}

</div>

</div>

{/\* Daily Tasks \*/}

<div className="px-6 mb-6">

<h3 className="text-lg font-bold mb-4 flex items-center">

<Target className="w-5 h-5 mr-2" />

Today's Quests

</h3>

<div className="space-y-3">

{getTodaysCompletedTasks().map(task => {

return (

<div

key={task.id}

onClick={() => toggleTask(task.id)}

className={`flex items-center p-4 rounded-xl cursor-pointer transition-all ${

task.isCompleted

? 'bg-green-500/20 border-2 border-green-400'

: 'bg-white/10 hover:bg-white/20'

}`}

>

<div className="text-2xl mr-3">{task.icon}</div>

<div className="flex-1">

<p className={`font-medium ${task.isCompleted ? 'line-through opacity-70' : ''}`}>

{task.text}

</p>

<p className="text-sm text-yellow-400">+{task.xp} XP</p>

</div>

{task.isCompleted ? (

<CheckCircle className="w-6 h-6 text-green-400" />

) : (

<Circle className="w-6 h-6 text-white/50" />

)}

</div>

);

})}

</div>

</div>

{/\* Weekly Goal \*/}

<div className="mx-6 mb-6">

<div className="bg-gradient-to-r from-yellow-500/20 to-orange-500/20 rounded-xl p-4 border border-yellow-400/30">

<div className="flex items-center mb-2">

<Medal className="w-5 h-5 text-yellow-400 mr-2" />

<h4 className="font-bold">Weekly Challenge</h4>

</div>

<p className="text-sm mb-2">{quest.weeklyGoal.text}</p>

<p className="text-xs text-yellow-400">Reward: {quest.weeklyGoal.reward}</p>

</div>

</div>

{/\* Emergency Support \*/}

<div className="mx-6 mb-6">

<div className="bg-red-500/20 rounded-xl p-4 border border-red-400/30">

<div className="flex items-center mb-3">

<Heart className="w-5 h-5 text-red-400 mr-2" />

<h4 className="font-bold">Need Support?</h4>

</div>

<div className="space-y-2">

{emergencyContacts.map((contact, index) => (

<div key={index} className="flex items-center text-sm">

{contact.type === 'phone' ? (

<Phone className="w-4 h-4 text-red-400 mr-2" />

) : (

<MessageCircle className="w-4 h-4 text-red-400 mr-2" />

)}

<span className="font-medium mr-2">{contact.name}:</span>

<span className="opacity-90">{contact.contact}</span>

</div>

))}

</div>

</div>

</div>

{/\* Motivational Footer \*/}

<div className="text-center p-6 pb-8">

<div className="text-sm opacity-80">

🌟 "Every small step is a victory. You're doing amazing!" 🌟

</div>

</div>

</div>

);

};

export default RecoveryQuestApp;