**K-Means Clustering in Python with scikit-learn**

Learn about the inner workings of the K-Means clustering algorithm with an interesting case study.

In Machine Learning, the types of **Learning** can broadly be classified into three types: **1. Supervised Learning, 2. Unsupervised Learning and 3. Semi-supervised Learning**. Algorithms belonging to the family of **Unsupervised Learning** have no variable to predict tied to the data. Instead of having an output, the data only has an input which would be multiple variables that describe the data. This is where clustering comes in.

Be sure to take a look at our [Unsupervised Learning in Python](https://www.datacamp.com/courses/unsupervised-learning-in-python) course.

Clustering is the task of grouping together a set of objects in a way that objects in the same cluster are more similar to each other than to objects in other clusters. Similarity is a metric that reflects the strength of relationship between two data objects. Clustering is mainly used for exploratory data mining. It has manifold usage in many fields such as machine learning, pattern recognition, image analysis, information retrieval, bio-informatics, data compression, and computer graphics.

However, this post tries to unravel the inner workings of K-Means, a very popular clustering technique. There's also a very good [DataCamp post](https://www.datacamp.com/community/tutorials/k-means-clustering-r) on K-Means, which explains the types of clustering (hard and soft clustering), types of clustering methods (connectivity, centroid, distribution and density) with a case study. The algorithm will help you to tackle unlabeled datasets (i.e. the datasets that do not have any class-labels) and draw your own inferences from them with ease.

K-Means falls under the category of centroid-based clustering. A centroid is a data point (imaginary or real) at the center of a cluster. In centroid-based clustering, clusters are represented by a central vector or a centroid. This centroid might not necessarily be a member of the dataset. Centroid-based clustering is an iterative algorithm in which the notion of similarity is derived by how close a data point is to the centroid of the cluster.

In this post, you will learn about:

* [The inner workings of the K-Means algorithm](https://www.datacamp.com/community/tutorials/k-means-clustering-python#intro)
* [A simple case study in Python](https://www.datacamp.com/community/tutorials/k-means-clustering-python#case)
* [The disadvantages of K-Means](https://www.datacamp.com/community/tutorials/k-means-clustering-python#disadvantages)

**The inner workings of the K-Means clustering algorithm:**

To do this, you will need a sample dataset (training set):

|  |  |  |  |
| --- | --- | --- | --- |
| **Objects** | **X** | **Y** | **Z** |
| OB-1 | 1 | 4 | 1 |
| OB-2 | 1 | 2 | 2 |
| OB-3 | 1 | 4 | 2 |
| OB-4 | 2 | 1 | 2 |
| OB-5 | 1 | 1 | 1 |
| OB-6 | 2 | 4 | 2 |
| OB-7 | 1 | 1 | 2 |
| OB-8 | 2 | 1 | 1 |

The sample dataset contains 8 objects with their X, Y and Z coordinates. Your task is to cluster these objects into two clusters (here you define the value of K (of K-Means) in essence to be 2).

So, the algorithm works by:

* Taking any two centroids or data points (as you took 2 as K hence the number of centroids also 2) in its account initially.
* After choosing the centroids, (say C1 and C2) the data points (coordinates here) are assigned to any of the Clusters (let’s take centroids = clusters for the time being) depending upon the distance between them and the centroids.
* Assume that the algorithm chose OB-2 (1,2,2) and OB-6 (2,4,2) as centroids and cluster 1 and cluster 2 as well.
* For measuring the distances, you take the following distance measurement function (also termed as similarity measurement function):

*d*=|*x*2–*x*1|+|*y*2–*y*1|+|*z*2–*z*1|

This is also known as the **Taxicab distance** or **Manhattan distance**, where d is distance measurement between two objects, (x1,y1,z1) and (x2,y2,z2) are the X, Y and Z coordinates of any two objects taken for distance measurement.

Feel free to check out other distance measurement functions like [Euclidean Distance, Cosine Distance](https://arxiv.org/ftp/arxiv/papers/1405/1405.7471.pdf) etc.

The following table shows the calculation of distances (using the above distance measurement function) between the objects and centroids (OB-2 and OB-6):

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Objects** | **X** | **Y** | **Z** | **Distance from C1(1,2,2)** | **Distance from C2(2,4,2)** |
| OB-1 | 1 | 4 | 1 | 3 | 2 |
| OB-2 | 1 | 2 | 2 | 0 | 3 |
| OB-3 | 1 | 4 | 2 | 2 | 1 |
| OB-4 | 2 | 1 | 2 | 2 | 3 |
| OB-5 | 1 | 1 | 1 | 2 | 5 |
| OB-6 | 2 | 4 | 2 | 3 | 0 |
| OB-7 | 1 | 1 | 2 | 1 | 4 |
| OB-8 | 2 | 1 | 1 | 3 | 4 |

The objects are clustered based on their distances between the centroids. An object which has a shorter distance between a centroid (say C1) than the other centroid (say C2) will fall into the cluster of C1. After the initial pass of clustering, the clustered objects will look something like the following:

|  |
| --- |
| **Cluster 1** |
| OB-2 |
| OB-4 |
| OB-5 |
| OB-7 |
| OB-8 |

|  |
| --- |
| **Cluster 2** |
| OB-1 |
| OB-3 |
| OB-6 |

Now the algorithm will continue updating cluster centroids (i.e the coordinates) until they cannot be updated anymore (more on when it cannot be updated later). The updation takes place in the following manner:
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So, following this rule the updated cluster 1 will be ((1+2+1+1+2)/5, (2+1+1+1+1)/5,(2+2+1+2+1)/5) = (1.4,1.2,1.6). And for cluster 2 it will be ((1+1+2)/3, (4+4+4)/3, (1+2+2)/3) = (1.33, 4, 1.66).

After this, the algorithm again starts finding the distances between the data points and newly derived cluster centroids. So the new distances will be like following:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Objects** | **X** | **Y** | **Z** | **Distance from C1(1.4,1.2,1.6)** | **Distance from C2(1.33, 4, 1.66)** |
| OB-1 | 1 | 4 | 1 | 3.8 | 1 |
| OB-2 | 1 | 2 | 2 | 1.6 | 2.66 |
| OB-3 | 1 | 4 | 2 | 3.6 | 0.66 |
| OB-4 | 2 | 1 | 2 | 1.2 | 4 |
| OB-5 | 1 | 1 | 1 | 1.2 | 4 |
| OB-6 | 2 | 4 | 2 | 3.8 | 1 |
| OB-7 | 1 | 1 | 2 | 1 | 3.66 |
| OB-8 | 2 | 1 | 1 | 1.4 | 4.33 |

The new assignments of the objects with respect to the updated clusters will be:

|  |
| --- |
| **Cluster 1** |
| OB-2 |
| OB-4 |
| OB-5 |
| OB-7 |
| OB-8 |

|  |
| --- |
| **Cluster 2** |
| OB-1 |
| OB-3 |
| OB-6 |

This is where the algorithm no longer updates the centroids. Because there is no change in the current cluster formation, it is the same as the previous formation.

Now when, you are done with the cluster formation with K-Means you may apply it to some data the algorithm has not seen before (what you call a Test set). Let's generate that:

|  |  |  |  |
| --- | --- | --- | --- |
| **Objects** | **X** | **Y** | **Z** |
| OB-1 | 2 | 4 | 1 |
| OB-2 | 2 | 2 | 2 |
| OB-3 | 1 | 2 | 1 |
| OB-4 | 2 | 2 | 1 |

After applying K-means on the above dataset, the final clusters will be:

|  |
| --- |
| **Cluster 1** |
| OB-2 |
| OB-3 |
| OB-4 |

|  |
| --- |
| **Cluster 2** |
| OB-1 |

Any application of an algorithm is incomplete if one is not sure about its performance. Now, in order to know how well the K-Means algorithm is performing there are certain metrics to consider. Some of these metrics are:

* Adjusted rand index
* Mutual information based scoring
* Homogeneity, completeness and v-measure

Now that you have got familiar with the inner mechanics of K-Means let's see K-Means live in action.

**A simple case study of K-Means in Python:**

For the implementation part, you will be using the Titanic dataset (available [here](https://www.kaggle.com/c/titanic)). Before proceeding with it, I would like to discuss some facts about the data itself. The sinking of the RMS Titanic is one of the most infamous shipwrecks in history. On April 15, 1912, during her maiden voyage, the Titanic sank after colliding with an iceberg, killing 1502 out of 2224 passengers and crew. This sensational tragedy shocked the international community and led to better safety regulations for ships.

One of the reasons that the shipwreck led to such loss of life was that there were not enough lifeboats for the passengers and crew. Although there was some element of luck involved in surviving the sinking, some groups of people were more likely to survive than others, such as women, children, and the upper-class.

Now, talking about the dataset, the training set contains several records about the passengers of Titanic (hence the name of the dataset). It has 12 features capturing information about passenger\_class, port\_of\_Embarkation, passenger\_fare etc. The dataset's label is **survival** which denotes the survivial status of a particular passenger. Your task is to cluster the records into two i.e. the ones who survived and the ones who did not.

You might be thinking that since it is a labeled dataset, how could it be used for a clustering task? You just have to drop the 'survival' column from the dataset and make it unlabeled. It's the task of K-Means to cluster the records of the datasets if they survived or not.

For this tutorial, you will need the following Python packages: pandas, NumPy, scikit-learn, Seaborn and Matplotlib.

# Dependencies

import pandas as pd

import numpy as np

from sklearn.cluster import KMeans

from sklearn.preprocessing import LabelEncoder

from sklearn.preprocessing import MinMaxScaler

import seaborn as sns

import matplotlib.pyplot as plt

%matplotlib inline

You have imported all the dependencies that you will need in this tutorial. Now, you will load the dataset.

# Load the train and test datasets to create two DataFrames

train\_url = "http://s3.amazonaws.com/assets.datacamp.com/course/Kaggle/train.csv"

train = pd.read\_csv(train\_url)

test\_url = "http://s3.amazonaws.com/assets.datacamp.com/course/Kaggle/test.csv"

test = pd.read\_csv(test\_url)

Let's preview the kind of data you will be working with by printing some samples from both the train and test DataFrames.

print("\*\*\*\*\* Train\_Set \*\*\*\*\*")

print(train.head())

print("\n")

print("\*\*\*\*\* Test\_Set \*\*\*\*\*")

print(test.head())

\*\*\*\*\* Train\_Set \*\*\*\*\*

PassengerId Survived Pclass \

0 1 0 3

1 2 1 1

2 3 1 3

3 4 1 1

4 5 0 3

Name Sex Age SibSp \

0 Braund, Mr. Owen Harris male 22.0 1

1 Cumings, Mrs. John Bradley (Florence Briggs Th... female 38.0 1

2 Heikkinen, Miss. Laina female 26.0 0

3 Futrelle, Mrs. Jacques Heath (Lily May Peel) female 35.0 1

4 Allen, Mr. William Henry male 35.0 0

Parch Ticket Fare Cabin Embarked

0 0 A/5 21171 7.2500 NaN S

1 0 PC 17599 71.2833 C85 C

2 0 STON/O2. 3101282 7.9250 NaN S

3 0 113803 53.1000 C123 S

4 0 373450 8.0500 NaN S

\*\*\*\*\* Test\_Set \*\*\*\*\*

PassengerId Pclass Name Sex \

0 892 3 Kelly, Mr. James male

1 893 3 Wilkes, Mrs. James (Ellen Needs) female

2 894 2 Myles, Mr. Thomas Francis male

3 895 3 Wirz, Mr. Albert male

4 896 3 Hirvonen, Mrs. Alexander (Helga E Lindqvist) female

Age SibSp Parch Ticket Fare Cabin Embarked

0 34.5 0 0 330911 7.8292 NaN Q

1 47.0 1 0 363272 7.0000 NaN S

2 62.0 0 0 240276 9.6875 NaN Q

3 27.0 0 0 315154 8.6625 NaN S

4 22.0 1 1 3101298 12.2875 NaN S

You can get some initial statistics of both the train and test DataFrames using pandas' describe() method.

print("\*\*\*\*\* Train\_Set \*\*\*\*\*")

print(train.describe())

print("\n")

print("\*\*\*\*\* Test\_Set \*\*\*\*\*")

print(test.describe())

\*\*\*\*\* Train\_Set \*\*\*\*\*

PassengerId Survived Pclass Age SibSp \

count 891.000000 891.000000 891.000000 714.000000 891.000000

mean 446.000000 0.383838 2.308642 29.699118 0.523008

std 257.353842 0.486592 0.836071 14.526497 1.102743

min 1.000000 0.000000 1.000000 0.420000 0.000000

25% 223.500000 0.000000 2.000000 20.125000 0.000000

50% 446.000000 0.000000 3.000000 28.000000 0.000000

75% 668.500000 1.000000 3.000000 38.000000 1.000000

max 891.000000 1.000000 3.000000 80.000000 8.000000

Parch Fare

count 891.000000 891.000000

mean 0.381594 32.204208

std 0.806057 49.693429

min 0.000000 0.000000

25% 0.000000 7.910400

50% 0.000000 14.454200

75% 0.000000 31.000000

max 6.000000 512.329200

\*\*\*\*\* Test\_Set \*\*\*\*\*

PassengerId Pclass Age SibSp Parch Fare

count 418.000000 418.000000 332.000000 418.000000 418.000000 417.000000

mean 1100.500000 2.265550 30.272590 0.447368 0.392344 35.627188

std 120.810458 0.841838 14.181209 0.896760 0.981429 55.907576

min 892.000000 1.000000 0.170000 0.000000 0.000000 0.000000

25% 996.250000 1.000000 21.000000 0.000000 0.000000 7.895800

50% 1100.500000 3.000000 27.000000 0.000000 0.000000 14.454200

75% 1204.750000 3.000000 39.000000 1.000000 0.000000 31.500000

max 1309.000000 3.000000 76.000000 8.000000 9.000000 512.329200

So, from the above outputs you definitely got to know about the features of the dataset and some basic statistics of it. I will list the feature names for you:

print(train.columns.values)

['PassengerId' 'Survived' 'Pclass' 'Name' 'Sex' 'Age' 'SibSp' 'Parch'

'Ticket' 'Fare' 'Cabin' 'Embarked']

It is very important to note that not all machine learning algorithms support missing values in the data that you are feeding to them. K-Means being one of them. So we need to handle the missing values present in the data. Let's first see where are the values missing:

# For the train set

train.isna().head()

# For the test set

test.isna().head()

Let's get the total number of missing values in both datasets.

print("\*\*\*\*\*In the train set\*\*\*\*\*")

print(train.isna().sum())

print("\n")

print("\*\*\*\*\*In the test set\*\*\*\*\*")

print(test.isna().sum())

\*\*\*\*\*In the train set\*\*\*\*\*

PassengerId 0

Survived 0

Pclass 0

Name 0

Sex 0

Age 177

SibSp 0

Parch 0

Ticket 0

Fare 0

Cabin 687

Embarked 2

dtype: int64

\*\*\*\*\*In the test set\*\*\*\*\*

PassengerId 0

Pclass 0

Name 0

Sex 0

Age 86

SibSp 0

Parch 0

Ticket 0

Fare 1

Cabin 327

Embarked 0

dtype: int64

So, you can see in the training set, in the columns Age, Cabin and Embarked, there are missing values and in the test set, the Age and Cabin columns contain missing values.

There are a couple of ways to handle missing values:

* Remove rows with missing values
* Impute missing values

I prefer the latter one because if you remove the rows with missing values it can cause insufficiency in the data which in turn results in inefficient training of the machine learning model.

Now, there are several ways you can perform the imputation:

* A constant value that has meaning within the domain, such as 0, distinct from all other values.
* A value from another randomly selected record.
* A mean, median or mode value for the column.
* A value estimated by another machine learning model.

Any imputation performed on the train set will have to be performed on test data in the future when predictions are needed from the final machine learning model. This needs to be taken into consideration when choosing how to impute the missing values.

Pandas provides the fillna() function for replacing missing values with a specific value. Let's apply that with **Mean Imputation**.

# Fill missing values with mean column values in the train set

train.fillna(train.mean(), inplace=True)

# Fill missing values with mean column values in the test set

test.fillna(test.mean(), inplace=True)

Now that you have imputed the missing values in the dataset, it's time to see if the dataset still has any missing values.

For the training dataset:

print(train.isna().sum())

PassengerId 0

Survived 0

Pclass 0

Name 0

Sex 0

Age 0

SibSp 0

Parch 0

Ticket 0

Fare 0

Cabin 687

Embarked 2

dtype: int64

Let's see if you have any missing values in the test set.

print(test.isna().sum())

PassengerId 0

Pclass 0

Name 0

Sex 0

Age 0

SibSp 0

Parch 0

Ticket 0

Fare 0

Cabin 327

Embarked 0

dtype: int64

Yes, you can see there are still some missing values in the Cabin and Embarked columns. This is because these values are non-numeric. In order to perform the imputation the values need to be in numeric form. There are ways to convert a non-numeric value to a numeric one. More on this later.

Let's do some more analytics in order to understand the data better. Understanding is really required in order to perform any Machine Learning task. Let's start with finding out which features are categorical and which are numerical.

* Categorical: Survived, Sex, and Embarked. Ordinal: Pclass.
* Continuous: Age, Fare. Discrete: SibSp, Parch.

Two features are left out which are not listed above in any of the categories. Yes, you guessed it right, **Ticket** and **Cabin**. Ticket is a mix of numeric and alphanumeric data types. Cabin is alphanumeric. Let see some sample values.

train['Ticket'].head()

0 A/5 21171

1 PC 17599

2 STON/O2. 3101282

3 113803

4 373450

Name: Ticket, dtype: object

train['Cabin'].head()

0 NaN

1 C85

2 NaN

3 C123

4 NaN

Name: Cabin, dtype: object

Let's see the survival count of passengers with respect to the following features:

* Pclass
* Sex
* SibSp
* Parch

Let's do that one by one:

Survival count with respect to Pclass:

train[['Pclass', 'Survived']].groupby(['Pclass'], as\_index=False).mean().sort\_values(by='Survived', ascending=False)

|  | **Pclass** | **Survived** |
| --- | --- | --- |
| **0** | 1 | 0.629630 |
| **1** | 2 | 0.472826 |
| **2** | 3 | 0.242363 |

Survival count with respect to Sex:

train[["Sex", "Survived"]].groupby(['Sex'], as\_index=False).mean().sort\_values(by='Survived', ascending=False)

|  | **Sex** | **Survived** |
| --- | --- | --- |
| **0** | female | 0.742038 |
| **1** | male | 0.188908 |

You can see the survival rate of female passengers is significantly higher for males.

Survival count with respect to SibSp:

train[["SibSp", "Survived"]].groupby(['SibSp'], as\_index=False).mean().sort\_values(by='Survived', ascending=False)

|  | **SibSp** | **Survived** |
| --- | --- | --- |
| **1** | 1 | 0.535885 |
| **2** | 2 | 0.464286 |
| **0** | 0 | 0.345395 |
| **3** | 3 | 0.250000 |
| **4** | 4 | 0.166667 |
| **5** | 5 | 0.000000 |
| **6** | 8 | 0.000000 |

Now it's time for some quick plotting. Let's first plot the graph of "Age vs. Survived":

g = sns.FacetGrid(train, col='Survived')

g.map(plt.hist, 'Age', bins=20)

<seaborn.axisgrid.FacetGrid at 0x7fa990f87080>

![http://res.cloudinary.com/dyd911kmh/image/upload/f_auto,q_auto:best/v1526380160/output_31_1_avurgn.png](data:image/png;base64,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)

Its time to see how the Pclass and Survived features are related to eachother with a graph:

grid = sns.FacetGrid(train, col='Survived', row='Pclass', size=2.2, aspect=1.6)

grid.map(plt.hist, 'Age', alpha=.5, bins=20)

grid.add\_legend();

![http://res.cloudinary.com/dyd911kmh/image/upload/f_auto,q_auto:best/v1526380210/output_33_0_zqq8hc.png](data:image/png;base64,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)

Enough of visualization and analytics for now! Let's actually build a K-Means model with the training set. But before that you will need some data preprocessing as well. You can see that not all the feature values are of same type. Some of them are numerical and some of them are not. In order to ease the computation, you will feed all numerical data to the model. Let's see the data types of different features that you have:

train.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 891 entries, 0 to 890

Data columns (total 12 columns):

PassengerId 891 non-null int64

Survived 891 non-null int64

Pclass 891 non-null int64

Name 891 non-null object

Sex 891 non-null object

Age 891 non-null float64

SibSp 891 non-null int64

Parch 891 non-null int64

Ticket 891 non-null object

Fare 891 non-null float64

Cabin 204 non-null object

Embarked 889 non-null object

dtypes: float64(2), int64(5), object(5)

memory usage: 83.6+ KB

So, you can see that the following features are non-numeric:

* Name
* Sex
* Ticket
* Cabin
* Embarked

Before converting them into numeric ones, you might want to do some feature engineering, i.e. features like Name, Ticket, Cabin and Embarked do not have any impact on the survival status of the passengers. Often, it is better to train your model with only significant features than to train it with all the features, including unnecessary ones. It not only helps in efficient modelling, but also the training of the model can happen in much lesser time. Although, feature engineering is a whole field of study itself, I will encourage you to dig it further. But for this tutorial, know that the features Name, Ticket, Cabin and Embarked can be dropped and they will not have significant impact on the training of the K-Means model.

train = train.drop(['Name','Ticket', 'Cabin','Embarked'], axis=1)

test = test.drop(['Name','Ticket', 'Cabin','Embarked'], axis=1)

Now that the dropping part is done let's convert the 'Sex' feature to a numerical one (only 'Sex' is remaining now which is a non-numeric feature). You will do this using a technique called [Label Encoding](http://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html).

labelEncoder = LabelEncoder()

labelEncoder.fit(train['Sex'])

labelEncoder.fit(test['Sex'])

train['Sex'] = labelEncoder.transform(train['Sex'])

test['Sex'] = labelEncoder.transform(test['Sex'])

# Let's investigate if you have non-numeric data left

train.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 891 entries, 0 to 890

Data columns (total 8 columns):

PassengerId 891 non-null int64

Survived 891 non-null int64

Pclass 891 non-null int64

Sex 891 non-null int64

Age 891 non-null float64

SibSp 891 non-null int64

Parch 891 non-null int64

Fare 891 non-null float64

dtypes: float64(2), int64(6)

memory usage: 55.8 KB

**Note** that the test set does not have the Survived feature.

test.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 418 entries, 0 to 417

Data columns (total 7 columns):

PassengerId 418 non-null int64

Pclass 418 non-null int64

Sex 418 non-null int64

Age 418 non-null float64

SibSp 418 non-null int64

Parch 418 non-null int64

Fare 418 non-null float64

dtypes: float64(2), int64(5)

memory usage: 22.9 KB

**Brilliant!**

Looks like you are good to go to train your K-Means model now.

You can first drop the Survival column from the data with the drop() function.

X = np.array(train.drop(['Survived'], 1).astype(float))

y = np.array(train['Survived'])

You can review all the features you are going to feed to the algorithm with train.info().

train.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 891 entries, 0 to 890

Data columns (total 7 columns):

PassengerId 891 non-null int64

Pclass 891 non-null int64

Sex 891 non-null int64

Age 891 non-null float64

SibSp 891 non-null int64

Parch 891 non-null int64

Fare 891 non-null float64

dtypes: float64(2), int64(5)

memory usage: 48.8 KB

Let's now build the K-Means model.

kmeans = KMeans(n\_clusters=2) # You want cluster the passenger records into 2: Survived or Not survived

kmeans.fit(X)

KMeans(algorithm='auto', copy\_x=True, init='k-means++', max\_iter=300,

n\_clusters=2, n\_init=10, n\_jobs=1, precompute\_distances='auto',

random\_state=None, tol=0.0001, verbose=0)

You can see all the other parameters of the model other than n\_clusters. Let's see how well the model is doing by looking at the percentage of passenger records that were clustered correctly.

correct = 0

for i in range(len(X)):

predict\_me = np.array(X[i].astype(float))

predict\_me = predict\_me.reshape(-1, len(predict\_me))

prediction = kmeans.predict(predict\_me)

if prediction[0] == y[i]:

correct += 1

print(correct/len(X))

0.5084175084175084

That is nice for the first go. Your model was able to cluster correctly with a 50% (accuracy of your model). But in order to enhance the performance of the model you could tweak some parameters of the model itself. I will list some of these parameters which the scikit-learn implementation of K-Means provides:

* algorithm
* max\_iter
* n\_jobs

Let's tweak the values of these parameters and see if there is a change in the result.

In the [scikit-learn documentation](http://scikit-learn.org/stable/modules/generated/sklearn.cluster.KMeans.html), you will find a solid information about these parameters which you should dig further.

kmeans = kmeans = KMeans(n\_clusters=2, max\_iter=600, algorithm = 'auto')

kmeans.fit(X)

KMeans(algorithm='auto', copy\_x=True, init='k-means++', max\_iter=600,

n\_clusters=2, n\_init=10, n\_jobs=1, precompute\_distances='auto',

random\_state=None, tol=0.0001, verbose=0)

correct = 0

for i in range(len(X)):

predict\_me = np.array(X[i].astype(float))

predict\_me = predict\_me.reshape(-1, len(predict\_me))

prediction = kmeans.predict(predict\_me)

if prediction[0] == y[i]:

correct += 1

print(correct/len(X))

0.49158249158249157

You can see a decrease in the score. One of the reasons being you have not scaled the values of the different features that you are feeding to the model. The features in the dataset contain different ranges of values. So, what happens is a small change in a feature does not affect the other feature. So, it is also important to scale the values of the features to a same range.

Let's do that now and for this experiment you are going to take 0 - 1 as the uniform value range across all the features.

scaler = MinMaxScaler()

X\_scaled = scaler.fit\_transform(X)

kmeans.fit(X\_scaled)

KMeans(algorithm='auto', copy\_x=True, init='k-means++', max\_iter=600,

n\_clusters=2, n\_init=10, n\_jobs=1, precompute\_distances='auto',

random\_state=None, tol=0.0001, verbose=0)

correct = 0

for i in range(len(X)):

predict\_me = np.array(X[i].astype(float))

predict\_me = predict\_me.reshape(-1, len(predict\_me))

prediction = kmeans.predict(predict\_me)

if prediction[0] == y[i]:

correct += 1

print(correct/len(X))

0.6262626262626263

Great! You can see an instant 12% increase in the score.

So far you were able to load your data, preprocess it accordingly, do a little bit of feature engineering and finally you were able to make a K-Means model and see it in action.

Now, let's discuss K-Means's limitations.

**Disadvantages of K-Means**

Now that you have a fairly good idea on how K-Means algorithm works let's discuss some its disadvantages.

The biggest disadvantage is that K-Means requires you to pre-specify the number of clusters (k). However, for the Titanic dataset, you had some domain knowledge available that told you the number of people who survived in the shipwreck. This might not always be the case with real world datasets. Hierarchical clustering is an alternative approach that does not require a particular choice of clusters. An additional disadvantage of k-means is that it is sensitive to outliers and different results can occur if you change the ordering of the data.

K-Means is a lazy learner where generalization of the training data is delayed until a query is made to the system. This means K-Means starts working only when you trigger it to, thus lazy learning methods can construct a different approximation or result to the target function for each encountered query. It is a good method for online learning, but it requires a possibly large amount of memory to store the data, and each request involves starting the identification of a local model from scratch.

**Conclusion**

So, in this tutorial you scratched the surface of one of the most popular clustering techniques - K-Means. You learned about its inner mechanics, implemented it using the Titanic Dataset in Python, and you also got a fair idea of its disadvantages. If you would like to learn more about these clustering techniques, I highly recommend you check out our [Unsupervised Learning in Python](https://www.datacamp.com/courses/unsupervised-learning-in-python) course.

**Introduction**K-means is a type of unsupervised learning and one of the popular methods of clustering unlabelled data into k clusters. One of the trickier tasks in clustering is identifying the appropriate number of clusters k. In this tutorial, we will provide an overview of how k-means works and discuss how to implement your own clusters.

We will also understand how to use the elbow method as a way to estimate the value k. Another popular method of estimating k is through silhouette analysis, a scikit learn example can be found [here](http://scikit-learn.org/stable/auto_examples/cluster/plot_kmeans_silhouette_analysis.html).

We will use the wholesale customer dataset which can be downloaded [here](http://archive.ics.uci.edu/ml/datasets/Wholesale+customers).

**K-means Overview**Before diving into the dataset, let us briefly discuss how k-means works:

1. The process begins with k centroids initialised at random.
2. These centroids are used to assign points to its nearest cluster.
3. The mean of all points within the cluster is then used to update the position of the centroids.
4. The above steps are repeated until the values of the centroids stabilise.

**Getting Started**  
 In this tutorial, we will be using the scikit-learn’s implementation of k-means which can be found [here](http://scikit-learn.org/stable/modules/generated/sklearn.cluster.KMeans.html)

**The dataset**  
 The dataset we will study refers to clients of a wholesale distributor. It contains information such as clients annual spend on fresh product, milk products, grocery products etc. Below is some more information an each feature:

1. FRESH: annual spending (m.u.) on fresh products (Continuous)
2. MILK: annual spending (m.u.) on milk products (Continuous)
3. GROCERY: annual spending (m.u.) on grocery products (Continuous)
4. FROZEN: annual spending (m.u.) on frozen products (Continuous)
5. DETERGENTS\_PAPER: annual spending (m.u.) on detergents and paper products (Continuous)
6. DELICATESSEN: annual spending (m.u.) on delicatessen products (Continuous)
7. CHANNEL: customer channels - Horeca (Hotel/Restaurant/Cafe) or Retail channel (Nominal)
8. REGION: customer regions - Lisnon, Oporto or Other (Nominal)

# Import required packages  
import pandas as pd  
from sklearn.preprocessing import MinMaxScaler  
from sklearn.cluster import KMeans

import matplotlib.pyplot as plt

Read in data and inspect the first 5 records.

data = pd.read\_csv('Wholesale customers data.csv')  
data.head()
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Below is a split of categorical and continuous features

categorical\_features = ['Channel', 'Region']  
continuous\_features = ['Fresh', 'Milk', 'Grocery', 'Frozen', 'Detergents\_Paper', 'Delicassen']

Descriptive statistics below shows on average clients spend the most on fresh groceries and the least on delicassen.

data[continuous\_features].describe()
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To use the categorical features, we need to convert the categorical features to binary using pandas get dummies.

for col in categorical\_features:  
 dummies = pd.get\_dummies(data[col], prefix=col)  
 data = pd.concat([data, dummies], axis=1)  
 data.drop(col, axis=1, inplace=True)

data.head()

![https://cdn-images-1.medium.com/max/1000/1*u1ukoDn7DFrHOEz8XUbfHA.png](data:image/png;base64,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)

To give equal importance to all features, we need to scale the continuous features. We will be using scikit-learn’s MinMaxScaler as the feature matrix is a mix of binary and continuous features . Other alternatives includes StandardScaler.

mms = MinMaxScaler()  
mms.fit(data)  
data\_transformed = mms.transform(data)

For each k value, we will initialise k-means and use the inertia attribute to identify the sum of squared distances of samples to the nearest cluster centre.

Sum\_of\_squared\_distances = []  
K = range(1,15)  
for k in K:  
 km = KMeans(n\_clusters=k)  
 km = km.fit(data\_transformed)  
 Sum\_of\_squared\_distances.append(km.inertia\_)

As k increases, the sum of squared distance tends to zero. Imagine we set k to its maximum value n (where n is number of samples) each sample will form its own cluster meaning sum of squared distances equals zero.

Below is a plot of sum of squared distances for k in the range specified above. If the plot looks like an arm, then the elbow on the arm is optimal k.

plt.plot(K, Sum\_of\_squared\_distances, 'bx-')  
plt.xlabel('k')  
plt.ylabel('Sum\_of\_squared\_distances')  
plt.title('Elbow Method For Optimal k')  
plt.show()
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In the plot above the elbow is at k=5 indicating the optimal k for this dataset is 5