## 预解析

- 一段程序包含有两个步骤：

    - 解析

    - 执行

> 在一段程序执行之前会有一个解析 过程，同时JS在解析的过程中，会 把变量声明和函数声明提升当前作  用域的最开始。\*\*这一动作我们成 为预解析\*\*

        例如：

            \*   var a = 1;

            \*       声明：var a

            \*       赋值：a = 1

            \*   提升的是声明部分

            \*   所以也称：变量（函数）声明预解析

- 函数声明同样也有预解析

    - function 函数名称（）{} => 都属于函数声明部分

    - 另外：函数还有一个创建方式，函数表达式（赋值、运算）

          例如：

          // fn2()

            var fn2 = function() {// 声明了一个匿名函数

                 console.log(2);

             }

          先声明一个变量存储函数

          可以看出来该函数变成了匿名函数

- 函数声明与函数表达式没有太大的  区别，但是需要注意的是：预解析 ，函数声明可以先调用后声明。但 是函数表达式不行

## 作用域

> 变量和函数并不是在程序任何地方任何时候都能访问的，在JS中 变量和函数是存在访问范围的

- 全局-windon

    - 不在任何的函数内部声明都属于全局的

    - 可以在任何地方都能访问到

- 局部（函数）

    - 在函数内部声明的

    - 只能在该函数以及该函数的子函数内部才能使用

\*\*函数外部不能随意访问一个函数内部的数据，但是函数的内部是可以访问其外部数据的\*\*

> \*\*JS中一个内置对象，这个对象是   JS自动创建的--\_windon\_，该    对象是浏览器创建的，不是      ECMAScript创建的，并且是我    们JS其他所有的顶层对象\*\*

- 当我们创建一个全局变量的时候，同时会在windon这个对象下面创建一个同名属性：

        例如：

        var a = 1；

        ==> windon.a

    - 约定：当我们去访问对象是windon的时候，那么windon可以省略不写

          例如：

          console.log(window.a) => console.log(a);

## 作用域链

> 当我们去调用一个变量或函数的  时候，首先程序会在当前作用域内 进行查找，如果查找到该变量或函 数的定义，那么使用就当前查找到 的，如果没有，则会向外（上）的 作用域去查找，一直找到为止，如 果一直找到最外层（全局），还没 有找到，浏览器则会报错，我们把 上面这个称为：作用域链

    例如：

     var c = 'miaov';

        // window.[[Scopes]].c = 'miaov';

        function fn2() {

            // fn2.\_\_Scopes\_\_ = window.[[Scopes]]

            // fn2.[[Scopes]].a = 10;

            // fn2.[[Scopes]].fn3 = function(){};

            var a = 10;

            console.log(a);

            function fn3() {

                console.log(c);

                // fn3.\_\_Scopes\_\_ = fn2.[[Scopes]]

                //

                // fn3.[[Scopes]] = {}

            }

            fn3();

        }

        fn2();

        console.log(a);

## 闭包

- closure/机制

- 函数嵌套函数（这就形成了一个闭包环境），内部函数可以访问外部的数据

    - 可以让外部长久持有一个函数内部数据，让一个函数内部可以访问外部的数据

    - 避免全局变量命名污染

    - \*需要注意的问题:因为可能会导致内部数据长期驻留内存，所以会不小心占用大量内存（内存泄漏）

            例如：

            // function fn1() {

                //     var a = 1;

                //

                //     function fn2() {

                //         console.log(a);

                //     }

                // }

         // function fn3() {

            //     var a = 1;

            //     a += 1;

            //     return a;

            // }

            // 不能直接访问

            // console.log(a)

上面案例说明：虽然return了，但是还不能直接访问a，但是可以调用该函数fn3()，还需要该函数执行完成以后返回内部的值，通过返回值的形式来访问函数内部数据

        // var v = fn3();

        // console.log(v);

### 垃圾回收机制

- 函数中的局部变量，是函数执行过程中创建的，当函数执行完成以后，表示当前这次函数工作已经执行完成了，那么和这个函数有关的数据（在函数中声明的数据）就会被视为垃圾，将会被回收。

        例如：

        // var v1 = fn3();

            // console.log(v1);

            //

            // var v2 = fn3();

            // console.log(v2);

    - 但是当其变量在其他函数使用时，会保留该变量数据

            例如：

           function fn4() {

                   var a = 1;

                   return function() {

                       a += 1;

                       return a;

                   }

               }

               var f1 = fn4(); //返回了fn4内部的匿名函数

               var v1 = f1();   //执行f1，得到fn4中声明的a

               console.log(v1);

               var v2 = f1();

               console.log(v2);

               如果不执行fn4（），那么fn3（）也不会执行

## 函数自执行

        // function fn1() {

            //     console.log(1);

            // }

            // fn1();

            // 函数声明不是表达式，所以不能使用()

            // function fn1() {

            //     console.log(1);

            // }();

            // 函数表达式

            // (function fn1() {

            //     console.log(1);

            // })();

            // !function() {

            //     console.log(1);

            // }();

            //

            // ~function() {

            //     console.log(1);

            // }();

            //

            // +function() {

            //     console.log(1);

            // }();

            //

            // -function() {

            //     console.log(1);

            // }();

            // ~function(a, b) {

            //     // var a = 1;

            //     // var b = 2;

            //     console.log(a + b);

            // }(10, 20);

## 递归--recursion

- 程序调用自身的编程技巧称为递归

- 函数自己调用自己

- 递归也是一种循环

- 最下层的函数执行完才能执行上一层函数

      案例：

      function add(n) {

              if (n == 1) {

                  return n;

              }

              return add(n-1) + n;

          }

          // console.log( add(5) );

          // 5

          // add(4) + 5

          // add(3) + 4 + 5

          // add(2) + 3 + 4 + 5

          // add(1) + 2 + 3 + 4 + 5

          // 1 + 2 + 3 + 4 + 5

![clipboard.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASIAAAD4CAYAAABIbOtLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACCiSURBVHhe7d0JUBRX/gdwK2Wt9a9Nmfpr/S1jyk2ZSm1ca9f/plLZVKo8c1TMPxpld5M1iZVNRVeNCzGHx4bEC4nKpcYLwRMQ8IxGjAeCSiTGM8YrigpqRAkQL0BgEPz95/fmNdMz093Tw0C6B76fqi55x8z0DDNfXr8e+7UjAACLIYgAwHIIIrBMVVUVxcXFyRKJn7muueTl5dGAAQOoU6dOsgbsKiSDqKaylnJXHaC0SZtpa0IO3S6tkC3mOe46KHNKlvi3Kc6cKaGZM3fThAlZtH79D9TQcF+22E9OznmaPHkbXbt2W9ZYz+FwUHh4OJWVlckaotLSUoqIiKC6ujpZE5yePXtSUlJSs4YbtIyQC6LSonKa0Gs2je4Y2bgt+meqbPVvS9xuWjomgyb+cQ5N6h0jawOTk1NA7dtPp3bt3NvChfmy1X66dJkt9pHDyC549JOTkyNLblwXHx8vS8Fp165ds4UatKyQC6JZgxaLACk+W0L3naOQaX3n09cL9shWY/V19TSu69TGAEsamyFbAtOnTyI99lgcFRaWi5HQk08uoMWLrQkifvxx4zbRqlWHZY2vyMjt1K1bDO3fXyhrrHXlyhUaNmyYLPniNu4TLA4iCA0h9Zu6VlAqAmTnkjxZ0zSXTxSL+8lO2i9rAvNf/xVFI0eulyVrnT37sxjtjB27UdbYX0xMDKWlpcmSr9TUVNEnGA0NDQiiEOLzm+I3tLKtWHHIeXzt8KhT/vLyX+J9+y5SVFQ2jR+/haZP30X5+UWijXnf5urVWxQdnUPTpu2imzfvyl7mnM4roOUR6yh2aJIIkLiwZFHmrfynG43tvBV+f4V2J+dT6sebXPNHZb7zR/szDov7OX/Yvb/8ptXbFMrz4Q9+r17zPJ6ful09OtHrs3LlITF3M2nSNvrkk68pO/ucaFerrnbQmjVH6cMPt4pRzd69F2SLy5gxG6lnz7ke+6N+bKY8nlab2oULZeL3w7/LJUvyqbKyVrYEts9m9OvXzzma1B+dXbx4kfr37y9LTcMT1d27d5clsDufIOI3tbKNGrVBhIa6jt+QbPjwdI96Zduw4QfRrq77858XUKdOnzeWp07dKfqYxZPSHBw+20ORVOsMSnX72E6fevRZ8NZqeS9uqRM2Nd42EOrnpN6U18S7zPT6/OY3Mxp/VrasrNOiD7txo4qeeWaxT5/MzO9lD+39UT82M2pTFDhHmg89FO3Rt3//pVRf3yDalTp/+2xW165dDSeQuY37BKNbt27OoMyWJbA7nyDiN9+wYSni8INHQywmJle86VJTj9D9+66zQ/xG/eijrc5j+Zu0ceMJiojYLPqEh38p2hmPmpQ37FtvZYizNn/603zxl7UpZgz4Qmxapvf/Qsz/8CjoVsltunu7mt7/3QyKGbJU9nDjvlEDF8hS4Pj5aH2oleerbuPXy7uOy507z6LVqw9TRUVt4+EVj3wU48d/Jeri4vbSnTs1VFNTJ0Y9iYnfyh5u3vfvTWsf1Lj+0UdjnSORcjEK498P99+x46zsYW6fzerSpUuLBxFPer/wwguyBHaneRDNf3X5TcZnhziMeKKTw0mN34x8aOB99sj7zc51HFr37rn+ujYVj154FJM60R10ipqqWtG25j9bZI12HVPq0yZvljWB03qeCr3XQF1nps8jj8SI180Mo/1RGPXhifcRIzJlicRhGffnw22FmX02q2/fvlRU5D4s9saHbdwnGHy2rH379rIEdqcZRHw4xsNwngdISjogRkf811Jt9OiN9MADrlPCBw5covLyqmZ9s3rj+Rw+1Mpfe0TWuBUckm3rj8oa7TpWcFDWr/O8H625IWXzZvSczLwGZvp07BhNb7/tDgcjRvujMOrDIx0+DFfU1dWL/jwXpDCzz2bNnDmTMjL0z1imp6dTdHS0LDWd1u8O7En3N/W3v6WKidDf/z6BZs/2/b4HzymEhbm/v8MjJH5j8qbW1DerNz7DxQFy9cfrssZNaeNT+orGunPuOrYzMU/U/3TG937MMnpOHOBvvJEuS84APV/m01/r9t51/Pp37x5Dt265J/Z5cnjz5pOy5MaPyX8Y+HCJD5O1GO3zc88lOw9jlsmSa+Ka+6ekuMPazD6bxZPRYWFhsuSL24wms81CEIUO3d9Uevox8Ub7wx/m0l2Nbx8//3yyOCz7xz/WiMM29WTn0qUHxBuUNy5zoPHPRmdt9HCg8NmwyKfjRIDwd3/Uh2fcrrSt+sD1odCrS34vU8wbcT2fgdM6zDOifk78umg9J/6OEb8ur7++RkzoK68LvwbcV/2aKLfVquMA40MmnrvhkdGQIavE/eblXRTtai++uIwefniOmNzm115Nvc96v4e1a4+L9sGDV9E776yjxx+PpyeeSGj8vZvd50BERUXRnj2+3//Kzc0VI6bm0KFDB6qpqZElsDPdIOKzNvyXdtcu7VO0ly/fpNdeSxNnw3gOiSep33wzQ8xtHD9eLN6k3hu/eQPFX17k4FBvfPpeoW5X6v3VebeZZeY5/fBDMQ0cmEQPPjhTjCanTNkpDn2Uvlq31apjv/xSRRMnbhPfjH7qqYW6o53vvrtEPXrEiiDhkama+r61HoPxZHZ8/D4RQL/9bRQNHZoiRkUKrdtq1QWitpbnGMc4D+ndh/z83z24jtuaw7PPPiu+j1RREfh/AYJfF8auYJnKykqPLy7yz1zXXI4dO0YvvfSS8w9BZ1kDdoUgAgDLIYgAwHIIIgCwHIIIACynG0TXrzf9ezYAAIFAEAGA5RBEAGA5BBEAWA5BBACWQxABgOUQRABgOQQRAFgOQQQAlkMQtTC+xHdxMdGIEbICAHwgiFoYXyRQ2QBAG4LoV1BaiiACMGK7IOKr/SmbXRZ41KO+wL735k2jCgAk2wWR+hKkdljg8dTly/Rpejr9NTaWXpk1i0YnJlLe6cAXFfQXRFrhBdBW2C6I7LbA46glS6iwpIQc9+5RfUMDFf38Mw1twrrsyBkAfbYLIma3BR6Ly8spdc8empiSQn+Pj6cXm7DKBIIIQJ8tg8hOCzweOHeO3lm4kLKOHBEjo7u1tY1B5D0vpN68aVQBgGTLIGJ2WeDx3UWLqPTWLVlywYgIoHnZNojsssDjm/Pm0TenT4s5ous3b9KG/HwRRLkntNcY88ZTWtyVg+joUVcZADzZNojsssAjnzUbu3QpDZ49m8YlJdGOY8fow5UrKXqDe614IxxA3psWrcM5gLZC991vdRC1JXV1dZSQkCBLAG0PgsgGJk+eTIcOmf9KAUBrgyACAMshiADAcggiALAcgggALIcgAgDLIYgAwHIIIgCwHIIIACyHIAIAyyGIAMByCCKAJqqqqqK4uDhZIvEz1zWXvLw8GjBgAHXq1EnWtF4IIps6c6aEZs7cTRMmZNH69T+Iy97aVU7OeXGBOr4Ub1vhcDgoPDycysrKZA2v1lJKERER4j8xN4eePXtSUlJSs4abXSGIbIgvket9CdyFC/Nlq/106TJb7COHkR3cvHmTxo4d69yvLtSjRw9KTEyULcZqa2ud4T+THnvsMXrkkUdo5MiRIly08OgnJ8f3gn1cFx8fL0vB4UvDNFeo2V2rDyIeSYwbt6lJF0WzSp8+ic4PQxwVFpaL/X/yyQW0eLE1QWTm9YuM3C6uCbV/f6GssdaoUaNEoFRWVlJFRQX95S9/kS3GFixYQIcPHxajHb4tj0ZGaCzRe+XKFRo2bJgs+eI27hOstnSNqlYfRGfP/iz+WgdzudhfG1+je+TI9bJkrVB8/bp27SqCJFBTp06VP7nwfXTu3FmW3GJiYigtLU2WfKWmpoo+wWhoaEAQMauCiN/wyuZvYcRffqmiuXPz6MMPt4qL7PN1q9V4lQ++TCx/kHr1mtd4nwr14yi865SyUqe1P0o7L1PE8yWTJm0TF/7Pzta+uqQe5X7U+8ub976Y2V8z+1Jd7aA1a46K149HNXv3XpAtLv5eP6Y8nlab2oULZeJ148UwlyzJd37I3b8r5fbBvn6Kpn6ABw0aJH9yuXPnDvXu3VuW3Pr16+ccreqP/i5evEj9+/eXpabhieru3bvLUutnuyDiN72yGS2MWFpaQY8/Hu/Rny+0z6t5KNRtysZveIWZOqXMm97+KGW+tK3ys7JlZZlfjNH7tsrmvS9m9tffvvCleJ95ZrFPH17KSeHdxpv6sZlRm6KgoNTjmuK88RJPvIYdU+qCf/30V1RRfj516hS9+uqr1LFjR2e49qJt2/TntdLT052huUSW3HjEZTSBzG3cJxjdunVzBnG2LLV+tgsiZmZhRP7LyhO6L7+8QqwI26/fUtGf/9p643qtD4nyOOo2XsDRu87M/nBb586zaPXqw2JkphzS8GgjUN6PrzC7v2b2Zfz4r0RdXNxe51/+GqqpqROjnsTEb2UPN+/796a1D2pc/+ijsWJJKB6F8evG/XfsOCt7NPfr5/u25nkfrh8+fDgdP35cTExv375dTGZruXr1Kr3//vvOsKyXNW48Cd7SQcST3i+88IIstX62DCLGb0KjhRGfeCJB9PHePvjgK9nDjev1PiRabXp1Rvtj9n7MMLqdmccx04cXGeDnY4bR/iiM+vDE+4gRmbLEcy+upZ+mT98la8zts1laQcS4Xh0srgD17cvvfT41X11dLWs89e3bl4qKimTJFx+2cZ9g8Nmy9u3by1LrZ+sgMnoT/va3UfTOO+tkyZjRfZn9APjbn6bcRo/R7cw8jpk+HTtG09tvu8PBiNH+KIz68EiHR62Kurp60Z/nghRm9tksoyDy5l1348YN5+vyNt3yWstOjc/IZWRkyJIvPqSLjo6WpabTex6tUcgGER+K9e79ReM8A+Oh/ubNJ2XJjeceeGVYHu7zOvlq3PbGG+myRHT+fJnmY/vbn+b9IOnfzsz+mtkXXsCye/cY5wfOfQKAJ4cDff0URvv83HPJzsOMZbLkmrjm/ikpR2SNuX02q6lBxIdvb7zxBl26dEnWEG3QWDaKJ6PDwsJkyRe3GU1mm4UgcrIqiPiNxxu/CY0WRtyy5ZTo8/TTi8Rf2yFDVok5o9zc87KH24svLqOHH54jJmd58UU1/s4O3+7119fQ8OHpjZOq/Nj8uGb2R92utGnV+aN+LF5YUuuxzOyvmX3hAONDJp674ZGR8vrl5V0U7WpGr596n/n+tfZ57drjon3w4FViFMsnGfjQWlk40+w+m8FnuvgD7D2Hw6fiuZ7bFUqdMvr57LPPnH/Mdoif2e3bt8U3pbVERUXRnj17ZMktNzdXjJiaQ4cOHaimpkaWWjfbBRG/+bw3flNq4b/g/NeWz2TxGS3+rxBavvvuEvXoESs+CN6n+H/4oZgGDkyiBx+cKc66TZmyUxxKKI/rvS9KvZpWm1adP+rb6N02kP31ty/89YeJE7eJb0Y/9dRC3dGO0eunvm+tx2A8FxMfv08EEB9SDx2aIkZFCq3batX5w6HivSnM1D3wwAMedbxpfaGR8WT3mDFjqLy8XNaQ+O8eXMdtzeHZZ58V30fiL2W2drYLIoBQwSMq9RcX+eemfJFSz7Fjx+ill15y/qHx/VJla4MgAgDLIYgAwHIIIgCwHIIIACxn2yBCEAK0HQgiALAcgggALIcgAgDLIYgAwHIIIgCwHIIIACyHIAIAyyGIAMByCCIAsByCKAjKdWz0+GsHABcEURAQRADNA0EUBAQRQPNAEGk4dfkyfZqeTn+NjaVXZs2i0YmJlHfad6G/YIMIQQXggiDSMGrJEiosKSHHvXtU39BART//TEPlJUE5PPQ2M+0A4AtBpKO4vJxS9+yhiSkp9Pf4eHpRY2UGf+GC8AEwB0Gk4cC5c/TOwoWUdeSIGBndra1FEAG0IASRhncXLaJSr5U+EUQALQdBpOHNefPom9OnxRzR9Zs3aUN+vgii3BOe634hiACaB4JIA581G7t0KQ2ePZvGJSXRjmPH6MOVKylaY/nhYCCoAFwQRBapq6ujhIQEWQJo2xBEFpk8eTIdOnRIlgDaNgQRAFgOQQQAlkMQAYDlEEQAYDkEEQBYDkEEAJZDEAGA5RBEAGA5BBEAWA5BBACWQxCBrVVVVVFcXJws+cd9+TYQWhBErcTyiHWN297U72RtaHM4HBQeHk5lZWWyxr/S0lKKiIgQ/6kYQgeCqJUY3TGyceMwaimRkc83bi2NRzc5OTmyZB7fJj4+XpYgFCCIWpH79++3eBCxmpqqFg+iK1eu0LBhw2QpcHxbvg8IDQiiVubXCCLW0kEUExNDaWlpshS41NRUcR8QGhBEOhzVDtqfeYRSJ35Ja6dm0em8AtniVnKxlL6cs5NSPtpI2Uu/oZrKWtninrPZm/IdndxzjtIjv6LMKVl0Iues7OFyv+E+ncw9R+tnbKO0SZtpx+J9lLvyWzq9z/PxjB5LzV8QVdyoom0L9ojnlbM8n6oramRLYFo6iPr160eFhYWyFLiLFy9S//79ZQnsDkGkofJmFU3rN79xzkXZ8tcflT2Irp0vpX8/PNWjPfrFRdRQ3yDalbox//2pRx/ejm47KfqwzM+2+rTztn3RXtnD/2OpcZteEN0uraCJf5zjcT8T/zSHKn6plD3M0wuie/cctHnzFzRjxqvObQht2jSX6uocspWouPgCLV4cTlOnvkxffDGa9u1bRytXfiJb3bp27ap59svs4pd8W74PCA0IIg2pH28SH9KseTl0904NOWrq6D9PxtLu5HzZwzXi+eiJz+nnwjIxeuKRD9/m+K4zsocrFCK6T6d9qQfFyKP4XImo49GI4v3fzRChd6e8UtzPT6ev0bzXV4gRlMLMYym4Xi+IeDQ1+qFIink1iZLfy6ToFxaJ/jzCCpReEHGw5Oamk8NRQ3fvVtC2bYm0d2+mbCWaO/ddKig4IgLr3LnDFBs7QrZ46tKli2YQGS1+qYYgCi0IIg0fPB4tRhxGPv7DbFryrnsOgw+V+EO9MXq7rNEOBe+6tMmbRd37j86gleM3OA/dztE9xz3Z6mLmsRRaj6mY1DtGtHtvqRM2yR7m6QURB01lpXsppjt3fhF1ipiYN0UA3btXR0VFJ0VZS9++fZ3tRbLkyczil3xYx/cBoQFBpGFc16mUONJ4opRHOjyqUNTX1YsPtXokw2V/QcR+zL9Ay/69Vjwut898fiH9Uuz+MJt5LIXW/Sve+58plPivNbIUHL0g4kOuhoZ6WSLx89Sp/ydLRCdO7KW4uLdpyhTXoVlR0SnZ4mmmM1wyMjJkyc3s4pfpzsO36OhoWQK7QxBpmD98JX3oHBVV3bora5wfoJyzdHire12zWS8voTmvJMqSazKZQyAv7aCs8R9EfLqdRyO3Sm6Lcm2Va4Kc+/DckcLMYym0HlPBh2KRT8d5zC3x4Z36eZmlF0Tx8f90HpK555yqqm7T/Pn/kiWi2bNfo59+co76nCMiIzzZHBYWJktuZhe/5NsGM9kNvy4EkYbrF0rF4RDPy/DIKP6vy8Tcyo/7L8geRN9uOCo+9HFhyWKUwZPAfOjjuOuamOUw4PbJ/xvT+E1nrToOvPE9omjhiBRKHpdJn7+0WPThM1oKf4/F+L7V988/e3/D+ogzcLh9ap95YoSlPK9Te8/JHkSDBg2iwYMHy5I25XtE1dW+k9w5OamUn79ZTFA7HLVizujgwW2ylWjPngwRTLGxb1FCwjuUljadLl3ynWxmUVFRzv57ZMnFzOKXubm5YkQFoQNBpINPc6d/skXM3Ux5di4d/PK4bHHh0cy2+bkiFPiQJ+Hvy8VIRcEfeGXjUNCrixmcSHNfW0Ef95xFYzt9KkKET9PX33OPWvw9FlPft/djqPHIjkdY4Y9Mo0+fSaADG4/JFhcOIt70cAB5b2o8Sb1xYxxNnz6E5swZTnv3rnXuv/u5LFz4HtXWukaa3Jfni2bNek2UvdU6D7vGjBlD5eXlssb/4pf830H4NnxbCB0IIovVeU1Mt3YcTjxCcjiqRRAdP57jHCGNkq2+KisrA/piIvfl20BoQRDBr6q4+DwlJ39M06a94jz0Gia+Q1RSon12DNoOBBEAWA5BBACWQxABgOVsG0QA0HYgiADAcggiALAcgggALIcgAgDLIYgAwHIIIgCwnC2DqFOnTjRw4EDav3+/rAGA1syWQcSX+Vy1ahX16tVL1gBAa2bbQzNeqbNdO93dA4BWxNZzRAgigLbB9kHU0OC7ZA4AtC62DqLu3bv7XCoUAFofWwdRdnY2devWTZYAoLWydRA9//zztHPnTlkCgNbK1kHUvn17cfYMAFo3209WA0DrhyACAMvZNohqamqoQ4cOsgQArZktg4jXpZo3bx716dNH1gBAa2bLIOrcubNYbfT4cc/VVQGgdbL1HBEAtA0IIgCwHIIIACyHIAIAy+kGEQDArwVBBACWQxABgOUQRABgOQQRAFgOQQQAlkMQAYDlNIMo0AUOeR2yuLg4WSLxM9cBAJihGUSBLHDocDgoPDycysrKZA1RaWkpRURE4OqKAGCK7qGZ2QUOefSTk5MjS25cFx8fL0sAAPoMk8ZfEF25coWGDRsmS764jfsAABjxG0RGCxzGxMRQWlqaLPlKTU0VfQAAjBgGkb8FDvv160eFhYWy5OvixYvUv39/WQIA0GYYRP4WOOzatavh2TFu4z56cHF8AGCGSeBvgcMuXboEFUQAAMwwiPwtcNi3b18qKiqSJV982MZ9AACMGAaRv0OnmTNnUkZGhiz5Sk9Pp+joaFkCANAWVBDxZHRYWJgs+eI2o8lsAACmmzRmFziMiorSPLOWm5srRkwAAP5oBlEgCxzW1tbSmDFjqLy8XNaQ+O8eXMdtRnDWDACYZhIEusAhB5f6i4v8M9cZ4UnwhIQEWQKAtsyyIcnkyZPp0KFDsgQAbRmOjQDAcggiALAcgggALIcgAgDLIYgAwHIIIgCwHIIIACyHIAIAyyGIAMByCCIAsJztgoiv6ojFGgHaFtNBVFNZS7mrDlDapM20NSGHbpdWyBbzHHcdlDklS/yrJdQWa+QVTlavXk3Xrl2TNZ78tQOAi6kgKi0qpwm9ZtPojpGN26J/pspW/7bE7aalYzJo4h/n0KTe+ssLhdpijfn5+ZSVlSVLvtTt9+/fp6NHj9LixYvp888/p2XLlomQBQCTQTRr0GIRIMVnS+h+w32a1nc+fb1Af5khtfq6ehrXdWpjgCWN1b60bKgt1sghsmTJEjGK0+LdfvDgQXF9bx7Zcd2BAwdozZo1og2grfMbRNcKSkWA7FySJ2ua5vKJYnE/2Un7ZY2nUFqssb6+npKTk6m4uFjWePJuv337tggetcuXL4vDNgAwCKLTeQW0PGIdxQ5NEgESF5YsyryV/3SjsZ23wu+v0O7kfEr9eJNr/qjMd/5of8ZhcT/nD2uv+hFKizXyZXDz8vSD2bud933/fs8A/vbbb33CCaCt0g0inpTm4PDZHoqk2iqHR/vYTp969Fnwlu9f+tQJmxpvqyVUFmvkUc7KlSt1l+L218746pU8wrPjBDyAFfx+emcM+EJsWqb3/0LM//Ao6FbJbbp7u5re/90MihmyVPZw475RAxfIkq9QWKyRgyMpKYlu3rwpazz5a2d3796lrVu34isJACqGQcSjFx7FpE78Uta41VTVirY1/9kia7TrmFKfNnmzrPEVCos18qq333//vSz58tfOCwx8/fXXuhPcAG2VYRDxfA4fauWvPSJr3AoOybb1R2WNdh0rOCjr1/nej8LuizVeunSJ1q1bJ0u+/LXz5PT27dvFRDYAeDIMIj7DxQFy9cfrssZNaeNT+orGunPuOrYzMU/U/3TG934Udl6skUcwy5cv1z2c8tdeUFAgQoi/S8R4/ujEiRPiZwDQCSIOFD4bFvl0nAgQ/u6P+vCM25W2VR9sNKxLfi9TzBtxPZ+B0zrMU9h1sUb+UuKFCxdkyZdRO4fnV1991RhCPCLavXu34TwSQFujGUT85UUODvXGp+8V6nal3l+dd5sWOy7WyAHDoxk9/trnzp1L06dP99h4QhsA3Frm0xsEOy3WyKOXzMxM3dPs/toBwBzbBVFTYLFGgNDWKoIIAEIbgggALIcgAgDLIYgAwHIIIgCwHIIIACyHIAIAyyGIAMByCCIAsByCCAAsZ7sg4ktpYIFFgLbFdBBhgUVfWGARoHmYCiIssKgtkAUW+TImu3btEpcF4QUWV6xYQSUlnheQA2irTAURFlj0FegCi5s2bRLBwyM7rjt+/DiuSwQg+Q0iLLDoy3sBRW/e7RUVFbRhwwbxs4KvYc3X4QYAgyDCAov6Al1gUcGXi+XlhM6fPy9W8/B3wTeAtkI3iLDAorZgFljk9cz4UrHZ2dmN17AGAIMgUmCBRTee3wlmgUUOJ27jZZOOHNFfWgmgrTEMIiyw6CnYBRYVV69eFXNeAOBiGERYYNEt2AUW1XjlD6PnCtDWGAYRn+HiAMECi01fYPHs2bM+h2EbN26kkydPyhIAaAYRBwqfDcMCiy7BLLC4b98+On36tAirW7duicUV+RAOANw0g8jfwoj+FlPEAotu1dXVYu0z/jZ1YmKiGCEBgKeW+fQGAQssArQ9tguipsACiwChrVUEEQCENgQRAFgOQQQAlkMQAYDlEEQAYDkEEQBYDkEEAJZDEAGA5RBEAGA5BBEAWM52QcSX0sACiwBti+kgwgKLvoJZYJGfD65bDeBiKoiwwKK2QBZYVOPlhRYsWKB7AX6AtsZUEGGBRV+BLrCo4PLatWtp1apVsgYA/AYRFlj0FegCiwo+FPvmm2/ExksKAYCLbhBhgUV9TV1g8fDhw3Tnzh1xzeozZ87IWgDQDSIssKitqQss8iVir193LR4wf/58cf1qAHDx++nFAotufKarKQss8jpmvMw04yWnY2Njxc8A4GIYRFhg0VNTFljkkY+6DmuaAfgyDCIssOjW1AUWCwoK6MSJE40bP8cNGzaIn/FFTQAXwyDiM1wcIFhgsekLLHrjQOXnCgBumkHEgcJnw7DAokswCyyq8QQ2fwUBIyEAT5pB5G9hRH+LKWKBRV/cj0M2JSVFfI8IZ80A3Frm0xsELLAI0PbYLoiaAgssAoS2VhFEABDaEEQAYDkEEQBYrh3VXSVs2LBhs3JDEGHDhs3yDUGEDRs2i7er9P/Zg4yKQcFg4QAAAABJRU5ErkJggg==)