# 数组名的类型

数组名的类型就是数组，例如  
type a[3];  
a的数据类型就是type [3]。  
  
但数组名在使用时，一种情况是作为左值使用，另一种是作为右值。  
  
作为左值使用时，例如作为sizeof或&的操作数，数组名的类型就是数组。  
sizeof 得到的是数组占据内存空间的大小，& a得到的是指向数组的指针。  
  
但作为右值使用时，比如用来赋值，传参……数组名的类型实际上是一个指向数组起始元素的指针（标准的说法是这时编译器做隐式类型转换，有的书说成是退化，也有人直接主张数组名在作为左值和右值时的类型分别为两种）

# C 二维数组（指针）动态分配和释放

## 先明确下概念：

所谓32位处理器就是一次只能处理32位，也就是4个字节的数据，而64位处理器一次就能处理64位，即8个字节的数据。如果我们将总长128位的指令分别按照16位、32位、64位为单位进行编辑的话：旧的16位处理器，比如Intel 80286 CPU需要8个指令，32位的处理器需要4个指令，而64位处理器则只要两个指令，显然，在工作频率相同的情况下，64位处理器的处理速度会比16位、32位的更快。而且除了运算能力之外，与32位处理器相比，64位处理器的优势还体现在系统对内存的控制上。由于地址使用的是特殊的整数，而64位处理器的一个ALU（算术逻辑运算器）和寄存器可以处理更大的整数，也就是更大的地址。传统32位处理器的寻址空间最大为4GB（2的32次方 = 4294967296bit = 4G左右），使得很多需要大容量内存的数据处理程序在这时都会显得捉襟见肘，形成了运行效率的瓶颈。而64位的处理器在理论上则可以达到1800万个TB，1TB等于1024GB，1GB等于1024MB，所以64位的处理器能够彻底解决32位计算系统所遇到的瓶颈现象，速度快人一等，对于那些要求多处理器可扩展性、更大的可寻址内存、视频/音频/三维处理或较高计算准确性的应用程序而言，64位处理器可提供卓越的性能。

32位（bit）和64位（bit）系统的指针占的内存不一样，注意B与b不同，B是Byte（字节），b是bit（位） 1GB=1024MB,1MB=1024KB,1KB=1024B,1B=8bit

在32位的系统中，所有指针都占4 bytes。cpu决定内存的编址,如32位CPU有32条地址总线,对应的地址格式为 10 01 .... 01 01 = 32bit =4byte，32位的系统其寻址能力为32个二进制位，应该是4个字节的长度，指针大小是4byte.

64位 -> 01 01 10 10 ....01 = 64bit =8byte，64位的系统其寻址能力为64个二进制位，应该是8个字节的长度，所以指针大小是8byte。以下都是内容都是32位系统指针。

## (1)已知第二维

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** (\*a)[N];    //指向数组的指针
3. a = (**char** (\*)[N])malloc(**sizeof**(**char** \*) \* m);
5. printf("%d\n", **sizeof**(a));   //4，指针
7. printf("%d\n", **sizeof**(a[0]));//N，一维数组
9. free(a);

## (2)已知第一维

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char**\* a[M];    //指针的数组
3. **int** i;
5. **for**(i=0; i<M; i++)
7. a[i] = (**char** \*)malloc(**sizeof**(**char**) \* n);
9. printf("%d\n", **sizeof**(a));   //4\*M，指针数组
11. printf("%d\n", **sizeof**(a[0]));//4，指针
13. **for**(i=0; i<M; i++)
15. free(a[i]);

## (3)已知第一维，一次分配内存(保证内存的连续性)

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char**\* a[M];    //指针的数组
3. **int** i;
5. a[0] = (**char** \*)malloc(**sizeof**(**char**) \* M \* n);
7. **for**(i=1; i<M; i++)
9. a[i] = a[i-1] + n;
11. printf("%d\n", **sizeof**(a));   //4\*M，指针数组
13. printf("%d\n", **sizeof**(a[0]));//4，指针
15. free(a[0]);

## (4)两维都未知

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** \*\*a;
3. **int** i;
5. a = (**char** \*\*)malloc(**sizeof**(**char** \*) \* m);     //分配指针数组
7. **for**(i=0; i<m; i++)
9. {
11. a[i] = (**char** \*)malloc(**sizeof**(**char**) \* n); //分配每个指针所指向的数组
13. }
15. printf("%d\n", **sizeof**(a));    //4，指针
17. printf("%d\n", **sizeof**(a[0])); //4，指针
19. **for**(i=0; i<m; i++)
21. {
23. free(a[i]);
25. }
27. free(a);

## (5)两维都未知，一次分配内存(保证内存的连续性)

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** \*\*a;
3. **int** i;
5. a = (**char** \*\*)malloc(**sizeof**(**char** \*) \* m);    //分配指针数组
7. a[0] = (**char** \*)malloc(**sizeof**(**char**) \* m \* n);//一次性分配所有空间
9. **for**(i=1; i<m; i++)
11. {
13. a[i] = a[i-1] + n;
15. }//采用如上内存分配方法，意味着将a的值初始化为m\*n的二维数组首地址,且这块内存连续
17. printf("%d\n", **sizeof**(a));    //4，指针
19. printf("%d\n", **sizeof**(a[0])); //4，指针
21. free(a[0]);
23. free(a);

### 采用（5）方法定义\*\*data，分配M\*256空间，调试如下： http://img.my.csdn.net/uploads/201301/09/1357697149_7242.jpg

![http://img.my.csdn.net/uploads/201301/09/1357697400_1102.jpg](data:image/jpeg;base64,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)

换算为十进制分别为：

$1=140737353293840  $8  =6897728  
$2=140737353294096  $9  =6897736  
$3=140737353294352  $10=6897744

$1,$2,$3分别相差256

$8,$9,$10分别相差8（64位系统）

## **2. C++动态分配二维数组**2.C++动态分配二维数组

## (1)已知第二维

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** (\*a)[N];    //指向数组的指针
3. a = **new** **char**[m][N];
5. printf("%d\n", **sizeof**(a));    //4，指针
7. printf("%d\n", **sizeof**(a[0])); //N，一维数组
9. **delete**[] a;

## (2)已知第一维

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char**\* a[M];    //指针的数组
3. **for**(**int** i=0; i<M; i++)
5. a[i] = **new** **char**[n];
7. printf("%d\n", **sizeof**(a));    //4\*M，指针数组
9. printf("%d\n", **sizeof**(a[0])); //4，指针
11. **for**(i=0; i<M; i++)
13. **delete**[] a[i];

## (3)已知第一维，一次分配内存(保证内存的连续性)

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char**\* a[M];    //指针的数组
3. a[0] = **new** **char**[M\*n];
5. **for**(**int** i=1; i<M; i++)
7. a[i] = a[i-1] + n;
9. printf("%d\n", **sizeof**(a));    //4\*M，指针数组
11. printf("%d\n", **sizeof**(a[0])); //4，指针
13. **delete**[] a[0];

## (4)两维都未知

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** \*\*a;
3. a = **new** **char**\* [m];    //分配指针数组
5. **for**(**int** i=0; i<m; i++)
7. {
9. a[i] = **new** **char**[n];   //分配每个指针所指向的数组
11. }
13. printf("%d\n", **sizeof**(a));    //4，指针
15. printf("%d\n", **sizeof**(a[0])); //4，指针
17. **for**(i=0; i<m; i++)
19. **delete**[] a[i];
21. **delete**[] a;

## (5)两维都未知，一次分配内存(保证内存的连续性)

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **char** \*\*a;
3. a = **new** **char**\* [m];
5. a[0] = **new** **char**[m \* n];    //一次性分配所有空间
7. **for**(**int** i=1; i<m; i++)
9. {
11. a[i] = a[i-1] + n;         //分配每个指针所指向的数组
13. }
15. printf("%d\n", **sizeof**(a));    //4，指针
17. printf("%d\n", **sizeof**(a[0])); //4，指针
19. **delete**[] a[0];
21. **delete**[] a;

多说一句：new和delete要注意配对使用，即有多少个new就有多少个delete，这样才可以避免内存泄漏！

## 3. 静态二维数组作为函数参数传递

如果采用上述几种方法动态分配二维数组，那么将对应的数据类型作为函数参数就可以了。这里讨论静态二维数组作为函数参数传递，即按照以下的调用方式：

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **int** a[2][3];
3. func(a);

C语言中将静态二维数组作为参数传递比较麻烦，一般需要指明第二维的长度，如果不给定第二维长度，则只能先将其作为一维指针传递，然后利用二维数组的线性存储特性，在函数体内转化为对指定元素的访问。

首先写好测试代码，以验证参数传递的正确性：

## (1)给定第二维长度

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **void** func(**int** a[][N])
3. {
5. printf("%d\n", a[1][2]);
7. }

## (2)不给定第二维长度

**[cpp]** [view plain](http://blog.csdn.net/handsome_926/article/details/8233744) [copy](http://blog.csdn.net/handsome_926/article/details/8233744)

1. **void** func(**int**\* a)
3. {
5. printf("%d\n", a[1 \* N + 2]);//计算元素位置
7. }

注意：使用该函数时需要将二维数组首地址强制转换为一维指针，即func((int\*)a);注意：使用该函数时需要将二维数组首地址强制转换为一维指针，即func((int\*)a);