# Abbottabad University Of Science And

**Technology**

# Department Of Computer Science

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAB5AGwDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9U6KKKACiiigApD0ozVDULSLUbOe1nD+VKm1tjMjbf95aAHafqVrqtslxaTpcwv8AddDU0U8c43Iwda82+CfwS0n4H6FfWGl3dxc/brn7ZczXJ3OZT975v7tclYeO28P/ALXl/wCB4XMmm6x4dTWGi/hgvUmdH/77i2f98VJjKXKe/UUyiqNh9FFFABRRRQAUUVyPxL+I2j/Cjwhd+JNdlaPTbV4kd0Tc3zuqf+zUAa+p69p+k3dha3l5BbXF9N9ntElfa08uxn2J77Uc/hXjGv8Axh1i2/aj0vwVFi28N2WgTapqUzr8js33H3/wKmz/AMfrmf2o9kPxA+DXjWXXrfTvDWjaw8t5M8vyBHRHVv8Agaps/wCBr/erM8TPcfHrWovEfwY+KOk2Xiy0t0hvbR7dJA9url0++m9Pnd/n2fPn+CpOOrV+xA7j4afH7Xviz48u9P0X4fajYeErR2SXxHrJa28znP7qLZ8+7/e4/ir0Lx/pXiNtOTUfCF3DBrlkdy2t8r/Zr1c/PFL/AHP9h/4f90mrXw7/AOEo03wdar44vdJuddij/wBKu9KDpA3+189cC37W3gQtLNaQeItT0aB9kuu6doN3caag/v8A2hE2bf8Aapxpyl8J0wjeJ594p/ab+MGneZpVr8BtcOt52Lco7XNn/vb0TZ/4/V39mL4GeLtC8Wa98TPiVKk/jbWE8lYUcP8AZYv4h8nyc7E+VP7le4eCPip4O+JKTHwv4o0nxD9nVGmTTb2K4eLf93eqE7ayfiD8e/BPwsurbTte1ZRrNwm+DSLCJ7u+mX++lvEGfb74qfZy5uUx9h715nQ/EDWdd0Dwlf3/AId0dNf1e3TfFprT+T9o6/Ir9mrwfUP2m9Z8XfA3x3quleH9U8HeNtBtDMdN1a3bem3+NN6fP3/gr1v4dfG/wn8U5bm20K8uF1G1RXuNL1K0lsb6FX+4728yo+z/AGq8v+Mnw++MXjPxPdeV488P+EPh7Eu+UC1SWbyv4mfzU+9/wNVolGUQq832T1bwN8UbHxP8LvCvjDU5IdKh1m0tJtkrfKJZgmxF/wCBsBXeq2a+Ifjn4z8IfE34ceHPhr4B8cWGqahZarp6WqQvt82FP3P30TY6JvR96f3K+qdY+JGi+FfGfhjwhe3TPreurN9kTH3/ACk3u7UcxUanc7mimffp9WbkRfFfMOpeKdI/bB+C3j7w1Ij6XqdhfzWBhQ78TRTZtn/4HsX5f96vRfjT8dtK+Ces+EY9bjdNI166lspb5W4tH+TY7/7HL15J4u+E/jr4ceLvFWs/BfTdPvT4hlhlvV1GdE+xXPz73iVuH+SX+P7m9/v5+STjqz+wSeD/AIk+PtV1nTvAepfA3ULjR0totPv9R1qdFgESpsf+B4nTjs7b69xstA+HfwI0K61C3sdA8EaVvzPdbIbOFnb+8/H615xF4h+I3wR+AniTxR471q18VeLYod9rZwwpDbW8rfJDDvRPn+d13PXgvxx8D+CbryfDPxL8ReLPGviKXZc6nqVnqflQ2Ev923tP9Uif7Gz7lZTnQw8fa4ifLE78Dga+LlyUYc0j6F/af1g654U8KeCNNvdj/EDV4dKee1c/PY7HubzY6/37eGRN3+3Xztqv7Q3jHTb2207SJbXw9pGkypDb6XYW6JCiJ9xH/wBiuf8AHuleD/DXjn4bXfgLxn4s0rR9P03UJWuEvXvHsrtEtoYVSK4+RN6PMj/wP/wCvJU8Y3HifVUTT0/tS8luP9KvPK2fvX3/AD7E/wBtH/77rwc7xTlSpPA1T9E4by2lGVWWY0j1zUp9N+BfiCLxf8Cjd3/izxhZ3V/rPhpo/tyWFp997n/Y8mXfsT+P7lbur+ONI+HVhpD/AA78QPruvatbpquteNZtj3mpO/3Eff8AcT77+T9xPuV5bZ/Db4sX1hYXui+F7+C5eJ/tGy3dE/3P9ysfxPp3i3wI9nFq/h26S2S3/ezPbvD8/wByuXGZrjMVg40oQ9/+Y7sHk+W0MZKrVnzxj9k9l8a/HfXIfBNv8VbzSo7rxH4J1S0iS8sYvKe6tJ96XNvcOv3Itnz/AO/sr7e+HnipPiT8O9C8Qy6dPpy6xZRXLWF8vzxb0+49fmJafEG9134f+L/CGn+IotB07UNMma907+zftNzeuqbEtt+/5Ef5037K9qvPEWhaP4Y0lpfil8Tdf117OB7iGw137JDA+xN6/IiJ8v8AwOvaweOoQwEHiqvvnzWa5VVq46cMJS9w+jvH/hmz+DGnXnif4d/CHTPEGvTP/pS6akNpME/v/c3P/uJXnnw00TWvjF8YfDHxF8V+ENT8CxeHbCW1s7DUj/rbh933N2x9qJv++n/oFaXwv+ImveF/EPg6yvPFc/jfwX4yeWz0u+1KNE1HTr9Imm+zzOnyzI6QzfNs3LsqDxJoX7R+i+PLqPTdS0Xxn4TuncRfbBFZyW6fwfcT5XX+/wDP/uV6LcWlOPwnw2IoTw8+SZ6n8FvjjY/Ge/8AGI0y32WOhat/Z1vdFv8Aj6QIm5/++9//AI7XrBavlDTtb8L/ALF3wp8O6JaxNq3iTxBe7Wt3+V7m43Kkzt6InCf9819VhuKFIqnJ294+f/H0fw6/at07xJ8O7zUJbbXdCum81Nuy4spU+Tzk3feT5/8Ax6vMdQ+DPxj8b6v4esPEHj2Pwd4LtIoIUOj38kV5e46s/wBzEr/777f/AEPrPiV+z9Dr/wARI/i54A1uBNYhV4dSsVfzIdQ+TynXej/JLs+T+7WX8LPgl4t1D46Q+PPixrtl/bX76XRfDNtd+d9n/wBtP9lV/u0jjlGU5+/E9u+M3w4fx18EfEfhDTX23tzpbwWDzNu2XCLuhLN/vqlfBWu6dLf6Loni/wC0SzQ68j/aEvJUe5tL5H2XNtL/ALaPvr2n9oX4zfEfxj4msYvhZ4gg8K+DtKv30/WPEd+0Sx3lwj/vktkdHeXydjo2z+P5K+d/jB4S8J+Gda17U/Bes3niY6tbo91fapA814l3vffMj7Puzb97/J/BXl51Qws8JyYiXvfZP0fhiWMw2J56UPcMnwn4A1X49eNk8O6Vv/s3f+9d0dNif89t/wD33X3n4L+B+lfB3RYrfwz4ai1rXQm97ua5iheX7m/533uq183/AAD8XJ+z/o3w1hn0p9Tm+Id/PpEt5K2y5t9nlIj/APfcr7/9xP7leB+PPjZ490r4cfCPxLa+Jb2DW9J1XxDYWV/v+f7PE9oiQv8A89k/366sjyTnpQl/4CRnuaVcTipwgfqNquua/Dpf2X/Q7HWNu/7ZHE8ttEv8af7L1k3H9s6t4fubcw6RrkDXnkRDVIZU/wBE/ieVH+83+1Xzx8Df+CjGkah4IWf4rWv/AAj+ppFN9m1G0t2e21Rotm8Iv8Ev71Pk+58/36+ff2tf2v8Axx8XfhtqE+ltd+CPCU2py6X/AGbIjQ39zshSXdLN/B/rduxP7v8AHX0McsqzqeynA+Si3HWJ7R+0l+yXcWOhXPjHwrZPot5FL511p1tPv+59x0f+7s/74rwnwfqsvir/AEeJHur9Jfs2yGJ/3r/7Fe1eLP2nvEHwm8ffH3V763bxKmmXGmaFpGnXMu22t1dJn+bZ/D9/f/G/yV5v8XfCCfD/AOMeuaG17FBoiy7LfTUbyXbf86bHT5/ubPnr8/zzKY4dwm/hkfpnDObVZc9OfxnoXw+kufCn7T/w4+Fmq6ZqNxLpl0/iO4mtm3wwXD2MyQ/J/AiJM+9/7719JftM/CPxF48g0jVPB/jm68H+JLJmSKMX8tvbXoP8DhG+9Xzf8DPFmt/BPR11HRPFlh4+1HUyl14h0LWvNiv3l2Bdlpdv/rdioiIk33/79fS/jC58F/tRfAbUpE1X+z9LuPk+2Xi+TNpd7E+396j/AHHR/kb8a+npxoexjDCy92J8Dm8MVVqznioe9I4jw38FtY8Q+KtG8afGm7sHv/CFoksMdrJizkdHZ/tkrf3vkT5P9jd/sV7l8PvjBoXxN0WfVvDou77TI7qS1W6W3YJKyYyyZ/h54r5a074EfGHxL4Lb4Y+KPEVp/wAI+zs1v4kW6e6mubXej+SEPzfwp9/+DfX0x8NfDnhP4VeD7Hwno2r2kdrpYMT+ZcJ5jSH5mZ/9o7s0I+cpc1vdPFPEP7PHi34Y/FTV/iF8PdTtpND1Avd6v4YvJWhSX+N/J+XZv3/Mu7Z/v1L8Dvhtqngj4p6j4y+J+u2jfEPxcstppmjxXHneRDw7r77NiL8nyIv+/Vn4k/AH4h6P8TpfG3ww16H7NqTCTVfDOq3TrZ3P9/8Avr8/0rj4tNuvhZ8Vbn42fFe8W3uLqVNF0HRbafzZdz/ud3/fG9/+B1ZNuSfwnmGo6bqE3w28H+Bv7MuZfFngGO40vXrKCF3ffuDJd7P7lyn77f8A7b15V4/sb2Pw9eJEl7BND99Ifkevuf8Aa9i+HvgzwvaePPE97qvhzXrKT7Hpeu+Hv+P8SujukP8AdeM7X+ST5OK+Stf8DeMdQ+HVt4v8d22ja7/wnX2fU/7eh1LZcpE8P7m0e32bNiJs/wBTXz2a5RGfNmjmfreQ55JUo5aofEbmrapb6pof7KNyjrIlv4ultpX/ANt3ievEPDfhy0+KngF/C95e/wBl3PgvxPfX+oJsd5v7JuHRLmZE2PveGaH502fx11Xw08M6P470RPAXinVZ9B+yah9p0jXrZNiWV8n+w7/c2bN//AK9xvv2RfHt14ttvEGs6ZYf8JPbvvi8f+A9S+yXkrf89ruxuP3Tv/f2P89fZ5JmNL6pCPP70T5XNsJPC4mfP9o+UrD/AIVvfW1hpl5rD3vhzwyut3KOkuya9eVLT7J5PyJ5z74X+TYn8FbHiTUtC/aTm03wf4H0e98PW1vqE2palc37/JaWPkoj3M029/7j/f8A7n+3Xu/in/gn3rvxP2XzvpOg+IYdSS21K/0aVfsGp2+/57lIf+Xe4T+OH7m/7lbupfsdeJDoEvhuDQrjTvAyzbrfwro+pW8N5qrp/wAvmqXz/wDAP3UKPtr6N42h7rjL3jxD5o8eeMYvib4Y+Nniq2iaDTdZ8Y6Mlo83yb0T7Rs/8goj17B+1vef2t+0fdi0eVIreWJJfJRHTesKff8A++K1/F/7OrfDrwzpWsfE+40Lw34S0O4e/wBL8B+E5ZpUuLj+/d3E3zzP/fevIPDF1ceKvH154t17T59QkuLryfJs5dlzcfP86Jv+47vv/uV+e8TYqlX5KNL+vsn3HDuFmpyxUvhR2Gm6Bqeq/PY2U88Kf8tkifYn/A6+kvBJ8MXeqfG+TVL2PT/h/qtvpWhXl8ZP3L6p9neG7dG+70ktE3/34nrzDwf8IvG/xv0PUvgX478QS+EdL8NJb6pa2m1bvUruxld/s3m3G/Y6w/Oj/wC2iV7p8QfDPgP4V/Bvwd8E9RuZbPS9ctm0Gw1CRV+SdAmyWXt87uv/AH3SwGV0snpShz80pHl8RZ5LNn70OXlPPPDXwb+NvhHwfqXww0zWNMm0653y6V4nmvnL29o21ZkRPvo/zLs/33+eve/gf8CtP+CPgG28PRq2r3byveX1+683Fw+A7/kq14Pp/wAIvj7ZfDS2+HWl6tpOlwWEz2beIftrrN9k370SHYm9Pvp/tfIi19MfBv4VwfCXwHZ+H4rmfVbhGaa7v7lsvcTty7n6muuJ8PTj/dPOv2ifAHxa1O9stf8Ahf42m0yeFPLuNHupES3f/bTcj/N/stxXl/iP4XeMviT4t8Gar8WE0jw9p3hSzuNZ1GOzuvNF2UdHbav8A+Tc/wA/8dfVvxA8Fab8RfCWp+HdXRpLG+i8pmibY6f3XVuzLjdXxDe/DH4waJpXib4f2njHw340t1t5YooJ9X36lDE6fPCsTfN86bPkf5N6I9OQq8bHonxX+ImlftDfsr2PiibSgmgyeLLFdTtrlN/2fT4tURJnf+7/AKP87/7zV5r+0Ymq2vxCa0vIo4dIihRNGhtP+PdbX+DbXpvwJvrf4fR/Df4M6nb22oadrvhu+v8AUXlXektxLNv8n/gCecldpe/se6NGbQ+GfGfijw5ptn89lYW93Fdw2vtD9oRyi/8AAq5MdhP7Qw3seblPq8gzWGXV/rE48x8NeKvBF1cXMLSW91peqta/aYrl4nTdb79m/wD3N/8AHXWeB/2sPGnw90YeG/FFtPfaK3zpPbP89vCr/J8//slei/FD4d+AdA/ap+HHhbxx4u8SeMH1nTbm3nj1HUpUdZnmi+yJ/o+z90/+k/J9z5ErgPiRp+m2fjzxLYafbpBptvfyxRQ/3ER9n/slfNZhhp5BClOjLm5j9FwOLo8UTlSrQ5eX/wABPd7D9qTw5qIe5Nz4us7W9Te1hFHaNDs+d/k37X+ffXN+LP2tbPw7d2eoaTaaxqGpK0sMVxrV18m90fZ+6i+T+/XiPiPT73wlbaK19p95nXot+hwwxb31B/ORPJh/2/nR/n/grb8b+AtX+H/iD+y9YtUhu4olm+T502N/H/7JXHiMxzSjSjWqw/dyN6GRZJVq+xpT5qhwnjDxh4l+KepXPiXx1er9gSJ3dHfZ9n2f3Pk+RK6bV/C174Pl+x6lpsuktEn+pli8pP8AgFbusfC/SPHHwFvLqO41O18Uaj4hsfDEMNndOkNxFcTW+9JofuPsTzX/AOAV7nb/ALM3xtu/ifrU2r/FiDU/B00SJatqOmw3czfc/wCXfYkUTff+dK9Snkf9oYaOJnV5ZSOGrxFSynEzwcKXuxIfhDHrKfFL4OXWss41e40jWbMo7fvX0xfs7xPN/wBtUTb/AMAo+Pp039p6/wDG/gHT500bxb8P7hNRsL26bbDcJ5Kebv8A7g3v/wCOpXdeKvDlt+zb8PPGPxEuNWvPF3jqHTTC2tawU37N/wC7iSJAiRRb/wCBF+bZXjPibwH4wvPjVq3xG8HLo66brugWl7qUWuXf2e2g81E/dP8A9+d/+69fRqHsoRpc3Nyn5FmeIjWqzny/Edlrnh79o/x5qmm2Wmalp3gbw7IsTS38V4stzLuT53b5N7t/cX5P9uvqvw9o8+iaFY2E19Nq01vEsb3182ZpiOrN7mvnD9mX4O61c67cfEfx34xt/HGuzZSwNjffa7Ox3cPs2/Jv/h+T7tfVWK1RjQj7o2vn/wDaK/Zu8E/EmB/FWow6lpuvadFv/tXQF3XjIn+z/Ht9vmr6BPApjICea2OiUYzj7x+d3gLxl8LPCXj/AErxQfilquu3OmRXVnLD4kg+zzW73HWVPk/vffT/AIHXoX7N37Qf/Ct/2ffDj+KXl1CGLxO3hv8AtJJd6RQtvdJt/wDGiV7L8aPhVe3kCa74K8FeDNX8Uq+6WbXtPXzHT/Yf+/8A79fN3jfwR8TfGfg/VdI8f2ngT4Y6FeMbmWe+vliSa7TlJUVX+Rvl+Z/4k+8j1ze9A833qJ9KfHH4L6d8T10/XNITTrX4iaBLFeaNq88SMYnV96RS/wAXlPyuP9uvAfFvga88W6nI0fwR8YWXi+4n867H9pW/9kNLv+d/tO9/k/3E3/7FY6/GqLwl8aPh3rmkeK7XWkn0+y8N+K7SzuluIm2/IlyjpuVl3u77/wDY2fx17z8Jfj1qup/GHxL8M/GdgtjrdlcSz6RfKuxNSst77H2f3tn/ALP/AHKclRxEeSvHmPWweZ1cPL91LlMQ/sn3HjLwxrOo+O7611rx1eaf9l0l7YPBYeHNvzwpY7fnTY6p++++2P7vyV5NYfDX4l6T4btLL44aNr3jwwXT3Nr4j8HlNRubeJlwbSaHYkzqHTeroj/fr74J4rmPiB430z4eeD9V8RaxP9n0/T4fOlOeevyr9WbC/jXTUlGrSlRqx5om9LFVcPP2sJe8fPXwg+Et1r3jrR9cfwzqHg7wL4cme703TtZb/T9R1F08kXcsfPlKkO5ET725817H8SfjNpHw1vvB9nMv2688TarFplokEqdH+/N/uJx/31Xy/wCPv2lfHmq/s5XGstaN4Z1jxhq/2HQo4yyva6eYl33O/wDi/j+bpzurGTT7Lxhr3gDUPAfj/wAIXVz4M0NbDS7PWtQRZrq7/jmSHfvT/tr/ALHyVz3jCPLCPLE87EY6daXNP4ip4v8AiZonibxf8etB8beJrfS4dbv7fR7CG5l/49Et9/77Z/c+5/vvWj8N/hD8OPj/AOJVsI/Hfjjxlp2ngXMlrd2z29op+4N0uwbeEXbzv2fnXc+DfAXxf8Uautl4s+GngBPD/wBp826l1SNbx7jd9+bdvdmf/fr6v8PeHtM8LWCWGk6da6XZR/ctrOFYkT/gK1EY8xzUqc5/GJ4b8MaV4R0Kz0fSLKLT9MsovJt7aFfkRK2qKK6j0wooooAbjivN/iX8AfAnxYuILvxR4btdUvYE2RXJZopUX+7vQ5r0k9KjfoPrQQ4RnufKni74DePPCjzaN8HLHwj4P8M3G37RNNEZru4bj/WtKj5/3ar6L8DvD3wibRNf8e+LNR1v4g/anfSTpe9Hjdk2PDY2afJsO/5/k2fP/BX1ie/+9XD6/wD8lW8I/wDXlqf/ALbVnY5fYw5jmtN0v4q6oZrmLxBp2g2bhPJtdX01b68/7atC8KJ/ufP/AL9cl43tLbV9LXw38abm8TSbyVEF5bMq6RdSow2bpURXg+b+Cb5P9t6+iP464P43/wDJIfE//Xmf5rVG3KeCXf7O3xi+HniK7n+HfjrTr/RZXLRWviS2SaeJO0TzMjvKi/76V3Oifsh/D7WLez1PxX4F0OHxAy7ruDSHmSxZv9hOOP8AZr36H+D/AHasDpWcSI0YFDS9JtNHsLexsbdLW0t02RQxJtRF/u4rQoorY6gooooA/9k=)

ASSIGNMENT NO 4

## Name : M Hassan Ashraf

**Roll No : 2023132**

## Semester : 2nd

**Subject : OOP**

## Submitted To : Sir Jamal Abdul Ahad

**Q1: Write a program in python Create a BankAccount class with public attributes for account\_number and balance. Add private attributes for \_\_owner\_name and \_\_pin. Implement methods to get and set these attributes securely**

class BankAccount:

def \_\_init\_\_(self, account\_number, balance, owner\_name, pin):

self.account\_number = account\_number

self.balance = balance

self.\_\_owner\_name = owner\_name

self.\_\_pin = pin

# Getter method for owner\_name

def get\_owner\_name(self):

return self.\_\_owner\_name

# Setter method for owner\_name with validation

def set\_owner\_name(self, new\_owner\_name):

if isinstance(new\_owner\_name, str):

self.\_\_owner\_name = new\_owner\_name

print("Owner name has been updated.")

else:

print("Invalid input. Owner name must be a string.")

# Getter method for pin

def get\_pin(self):

return "\*\*\*\*" # For security reasons, only return a masked version of the PIN

# Setter method for pin with validation

def set\_pin(self, new\_pin):

if isinstance(new\_pin, int) and 1000 <= new\_pin <= 9999:

self.\_\_pin = new\_pin

print("PIN has been updated.")

else:

print("Invalid input. PIN must be a 4-digit integer.")

# Example usage:

account = BankAccount(account\_number=123456789, balance=1000, owner\_name="John Doe", pin=1234)

# Accessing public attributes

print("Account Number:", account.account\_number)

print("Balance:", account.balance)

# Accessing private attributes using getter methods

print("Owner Name:", account.get\_owner\_name())

print("PIN:", account.get\_pin())

# Updating private attributes using setter methods

account.set\_owner\_name("Jane Doe")

account.set\_pin(5678)

# Checking updated attributes

print("Updated Owner Name:", account.get\_owner\_name())

print("Updated PIN:", account.get\_pin())

Q2: Design a UserProfile in python class with public attributes for username and email. Add private attributes for \_\_password and \_\_security\_question. Implement methods to get and set these attributes securely.

class UserProfile:

def \_\_init\_\_(self, username, email, password, security\_question):

self.username = username

self.email = email

self.\_\_password = password

self.\_\_security\_question = security\_question

# Getter method for password

def get\_password(self):

return "\*\*\*\*" # For security reasons, only return a masked version of the password

# Setter method for password with validation

def set\_password(self, new\_password):

if isinstance(new\_password, str) and len(new\_password) >= 8:

self.\_\_password = new\_password

print("Password has been updated.")

else:

print("Invalid input. Password must be a string with at least 8 characters.")

# Getter method for security question

def get\_security\_question(self):

return self.\_\_security\_question

# Setter method for security question with validation

def set\_security\_question(self, new\_security\_question):

if isinstance(new\_security\_question, str) and len(new\_security\_question) > 0:

self.\_\_security\_question = new\_security\_question

print("Security question has been updated.")

else:

print("Invalid input. Security question must be a non-empty string.")

# Example usage:

user\_profile = UserProfile(username="john\_doe", email="john@example.com", password="secure\_password", security\_question="Favorite color?")

# Accessing public attributes

print("Username:", user\_profile.username)

print("Email:", user\_profile.email)

# Accessing private attributes using getter methods

print("Password:", user\_profile.get\_password())

print("Security Question:", user\_profile.get\_security\_question())

# Updating private attributes using setter methods

user\_profile.set\_password("new\_secure\_password")

user\_profile.set\_security\_question("Favorite animal?")

# Checking updated attributes

print("Updated Password:", user\_profile.get\_password())

print("Updated Security Question:", user\_profile.get\_security\_question())

Q3: Create an online quiz system with classes like Quiz, Question, and User. Allow users to take quizzes, track their scores, and provide feedback on their performance.

class Question:

def \_\_init\_\_(self, text, options, correct\_option):

self.text = text

self.options = options

self.correct\_option = correct\_option

def is\_correct(self, user\_answer):

return user\_answer == self.correct\_option

class Quiz:

def \_\_init\_\_(self, name, questions):

self.name = name

self.questions = questions

def take\_quiz(self, user):

score = 0

user\_answers = {}

print(f"\n--- {self.name} Quiz ---")

for index, question in enumerate(self.questions, start=1):

print(f"\nQuestion {index}: {question.text}")

for i, option in enumerate(question.options, start=1):

print(f"{i}. {option}")

user\_answer = int(input("Your answer (enter the number of your choice): "))

user\_answers[question.text] = user\_answer

if question.is\_correct(user\_answer):

score += 1

user.record\_quiz\_result(self.name, score, user\_answers)

print(f"\nQuiz completed! Your score: {score}/{len(self.questions)}")

user.provide\_feedback(self.name, score)

class User:

def \_\_init\_\_(self, username):

self.username = username

self.quiz\_results = {}

def record\_quiz\_result(self, quiz\_name, score, user\_answers):

self.quiz\_results[quiz\_name] = {"score": score, "user\_answers": user\_answers}

def provide\_feedback(self, quiz\_name, score):

if score == len(quizzes[quiz\_name].questions):

print("Congratulations! You answered all questions correctly.")

elif score >= len(quizzes[quiz\_name].questions) / 2:

print("Good job! You passed the quiz.")

else:

print("You need to review the quiz. Try again for a better score.")

# Sample questions

question1 = Question("What is the capital of France?", ["Paris", "Berlin", "Rome", "Madrid"], 1)

question2 = Question("Which planet is known as the Red Planet?", ["Earth", "Mars", "Jupiter", "Venus"], 2)

question3 = Question("Who wrote 'Romeo and Juliet'?", ["William Shakespeare", "Jane Austen", "Charles Dickens", "Mark Twain"], 1)

# Sample quiz

quiz1 = Quiz("General Knowledge", [question1, question2, question3])

# Sample user

user1 = User("JohnDoe")

# Running the quiz

quizzes = {"General Knowledge": quiz1}

quiz\_name\_to\_take = "General Knowledge"

quizzes[quiz\_name\_to\_take].take\_quiz(user1)